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ABSTRACT
For decades computing educators have been trying to identify and
predict at-risk students, particularly early in the first programming
course. These efforts range from the analyzing demographic data
that pre-exists undergraduate entrance to using instruments such as
concept inventories, to the analysis of data arising during education.
Such efforts have had varying degrees of success, have not seen
widespread adoption, and have left room for improvement.

We analyse results from a two-year study with several hundred
students in the first year of programming, comprising majors and
non-majors. We find evidence supporting a hypothesis that engage-
ment with extra credit assessment provides an effective method of
differentiating students who are not at risk from those who may be.
Further, this method can be used to predict risk early in the semes-
ter, as any engagement – not necessarily completion – is enough to
make this differentiation. Additionally, we show that this approach
is not dependent on any one programming language. In fact, the
extra credit opportunities need not even involve programming. Our
results may be of interest to educators, as well as researchers who
may want to replicate these results in other settings.

CCS CONCEPTS
• Social and professional topics → Computer science educa-
tion; CS1.
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1 INTRODUCTION
In this study we present evidence supporting the hypothesis that
engagement with extra credit opportunities can differentiate be-
tween not-at-risk students and those that may be at-risk, with high
accuracy. Further, this method can predict which students are not at
risk, or may be at risk, as the extra credit opportunities can be given
at any time during a course. This approach has several advantages:

• Easy to implement – the approach only measures engage-
ment with extra credit opportunities. These need not even
be marked. Simply attempting an extra credit opportunity is
enough to be effective.

• Language independent – the approach can be applied regard-
less of the language(s) utilised in the course.

• Flexible as to time – the approach can be applied at any point
during a course.

• Can be used where there is a lack of historical data – the
approach can be applied in the first semesters of university
where prior performance data such as GPAs are not available.

We say language-independent for two reasons. First, when extra
credit opportunities involve programming tasks, the extra credit
is in the language of instruction. But, our approach does not dic-
tate the language of instruction or of extra credit. In other words,
any language can be used. Second, we also experiment with non-
programming extra credit. This is truly language-independent as
there is no programming language involved at all.

We define extra credit to be optional, low-stakes assessment for
which the points awarded are not included in the ‘regular’ 100% of
the points that make up the final course grades. Put another way,
it is always possible for a student to achieve 100% without taking
part in any extra credit assessments. In practice, in the rare cases
that completion of extra credit opportunities results in a grade over
100%, a student’s grade is capped at 100%.

Predicting student performance [10, 41, 48] and in particular
identifying students in difficulty early [29, 39] has been a goal of
many computing education researchers. Much of this focus stems
from a perception that failure rates in introductory programming
are too high, with multiple studies citing average failure rates of
approximately 33% in introductory programming courses [6, 47].
While acknowledged as high, others would note that failure rates
are not alarmingly high, andwould seem to have changed little since
much work was focused on the problem [47]. However, very recent
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work convincingly demonstrates that computer science failure rates
are not notably higher than other STEM disciplines [43]. Regardless,
the ability to differentiate between at-risk and not-at-risk students is
still an attractive goal as all students could conceivably benefit from
distributing classroom resources to different students as required,
most efficiently. Doing so as early as possible could help these
students not only with their current class, but with subsequent
classes and potentially prevent them from withdrawing.

Further, recent trends in many institutions include greater enroll-
ments in computing [9] often leading to larger classes, and reduced
staff to student ratios. This often translates to a greater workload
for staff and less time per individual student. Unfortunately, many
proposed methods for predicting student performance require an
investment of time and effort on the part of the instructor, the stu-
dents, or both. This presents a barrier that may deter many from
implementing these methods.

In this paper we present the results of a study into the uptake
of extra credit assignments by 433 students over the course of
two years, to differentiate between students who have a very high
likelihood of doing well and those who may be at-risk of failing.
We describe our students and context further in Section 3.

1.1 Research Questions
Our research questions are:

RQ1 Can voluntary, low-stakes extra credit opportunities be used
to differentiate between not-at-risk and potentially at-risk
students in an introductory programming course?

RQ2 Will extra credit as a performance differentiator apply to
both women and men similarly?

RQ3 Does the nature of voluntary, low-stakes extra credit oppor-
tunities (i.e., programming vs. non-programming exercises)
affect the ability to differentiate between not-at-risk and
potentially at-risk students?

2 RELATED WORK
This study mainly concerns two topics, predicting novice program-
mer performance and the effects of extra credit activities and op-
tional exercises. The first has been a focus of many researchers in
computing education, while the second has seen little attention,
even outside computing education compared to the large volume
of assessment literature. This is set in the context that exactly what
is expected of introductory programming students is often not
stated explicitly [4, 32], and that despite many years of study and
debate, some significant issues in teaching programming remain
unresolved and probably unresolvable [34]. This leaves educators
in a position where exploring their own context to find what works
for them is important, and greatly beneficial if what works for them
might in turn work for others.

2.1 Predicting Programming Performance
There is a very long history of interest in the topic of predicting
novice programmer performance [42, 46]. The period 2010-present
has seen a dramatic increase in activity, captured well in a large
systematic review [18]. Predicting performance is a common ques-
tion that practitioners have for researchers [13]. Early instances

in introductory programming typically involved the use of stan-
dardised tests such as the IBM Programmer Aptitude Test and were
sometimes aimed at reducing a perceived waste of training time in
educating students unsuited to computer programming [20].

Various assessments and tests have been developed to assess
CS1 performance including FCS1 [45] and SCS1 [37]. Although not
designed to be predictive, these or similar instruments could possi-
bly be used for that purpose. However, these approaches generally
have several costs and drawbacks against their use as predictors.
They must be explicitly administered, can be lengthy and time con-
suming, and are not language independent [15]. Bockmon et al. [8]
highlighted the lack of valid and reliable cognitive instruments for
predicting student performance. In particular, they highlighted the
problems with SCS1 being a lack of formal validation and the time
required for students to complete it.

As development tools improved, student behaviour could be
captured using specially created programming environments or
through the addition of plugins to existing integrated development
environments. Predictions of student performance could now be
made based on how students programmed, rather than the final
result of their work. Watson et al. compared a number of predictors,
both based on tests and programming behavior, and found that
programming behavior based predictors typically outperformed
those based on tests [48]. Other approaches for predicting perfor-
mance while learning is happening include the use of analytics
and micro-analytics from virtual learning environments [3] and
interaction data such as keystroke analytics [11, 28].

Kuehn et al. developed an expert system for predicting student
performance in introductory programming [21]. The expert system
used as inputs, data relating to student’s attitudes and behavior
with regard to their studies and produced an estimated grade. The
data was gathered using a single survey containing a number of
questions which were grouped to capture factors that the authors
believed would contribute to student success.

Other studies have noted that a large factor in performance is
motivation. Students with good intrinsic motivation had less diffi-
culty completing courses than students with poor motivation [1].
Others have suggested that as students’ scores in assessments had
an effect on motivation, the use of extra-credit activities itself can
help keep motivation high by facilitating increases in grades [30].

In [40] Quille & Bergin detail the 13-year evolution of a model
called PreSS (Predict Student Success) which aims to predict student
success early in CS1. The PreSS model is based on a naïve Bayes
classifier that uses three factors to predict student success a few
hours into CS1: programming self-efficacy, mathematical ability
and the number of hours per week a student plays computer games.
A revalidation study looked at the performance of PreSS across
11 institutions, and found an accuracy of ∼70%, and sensitivity of
∼80% for detecting students at risk of failing or dropping out, while
also looking at new factors for the model. The model is a real-time
prediction system with a web interface that only takes about five
minutes to administer.

Alternatives such as performance in games or other complex
tasks have been suggested. Lorenzen and Chang tested students on
their ability to reason about solutions to situations in the Master-
Mind© board game [31]. Students were encouraged to practice and
participate by being given extra credit in the course for doing well.
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A moderate correlation was found between students’ grades and
their performance in the activity. The authors noted that there was
difficulty assessing students’ performance.

2.2 Extra Credit and Optional Exercises
Work involving extra credit opportunities is much more scarce than
that attempting to predict performance and is often from psychol-
ogy studies, using psychology students. Researchers reported that
extra credit activities had at least some positive effect or correlation
with performance, attendance, and other factors. However, there is
evidence that it is not (or, was not in 1993) a common practice [35].
Some studies reported positive effects (discussed below), along with
some concerns. Harrison et al. [17] show gender and class-size bias
that could benefit some students more than others. Hardy [16] (also
providing positive results discussed below) advanced the position
that instructors should reevaluate the amount of time and effort it
takes instructors to assign, assess, and record such activity, which
should be weighed carefully against the benefits it confers.

Harrison et al. [17] found in a sample of 508 students in sev-
eral non-introductory psychology college courses, that those with
existing higher grades were more likely to complete extra credit
assignments than those with lower grades. They also found that
female students were more likely than male students to complete
extra credit assignments. This supported findings by Hardy [16]
who also found that only “better” students completed extra credit.

Several authors have found offering extra credit to be benefi-
cial. Padilla-Walker [36] found that extra credit performance was
a strong predictor of exam score, above and beyond gender, col-
lege GPA, and ACT scores. Wilder et al. [49] found that the use of
random extra credit quizzes increased student attendance by 10%.
Dominguez et al. [14] found that students completing optional (but
not for credit) review exercises improved academic performance.

However, extra credit assessment can also raise some issues, for
instance in terms of equity, depending on the context and details
of how it is applied. Pynes presented seven arguments against
extra credit [38], however most of these only apply to very specific
circumstances such as offering extra credit only to certain students,
or as ameans to compensate for failing or not submitting some other
mandatorywork. Our use of extra credit carefully adhered to several
principles in order tomitigate the issues raised by Pynes that applied
to our context: all students had equal opportunities to complete the
extra credit; the marks were in addition to regular assessed work (so,
students could still get full marks without the extra credit); marks
were capped at 100% in the case that a students’ total score exceeded
that; and the potential gainwas small –worth considerably less than
any other mandatory assignment – to prevent students focusing on
a ‘reward’ at the expense of ‘risk’, such as prioritizing extra work
over required work.

3 APPROACH
In our study, data was collected from first year introductory pro-
gramming classes over four semesters between September 2017
and June 2020. Although the first and second semesters of the year-
long introductory programming sequence are administratively and
logistically separate, they are both mandatory, form a two-course

sequence, and together form our university’s equivalent of the
course that is traditionally referred to as CS1 [5, 19, 34].

Each year, students are separated into two sections based on
their major. Students majoring in software engineering (SE) are
placed in one section and students majoring in internet of things
engineering (IOTE) or electronic and information engineering (EIE)
are placed in another. We consider SE majors to be “CS majors”.
This degree is delivered by Computer Science faculty and conforms
to ACM/IEEE joint curriculum for Computer Science. The IOTE and
EIEmajors are delivered by engineering faculty, but do feature some
mandatory computing courses delivered by computing faculty, such
as those we discuss in this study.

The courses are delivered by one of two lecturers depending
on the section and the semester. However, lecturers are consistent
from one year to the next. The breakdown of students is shown
in Table 1. Groups 1 and 3 are a mix of IOTE and EIE students,
while groups 2 and 4 are SE students. There were 433 students in
total (∼25% identifying as women, and ∼75% as men). We do not
report on non-binary gender identification due to low numbers and
anonymity.

Table 1: Participant groups. N is number of students (total
433). XC Type is Extra Credit type: programming, or non-
programming.

Group Acad. Year Lecturer Semester N XC Type

1 2017/18 A 2 122 Prog
2 2018/19 B 1 91 Prog
3 2018/19 A 2 131 Prog
4 2019/20 B 1 89 Non-Prog

All the groups were given the opportunity to engage with extra
credit opportunities during these courses. The extra credit work and
the associated points that students could receive were discussed
with students during a lecture early in the semester and on the
learning management system. Students were informed that extra
credit was completely optional and could only have a positive (or
neutral) effect on their final grade. There was no class time set
aside for completion of the work. Students were also given more
traditional mandatory programming assignments to complete every
week, and a traditional, written, summative exam at the end of each
semester.

For groups 1-3, eight thematically appropriate problets and ep-
plets were made available as extra credit as described in Section 3.1.
These were made available at the start of the semester and students
had until the end of the semester to complete them. Final grades
were determined through a traditional weighted combination of
mandatory coursework (programming assignments) and a paper
final exam. For groups 1 and 3 the coursework / final exam split
was 40% / 60%, while for group 2 it was 30% / 70%.

For group 4, studentswere asked to complete a non-programming
assignment as described in Section 3.2. Mandatory programming
assignments completed over the semester determined 20% of the
students’ final grade, with the remaining 80% determined by two
terminal exams, one a supervised live programming exam and the
other a traditional written exam.
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3.1 Programming Extra Credit Assessments
For “programming” extra credit assessments, we used problets
(problets.org) and epplets (epplets.org) software tutoring suites.
Problets are problem-solving tutors on code-tracing concepts and
epplets are based on Parsons puzzles. Both can be used by students
in their own time to supplement their classroom instruction, but
neither is designed to replace traditional programming assignments.

Problems presented in problets include evaluating expressions,
debugging programs, tracing program behaviour, and predicting
program state [22]. The tutors grade the student’s answer and
provide feedback explaining the correct solution. They adapt to
student needs, presenting problems on only the concepts that the
system determines needs reinforcement. The tutors are set up for
mastery learning [33, 50]. They have a large, built-in resource of un-
identical problems on each concept and present problems on each
concept until the student demonstrates mastery of it. Evaluations
have shown that the step-by-step explanation provided by the tutors
helps students learn code-tracing concepts [23, 24] and practicing
with problets helps students learn to write code [25, 26].

Epplets present Parsons puzzles [27] in which students are pre-
sented a description of a problem along with a ’scrambled’ program
to implement it. The program statements must be rearranged into
their correct order and all other statements eliminated. Students
cannot progress until they have correctly reassembled the complete
program, but are given feedback on each incorrect attempt.

Once a tutor is completed, it presents a confirmation code to
the student. Information detailing the tutor attempted, number of
problems solved as well as date and time of completion are encoded
into this confirmation code. At the end of the course, students were
asked to submit a single text file containing the confirmation codes
for the tutors that they had completed. These codes were then
verified using the decoder provided with the tutor suite to verify
that the students had indeed completed the work.

For groups 1, 2 and 3, an extra 0.5% credit was awarded to stu-
dents for each of the tutors completed, allowing for a maximum
extra credit of 4%. This was awarded regardless of the performance
of the student on the tutors, which were designed to keep present-
ing problems until the student had demonstrated understanding of
each of the included learning outcomes.

It is important to note that problets and epplets do not require
students to write programs. They only involve answering program-
ming questions, tracing code, Parsons problems, etc. They address
application and analysis in Bloom’s taxonomy [7], as compared
to synthesis targeted by typical programming projects. Typically,
students spent 30-90 seconds per problet problem and 4-5 minutes
per epplet puzzle.

3.2 Non-Programming Extra Credit
Assessments

For “non-programming” extra credit assignments, students were
assigned an essay on an influential figure in computing. In order
to take part in the extra credit assignment, students were required
to make a request through the learning management system. In
response to this request, the student was assigned a computing
figure. It was originally planned that each student would receive

a unique figure, however the level of uptake required that some
students received the same ones.

The typical format of the assignment required the achievements
of the figure to be discussed highlighting their greatest contribu-
tions and if applicable, to discuss something that was named after
them. This required that students perform independent research
outside of the course notes and textbook. Non-programming as-
signments targeted knowledge in Bloom’s taxonomy [7].

Students in group 4 were awarded between 2% and 5% extra
credit depending on the quality of the essay submitted. Of the 47
students that requested a topic for the extra credit assignment, 45
students submitted essays.

3.3 Extra Credit Engagement
For the purposes of this research, we discern between those that
engaged with extra credit opportunities and those that did not.
Engagement counted as any attempt at any extra credit opportunity.
No differentiation was made between students in groups 1, 2, and 3
who completed a single problet or epplet and those who completed
all of the available problets and epplets. Students from group 4 were
deemed to have engaged if they had completed the essay.

4 RESULTS & DISCUSSION
In these results, final course grades do not take into account the
0-5 extra credit points available to students, except in the last fig-
ure. This decision was taken to fairly compare the performance
of students who did and did not engage in extra credit, without
increasing the gap between them (if there is any) due to the extra
credit points students may have been awarded (if they did engage
with extra credit). All statistical significance tests areWelsh’s t-tests
(two-tail), α = 0.05. We use Cohen’s d to report effect size. Our
interpretations are: small (0.2 ≤ d < 0.5), medium (0.5 ≤ d < 0.8)
and large (d ≥ 0.8) [12, pp25-26]. We report Cohen’s d and t-test
results even when not significant for completeness and to allow for
replications. We do not correct for multiple tests as this study is
restricted to a small number of planned comparisons as outlined
in [2]. Further, this work is exploratory, and our goal is to look for
promising leads that can be followed up in subsequent studies, not
to present definitive, generalizable findings [44].

4.1 Baselines: Grades and Gender
Figure 1 shows all 433 students (groups 1-4). Group 4 had the option
of doing non-programming extra credit and are seen on the left
side. Groups 1-3 who had programming extra credit options are
combined on the right side. This does not include the extra credit
points themselves and therefore illustrates one baseline, showing
that the distribution of final grades between the group with non-
programming extra credit available to them (N = 89,M = 67, SD =
20), and the three groups that had programming extra credit avail-
able to them (N = 344,M = 64, SD = 21), are not significantly
different t(143.17) = 1.13,p = 0.26 (Cohen’s d = 0.13).

Figure 2 shows that women have a significantly higher mean
final grade (N = 109,M = 70, SD = 17) compared to men (N =
324,M = 63, SD = 22), t(238.14) = −3.47,p < 0.001 with Cohen’s
d = 0.34 (small). This provides another baseline.
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Figure 1: Final grades vs extra credit type available (pro-
gramming (P) / non-programming (NP)) for all 433 students.

Figure 2: Final grades vs gender for all 433 students.

4.2 RQ1: Extra Credit as a Differentiator
Figure 3 shows that students who engaged in extra credit have
higher mean final grades (N = 117,M = 76, SD = 14) than those
that did not engage in any extra credit (N = 316,M = 60, SD = 21),
t(306.66) = −8.58,p < 0.001. A Cohen’s d of 0.78 indicates a (very
high) medium effect size. It is notable that only two of 117 students
that attempted extra credit received failing grades just below 40
(before including the extra credit points).

Figure 3: Final grades vs extra credit engagement (No / Yes).

RQ1 was: Can voluntary, low-stakes extra credit opportunities
be used to differentiate between not-at-risk and potentially at-risk
students in an introductory programming course? This evidence
supports answering this question in the affirmative. We discuss
more evidence for this later in this section.

These results also support Hardy [16] and Harrison et al. [17]
who found that a minority of students completed extra credit op-
portunities. Harrison et al. found 39%. Our figure is 27%. Harrison
et al. also found higher grades for these students, although their
difference in means was 3 points, compared to 16 in our results.

4.3 RQ2: Gender
Figure 4 shows that women who attempted extra credit had higher
mean grades (N = 41,M = 78, SD = 15) compared to women
who did not attempt extra credit (N = 68,M = 65, SD = 16),
t(90.94) = −4.19,p < 0.001. A Cohen’s d of 0.81 indicates a large
effect size. Similarly, men who attempted extra credit had higher
mean grades (N = 76,M = 75, SD = 14) compared to men who did
not (N = 248,M = 59, SD = 22), t(198.30) = −7.21,p < 0.001. A
Cohen’s d of 0.75 indicates a (high) medium effect size.

Figure 4: Final grades vs gender broken down by extra credit
engagement (No / Yes).

RQ2 was:Will extra credit as a performance differentiator apply
to both women and men similarly? Our results show that women
and men who engaged with extra credit achieved statistically sig-
nificantly higher mean final grades (16 points higher for men and
13 for women).

4.4 RQ3: Nature of Extra Credit
Figure 5 shows that in the semester where non-programming extra
credit was offered (exclusively) those who attempted it had a higher
mean final grade (N = 45,M = 72, SD = 18) compared to those
who did not attempt extra credit (N = 44,M = 61, SD = 21),
t(84.43) = −2.58,p = 0.012. A Cohen’s d of 0.54 indicates a medium
effect size.

Similarly, in the three semesters when programming extra credit
was offered (exclusively) those who attempted it had a higher mean
final grade (N = 72,M = 78, SD = 11) compared to those who did
not attempt extra credit (N = 272,M = 60, SD = 21), t(219.45) =
−9.63,p < 0.001. A Cohen’s d of 0.91 indicates a large effect size.
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Figure 5: Final grades vs extra credit type (programming (P)
/ non-programming (NP)), broken down by extra credit en-
gagement (No / Yes).

The mean increase in scores was 18 for programming extra credit
groups and 11 for the non-programming extra credit group.

Figure 6 shows that students who did not engage in extra credit
but had non-programming extra credit available to them (group 4)
(N = 44,M = 61, SD = 21) did not have a statistically significant
difference in their final grade distribution compared to those in
groups 1-3 that did not engage in extra credit but had program-
ming extra credit available to them (N = 272,M = 60, SD = 21),
t(58.90) = 0.33,p = 0.742 (Cohen’s d = 0.05). However, for stu-
dents that did engage in extra credit opportunities, those that had
programming extra credit available to them (groups 1-3) had a
significantly higher mean final grade (N = 72,M = 78, SD = 11)
than those that had non-programming extra credit opportunities
available (N = 45,M = 71, SD = 18), t(66.28) = −2.10,p < 0.040.
A Cohen’s d of 0.44 indicates a (high) small effect size.

Figure 6: Final grades vs extra credit engagement (No / Yes)
broken down extra credit type (programming (P) / non-
programming (NP)).

RQ3 was: Does the nature of voluntary, low-stakes extra credit
opportunities (programming vs. non-programming exercises) affect
the ability to differentiate between not-at-risk and potentially at-risk
students? Figures 5 and 6 show that students who engage with either

type of extra credit have higher mean final grades. Further, those
that engaged with programming extra credit had higher final grades
than those that engaged with non-programming extra credit. These
results show that the nature of the extra credit opportunities are
both positive, but different, with programming extra credit being
correlated with higher grades than non-programming extra credit.

Figure 7 shows the range of final grades including extra credit
(worth ≤ 5 points). All the students that did not pass the course
(final grade < 40) did not attempt extra credit. All the students who
attempted extra credit passed the course and those that attempted
programming extra credit passed by at least 10 points (final grade
> 50). Means are shown by black lines. Interestingly, once extra
credit points were factored in, the two students that did attempt
extra credit but would have been below the passing grade without
extra credit points did pass in the end, because of the extra credit.

Finally, all extra credit opportunities were made available early
in the semester. Later, we could use this data not just to differentiate
between students but to confidently predict which students might
be at risk. For many students, we could predict as early as week
3 of a 16-week semester. However, we did not analyze our timing
data, and can’t definitively state how early we could make these
predictions in general. This will be our first order of future work.

5 LIMITATIONS & CONSIDERATIONS
Although we found a correlation between engaging with extra
credit opportunities and academic performance, this does not imply
causation. In fact, it has been claimed that the students who "need"
extra credit most are the ones who are unlikely to take advantage
of the opportunity [17]. However, this differentiation (identifying
likely not-at risk vs. more likely at risk) is what we use extra credit
engagement to achieve. In other words, it is possible that the fact
that weaker students tend to not engage in extra credit is where
the power of this approach as a differentiator lies.

Our result showing that programming extra credit is correlated
with higher final grades than non-programming extra credit is
not necessarily robust. Non-programming extra credit was offered
in only one semester, by one lecturer. Therefore we may also be
observing differences in the lecturer, course content, or other envi-
ronmental variables. Other factors include a general fear or dislike
of “more programming” or a higher interest in non-programming
activities, perceived time commitments required for completion,
and a perceived cost/reward ratio. Nonetheless, for other compar-
isons, our results seem to generalize across semesters, lecturers, and
majors, lending credit to the possibility they would generalize to
other courses and institutions. Differences in assessment between
groups, whether represented by different grading styles between
lecturers or changes in assessment type or component breakdown
of the course seem to have had no discernible effect on the efficacy
of extra credit as a predictor of performance. However, replication
of these results in other contexts is required to verify this.

6 CONTRIBUTIONS & MOVING FORWARD
Our contribution is a mechanism of administering extra credit as-
sessment which is effective in differentiating between students with
a negligible risk of failing, and those with a much higher chance of
being at risk. The mechanism has the following advantages:
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Figure 7: Range of final grades for students who attempted extra credit (programming and non-programming) vs those that
did not attempt extra credit. Grades here include the extra credit points. Means are indicated by black lines.

• Easy to implement
• Language independent
• Flexible as to timing within the semester
• Useful where there is a lack of other data such as prior GPAs

Our supporting findings are:

(1) Students’ willingness to attempt extra credit assignments
was a low-cost and reliable performance differentiator in the
introductory programming course. We did not even consider
how well they did on the extra credit assignments, only that
they had attempted them.

(2) The extra credit assignments do not have to involve pro-
gramming. In the two options we considered, one involved
solving programming problems (problets and epplets) and
the other involved writing an essay on a famous computing
figure. Neither involved actual programming for students.
This further supports that it is not what students do for extra
credit as much as whether they attempt extra credit that
predicts their chances of success in the course.

(3) Students who engaged with programming exercises had sig-
nificantly higher final grades than those engaging with non-
programming essays. Although engaging in either type of
extra credit was associated with higher final grades, some
extra credit activities seem to correlate with student success
more than others. The choice of activity likely requires a bal-
ance in learning value versus student motivation: how much
students might learn from an extra credit activity versus how
motivated they may feel in attempting the activity.

(4) Although men showed a larger gain (3 points) in final grade
when attempting extra credit, our baseline showed that
women had final grades 8 points higher than men regardless
of engagement with extra credit. Thus the mean final grade
for women was higher than that of men. We conclude that
gender has an effect, but that it likely transcends more than
what we measured in this research.

(5) Our results are supported by (and support) other work in
extra credit assessment, specifically that weaker students
engage in extra credit less than stronger students, and that
this engagement correlates with higher performance.

One way that this work could be directly applied is assigning
a single small-stakes, low-impact, easy to administer extra credit
assessment early in the semester. Our results support the hypothesis
that efforts to identify at-risk students should be concentrated on
those that do not attempt this assessment. One line of future work

is to see if making such assessments ‘regular credit’, not ‘extra
credit’ – and just being very low-stakes – is enough to differentiate
between those not at risk and those who potentially are.

Other future work could focus on multi-institutional studies to
explore the robustness of this data and more fine-grained analy-
sis of timing data to see how early this technique can be used to
predict students that may be at risk. We believe that this work is
of interest not only to introductory programming instructors, but
also instructors teaching other computing courses.
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