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Abstract— Super spreader identification has a lot of applica-
tions in network management and security monitoring. It is a
more difficult problem than heavy hitter identification because
flow spread is harder to measure than flow size due to the require-
ment of duplicate removal. The prior work either incurs heavy
memory overhead or requires heavy computations. This paper
designs a new super-spreader monitor capable of identifying all
flows whose spreads are greater than a user-specified threshold
with a probability that can be arbitrarily set. It introduces a
generalized geometric hash function, a generalized geometric
counter, and a novel geometric-min filter that blocks out the vast
majority of small/medium flows from being tracked, allowing us
to focus on a small number of flows in which super spreaders
are identified. We provide an analytical way of properly set-
ting the system threshold to meet probabilistically guaranteed
identification of super spreaders, and implement it on both
hardware (FPGA) and software platforms. We perform extensive
experiments based on real Internet traffic traces from CAIDA.
The results show that with proper parameter settings, the new
monitor can identify more than 99% super spreaders with a low
memory requirement, better than the prior art.

Index Terms— Traffic measurement, super spreader
identification.

I. INTRODUCTION

TRAFFIC measurement provides critical information for
network management and security monitoring. While the

explosive growth in both router speed and traffic volume places
ever increasing strain on faster packet processing on the line
cards, the demand of sophisticated network management only
adds more to the stress, requiring traffic measurement tasks
to operate efficiently and compete less for the limited on-chip
resources such as SRAM on the data plane of routers and other
network devices [1].

A packet stream under monitoring is modeled as a set of
flows. Each flow consists of all packets carried the same flow
label, which is usually a combination of one or multiple fields
in the packet header. For individual flows, there are two basic
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types of measurements: size and spread. The size of a flow
is the number of elements carried in the packets of the flow,
where elements may refer to whole packets, bytes in payload,
or certain content. The spread of a flow is the number of
distinct elements in the flow, where elements may refer to
addresses, ports, other header fields, or payload content. The
difference between the two is that measuring a flow’s spread
requires us to remove duplicate elements, whereas measuring
a flow’s size does not. Consider an example where all packets
sent to the same destination constitutes a flow. For flow size,
suppose that the network admin wants to measure the number
of packets, where each packet is treated as an element. For
flow spread, suppose that the admin wants to measure the
number of distinct source addresses carried in the packets.
Let each measurement period be 1 minute. Consider the case
that a single source sends 1,000,000 packets to a server. This
flow’s size is clearly 1,000,000, while its spread is just 1. Now
consider a different case that 1,000,000 packets come from
100,000 different sources, then the size is still 1,000,000, but
the spread is 100,000. If the server normally receives requests
from 1,000 sources, the abnormal spread of 100,000 should
raise an alert (e.g., possible DDoS attack).

Of particular importance are heavy hitters with large flow
sizes and super spreaders with large flow spreads. Heavy hitter
identification has received intensive research [2]–[11], and it
has many applications in router/switch configuration [12], load
balancing [13], and routing optimization [14], [15], etc. The
focus of this paper is on super spreader identification, which
is a more challenging problem due to the difficulty of dupli-
cate removal. It has wide applications in anomaly detection
[16], [17], Internet search trend detection [18], DDoS attack
detection [19], user/content profiling [20], etc. For another
example, data analysis systems at Google such as PowerDrill
[21] and Dremel [22] measure number of distinct search over
a time period [23]. By measuring distinct searches (spread)
for each subnetwork and identifying those subnetworks with
high spreads (super spreaders), it may forward the requests
from them to powerful machines in its server farm to improve
performance, while forwarding requests from low-spread sub-
network to other machines.

Before we discuss the state of the art in super spreader
identification, we address a related problem: per-flow spread
estimation [23]–[32], which provides an estimated spread for
each flow. It may appear that a solution for per-flow spread
estimation can be used to identify super spreaders. This is
actually not true if one wants an efficient solution that operates
as a compact on-chip module to process packets at line rate.
To fit in small space, most (if not all) existing solutions for
per-flow spread estimation do not keep flow labels. Their query
overhead is too large to perform per-packet spread query.
These two factors prevent them from being used for super
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spreader identification. Existing solutions that are specifically
designed for super spreader identification include [33]–[38],
which will be explained in details shortly. Among them,
AROMA [35] and SpreadSketch [38] are the state of the art.
However, SpreadSketch still relies on a memory-heavy data
structure that supports per-flow spread estimation. AROMA
cannot deal well with flows of very large spreads.

In this paper, we design a new super spreader identifica-
tion solution that outputs a list of flows whose spreads are
greater than a user-specified threshold at the end of each
measurement period. It introduces a generalized geometric
hash function, a generalized geometric counter, and a novel
geometric-min filter that not only removes duplicates but also
blocks out the vast majority of small/medium flows. Only
a small number of flows that pass the filter will be tracked
with a hash table. After a measurement period, we measure
the spreads of these flows and identify the super spreaders
among them. We provide an analytical way of calculating the
optimal parameter settings to meet probabilistically guaranteed
identification of super spreaders. We generalize our solution
to network-wide measurement. We implement the proposed
solution on both hardware (FPGA) and software platforms.
We perform extensive experiments based on real Internet
traffic traces from CAIDA [39]. The results show that our
new solution outperforms the best prior art in efficiently and
accurately identifying super spreaders.

The rest of this paper is organized as follows. Section II
introduces the problem we explore in this paper. Section III
discusses the prior work and provides technical motivation.
Section IV gives a description of generalized geometric hash
and geometric counter. Section V uses geometric counters to
form a geometric-min filter for super spreader identification.
We evaluate the performance of our algorithm using both
software and hardware implementations in Section VI before
drawing the conclusion in Section VII.

II. SYSTEM MODEL AND PROBLEM STATEMENT

A. System Model
A network traffic measurement system consists of an online

recording module and an offline processing module. The
online module is to monitor the network traffic and a router,
switch, gateway, intrusion detection system(IDS) or other
network device. To keep up with the line rate, we expect the
module to co-locate with other per-packet processing func-
tions such as forwarding, access Control List(ACL), packet
inspection, etc., which are often implemented on network
processing chip using on-chip cache memory for high speed.
It is highly desirable for the online module to be light-weight
in both memory footprint and processing overhead so as to
leave more resources to other network functions. The offline
module can be more time-consuming and space-consuming
because it is not under real-time constraints and can be left to
a powerful server. We divide time into measurement periods
whose length will be determined based on application need.
During each period, the online module (running on a network
device) will extract information of interest from the arrival
packets and update its data structures. At the end of the
period, the network device will offload its data to a server
and then reset its data structures to restart a new period. After
receiving the data, the server will perform traffic measurement
computation for a given purpose such as identifying super
spreaders.

TABLE I

EXPLANATION OF SOME NOTATIONS

B. Problem Statement

We abstract each arrival packet as a pair �f, e�, where f
is a flow label and e is an element identifier. Flows and
elements under monitoring can be arbitrarily defined based
on different application needs. Flow identifier may be chosen
based on packet-header fields or application-header fields such
as source address, destination address, protocol, and/or port
numbers. Elements may also be chosen from the packet header,
application header or even payload. The spread of a flow
f , denoted as nf , is the number of distinct elements in all
arrival packets whose flow identifier is f during a certain
measurement period.

The problem we investigate in this paper is called super
spreader identification, which is to report and measure the
flows whose spreads exceed a user-defined spread threshold
U . In other words, a flow f is a super spreader if nf ≥ U .
We want to ensure that the probability of reporting a flow
whose true spread is at least U will be no less than α, i.e.,

Prob{reportf |nf ≥ U} ≥ α, (1)

where α is a user-defined probability. Under the above require-
ment, our solution design will also need to control the false
positive rate (which happens when a flow with nf < U is
mistakenly reported) to a low level. Notations used in this
paper are given in Table I for quick reference.

III. PRIOR ART AND MOTIVATION

A. Per-Flow Measurement

Much prior work is to measure per-flow size [8], [29],
[40]–[50], which counts the number of elements in each
flow, where elements may be packets, bytes or occurrences
for certain events or content in packets. It takes a counter
to measure the size of each flow. With each arrival packet,
the counter is increased by an integer (such as one for
packet count). Measuring per-flow spread is more difficult
[26], [29], [30], [51]. With each arrival packet �f, e�, we have
to first determine whether e has appeared before. It requires
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a more sophisticated data structure such as bitmap [28], [52],
FM sketch [53] or HLL sketch [23], [54], [55], each taking
hundreds or thousands of bits to record the elements that have
been seen. Per-flow measurement cannot be used directly for
heavy hitter/super spreader identification since they never store
the information of flow labels.

B. Super Spreaders vs. Heavy Hitters
The problem of heavy-hitter identification is closely related

to our study, which is to find flows of large sizes. The most
prevalent approach is to keep track of a small set of flows,
trying to retain large flows in the set while replacing small
ones with new flows. Prior solutions include Frequent [6],
Lossy Counting [5], Space Saving [4], CSS [3], RHHH [56],
Heavy Keeper [2], SketchLearner [57], Elastic Sketch [8] and
Nitrosketch [58]. The data structures for keeping a small
set of flows include min-heap [59], stream summary [4],
TinyTable [60], and hash table [8]. Sampling also helps filter
small flows [58].

We explain two solutions as examples. Space Saving [4]
keeps a number of flows and their sizes in a stream summary,
which takes O(1) time to update the size of any flow or find
the smallest flow. When a packet of a flow in the summary
arrives, the flow’s counter is increased by one. When a packet
of a new flow arrives, we replace the smallest flow f in the
summary with the new one whose size is initialized to the
size of f plus one. Heavy Keeper [2] uses hash tables. Each
hash entry stores one flow’s ID and a counter. When a packet
of a flow in the table arrives, the flow’s counter is increased
by one. When a packet of a new flow arrives, if the flow is
hashed to an entry already having a flow, that flow’s counter
is decayed. When the counter is decayed to zero, a new flow
will replace it.

None of the solutions for heavy hitter identification can be
used for super spreader identification since they use counters.
A counter cannot keep track of a flow’s spread, i.e., the number
of distinct elements in the flow. As we explained earlier,
this requires a data structure [23], [28], [53], [55] that can
“remember” what elements have been seen.

One might argue to still use the heavy-hitter solutions but
replace their counters with some other data structures [23],
[28], [53], [55]. There are two problems. The first one is that
these data structures take a lot more space than counters. For
example, each HLL sketch [55] will need over a thousand bits
for good accuracy, compared to 32 bits of a counter. Such
space “inefficiency” means that we need to limit the number
of flows that are monitored. All heavy hitter (super spreader)
solutions track a subset of flows that include hopefully all
heavy hitters (super spreaders) and inevitably some other
flows. Given a certain space constraint, the more memory each
flow will use, the fewer the number of flows we can track.

The second problem is more serious. The heavy-hitter
solutions all require online queries of flow sizes, even on a
per-packet basis. For example, when receiving the packet of a
new flow (which is not tracked in the stream summary), Space
Saving [4] has to find the smallest flow size currently in the
summary for replacement operation. There are numerous small
flows in typical network traffic, and the arrival packet stream
may contain a long sequence of new-flow packets. While
accessing a counter for flow size is cheap, it is very expensive
to compute a flow’s spread from HLL or other sketches [28],
[53], [55] that encode a large number of distinct elements. Our
experiment shows that it is at least four orders of magnitude

slower to compute a flow’s spread online from HLL than to
find a flow’s size from a counter.

Therefore, for online efficiency, we decide that our solu-
tion for super spreader identification should not include any
per-packet operation that needs to compute any flow spread.
This requirement excludes the approaches in the heavy-hitter
solutions from being considered in this paper. We need a
different solution structure.

C. Existing Solutions
We discuss the existing solutions for super spreader identi-

fication and their problem here.
Venkataraman et al. [33] use sampling and a hash table

to store the flow identifiers (source addresses) and, for each
flow, uses a hash table (or a Bloom filter) to record the distinct
elements of the flow. DCS [34] uses multiple hash tables, each
with a different sampling probability, to store �f, e� pairs, from
which we can count the number of distinct sampled elements
from each flow in each table, produce an estimate adjusted by
sampling probability, select the most accurate estimate from
different hash tables, and identify super spreaders. By actually
storing the element identifiers (or encoding them in Bloom
filters), the memory overhead is very large.

FAST [37] maintains multiple arrays of HLL sketches [55].
For each arrival packet �f, e�, it splits f into two parts, hashes
one part to d HLL arrays, and in each array records e in
one HLL sketch for every bit in the second part of f whose
value is one. Without storing element identifiers, this method
uses less memory than [33], [55]. However, it has to record
element e many times in each of the d arrays. This still
causes significant memory overhead and inaccuracy as each
HLL sketch has to be shared by many flows. Moreover, it is
very computationally expensive to recover the flow identifiers.
We take a new approach that is different from the above
solutions. We rely on a light-weight filter to separate super
spreaders from the vast majority of small flows. Not only
does such an approach drastically reduce memory usage, but
it increases the accuracy in super spreader identification and
their spread measurements.

CMH [36] uses Count-Min and a min-heap whose counters
are replaced by a data structure such as bitmap that can
measure flow spread. As we explained earlier, this method
has significant memory overhead. For each arrival packet
�f, e�, while recording the element, it queries the spread
of flow f . If the estimated spread of f is larger than a
threshold, it will report f as a super spreader. However, spread
estimation is computationally expensive and not suitable for
online per-packet operation.

UnivMon [7] is designed to measure per-flow size and the
number of different flows (called the cardinality) in a packet
stream. Using the term of spread in this paper, UnivMon’s
cardinality measurement can be logically considered as mea-
suring the spread of a single flow if we treat the whole packet
stream as a flow. For instance, if we only measure the packets
to a single destination address X, UnivMon can be used to
measure the number of distinct source addresses that have sent
packets to X for DDoS attack detection [7]. However, if we
want to monitor many destination addresses simultaneously for
DDoS attacks, we would need one UnivMon data structure for
each destination or replace each counter in UnivMon with a
multi-resolution bitmap [61], which would be very costly in
memory consumption and hurt performance, as is observed
in [38].
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SpreadSketch [38] can measure the spreads of many flows
simultaneously and identify the super spreaders among them.
Its data structure follows Count-Min [43] but replaces each
counter with a multi-resolution bitmap [61], a register and a
label field. Multi-resolution bitmap is designed to measure the
spread of one flow. Though it takes a considerable amount of
memory, it is more space-compact than UnivMon for spread
measurement. The label field is used to record one flow label.
The experiments in [38] show that if we replace each counter
in UnivMon with a multi-resolution bitmap, the performance
is much worse than SpreadSketch. While Count-Min [43] is
generally considered to be a very compact data structure,
that is not necessarily true for SpreadSketch after each 32-bit
counter is replaced with a multi-resolution bitmap of 438 bits,
a register of 3 bits, and a label field of 32 bits. Our observation
is that the design of SpreadSketch is overprovisioned: With
numerous multi-resolution bitmaps placed in a Count-Min
structure, it is able to, unnecessarily, provide a spread estimate
for any flow, even though the final task is only to identify super
spreaders. Its use of per-flow spread estimation carries the cost
of high memory overhead. Our idea is to avoid a heavy-duty
data structure of per-flow spread estimation, but to create a
light-weight filter that blocks out most small flows, so that
we only need to measure the spreads of a small number of
post-filter flows. This strategy will allow us to save memory
over SpreadSketch or, equivalently, improve accuracy under
the same memory allocation.

AROMA [35] adopts a sampling strategy. It allocates a
bucket array where each bucket stores a flow label and a
counter. It first hashes each packet �f, e� into a bucket in
the array and then produces another hash value of �f, e�.
If the hash value is smaller than the counter of the bucket,
the counter is set to this value and the flow label is set to f.
Because a flow of higher spread has more distinct elements,
they together are more likely to produce small hash values,
meaning that more of them will likely stay in the array. Hence,
we can identify super spreaders by finding the flow labels that
appear most in the array, and estimate their spreads based
on their counts in the array. Storing the same flow labels
many times in the array can cost significant memory overhead,
especially when the flow labels are long (such as 104 bits
for each TCP flow label). Moreover, when there exists a flow
of very large spread, it could push other super spreaders of
smaller spreads out of the array, causing either failure in
identifying some super spreaders or inaccuracy in their spread
estimations, as our experiments will demonstrate.

IV. GEOMETRIC COUNTER

In this section, we introduce a generalized geometric hash
function and a generalized geometric counter to lay the
foundation for our solution to the problem of super spreader
identification.

A. Generalized Geometric Hash Function

We define a generalized geometric hash function with base
b as follows: Given an input e, its value (denoted as Gb(e))
has the following distribution,

Prob{Gb(e) = k} = (
b − 1

b
)k 1

b
, (2)

where k is a non-negative integer. In this paper, we consider
the base values that are powers of 2, i.e., b = 2w with integer

w ≥ 1, because they can be efficiently implemented from
a uniform hash function H(.) that produces a pseudo-random
output given any input. Consider an arbitrary input e, we divide
H(e) into segments of w bits each, where the ith segment is
denoted as S[i] = H(e)[iw, . . . , ((i + 1)w − 1)], consisting
of w consecutive bits from the iwth bit in H(e) to the ((i +
1)w − 1)th bit, for i ≥ 0. The value of Gb(e) is determined
as follows:

Gb(e) =

⎧⎨
⎩

0, if S[0] = 0
k, if ∃k > 0, S[i] �= 0, 0 < i ≤ k,

and S[k] = 0
(3)

Gb(e) = k when the kth segment is zero and all previous
segments are non-zeros. A segment is zero when all its bits
are zeros.

We prove (2). When k = 0, the probability for S[i] = 0
is 1

2w = 1
b . When k > 0, the probability of S[i] �= 0, 0 <

i ≤ k, is ( b−1
b )k. The probability of S[k] = 0 is 1

b . Hence,
the probability of Gb(e) = k is ( b−1

b )k 1
b .

For geometric hash with b not a power of 2, we need
to re-define S[i] through two series, S[0] = H(e) mod b,
Q[0] = �H(e)

b 	, S[i] = Q[i−1] mod b, and Q[i] = �Q[i−1]
b 	,

for i > 0. The value of Gb(e) is still determined by (3). Let
t be largest output of Gb(e). We need 
log2 bt� = 
t log2 b�
bits in H(e). For example, if t = 32 and b = 2, then we need
32 bits from H(e). If t = 32 and b = 8, we need 96 bits
from H(e). In case that H(e) produces less than that, we can
perform an additional hash H(H(e)) with H(e) as input. The
pseudo code for generalized geometric hash is given in Alg.1.

Algorithm 1 Generalized Geometric Hash
Input: e, b, t
Output: geometric hash value Gb(e)

1: Gb(e) = 0
2: S[0] = H(e) mod b
3: Q[0] = �H(e)/b	
4: for i = 1..2t − 1 do
5: if S[i] = 0 then
6: break
7: else
8: Gb(e) = Gb(e) + 1
9: end if

10: S[i] = Q[i − 1] mod b
11: Q[i] = �Q[i − 1]/b	
12: end for
13: returnGb(e)

We briefly explain that Alg. 1 is equivalent to (3) when b is
power of two, e.g., b = 2w. The mod operations at lines 2
and 10 actually extract the lowest w bits of H(e) and Q[i−1],
while the divide operations at lines 3 and 11 keep the rest bits.
Under this definition, the value of S[i] is the iwth bit to the
((i + 1)w − 1)th bit in H(e). This is the same as what we
described before (3). Therefore, Alg. 1 is equivalent to (3)
when b is power of two. A geometric hash function can also
be applied to a pair �f, e�, denoted as Gb(f, e), which can be
implemented by replacing H(e) and H(f) ⊕ H(e).
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B. Generalized Geometric Counter

We define a generalized geometric counter gb of t bits
long with base b, where r > 1 and b > 1 are two integer
parameters chosen by the user. While it is called a counter
(specifically geometric counter), it is totally different from the
traditional counter that we refer to in Section III. The operation
of recording �f, e� in a counter gb is not a simple increment of
one, but first performs a geometric hash Gb[f, e] and then sets
gb to this value only if it is greater than the current counter
value. That is, gb = max{gb, Gb[f, e]}.

Thanks to the pseudo-random nature of geometric hashing,
a geometric counter automatically removes duplicate elements
(which refer to the same �f, e� pair that appears again in a
packet stream). That is because Gb[f, e] produces the same
value no matter how many times �f, e� appears. After the first
appearance, its duplicates will have no impact on the counter
value.

Again due to the pseudo-random nature of geometric hash-
ing, a geometric counter cannot provide an accurate count on
the number n of distinct elements recorded in the counter.
But it can serve as a probabilistic filter. Consider a geometric
counter that after recorded n distinct elements from a flow.
For any non-negative integer k, we have

Prob{Gb(f, e) ≥ k} = (
b − 1

b
)k, (4)

which happens when S[i] = 0, 0 ≤ i < k, each with a
probability b−1

b . Suppose the initial value of gb is zero. After
recording n elements, we have

Prob{gb ≥ k} = 1 − (1 − Prob{Gb(e) ≥ k})n

= 1 − (1 − (
b − 1

b
)k)n. (5)

We may use gb as a filter for a flow f such that the flow is
reported if gb ≥ T , where T is a geometric counter threshold.
We determine T from the requirement (1) as follows:

Prob{report f |nf ≥ U} ≥ α

Prob{gb ≥ T |nf ≥ U} ≥ α

1 − (1 − (
b − 1

b
)T )U ≥ α

T ≤ log b−1
b

(1 − (1 − α)
1
U )

The base b controls a space-accuracy tradeoff. On the one
hand, when we increase b, for instance, from 2 to 4 to 8,
the number of bits in gb has to be at least log2 T , which
increases as b decreases. On the other hand, a larger size of
gb can record flow spread at finer granularity, which affects
the filter performance.

One may find that when b = 2, our geometric counter is
actually a HLL register [55]. That is correct but the design
purpose of our geometric counter is different. HLL is designed
for accurate spread estimation, therefore, it requires tens or
hundreds of registers to work. In contrast, several geometric
counters are enough to serve the function of blocking the small
flows as we will show in Section V.

One problem is that a separate geometric counter for each
flow is per-flow information. While the number of super
spreaders is typically small, the number of small flows can
be huge in a modern high-speed network. It will cause signif-
icantly overhead for the online module of traffic measurement
to keep every flow’s identifier f and its geometric counter in

Fig. 1. Geometric-min filter.

a hash table. The problem will become serious if the online
module is implemented in on-chip cache memory to match
line rate [29]. Our idea in this paper is to use a fixed number
of geometric counters as a combined filter for all flows. This
combined filter will block out small flows.

V. GEOMETRIC-MIN FILTER

To identify super spreaders, our solution will rely on a
geometric-min filter (consisting of multiple geometric coun-
ters) that works on all flows to separate super spreaders from
others.

A. Main Design

The proposed online module consists of a geometric-min
filter, a hash table and an optional part for specific application
needs, i.e., a compact data structure that can do per-flow spread
measurement (abbreviated as CDS), which we will discuss
shortly in this subsection. Our geometric-min filter itself will
identify the super spreaders and the hash table is to store the
flow identifiers of all flows that pass the filter. With the filter,
the requirement (1) is rewritten as

Prob{f passing filter|nf ≥ U} ≥ α. (6)

For each arrival packet �f, e�, we hash f to the hash tale
and do one of the following:

1) If f is not in the hash table, we insert e into the
filter and check whether f can now pass the filter (The
certification for passing the filter will be given later).
If it does, we insert f into the hash table.

2) If f is in the hash table, the flow has already passed the
filter. We do nothing.

At the end of a measurement period, the network device
hosting the online module will offload the hash table to a
central server where the offline module is implemented. The
server will compute the spreads of the flows in the hash
table from the compact data structure; note that this is offline
operation that is not driven by packet arrival.

In the sequel, we elaborate the design of geometric-min
filter, determine its geometric counter threshold in order to
satisfy (6), analyze the performance of our solution, and
discuss network-wide measurement with geometric-min filter.

As shown in Fig. 1, a geometric-min filter consists of d
arrays of geometric counters, denoted as Fi, 0 ≤ i < d.
Let l be the number of counters in each array. To distinguish
from the traditional counters, we refer to geometric counters
as g-counters. We denote the jth g-counter in the ith array as
Fi[j], 0 ≤ j < l, 0 ≤ i < d. All g-counters are initialized
to zeros at the beginning of each measurement period. Along
with the arrays, we keep a hash table for recording labels of
the passed flows.
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Consider an arbitrary packet �f, e�, if f has already passed
the filter and recorded by the hash table, we ignore it;
otherwise, we record it into the filter. First, we perform d
independent hashes, Hi(f), 0 ≤ i < d, locate d g-counters,
Fi[Hi(f)], 0 ≤ i < d, one in each array. We then use d
independent geometric hash functions of base b, Gb,i, 0 ≤ i ≤
d − 1, to record the element in the filter as follows:

Fi[Hi(f)] = max{Fi[Hi(f)], Gb,i(f, e)}, 0 ≤ i < d. (7)

We define the geometric-min value v(f) of flow f in the
filter as

v(f) = min{Fi[Hi(f)], 0 ≤ i < d}. (8)

If v(f) ≥ T , the flow passes the filter and we insert it to
the hash table, where T is a geometric counter threshold.

The algorithm for geometric-min filter update is given in
Alg. 2. We check the hash table before we update the filter
because when f is already in the hash table, we do not need
extra hash operations for updating filter. This improves the
throughput. We stress that if a flow is already in the hash
table, the filtering performance will not be affected whether
we keep recording its packets in the filter or not. The reason
is that all registers for any flow in the hash table must contain
a value larger at least T and updating on those registers will
not affect the filtering performance.

Algorithm 2 Geometric-Min Filter
Input: filter F , b, U , α, hash table HT
Action: Do filter

1: T = �log b−1
b

(1 − (1 − α
1
d )

1
U )	

2: for each arrival packet �f, e� do
3: if f /∈ HT then
4: v(f) = INT _MAX
5: for i = 0..d − 1 do
6: Fi[Hi(f)] = max{Fi[Hi(f)], Gi,b(f, e)}
7: v(f) = min{Fi[Hi(f)], v(f)}
8: end for
9: if v(f) ≥ T then

10: Insert f to HT
11: end if
12: end if
13: end for

The design of the filter seems similar to cSkt(HLL) [29],
which replaces the counters in Count-Min with HLL that can
produce flow spread estimation in order to measure per-flow
spreads. However, they are indeed different for two main
reasons.

First, the designing purposes and plug-ins are different.
cSkt(HLL) aims to provide accurate flow spread estimation
for all flows. Therefore, the plug-in, e.g., HLL [55], can pro-
vide accurate spread estimation with some complex querying
operations. It does not record any flow labels because it is
not its purpose and the querying operations are too complex
online. In comparison, our filter aims to provide labels of
those possible super spreaders using the geometric counters
as the plug-ins. It cannot provide accurate spread estimation
but only need simple read operations for querying. This make
it suitable for online querying and then track the labels for
possible super spreaders. Besides, a HLL takes 640 bits while

a g-counter only takes several bits, which means the filter is
not memory-expensive.

Second, the design of taking the minimum from d arrays are
common in many researches. cSkt(HLL) [29] and many other
works [2], [36], [38], [47], [58] records the same information
of a flow in d plug-ins, each in one array. They choose the
plug-in with minimum value as the estimate since it contains
least noise information. It is actually a noise reduction method.
However, the minimum operation in our filter is not only for
noise reduction. As (7) shows, when we update d g-counters
for a flow, we use d independent geometric hash functions
Gb,i, 0 ≤ i ≤ d − 1. This means the values each packet
recorded in its d g-counters are different. It reduces the
probability that a small flow passing through the filter because
it is hard for a small flow to make the values in all d g-counters
larger than the threshold.

We use an additional alongside compact data struc-
tures (CDS) for accurate spread estimation. Here are many
existing solutions doing per-flow spread estimation. The state-
of-the-art is vSkt(HLL), which is adopted in this paper. The
CDS itself, similar to cSketches that we discuss before, does
not record any flow labels. It can only provide a spread
estimate for a given flow labels and thus cannot do super
spread identification. At the end of an measurement period,
we query all labels in the hash table and output the super
spreaders based on the spread estimation from CDS.

B. Setting Threshold T

We determine the threshold T to meet the requirement for
geometric-min filter in (6). Due to space limitation, we do not
put proofs here. Readers can find the proofs in supplemental
materials or the appendix part of this paper’ full version [62].

Lemma 1: Consider a g-counter for flow f , F [Hi(f)], 0 ≤
i < d, its recorded distinct elements after recording the last
element of f (denoted as Ni) has the following properties:

Ni ≥ nf (9)

Prob{Ni ≥ nf +
n∗

lβ
} ≤ β (10)

with nf the spread of f , n∗ number of distinct elements in
all flows, l length of each g-counter array and 0 ≤ β < 1.

Theorem 1: If the geometric counter threshold T in our
geometric min filter satisfies

T ≤ log b−1
b

(1 − (1 − α
1
d )

1
U ) (11)

the filter meets the requirement

Prob{f passing filter| nf ≥ U} ≥ α (12)

with nf spread of flow f , b the base of g-counter and d the
number of arrays in the filter.

Theorem 2: If the geometric counter threshold is T in our
geometric-min filter, a flow f with spread less or equal to L
will be blocked with at least a probability

max{1 − (1 − (1 − (
b − 1

b
)T )L+ n∗

lβ (1 − β))d} (13)

with nf spread of flow f , n∗ number of distinct elements in
all flows, b the base of g-counter, l length of each g-counter
array, d the number of arrays in the filter and 0 < β < 1.

From Theorem 2, we know that a larger T will have a higher
probability of blocking a small flow (spread less than L).
Therefore, in practice, we set T = �log b−1

b
(1 − (1 − α

1
d )

1
U )	

as it is the largest T we can set according to Theorem 1.
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C. Impact of Other Parameter Settings

In this section, we discuss the impact of parameter settings
including l, d and b under given U , α and n∗.

We present the following theorem to discuss how to setting
l and then give an corollary for the space complexity of our
filter. Readers can find the proofs in supplemental materials
or the appendix part of this paper’ full version [62].

Theorem 3: If the geometric counter threshold is set as T
in our geometric min filter and we want to guarantee that a
flow f with spread less or equal to L will be blocked with a
probability at least γ, then we have to set the length of filter
array as

l ≥ min{ n∗

β(−L + log1−( b−1
b )T

1−(1−γ)
1
d

1−β )
|β ∈ (0, 1)} (14)

with n∗ the number of distinct elements in all flows, b the
base of g-counter, l the length of each g-counter array and d
the number of arrays in the filter.

Corollary 1: The space complexity of our geometric min

filter is O(
2n∗d(log2(1+log b−1

b

(1−(1−α
1
d )

1
U ))+1)

−L+log
1− b

b−1 (1−(1−α
1
d )

1
U )

2(1−(1−γ)
1
d )

), if we want

to guarantee

Prob{f passing filter| nf ≥ U} ≥ α

Prob{f blocked by filter| nf ≤ L} ≥ γ (15)

where n∗ is the number of distinct elements in all flows.
From Theorems 2 and 3, the g-counter array length l affects

the probability for blocking small flows. Under given U , α and
n∗, Theorem 1 guarantees the upper bound of T which has
no relationship with l. A larger l make the probability for
blocking small flows larger. However, a larger l also means
larger memory requirement.

The base b of geometric hash is an integer that is greater
than or equal to 2. It controls a three-way tradeoff: First, from
equation (11), T increases as b increases. Each g-counter in
the filter takes at least t = 
log2(T + 1)� bits, which also
increases. Hence, a larger value of b means greater memory
overhead. Second, according to Section IV, the number of
uniform hash operations increases as b increases in order to
produce a geometric hash output.

Let α = 0.99, d = 4, l = 4096 and lhash = 64. Tables II-IV
demonstrate the three-way tradeoff when b = 2, 4, and 8,
respectively. The first column shows the range of U values
that produces the same g-counter threshold T in the second
column. The third column shows the minimum number of
bits each g-counter must have. The fourth column shows the
number of uniform hashes that need to be performed in order
to produce one geometric hash output.

For example, according to Table II, when b = 2, U ∈
[381, 763] will all have the same g-counter threshold T = 7.
That means even if U = 763, a flow of smaller thread
nf = 381 will still have a 99% chance to pass the filter.
When U is set sufficiently high, this is not a serious problem
in practice since the vast majority of flows have much smaller
spread values (as we have observed from the CAIDA traffic
and our campus network traffic), which means a majority of
small flows will be blocked as our experiments based on real
traffic traces will show. According to Table III, when b = 4,
if U = 763, T = 16; if U = 381, T = 14. They have different
threshold values at the cost of higher geometric counter size,

TABLE II

RESOURCE NEEDED FOR A G-COUNTER WHEN b = 2

TABLE III

RESOURCE NEEDED FOR A G-COUNTER WHEN b = 4

5 or 4 bits v.s. 3 bits when b = 2. According to Table IV,
when b = 8, if U = 763, T = 36; if U = 381, T = 31.
They are further apart at the cost of higher g-counter size,
6 or 5 bits, and more hash bits, 108 or 93 v.s. 32 or 28 hash
bits when b = 4.

We now present the following theorem to show the number
of uniform hash operations needed to process a packet. Due
to space limitation, we do not put proofs here. Readers can
find the proofs in supplemental materials or the appendix part
of this paper’ full version [62].

Theorem 4: In our geometric min filter, if the length of the
output of the hash operation we use is lhash, then the number
of hash operations needed for processing one packet is

nhash =
d(
T log2 b� + 
log2 l�)

lhash
+ 1 (16)

with T the geometric threshold, b the base of g-counter, l the
length of each g-counter array and d the number of arrays in
the filter.

Corollary 2: The time complexity of our filter is

O(2(d + 1)TM + (
d(
T log2 b� + 
log2 l�)

lhash
+ 1)TH). (17)
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TABLE IV

RESOURCE NEEDED FOR A G-COUNTER WHEN b = 8

Here, T is the geometric threshold that can be obtained
from Theorem 1; l is the length of a filter array that can be
obtained from Theorem 3; b is the base of g-counters in the
filter; d is the number of arrays in the filter; lhash is the length
of the output of a hash operation; O(TM ) and O(TH) are the
time complexity of a memory access and a hash operation,
respectively.

We also give the hash bits needed by vSkt(HLL) here.
According to the paper [29], with the suggested setting,
vSkt(HLL) requires 32 + 
log2 lvskt� hash bits for recording
an incoming packet, where lvskt is the number of registers in
vSkt(HLL).

D. Network-Wide Measurement

We are not only considering TCP flows whose packets
generally follow the same paths. In our generalized model,
the packets of a flow may follow different paths. For example,
consider a network with two gateways to the Internet. Suppose
we monitor all outbound packets that carry URL requests.
If we use URL (in the application header) as flow identifier,
all URL requests for the same web page form a flow. The
packets of any flow may pass two gateways. If we use source
address as element identifier, the spread of a flow is the number
of different hosts that access the same web page. If we set
the threshold for super spreaders to be U , we will need to
combine the measurements from both gateways in order to
identify super spreaders. This is an example of network-wide
measurement.

Let q be the number of network devices that jointly monitor
super spreaders. One observation is that, for any super spreader
f , at least one device will receive at least U � = U

q of
its elements. Based on this observation, we set U � as the
spread threshold at each device and collect all potential super
spreaders in its hash table. After all devices send their filters,
hash tables and CDS to the server. The server will merge

the filters as follows: Denote the filter from the kth device
as F k and denote the jth g-counter of the i array in F k as
F k

i [j], 0 ≤ k < q, 0 ≤ i < d, 0 ≤ j < l. Note that we require
all filters to have the same dimensions of d and l. Denote the
resulting filter after merging as F ∗. The merge operation is

F ∗
i [j] = max{F k

i [j], 0 ≤ k < q, 0 ≤ i < d, 0 ≤ j < l}. (18)

In order to support the merging operation, we have to keep
updating the filter after a flow passes it. See the revised
algorithm in Alg. 3 below, where the hash table and the CDS
at the kth device are denoted as HT k and CDSk, respectively.
Even after a flow is inserted into HT k, we have to record its
elements in F k.

Algorithm 3 Geometric-Min Filter at Device k

Input: filter F k, b, U , α, q
Action: hash table HT k

1: T = �log b−1
b

(1 − (1 − α
1
d )

1
U/q )	

2: for each arrival packet �f, e� do
3: v(f) = INT _MAX
4: for i = 0..d − 1 do
5: F k

i [Hi(f)] = max{F k
i [Hi(f)], Gi,b(f, e)}

6: v(f) = min{F k
i [Hi(f)], v(f)}

7: end for
8: if v(f) ≥ T then
9: Insert f to HT k

10: end if
11: end for
12: returnHT k

After we compute F∗, we iterate through all flow identifiers
f in HT k, 0 ≤ k < q, and insert those with v∗(f) ≥ T ∗ into
a new table HT ∗, where

v∗(f) = min{F ∗
i [Hi(f)], 0 ≤ i < d}

T ∗ = �log b−1
b

(1 − (1 − (1 − γ)
1
d )

1
U )	. (19)

We claim that CDSk, 0 ≤ k < q should also support
merging operation if users want to use it to get an estimation
of super spreaders here. Actually, vSkt(HLL) [29] can support
that. Let the merged CDS be CDS∗. For each flow in HT ∗,
we estimate the flow spread from CDS∗.

VI. EVALUATION

We evaluate the performance of geometric-min filter using
both software and hardware implementation.

Software Implementation: All the solutions are implemented
in java on a desktop with Intel Core i7-8700 3. 2GHz CPU
and 16GB memory.

Hardware Implementation: We implement the geometric-
min filter on a XILINX Nexys4 A7-100T development board,
with 15850 logic slices, 4860Kbits Block RAM, and a clock
rate of 100MHz. More specifically, we implement the filter
part on the FPGA board using Vivado [63]. The block ram is
used for the filter array. The recording operation of each array
is implemented as a module that takes �f, e� as the input,
updates the array and outputs the register value. We use FIFO
modules to connect d modules for d arrays. Another module
is placed at the end which calculates the minimum register
value and outputs the flow label if it exceeds the threshold.
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The hash table is supposed to be implemented on the software
platform since implementing a hash table on FPGA is a waste
of resources. The checking of hash table before updating the
filter is omitted here. As we have discussed in Section V-A,
this operation will not affect the filtering performance. We also
implement vSkt(HLL) [29], the detail can be found in the
original paper.

Since the only difference between hardware and software
implementation will be the throughput, when we do other
comparisons, we only focus on the software platform. The
codes can be found at [64].

In the evaluation, we first evaluate the performance of
our filter under different parameter settings and then use the
best setting to compare the performance with the state of art
including SpreadSketch [38] and AROMA [35].

A. Traffic Summary
We download traffic traces from CAIDA15, CAIDA18 and

CAIDA19 on CAIDA [39] for experiments. For each data set
(CAIDA15, CAIDA18 or CAIDA19), we download 10 traffic
traces of 1-minute long. The result for each data set is the
average result of the 10 traffic traces. We use destination IP
address as flow identifier and source IP address as element
identifier. Two packets are identical only when both the
source and destination IP addresses are the same. Under this
definition, each trace from CAIDA15 contains around 18M
packets, 120K flows and 430K distinct packets; each trace
from CAIDA18 contains around 27M packets, 270K flows
and 900K distinct packets; each trace from CAIDA19 contains
around 36M packets, 750K flows and 1800K distinct packets.
We also create 10 traffic traces to form another data set called
CAIDA15+ by adding a large flow with spread of 2M into
each trace in CAIDA15.

B. Performance Metrics
We first define four terms to facilitate the understanding of

the performance metrics.
True Positive (TP): The number of super spreaders passing

the filter.
False Positive (FP): The number of non super spreaders

passing the filter.
True Negative (TN): The number of non super spreaders not

passing the filter.
False Negative (FN): The number of super spreaders not

passing the filter.
We use the following metrics to evaluate the performance

of our whole solution.
Throughput: The number of packets the system can process

in one second during online encoding. The unit is packets
per second which is denoted as pps.

False Negative Ratio(FNR): FN
FN+TP . It means the

probability of a super spreader not passing the filter.
False Positive Ratio(FPR): FP

FP+TN . It represents the prob-
ability of a non super spreader reported as a super spreader.

Precision: TP
TP+FP . It is the probability that a reported

super spreader is a real super spreader.
Recall: TP

FN+TP . It is the probability of a real super spreader
being reported.

F1 Score: 2
recall−1+precision−1 . It is the harmonic mean of

precision and recall.
Since the parameter setting of our filter is related to FNR,

we first use FNR and FPR as the metrics for the experiments

Fig. 2. Throughput w.r.t. d and b. Throughput will decrease when b and d
increase.

Fig. 3. Throughput comparison between FPGA implementation and CPU
implementation. Throughput will decrease as d increases. FPGA implemen-
tation is 14.5-19.56 times faster than CPU implementation.

over different parameter settings for our filter. After that,
when comparing our solution with existing solutions, we use
Precision, Recall and F1 Score as the metrics because they are
the metrics adopted by the authors of existing solutions.

C. Throughput Comparison Under Different
Parameter Settings

We compare the throughput of our geometric-min filter
under different parameter settings on hardware/software plat-
forms.

Fig. 2 shows, on CPU implementation, the throughput of our
solution decreases as d increasing. This is predictable because
we have to encode the filter d times for a packet of flow f
before it passes the filter. Besides, with geometric counters of
a larger base b in the filter, we will have a smaller throughput.
The reason is that with a larger b, we need to compute more
hash functions to get the required geometric hash values as
we describe in Section IV.

Since on FPGA we can use FIFO module to pipeline the
processing operations, we obtain a throughput that equals
to 1

d packet per clock cycle while b will not affect the
throughput. The clock rate of the board we use is 100MHz,
so the throughput will be 50, 25, 16.67, 12.5 Mpps, which is
consistent with our experiment result. As Fig. 3 shows, it is
much faster than the Software Implementation on CPU.

D. FNR/FPR Comparison Under Different
Parameter Settings

In this section, we evaluate the impact of parameter settings
for our geometric-min filter over FNR/FPR.

1) Comparison Under Different T Values: First, we set
d = 4, l = 5120, b = 2, 4 and change T to compare the
influences of T over FPR/FNR under different counter base b.
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Fig. 4. FNR/FPR w.r.t. T when b = 2.

Fig. 5. FNR/FPR w.r.t. T when b = 4.

Fig. 6. FNR/FPR w.r.t. d when b = 2.

Fig. 7. FNR/FPR w.r.t. d when b = 4.

From Fig. 4 and 5, we observe that the average FNR of our
solution will decrease when U becomes larger and with a
larger T , we can get a lower FNR for a same U . This is
consistent to equation (11), if we want to guarantee a same
FNR, we need to choose a larger T for a larger U . For FPR,
we can see from Fig.4 and 5 that a larger T will always bring
a smaller FPR. This means we have to choose a larger T as

Fig. 8. FNR/FPR w.r.t. l when b = 2.

Fig. 9. FNR/FPR w.r.t. l when b = 4.

Fig. 10. FNR/FPR w.r.t. b and T.

Fig. 11. FNR/FPR for network-wide measurement.

long as we can guarantee the FNR just as what we get in
equation (11). This can be confirmed by comparing the lines
in Fig. 4 and 5 with the values in Table II and Table III, which
shows that our computed best T actually guarantee the FNR
bound α = 0.99 while keeping a smallest possible FPR.
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Fig. 12. Comparisons with different memory allocations over CAIDA15 data sets.

Fig. 13. Comparisons with different memory allocations over CAIDA18 data sets.

2) Comparison Under Different d Values: To compare the
performance of the filter on FPR/FNR between d, we keep
l = 5120, b = 2, T = 7 or l = 5120, b = 4, T = 17 and
change d = 2, 4, 6, 8. Fig. 6 and 7 show that with a larger d,
we can have a smaller FPR which means the filter can filter
out more non super spreaders. For b = 2, changing d from
2 to 8 can reduce the FPR from 0.01 to 0.0012 and for b = 2,
changing d from 2 to 8 can reduce the FPR from 0.009 to
0.001. The reason is that with a large d, the probability of
flow passing the filter will be smaller. Since we can choose
suitable T for different U and d to guarantee the FNR bound,
setting a larger d is always better.

3) Comparison Under Different l Values: We keep d =
4, b = 2, T = 7 and d = 4, b = 4, T = 17 and change
l = 1280, 2560, 5120 to learn the impact of l on FPR/FNR
of the filter. According to Fig. 8 and 9, we know that with
a smaller l, we will obtain a much larger FPR and a slight
smaller FNR for a certain U . We claim that we should choose
l as large as possible since that the threshold calculated from
equation(11) can always guarantee the FPR bound for any l
and a larger l will always give a smaller FPR. The reason
that a larger l will give a smaller FPR is that with a larger
l, the probability of a small flow sharing a same geometric
counter with a large flow will be lower and thus the probability
of small flows passing the filter will be lower. In this situation,
a larger l can let fewer non super spreaders be misidentified as
super spreaders. However, a larger l will take larger memory.

4) Comparison Under Different b Values: As we discuss
in Section V-C, using geometric counter with b > 2 have
advantages in choosing suitable T for different user-defined
spread threshold U . The optimal T can be calculated
from equation (11). Some results are already shown in
Table II and III when we want to guarantee the bound of
FNR as α = 0.99. From Table II we know that when
U ∈ [381, 763], b = 2, the best choice of T are all 7. From

Fig. 10, we know that when b = 2, T = 6, the average FNR
when U ≤ 381 is actually lower than α = 0.99 while keeping
an average FPR close to 0.06. From Table III, we know that
when b = 4 and U = 500, 600, we should choose T = 15, 16
respectively. According to Fig. 10, the average FNR all meet
the bound α = 0.99. Meanwhile, the average FPR is at most
around 0.007, 0.004 which are significantly less than choosing
T = 6 when b = 2. With a similar FNR, a smaller FPR can
certainly reduce the memory for storing super spreader labels
in the hash table. Besides, from Fig. 10b, we can see that the
influence of FNR by adding 1 to T when b = 2 is much larger
than that when b = 4. This implies that a larger b can divide
the range of U more delicately for user to choose suitable T
just as what we can see from Table II, Table III and Table IV.

E. Network-Wide Measurement
In this section, we measure the FNR/FPR performance of

geometric-min filter for network-wide super spreader iden-
tification as we describe in Section V-D. The number of
devices in this experiment is 3. We tried two settings that
T � = 15, T = 19 and T � = 16, T = 20 where T � is the
threshold in each network device and T is the threshold for the
merged filter. Actually these two settings is for U = 1500 and
U = 2100. Fig. 11 shows that our method can still guarantee
the FNR as α = 0.99 and keep a FPR up to 0.009, 0.005
respectively which are all acceptable.

F. Comparison With Existing Solutions
1) Comparisons Under Different Traffic Traces: We com-

pare our algorithms with the state of the art, i.e., SpreadSketch
[38] and AROMA [35] under different data sets from
CAIDA [39]. By the years when the data sets are generated,
they are denoted as CAIDA15, CAIDA18 and CAIDA19,
respectively. We use 10 different traces of 1 minute long in
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Fig. 14. Comparisons with different memory allocations over CAIDA19 data sets.

Fig. 15. Comparisons with different memory allocations over CAIDA15+ data sets.

Fig. 16. Comparisons with different memory allocations for network-wide measurement.

each year for experiments and show the average results. For
each trace, we tune the value of threshold U that guarantees
the number of super spreaders is around 50. For our solution,
we use α = 0.95 to calculate the filter threshold T according to
Theorem 1 and then calculate l according to Theorem 3 using
γ = 0.95 and L = lower bound of 1% top flows. After
that, we assign the rest memory for vSkt(HLL) [29]. We vary
the memory allocation for all solutions and apply them on
different traces. Since the number of packets and flows are
different for CAIDA15, CAIDA18, CAIDA19, the range of
memory allocation are also different. Traces in CAIDA19 con-
tains the most packets and flows, the memory range is widest,
i.e., [12,40] Mb; traces in CAIDA15 contains the least packets
and flows, the memory range is narrowest, i.e., [3,10] Mb.

The results in Figs. 12, 13 and 14 show that for all
data sets, all solutions will have a larger F1 score for a
larger memory allocation. All solutions can have a F1 score
larger than 0.9 when memory is large enough (5Mbits for
CAIDA15, 8Mbits for CAIDA18 and 24Mbits for CAIDA19).

Our solution will have a highest F1 score when memory is
larger than a certain value (4Mbits for CAIDA15, 8Mbits for
CAIDA18 and 10Mbits for CAIDA19) while SpreadSketch
always have a lowest F1 score. For small memory, AROMA
and our solution have close F1 score. For all traces, our
solution has highest recalls while AROMA has the lowest
recalls. As for precision, our solution is similar to AROMA
while SpreadSketch has low precisions when memory is small.

We also compare the above algorithms on CAIDA15+ data
sets to show the limitation of AROMA. We create the data
sets by adding a fake flow with spread of 2M into each traces
in CAIDA15. We run all three algorithms on those traces.
Comparing Fig. 15 with Fig. 12, the F1 score of AROMA
drops significantly for these special traces while the F1 scores
of SpreadSketch and our solution have little changes, which
is predictable. The extremely large flow will occupy a high
percentage of buckets in AROMA. Therefore, the estimation
for other super spreaders will be inaccurate. In the meanwhile,
a flow will only occupy one or several units (registers) for
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SpreadSketch and our solution. This means even an extremely
large flow will have little influence on the performance.

2) Comparisons for Network-Wide Measurement: We com-
pare our algorithms with SpreadSketch [38] and AROMA [35]
for network-wide measurement. The number of devices in
this experiment is 3. We combined 3 1-minute traffic traces
and randomly assign the packets in the combined trace to
three devices to simulate the situation. The results we show
are for traces in CAIDA15, the results for CAIDA18 and
CAIDA19 are similar to the first one and are thus omitted
here. The parameter setting is similar to Section VI-F1. Fig. 16
shows that all solutions will have a F1 score larger than
0.9 when memory is larger than 5Mbits. When memory is
larger than 3Mbits, our solution will have the highest F1 score.
For precision, our solution and AROMA are better than
SpreadSketch, while for recall, our solution and SpreadSketch
are better than AROMA.

VII. CONCLUSION

In this paper, we propose a geometric-min filter solution for
the problem of super spreader identification based on two tech-
nical innovations, generalized geometric hash and generalized
geometric counter. The solution has a better super spreader
identification performance when comparing with the state-
of-the-art work SpreadSketch [38] and AROMA [35] under
different memory allocations and traffic traces. We implement
the solution in both hardware and software.
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