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Abstract. Fuzzy logic controllers can handle complex systems by incorporating expert’s knowledge in the absence of formal

mathematical models. Further, fuzzy logic controllers can effectively capture and accommodate uncertainties that are inherent

in real-world controlled systems. On the other hand, Robot Operating System (ROS) has been widely used for many robotic

applications due to its modular structure and efficient message-passing mechanisms for the integration of system’s components.

For this reason, Robot Operating System is an ideal tool for developing software stacks for robotic applications. This paper

develops a generic and configurable Robot Operating System package for the implementation of fuzzy logic controllers, par-

ticularly type-1 and interval type-2, which are based on either Mamdani or Takagi-Sugeno-Kang fuzzy inference mechanisms.

This is achieved by employing a systematic object-oriented approach using the Unified Model Language (UML) to implement

the fuzzy inference system as a single class that is composed of fuzzifier, inference, and defuzzifier classes. The deployment of

the developed Robot Operating System package is demonstrated by implementing an interval type-2 fuzzy logic control of an

Unmanned Aerial Vehicle (UAV).

Keywords: Robot Operating System, Unified Model Language, Type-1 Fuzzy Logic Control, Interval Type-2 Fuzzy Logic
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1. Introduction

A major challenge in any control system is to deal

with uncertainties that exist in real-world systems due

to sensor-reading inaccuracy, noises in the environ-

ment, inaccuracy of model parameters, and external

disturbances. To handle these situations, classical ro-
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bust control systems often require an accurate model

of the system and bounds of disturbances which may

not be always available. In contrast, artificial intelli-

gent (AI) techniques, including but limited to Artifi-

cial Neural Network (ANN), Genetic Algorithm (GA),

Support Vector Machine (SVM), Expert Systems (ES),

Neural Language Programming (NLP), Reinforcement

Learning (RL), Fuzzy Logic (FL), as well as, hybrid

approaches (combination of AI techniques), are capa-

ble of handling control problems when the system’s

model is unknown or far too complex to accurately

model [1±4]. In this vein, Fuzzy Logic Controllers
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(FLCs) use approximate reasoning to deal with com-

plex ill-defined systems with uncertain models and

stochastic behaviors and disturbances [5, 6]. FLCs use

fuzzy logic for computing the control signals in or-

der to control a system. Fuzzy logic is an approach

for knowledge representation and symbolic inference,

computation, and reasoning based on human-like lin-

guistic expressions with degrees of truth [7]. By us-

ing membership functions and rule-based inference

mechanisms, FLCs are exceptionally powerful in mim-

icking human decision-making in the absence of for-

mal mathematical models for a system. Furthermore,

FLCs (particularly type-2 FLCs [8]) are capable of ef-

fectively capturing and handling uncertainties [9, 10].

The ability of FLCs to handle dynamic behaviors of

complex systems, without knowing much about their

mathematical model, has made them suitable for the

design of real-world robotic systems [11] and indus-

trial control systems such as such as the control of

liquid-level process [12], control of unmanned aerial

vehicles [13], traffic signal control [14], fault detec-

tion [15], autonomous vehicle applications [16], mar-

itime radar detection mechanism [17], human behavior

modeling [18], testing and evaluation of autonomous

vehicles [19, 20], and pattern recognition [21]. How-

ever, the structure of a fuzzy logic controller is rela-

tively more complex than many other commonly-used

controllers, e.g, PID controllers, and often involves

several procedures including fuzzification, inference,

type-reduction, and defuzzifcation, which requires a

lot of effort for the development, implementation, test-

ing, and verification of the FLCs [13, 22, 23]. This has

hindered control application developers from utilizing

the advantages of FLCs, particularly type-2 FLCs.

In this paper, we develop a user-friendly develop-

ment tool in order to ease the implementation of FLCs

and facilitate fast prototyping FLC-based robotic and

control applications. The developed tool will be pro-

vided as a Robot Operating System (ROS) package.

Our choice of ROS is motivated by the fact that its

modular structure and enhanced robust communica-

tion and system integration mechanisms enable the

rapid and reliable development of robotic and au-

tonomous systems [24±26]. As such, ROS has been

widely adopted by the robotic community as the pre-

mier development platform for developing software

stacks for different robotic applications [27±29]. While

some work has been done to develop ROS packages for

the implementation of type-1 Mamdani FLCs [30,31],

they are limited to a particular class of FLCs and do not

support the development of different inference systems

such as Takagi-Sugeno-Kang (TSK) fuzzy inference

mechanisms, and are developed for a specific appli-

cation. Therefore, their deployment and generalization

for other use cases and applications are not straight-

forward. Hence, the challenge to find a suitable ROS

package, which provides the required functionality and

flexibility for the design and implementation of FLCs

is still open. To overcome this challenge, this paper

provides, to the best of our knowledge, the first generic

and configurable ROS package that eases the real-time

implementation of type-1 and interval type-2 FLCs,

which are based on both Mamdani and TSK inference

mechanisms.

The contributions of this paper are as follows:

± We have developed systematic configuration tech-

niques, software architecture, and algorithms that

enable the implementations of a generic and con-

figurable FLC ROS packages.

± To implement multiple FLCs in a single appli-

cation, this paper presents a systematic object-

oriented development approach representing the

entire fuzzy logic system by a single class, which

is composed of fuzzifier and inference as well as

defuzzifier classes. Algorithms and structures that

enable configuration and deployment of multi-

input-multi-output (MIMO) Mamdani or TSK

fuzzification, inference mechanisms, and defuzzi-

fication operations are developed and imple-

mented.

± To enable the development of computationally ef-

fective real-time interval type-2 FLCs, the devel-

oped FLC ROS package employs the uncertainty

bounds [32, 33] and Nie-Tan [34] output process-

ing techniques.

± The developed package constitutes a user-friendly

graphical user interface (GUI) and configura-

tion file, allowing configuration of MIMO fuzzy
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logic control parameters such as number of in-

puts, number of outputs, rules, membership func-

tions, inference methods, type reduction, and de-

fuzzification. The package assists the implemen-

tation of FLCs within the ROS environment with-

out demanding the detailed mathematical knowl-

edge of type-1 and type-2 FLCs.

± The effectiveness of the developed FLC ROS

package is demonstrated via a software-in-the-

loop (SITL) for implementing an interval type-2

TSK fuzzy logic controller for the altitude control

of a quadcopter UAV in ROS Gazebo simulation

environment.

The rest of this paper is organized as follows. Sec-

tion 2 briefly provides the necessary preliminaries

and backgrounds on fuzzy control systems, ROS, and

UML. Section 3 discusses the developed FLC ROS

package’s structure and functionalities. Section 4 de-

scribes the deployment of the developed ROS package

within a simulation environment for the altitude con-

trol of a quadcopter UAV. The paper is concluded in

Section 5.

2. PRELIMINARIES

This section presents a brief review of fuzzy set

theory and fuzzy logic systems. A fuzzy set is a set

whose elements have degrees of membership. Fuzzy

logic controllers employ rule-based inference tech-

niques that use fuzzy sets for making control decisions.

The development process of FLCs includes the pro-

cesses of fuzzification, inference, and defuzzification.

By using membership functions (MFs), the fuzzifica-

tion process assigns membership values to crisp inputs.

The inference process maps fuzzy inputs to fuzzy out-

puts according to pre-defined rules. Finally, it is the de-

fuzzification process that generates crisp outputs from

aggregated fuzzy outputs.

Based on the employed type of fuzzy sets, FLCs

may be classified as type-1, type-2, or type-n. Also,

FLCs may be classified based on the type of the em-

ployed inference mechanism such as Mamdani [35] or

TSK [36].

2.1. Type-1 Fuzzy Logic Systems

Definition 1. Type-1 Fuzzy Set

A type-1 fuzzy set is composed of elements of the

set’s domain, x ∈ X , and their corresponding mem-

bership values (x, µA(x)) for which µA(x) ∈ [0, 1].

Formally, a type-1 fuzzy set can be defined as:

A = {(x, µA(x)) | ∀x ∈ X,µA(x) ∈ [0, 1]}

=
∑

x∈X

(x, µA(x)) (1)

where
∑

is the collection of elements of the set.

An example of a type-1 fuzzy set with its corre-

sponding membership function is shown in Fig. 1.

Fig. 1. A type-1 fuzzy set.

In type-1 Mamdani fuzzy inference systems [35],

crisp inputs are initially fuzzified using predefined

type-1 membership functions. The fuzzified inputs are

then mapped to type-1 output fuzzy sets using the

mamdani fuzzy inference process. The output fuzzy

sets are finally aggregated and defuzzified to generate

crisp outputs. A typical MIMO type-1 fuzzy logic con-

troller is shown in Fig. 2.

Fig. 2. A type-1 FLC structure.

Type-1 FLCs employ type-1 fuzzy sets on the an-

tecedent and consequent sides of their rules. An exam-
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ple a rule with p inputs and q outputs in a type-1 FLC

with Mamdani fuzzy inference system can be stated as:

Rℓ: IF x1 is F1
ℓ, and x2 is F2

ℓ, · · · , and xp is Fp
ℓ

THEN y1 is G1
ℓ, y2 is G2

ℓ, · · · , yq is Gq
ℓ (2)

where Rℓ is the ℓth rule, Fp
ℓ is the activated antecedent

type-1 fuzzy set for input channel xp, and Gq
ℓ is the

activated consequent type-1 fuzzy set for output chan-

nel yq , m is the number of membership functions for a

given input, and r is the number of membership func-

tions for a given output. The firing level for the ℓth rule

is the t-norm of these fuzzy values obtained from the

antecedent membership functions as indicated by the

Rule Set. For each of the rules, the output fuzzy set can

be found as the t-norm of the firing level and the out-

put fuzzy set. The aggregated output fuzzy set can be

found as the s-norm of the output fuzzy sets. Finally,

using the centroid defuzzification as one of the most

common defuzzification methods, we can calculate the

crisp value of each output of a Mamdani fuzzy infer-

ence system as:

yk =

∑n

i=1
µk(xk,i)yk,i∑n

i=1
µk(xk,i)

(3)

where µk is the membership function of the aggregated

output yk, n is the number of samples in the aggregated

output fuzzy set of the kth output channel, and yk,i is

the ith sample.

In type-1 TSK fuzzy control systems [37], rule out-

puts are a function of the rule inputs. As an example,

the rules for a TSK FLC with a p inputs and q outputs

can be stated as:

Rℓ: IF x1 is F1
ℓ, and x2 is F2

ℓ, · · · , andxp is Fp
ℓ

THEN

yℓ
1
= cℓ

0,1 + cℓ
1,1x1 + · · ·+ cℓp,1xp,

yℓ
2
= cℓ

0,2 + cℓ
1,2x1 + · · ·+ cℓp,2xp,

· · ·

yℓq = cℓ
0,q + cℓ

1,qx1 + · · ·+ cℓp,qxp,

where Rℓ is the ℓth rule; Fp
ℓ is the activated an-

tecedent type-1 fuzzy set for input channel xp; and

cℓ
0,q , cℓ

1,q, · · · , c
ℓ
p,q are crisp TSK output coefficients

for outputs yℓq . The outputs of type-1 TSK fuzzy rules

are crisp. To obtain the final (aggregated) crisp value

of kth output, a defuzzification process could be per-

formed using the weighted average technique as:

yk =

∑ℓ

i=1
f ℓyℓk∑ℓ

i=1
f ℓ

(4)

where f ℓ is the firing level for rule ℓ and yℓk is the con-

sequent for output k of the ℓth TSK rule.

2.2. Type-2 Fuzzy Logic Systems

Even though type-1 fuzzy sets enable linguistic

computing by assigning a degree of membership to all

their elements, they are not capable of quantifying the

level of uncertainty in the degree of membership. It is,

however, possible to successfully capture and quantify

uncertainties by extending type-1 fuzzy sets to type-2

fuzzy sets [38,39]. Type-2 fuzzy sets can be defined as

follows:

Definition 2. Type-2 Fuzzy Set

A type-2 fuzzy set is composed of triples ((x, u),

µÃ(x, u)) in which secondary membership, µÃ(x, u)

is defined for each member of domain x ∈ X with the

primary membership value, u ∈ Jx (Jx is the range of

primary membership for a given x). Mathematically, a

type-2 fuzzy set is defined as follows:

Ã = {((x, u), µÃ(x, u))| ∀x ∈ X, ∀u ∈ Jx ⊆ [0, 1],

µÃ(x, u) ∈ [0, 1]} =
∑

u∈Jx

∑

x∈X

((x, u), µÃ(x, u))

(5)

Fig. 3(a) shows a simple type-2 fuzzy set for a case

that X and Jx are connected sets, and µÃ is a continu-

ous function.

Type-2 FLCs capture input and output uncertainties

by employing type-2 fuzzy sets on their antecedent and

consequent parts of rules [40,41]. Use of interval type-

2 or α-plane based FLCs can significantly reduce the

computational complexity, facilitating real-time imple-

mentations [9, 42, 43].

Definition 3. Interval Type-2 Fuzzy Set (IT2 FS)

An interval type-2 fuzzy set is a type-2 fuzzy set with
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(a) (b)

Fig. 3. (a) A type-2 fuzzy set, (b) An interval type-2 fuzzy set.

secondary grade values set to unity. It is defined as:

Ã = {((x, u), 1)| ∀x ∈ X, ∀u ∈ Jx ⊆ [0, 1]}

=
∑

u∈Jx

∑

x∈X

((x, u), 1) (6)

Fig. 3(b) shows an example of an interval type-2

fuzzy set. Compared to type-1 fuzzy sets, interval type-

2 fuzzy sets have more degrees of freedom in the form

of upper and lower membership functions to better

capture uncertainties, while generating smoother con-

trol surfaces [10, 44]. On the other hand, compared to

type-2 FLSs, the use of interval type-2 fuzzy sets sig-

nificantly reduces the computation costs, while main-

taining major advantages of type-2 FLSs [9, 9, 45].

Both the rule antecedent and consequent sets of a

type-2 Mamdani FLCs are type-2 fuzzy sets. An ex-

ample of a p-input and q-output type-2 FLC rule can

be stated as:

Rℓ: IF x1 is F̃1

ℓ
, and x2 is F̃2

ℓ
, · · · , and xp is F̃p

ℓ

THEN y1 is G̃1

ℓ
, y2 is G̃2

ℓ
, · · · , yq is G̃q

ℓ
(7)

where Rℓ is the ℓth rule, F̃p

ℓ
is the activated antecedent

type-2 fuzzy set for input channel xp, and G̃q

ℓ
is the

activated consequent type-2 fuzzy set for output chan-

nel yq .

For type-2 Mamdani FLCs, a computationally ex-

pensive type reduction of the aggregated output fuzzy

set is required prior to the defuzzification process.

With an effort of easing this computation burden, sev-

eral techniques have been previously developed, one of

which is the Nie-Tan type reduction mechanism, which

is applicable to interval type-2 FLCs [34]. With rea-

sonable accuracy, the Nie-Tan type reduction mecha-

nism is the least computationally expensive [45]. As

stated in Equation 8, to compute the type reduced set,

this method uses the average of the upper and lower

membership functions of an aggregate interval type-2

output fuzzy set, c̃k, for the kth output.

µ∗

k(ỹk) =
1

2
(µc̃k(ỹk) + µc̃k(ỹk)) (8)

where µ∗ is the membership function of the type re-

duced set, µc̃(ỹk) and µc̃(ỹk) are respectively the up-

per and lower membership functions of the aggregated

output fuzzy set c̃k for the output yk. Then, the cen-

troid of the generated IT2 fuzzy set can be computed

using Equation 9.

yk =

∑n

i=1
µ∗

k(ỹk,i)ỹk,i∑k

i=1
µ∗

k(ỹk,i)
(9)

Instead of IT2 Mamdani FLCs, we can use IT2 TSK

FLCs. Similar to type-1 TSK FLC rules, the rule out-

puts of IT2 TSK FLCs are functions the inputs. In

this case, to capture inputs’ uncertainty, we use Type-2

fuzzy sets for the antecedent MFs. On the other hand,

for capturing output uncertainty, the consequent coef-

ficients can be type-1 fuzzy sets [33]. An example of

an IT2 TSK FLC rule with p inputs and q outputs can

be stated as:

Rℓ: IF x1 is F̃1

ℓ
, and x2 is F̃2

ℓ
, · · · , andxp is F̃p

ℓ

THEN

yℓ
1
= cℓ

0,1 + cℓ
1,1x1 + · · ·+ cℓp,1xp,

yℓ
2
= cℓ

0,2 + cℓ
1,2x1 + · · ·+ cℓp,2xp,

· · ·

yℓq = cℓ
0,q + cℓ

1,qx1 + · · ·+ cℓp,qxp,
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where Rℓ is the ℓth rule; F̃p

ℓ
is the activated an-

tecedent interval type-2 fuzzy set for input channel

xp; cℓ
0,q, c

ℓ
1,q, · · · , c

ℓ
p,q are type-1 TSK rule output co-

efficients for outputs yq . For reducing the computa-

tion burden, a computationally effective interval type-

2 TSK output processing technique may be used [32].

This output processing technique approximates the up-

per and lower bounds of the weighted outputs, yl and

yr, by using only the upper and lower bounds of the

rule firing levels and output coefficients. The upper and

lower bounds of the firing levels can be computed us-

ing Equations 10 and 11, respectively.

f ℓ = F̃1

ℓ
(x1) ∗ F̃2

ℓ
(x2) ∗ · · · ∗ F̃p

ℓ
(xp) (10)

f ℓ = F̃1

ℓ
(x1) ∗ F̃2

ℓ
(x2) ∗ · · · ∗ F̃p

ℓ
(xp) (11)

The upper and lower bounds of the output, yl and

yr, can be estimated by calculating and averaging their

upper and lower bounds values, yl, yl, yr, and yr as

shown in Fig. 4. The inner upper and lower bounds (yl

and yr) of yl and yr are calculated as follows:

Fig. 4. Visual representation of output uncertainty bounds.

yl = min{yll, yul} (12)

yr = max{ylr, yur} (13)

where,

yll =
f iy1l + · · ·+ fMyMl

f i + · · ·+ fM
(14)

yul =
f iy1l + · · ·+ fMyMl

f i + · · ·+ fM
(15)

ylr =
f iy1r + · · ·+ fMyMr

f i + · · ·+ fM
(16)

yur =
f iy1r + · · ·+ fMyMr

f i + · · ·+ fM
(17)

With the above calculated inner bounds, the outer

bounds (yl and yr) can then be obtained using Equa-

tions 18 and 12 [32, 33], respectively as:

yl = yl−

[

∑

m

i=1
(f i

− f i)
∑

m

i=1
f i

×

∑

m

i=1
f i

× (18)

∑

m

i=1
f i(yi

l − y1

l )×
∑

m

i=1
f i(ym

l − yi

l )
∑

m

i=1
f i(yi

l
− y1

l
) +

∑

m

i=1
f i(ym

l
− yi

l
)

]

yr = yr+

[

∑

m

i=1
(f i

− f i)
∑

m

i=1
f i

×

∑

m

i=1
f i

× (19)

∑

m

i=1
f i(yi

r − y1

r)×
∑

m

i=1
f i(ym

r − yi

r)
∑

m

i=1
f i(yi

r − y1
r) +

∑

m

i=1
f i(ym

r − yi
r)

]

The lower and upper bounds of yl and yr can then

be estimated using Equations 20 and 21.

yl =
yl + yl

2
(20)

yr =
yr + yr

2
(21)

Finally, a crisp output can be obtained by perform-

ing the defuzzification provided in Equation 22.

y =
yl + yr

2
(22)

2.3. Robot Operating System (ROS)

ROS is an open-source message-based framework,

that provides enhanced functionality for the develop-

ment of large-scale service robots. Importantly, ROS

provides hardware abstractions, low-level device con-

trols, implementation of commonly used functionali-

ties, message-passing, and package management for a

set of connected robots and their subordinate compo-

nents [30, 46].

Nodes, messages, topics, and services are the fun-

damental concepts of a ROS implementation [30]. The

ROS master allows all ROS nodes to exchange mes-

sages between one another. Nodes publish messages



A. Karimoddini et al. / FLC-ROS: A Generic and Configurable ROS Package for Developing Fuzzy Logic Controllers 7

in topics; other nodes should subscribe to a topic

in order to receive a message. This feature of ROS

is advantageous enabling the reuse of publisher and

subscriber implementations over multiple use cases.

A ROS package can be directly used for organizing

software components that provide easy-to-use func-

tionality. A ROS package may contain ROS nodes,

a ROS-independent library, a data-set, configuration

files, third-party pieces of software, or anything else

that logically constitutes a useful module.

ROS programs running on multiple computers can

communicate over a network. This allows easy integra-

tion of software applications, packages, and drivers for

robot kinematics visualization, data sharing, path plan-

ning, control, etc [47]. Further, ROS is multi-lingual,

allowing users to develop different parts of the code

with different languages including C++, Python, MAT-

LAB, Java, etc [46].

2.4. Unified Model Language

First proposed by the Object Management Group

(OMG) in 1997, Unified Modeling Language (UML) is

a standard language which is basically used for speci-

fying, visualizing, constructing, and documenting soft-

ware systems using pictorial languages [48, 49]. UML

provides multiple diagrams which are used for model-

ing a system in several levels of abstractions. UML di-

agrams are basically classified as behavioral and struc-

tural diagrams. Behavioral diagrams describe a sys-

tem using activity, interaction, state flow, and use case

diagrams. On the other hand, structural diagrams de-

scribe a system using class, composite structure, de-

ployment, object, component, profile as well as pack-

age diagrams [49, 50].

UML by itself is not a programming language. How-

ever, it is highly used to conceptualize and struc-

ture computer codes using object-oriented design ap-

proaches. The object-oriented design uses objects as

building blocks of a system. Objects may contain data,

referred to as an attribute, and a logic sequence, which

is referred to as an operation or method. The state and

behavior of an object are defined and modeled within

a class. This paper models FLC processes in an object-

oriented approach using UML.

3. DEVELOPING FLC-ROS

In this section, we will discuss FLC ROS pack-

age’s use cases, development architecture, configu-

ration techniques as well as algorithms that enable

MIMO FLC operations.

3.0.1. FLS Library Use Case

The interactions between FLC ROS package, the

controlled system, and the FLC application develop-

ers are illustrated using the use case diagram shown in

Fig. 5.

In order to develop an FLC application using the de-

veloped FLC-ROS package, initially, users should con-

figure the FLS package in accordance with the spec-

ification of the application that they have developed

and build the ROS workspace. The developed FLC-

ROS package performs fuzzification and inference as

well as defuzzification operations for type-1 and inter-

val type-2 FLCs. The controlled system may be a robot

or any device for which the control inputs and outputs

will be the inputs and outputs of the FLC, respectively.

3.1. FLC-ROS Configuration Structure

The developed FLC ROS package can be config-

ured for MIMO fuzzy logic control applications us-

ing the structure presented in Fig. 6. Basic parameters

of the FLC constitute the system’s name, type, infer-

ence mechanism, number of inputs, number of outputs,

rules, and so on. Each input and output has its own

name and range as well as membership functions. Fur-

ther, each membership function has its own linguis-

tic parameter (name), range, and numeric parameters

defining its shape. If the TSK inference technique is

employed, rule consequent coefficients should be de-

fined in the form of simple or type-1 coefficients. Rules

are configured having linguistic antecedents, conse-

quents, and inference logic, which could be combined

using ªandº or ªorº operators.

Configuration is performed offline by using a cross-

platform GUI or manually by editing a configuration

file which is based on an extensible markup language

(XML) format. The main window of the developed

GUI is shown in Fig. 7. This main window enables the

definition of basic parameters such as the FLC type,
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Fig. 5. FLC ROS package’s use case diagram.

Table 1

Parameters of FLC ROS package MFs

Shape of MF Triangular Trapezoidal Gaussian Triangular-IT2 Trapezoidal-IT2 Gaussian-IT2

P1 Left edge Left edge Mean LMF left edge LMF left edge Mean-1

P2 Center Center left edge Standard deviation LMF center edge LMF center left edge Mean-2

P3 Right edge Center right edge Unused LMF right edge LMF center right edge Standard deviation

P4 Unused Right edge Unused UMF left edge LMF right edge Unused

P5 Unused Unused Unused UMF center edge UMF left edge Unused

P6 Unused Unused Unused UMF right edge UMF center left edge Unused

P7 Unused Unused Unused Unused UMF center right edge Unused

P8 Unused Unused Unused Unused UMF right edge Unused

inference method, aggregation method, and defuzzi-

fication method. Further, multiple GUI windows (not

shown on the paper but are available on the publicly-

made-available GitHub page) allow FLC developers

to easily define or modify the input/output parameters

and membership functions.

The membership function shapes that are supported

by the developed ROS package are Triangular, Trape-

zoidal, and Gaussian. Each interval type-2 MF is de-

fined using its upper and lower membership func-

tions which could be Triangular, Trapezoidal, or Gaus-

sian MFs. For configuration, the nth membership

function is defined as MFn =< Name >, < Shape >,

< P1, P2, ...P8, Maximum >, where n is ranging from

1, · · · , k, and P1− P8 are parameters used to define

different edges and properties of type-1 and type-2

membership functions (See Table 1 for details).

The ℓth rule is structured as follows:

Rℓ =< Antecedent >,< Consequent >,

< Inference logic >,< TSKCoefficients >

where ℓ is ranging from 1, · · · ,m.

A saved configuration file can be uploaded to the de-

veloped FLC ROS package, enabling the reuse of de-

sign across multiple applications or implementations.

3.2. FLC ROS package Classes

The FLC ROS package is developed using an

object-oriented approach. In this case, with the pur-

pose of making the package suitable for real-time con-

trol applications, FLC ROS is developed in C++. As
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Fig. 6. Configuration structure of the developed FLC ROS package.

Fig. 7. The main window of the developed GUI

shown in Fig. 8, the developed ROS package has a

parent class named flslib, which is composed of

other classes including fuzzify, inference, and

defuzzify. Class flslib has a method, named

perform_fls, which is responsible for performing

operations of fuzzification, inference, and defuzzifi-

cation for both type-1 and IT-2 FLCs. This architec-

ture allows FLC application developers to instantiate

multiple objects having different configurations, facil-

itating the development of multiple FLCs in a single

ROS application. Additionally, defining memberships,

fuzzification, inference, and defuzzification as separate

classes enable the development of customized FLC ar-

chitectures through independent implementation and

integration of fuzzy logic operations.

Algorithm 1 Membership Value Calculation

Input: Crisp input, Input MF parameters

Output: Membership value

Begin Procedure

1: Read Crisp input and parameters

2: Calculate membership value

3: Return membership value

End Procedure

Algorithm 2 Fuzzification

Input: Configuration, Crisp inputs

Output: Input fuzzy set(s)

Begin Procedure

1: Get crisp inputs;

2: Get configuration;

3: if FLC is type-1 then

4: for all crisp inputs do

5: for all MFs of the input do

6: Identify the shape of the MF;

7: Calculate the membership

value;

8: Store the fuzzified input;

9: end for

10: end for

11: else ▷ FLC is IT-2

12: for all crisp inputs do

13: for all upper and lower IT-2 MFs

of the input do

14: Identify the shape of the MF;

15: Calculate the membership

value;

16: Store the fuzzified input;

17: end for

18: end for

19: end if

20: Return the input fuzzy set(s);

End Procedure
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-_fuzzifiedVal : vector<vector<double>>

-_firingLevel : vector<vector<double>>

-_output : vector<double>

+perform_fls(_inputs : vector<double>, _configuration : struct&) : vector<double>

flslib

-_fuzzified_values : vector<vector<double>>

+_fuzzify(_inputs : vector<double>, _configuration : struct&) : vector<vector<double>>

fuzzify

-_firing_levels : vector<vector<double>>

-_inference_table : vector<vector<double>>

-_output_fuzzy_set : vector<vector<double>>

+_firingLevels(_fuzzified_value : vector<vector<double>>, _configuration : struct&) : vector<vector<double>>

+_type1_mamdani_processing(_firingLevel : vector<vector<double>>, _configuration : struct&) : vector<vector<double>>

+_type1_TSK_processing(_firingLevel : vector<vector<double>>, _configuration : struct&) : vector<vector<double>>

+_it2_mamdani_processing(_firingLevel : vector<vector<double>>, _configuration : struct&) : vector<vector<double>>

+_it2_TSK_processing(_firingLevel : vector<vector<double>>, _configuration : struct&) : vector<vector<double>>

inference

-_yl : double

-_yr : double

-_crisp_output : vector<double>

+_centroid(_output_fuzzy_set : vector<vector<double>>, _configuration : struct&) : vector<double>

+_weighted_average(_inputs : vector<double>, _output_fuzzy_set : vector<vector<double>>, _configuration : struct&) : vector<double>

+_uncertainty_bounds(_inputs : vector<double>, _output_fuzzy_set : vector<vector<double>>, _configuration : struct&) : vector<double>

+_NT(_output_fuzzy_set : vector<vector<double>>, _configuration : struct&) : vector<double>

defuzzify

-_positive_slope : double

-_negative_slope : double

-_membership_value : double

+_gaussian_mf(input : double, p1 : double, p2 : double) : double

+_triangular_mf(input : double, p1 : double, p2 : double, p3 : double, max : double) : double

+_trapezoidal_mf(input : double, p1 : double, p2 : double, p3 : double, p4 : double, max : double) : double

type1_MFs
-_positive_slope : double

-_negative_slope : double

-_membership_values : vector<double>

+_it2_gaussian2_mf(input : double, p1 : double, p2 : double, p3 : double) : vector<double>

interval_type2_MFs

-T1_MembershipValue

1

1

-fuzzifyInputs

1

1

-IT2_MembershipValue

1

1

-T1_MembershipValue

1

1

-infer

1

1

-IT2_MembershipValue

1

1

-IT2_MembershipValue

1

1

-defuzzifyFuzzySets

1

1

-T1_MembershipValue

1

1

Fig. 8. UML Diagram of classes inside class flslib

3.2.1. Fuzzification

Fuzzification is a process to simply find the fuzzy

values corresponding to each crisp input, which can

be done using the membership functions. For this

purpose, in the developed FLC ROS package, Class

flslib contains the Class fuzzify that performs

fuzzification operations. Class fuzzify is composed

of other Classes for for different MFs including

type1_mfs and interval_type2_mfs. Operations

in these MF classes are used for calculating member-

ship values using Algorithm 1. Having a system with

multiple inputs and multiple outputs, Algorithm 2 in

Class fuzzify performs MIMO fuzzification. This

is achieved by an enumerative search over all inputs

based on the shape of the corresponding membership

function. For IT2 FLCs, the membership values will

be calculated for both the upper and lower MFs.

3.2.2. Inference

Based on the configured rules, execution method

of fuzzy logical operations and implication method,

as well as the aggregation method, the inference pro-

cess maps all input fuzzy sets to their respective output

fuzzy sets. For each rule, the inference process initially

calculates the associated firing levels. To make the out-

put FSs suitable for the Mamdani defuzzification, the

implication operation is performed for each rule out-

put while the aggregation operation is performed for

each FLC output. As shown in Fig. 8, the developed

ROS package is composed of Class inference, ca-

pable of performing MIMO inference operations. This

class is composed of other classes of type-1 and IT-

2 MFs that are used for performing implication and

aggregation operations. The developed algorithm for

performing generic MIMO inference operations is de-

scribed in Algorithm 3. By instantiating objects of

Class inference, FLC application developers can

perform the inference process independently, if they

prefer to perform other processes (such as fuzzifica-

tion and defuzzification) using a different method not

supported by the developed ROS package.

3.2.3. Output Processing

The final step in an FLC process is output process-

ing. The output processing of type-1 FLCs involves

only defuzzification. However, the output processing

of IT-2 FLCs involves type reduction followed by de-

fuzzification. Class defuzzify is composed of oper-

ations which perform several kinds of type-reductions

and defuzzifications, in accordance with the configura-

tion set by the user. This enables application develop-

ers to customize FLC operations, if they prefer to per-
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Algorithm 3 Inference

Input: Configuration, crisp inputs, fuzzified inputs, rules

Output: Output fuzzy set(s)

Begin Procedure

1: Get the fuzzified input;

2: Get configuration;

3: if FLC type is type-1 then

4: Compute the firing level of rules;

5: if Inference is Mamdani then

6: for all outputs do

7: Perform implication on the

consequent fuzzy sets;

8: Perform aggregation to get

the type-1 output fuzzy set;

9: end for

10: else ▷ FLC is type-1 TSK

11: for all outputs do

12: Compute the TSK rule outputs

and get the output fuzzy set;

13: end for

14: end if

15: else ▷ FLC is IT-2

16: Compute the firing level for the

upper and lower bounds of the

antecedent fuzzy sets of rules;

17: if Inference is Mamdani then

18: for all outputs do

19: Perform implication on the

upper and lower bounds of the

consequent fuzzy sets;

20: Perform aggregation on the

upper and lower bounds of the

consequent fuzzy sets to get the

output fuzzy set;

21: end for

22: else ▷ FLC is IT-2 TSK

23: for all outputs do

24: Compute the inner TSK

uncertainty bounds (yl and yr);

25: Compute the outer TSK

uncertainty bounds (yl and yr);

26: Compute the upper and lower

bounds for the TSK output output

fuzzy set (yl and yr);

27: end for

28: end if

29: end if

30: Return the output fuzzy set;

End Procedure

form other processes (fuzzification and inference) us-

ing methods not presently supported by the developed

FLC ROS package.

In the developed ROS package, for all outputs, type-

1 Mamdani FLCs are defuzzified using the centroid

defuzzification technique while type-1 TSK FLCs are

defuzzified using the weighted average defuzzification

technique. Algorithm 4 implements the type-1 TSK

FLC defuzzification. To obtain a crisp value of IT-2

Mamdani FLSs, for all outputs, the developed ROS

package performs Nie-Tan type reduction on the out-

put fuzzy set followed by an IT-2 defuzzification. If the

configured FLC is IT-2 TSK FLS, uncertainty bounds

output processing technique is used (See Sections 2.1

and 2.2 for details). As shown in Fig. 8, for assist-

ing output processing of user-defined fuzzy sets, Class

defuzzify is composed of other classes of type-1 and

IT-2 MFs. Described in Algorithm 5 is the output pro-

cessing for interval type-2 TSK FLCs.

Algorithm 4 Type-1 TSK Defuzzification

Input: Configuration, crisp inputs, rule firing levels, rule

output coefficients

Output: Crisp outputs

Begin Procedure

1: Read configuration, inputs, rule

firing levels and rule output

coefficients;

2: for all outputs do

3: for all rules do

4: Compute the corresponding rule

output;

5: end for

6: Compute the crisp output using

weighted average method;

7: store the crisp output;

8: end for

9: Return crisp outputs;

End Procedure

3.2.4. Putting it all Together

The developed FLC ROS package performs FLC

operations (fuzzification, inference, and defuzzifica-

tion) for type-1 and IT-2 FLSs using the methodology

presented in Algorithm 6. The source code of the de-

veloped package and relevant configuration examples

are available on Github at https://github.

com/ACCESSLab/ros-fuzzy-library .
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Algorithm 5 Interval type-2 TSK output Processing

Input: Configuration, crisp inputs, fuzzified upper and

lower bound set, rule firing levels, rule output bounds

Output: Crisp outputs

Begin Procedure

1: for all outputs do

2: Compute the inner uncertainty

bounds (yl and yr) using Equations (12)

and (13);

3: Compute the outer uncertainty

bounds (yl and yr) using Equations (18)

and (19);

4: Compute the upper and lower bounds

for the output signal (yl and yr)

using Equations (20) and (21);

5: Compute the crisp output y using

(22);

6: Store the the crisp output y;

7: end for

8: Return crisp outputs;

End Procedure

Algorithm 6 FLC ROS package Operations

Input: Crisp Inputs

Output: Crisp Outputs

Begin Procedure

1: Get configuration;

2: while perform_FLC = true do

3: Get crisp inputs;

4: Perform fuzzification;

5: Perform inference;

6: Perform defuzzification;

7: Return crisp outputs;

8: end while

End Procedure

4. USE CASE: EMPLOYING THE

DEVELOPED FLC PACKAGE FOR THE UAV

ALTITUDE CONTROL

To evaluate the effectiveness of the developed ROS

package, we configured the package to construct an IT-

2 TSK fuzzy logic controller for the altitude control of

a quadcopter UAV, simulated in Gazebo STIL simula-

tion environment. The closed-loop controlled structure

of the quadcopter UAV is based on Fig. 9.

The IT-2 TSK FLC takes two inputs and produces

one control output. The inputs are the altitude error,

Zerr, and its derivative, Żerr, whereas the control out-

put is the throttle level. In general, the membership

functions and rule-base of FLC can be designed and

tuned experimentally based on the prior knowledge

about the system and conducting a trial-and-error ap-

proach, or they can be found via different techniques

based on optimization (e.g., genetic algorithm [51],

simulated annealing [52], or tabu search [53]), learn-

ing [54], or clustering [55]. Either way, the developed

ROS package can be employed for the implementation

of the designed FLC regardless of the design approach.

In this case-study, we designed the membership func-

tions and rule-base of the FLC experimentally and se-

lected the input IT-2 MFs of the TSK FLC as shown in

Figures 10(a) and 10(b). The rule-base of the FLC is

stated in Table 2. For example,

Rℓ: IF Zerr is L and Żerr is 0

THEN y is ML (23)

The output uncertainties of the first-order TSK FLC

coefficients (Zerr and Żerr) are stated in Table 3. For

example, for the rule in Equation 24, the output will

be:

y = c1Zerr + c2Żerr (24)

where the upper and lower bounds of coefficients c1

and c2 are given in the third row of Table 3.

The output processing unit for developing the FLC

uses uncertainty bounds aggregation method, described

in Section 2.2. Presented in Fig. 11 is the UAV FLC de-

velopment process in ROS using the developed pack-

age described in Section 3. Initially, the FLC parame-

ters are configured using the provided GUI. Following

this, an object with the configured properties is instan-

tiated to perform UAV FLC operations in ROS. Fig.

12 shows the sequence diagram which describes how

FLC ROS package operations interact for performing

fuzzification, inference, and defuzification operations

at every control time-step.

The control simulation results are shown in Figures

13(a) and 13(b). These results are also compared with

that of a classical PD controller. For making the com-

parison fair, the gains of the PD controller were set

at the centers of the output uncertainty of the imple-

mented IT-2 TSK FLC as follows:
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Fig. 9. Interval type-2 TSK UAV altitude control structure.

(a) (b)

Fig. 10. (a) Membership functions of Zerr , (b) Membership functions of Żerr .

Fig. 11. Example steps for UAV control using FLC ROS package and Gazebo SITL simulator.

Table 2

Rule Base for the IT-2 TSK FLC for the attitude control of the UAV

Zerr

L 0 H

Ż
e
r
r

N L ML MS

0 ML S ML

P MS ML L

y = 0.55Zerr + 0.45Żerr (25)

From the simulation results, it can be observed that

the interval type-2 TSK FLC has successfully con-

Table 3

Rule coefficient bounds

Rule

Number

Rule Output

Coefficient Label
c1 c1 c2 c2

1 S 0.4 0.45 0.3 0.35

2 MS 0.5 0.6 0.3 0.35

3 ML 0.5 0.6 0.45 0.5

4 L 0.65 0.7 0.55 0.6

trolled the altitude of the UAV with a smaller overshoot

and faster settling time compared to the classical PD

controller.
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Fig. 12. UML sequence diagram of FLC execution using the developed FLC ROS package.

(a) (b)

Fig. 13. (a) UAV altitude using IT-2 TSK and PD controllers, (b) UAV control signal using IT-2 TSK and PD controllers.

5. CONCLUSION

This paper developed a reconfigurable FLC ROS

package using an object-oriented approach and UML.

For this purpose, we developed an implementation

architecture, configuration technique, and algorithms

that enable easier implementation of generic and con-

figurable MIMO FLCs for ROS control applications.

The software architectures and algorithms of the de-

veloped FLC ROS package were realized using C++

programming language. Further, possible use cases of

the FLC ROS package for developing MIMO type-

1 and interval type-2 were explained. The developed

FLC ROS package allows the user to configure the

control structure to use Mamdani or TSK fuzzy infer-

ence mechanisms. Further, to enhance the computation

cost for real-time control applications, the developed

FLC ROS package allows for adopting the uncertainty

bounds and Nie-Tan output processing techniques. A

user-friendly graphical user interface was developed to

facilitate the configuration of MIMO fuzzy logic con-

trol parameters such as number of inputs, number of

outputs, rules, membership functions, inference meth-

ods, type reduction, and defuzzification. The effective-

ness of the developed package was demonstrated by

applying to the altitude control of a quadcopter UAV

in Gazebo simulation environment. The simulation re-

sults were then compared with a PD controller. The

results have shown that the developed ROS package

can actually assist in realizing ROS-based fuzzy logic

control applications. Inspired by the work in [56, 57],

one of the research directions that we will pursue is to

enhance the developed tool for the implementation of

adaptive and fault tolerant fuzzy control systems. Our

focus in this paper was on type-1 and interval type-2

FLCs with Mamdani or TSK inferences. Following the

same procedure, the developed tool will be extended

to other FLC types and inferences.
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