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ABSTRACT

We analyze the regression accuracy of convolutional neural networks assembled from encoders, de-
coders and skip connections and trained with multifidelity data. These networks benefit from a sig-
nificant reduction in the number of trainable parameters with respect to an equivalent fully connected
network. These architectures are also versatile with respect to the input and output dimensionality.
For example, encoder-decoder, decoder-encoder or decoder-encoder-decoder architectures are well
suited to learn mappings between input and outputs of any dimensionality. We demonstrate the ac-
curacy produced by such architectures when trained on a few high-fidelity and many low-fidelity
data generated from models ranging from one-dimensional functions to Poisson equation solvers in
two-dimensions. We finally discuss a number of implementation choices that improve the reliability
of the uncertainty estimates generated by a dropblock regularizer, and compare uncertainty estimates
among low-, high- and multi-fidelity approaches.

1 Introduction

The analysis of physical phenomena through their mathematical or numerical replicas is a common practice in engi-
neering and science, providing the analyst with the ability to predict the behavior of a system outside a number of
observed outputs. Simulation of complex phenomena, for example characterized by multiple interacting physics, may
require a substantial computational effort, and the availability of sufficient resources may be a key factor in the ability
to answer the scientific questions of interest. However, it is often possible to combine accurate but expensive high-
fidelity simulations with lower-fidelity simulations that provide approximations at lower cost, in order to optimize
efficiency while retaining accuracy.

This study focuses on generating multifidelity (MF) surrogate models designed to combine information from a few
high-fidelity (HF) model solutions and many low-fidelity (LF) approximations of varying accuracy. More specifically,
we focus on data-driven multifidelity surrogates in the machine learning context. Existing approaches in the literature
include student-teacher networks with the ability to handle datasets with variable annotation quality [4], surrogates
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trained using transfer learning between two model fidelities [3]], and fully connected neural networks combining three
sub-networks designed to learn a LF representation, the correlation between a LF and a HF representation, and to
minimize a physics-based residual loss [16]]. Other approaches utilize Bayesian neural networks [15]], or combine
convolutional and fully connected networks to learn the discrepancy between increasingly fine discretizations of a
given PDE solution, projected on a common mesh [24].

Our approach is inspired by the recent successes in image classification and segmentation tasks shown by deep convo-
lutional encoder-decoder networks (see, e.g., [17]). While multifidelity data fusion has been mainly demonstrated for
fully connected networks or for ensembles of hybrid convolutional and fully connected networks [24]], no approach
has focused on convolutional networks assembled from encoders, decoders and skip connections, where the model
fidelities are learned simulataneously, following an all-at-once training paradigm. Note how convolutions are essen-
tial to reduce the number of weights with respect to fully connected networks when the input, the output or both are
high-dimensional, as discussed in our recent work [19].

We also focus on quantifying the predictive uncertainty in the network outputs, i.e., we want to characterize the
variability of the predicted quantities of interest, a paradigm commonly referred to as “UQ for ML”, analyzing the
uncertainty in predictions that are inherent when using a machine-learned surrogate model. We see this as a model
form uncertainty that only relates to how the information flows through the selected multifidelity network, and, in
traditional uncertainty propagation studies, complements the aleatoric uncertainty arising from a set of stochastic
model inputs. We refer instead to the situation where a machine learning surrogate is employed as an inexpensive
surrogate for uncertainty quantification studies as “ML for UQ”. In this paper, we endow our multifidelity network
predictions with uncertainty estimates, to facilitate future work in effective surrogate model management for forward
uncertainty quantification studies.

Many different approaches have been proposed in the literature to quantify predictive uncertainty in neural network
outputs [8}[11}[1]. Among these, dropout layers [23]] offer a simple and computationally appealing solution to drop
neurons according to some probability, providing, at the same time, regularization and variance estimates. Their
interpretation in terms of ensemble networks also helps to understand their theoretical propoerties [2, [5]. However,
their performance has been mainly assessed on neural networks with fully connected layers. In this study, we use
dropblocks [6], i.e., adaptations of dropout layers showing improved performance on convolutional architectures.

This paper is organized as follows: §Pintroduces the problems of interest including one-dimensional function approx-
imation from MF datasets, and prediction of high-dimensional responses from computational fluid dynamics solvers.
§3|provides the details of the convolutional networks used in the study, how the training, testing and validation datasets
were selected, the loss function formulation, and the augmentation of such networks with LF predictors. Uncertainty
estimates through MC-dropblock are discussed in §4] Results are summarized in §5| whereas conclusions and plans
for future work are provided in §6}

2 Problem description

We focus on dense regression for both low- and high-dimensional inputs and outputs, and examine how low-fidelity
representations can be leveraged to accelerate training and improve the accuracy of high-fidelity predictions from
limited data.

2.1 One-dimensional multifidelity function approximation

We analyze multiple examples in one-dimensional regression, each consisting of two linearly and/or nonlinearly cor-
related LF and HF functions. Fewer training examples are available for the HF model than for the LF model [[16]. The
first example consists of two linearly correlated continuous functions, defined as

yp(z) = (1/2)(6x —2)*sin(122 —4) +10(xz — 1/2) =5 (1)
yu(zr) = (6z —2)*sin(12z —4), )

where 11 and 4 samples, are provided for y7, and yz, respectively, as shown in Fig.[I(a)] In the second example, we
consider two linearly correlated discontinuous functions expressed as

I(z) = 0.5(62 — 2)?sin(122 —4) + 10(z — 0.5) =5 0<z<0.5

yele) = {3 +i(z) 05<z<1 )
[ h(zx)=2yr(x) =202 +20 0<2<05
yn(w) = {4 + h(x) 0.5 <z <1, @

with 38 and 5 training samples for y;, and yy, respectively, as shown in Fig.
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Figure 1: LF and HF functions and their training locations from (a) Egs. (T), (@) and (b) Eqs. (3), {@). Function values
are rescaled such that yg (x),yr(x) € [0, 1] for z in the training set.

2.2 High-dimensional dense regression

For the high-dimensional dense regression case, we focus on an application in computational fluid dynamics, where
we measure a noisy realization of the indicator function (referred to as a scalar concentration) for a fluid domain € ¢
and a noisy velocity field, and we are interested in predicting the fluid pressure distribution in {2y. The pressure up
to a constant can be computed through a reformulation of the imcompressible Navier Stokes equations as a Poisson
pressure equation with appropriate boundary conditions [22]. This approach, however, may require the solution of a
partial differential equation on a large computational grid and training a neural network to perform such task could
provide a much faster and computationally attractive alternative. Note that, unlike physics-informed neural networks
(PINN [20]), we would like to learn a relation between concentration/velocity and pressure, rather than pressure as a
function of space and time.

Under the assumption that no body force is acting on the fluid, the Poisson equation for the pressure p can be written
as

ot
and only Neumann boundary conditions are applied equal to the flux of f across the smooth boundary 92 of Q2 [22].

Ap:V'f:V-[—p(au—ku-Vu)—kuAu}, (5)

The problem is discretized through a structured grid Q with m,, -m,,-m. = m cells, where the fluid region is identified
as ¢, = 1 in a binary concentration map cy : R3 — {0, 1}, but, in practice, noise makes this function non-binary,
with measured concentration expressed as ¢ : R®> — R. Our objective is to train a neural network surrogate to quickly
evaluate the map

f(c,u) = p, where f:R™ x R™*3  R™, (6)

which, given the concentrations and velocity distributions over €2, returns the spatial pressure distribution on 2.
We also want to investigate the possibility to increase training efficiency and accuracy using a multifidelity dataset
containing pressure representations with increasingly coarser resolution. Multifidelity training examples are obtained
by combining a small number of HF examples, resulting from a Poisson pressure equation finite element solver, with
a large number of solutions from the same solver, but evaluated on coarser discretizations.

2.3 Low- to high-dimensional dense regression for CFD

We consider a problem with the same pressure outputs as that in but with only two inputs, i.e., the radius r
of the cylindrical fluid domain and the maximum velocity v,,q.,, as these parameters are sufficient to fully specify
the geometry and velocity distribution in a Hagen-Poiseuille flow, as shown in Fig. In other words, this case
represents the surrogate construction for a random field (the pressure) given only two input parameters. This low-to-
high dimensional regression problem may not be easy to solve for traditional UQ approaches. For example, techniques
like generalized polynomial chaos [25]], could be used to obtain a pressure estimate at each pixel in the fluid domain,
but additional structure would need to be specified to account for the spatial correlation of the resulting pressure field.
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3 Network architectures

For all problems discussed above, we employ a network architecture assembled from convolutional encoders, de-
coders and skip connections. A convolutional encoder [14] is composed of alternating layers of convolutions and
pooling (i.e., downsampling), which generate a compressed feature representation. A convolutional decoder, on the
other hand, is composed of alternating layers of convolutions and upsampling. For dense regression problems, the
encoder and decoder are symmetric, so that the input and output dimensionality of the network is the same. A detailed
description of three network architectures (used for the problems discussed in §2.1] §2.2)and §2.3] respectively) and
their hyperparameters is offered next.

3.1 Decoder-encoder architecture for one-dimensional regression

For the one-dimensional regression problem presented in §2.1] the LF predictor is generated using a decoder-encoder
network with skip connections. The HF predictor is obtained as a sum of a convolution between the LF and x, and by
processing the LF through two additional convolutional layers, designed to capture the non linear correlation between
the HF and LF outputs. Note that the one-dimensional regression network in Fig. 2] only predicts a single low-fidelity
estimator LF'.

The number of kernels per convolutional layer is equal to 16, 16, 8, 8 (4 layers) in the decoder, 8, 8, 16, 16, 8 (5
layers) in the encoder and 8, 1 (2 layers) in the nonlinear correlation network between the LF and HF. The selected
kernel sizes are 1, 1, 2, 2 in the decoder, 2, 2, 1, 1 in the encoder, 2, 1 in the nonlinear correlation, and 1 in the linear
correlation. A stride of 1 and padding are used to keep inputs and outputs of the same size. Training is performed using
the Adam optimizer [12] utilizing a step learning rate scheduler with decay 0.9, where the step size and initial learning
rate is determined by optimizing for the best fit of the given training dataset. A batch size of 1 is used due to the
limited number of training examples. In addition, the functions are rescaled to the range [0, 1] based on the maximum
and minimum value in the training set, which allows for a consistent use of the same optimizer across functions. The
network layout is illustrated in Fig.[2]
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Figure 2: Multi-fidelity decoder-encoder convolutional network architecture for one-dimensional regression with op-
tional explicit feedback. The HF output is a linear combination of the nonlinear and linear portion of the network,
HF = ~Linear(LF,z) + (1 — v)Nonlinear(LF, z), where y is a parameter learned by the network.
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3.2 Encoder-decoder architecture for high-dimensional regression

The selected architecture for high-dimensional dense regression resembles the popular U-Net [21]. The U-Net ar-
chitecture and its variants have shown great performance in terms of accuracy and training speed for segmentation
tasks, even under limited training data [[10]. Our implementation predicts the relative pressure on a two-dimensional
structured grid from velocity and concentration inputs provided on each pixel.

More specifically, we consider both input and output images with 64 x 64 pixels. The number of kernels per convolution
layer in the encoder are 16, 16, 32, 32, 64, 64, 128, 128 (8 layers), respectively, while those in the decoder are instead
64, 64,32, 32, 16, 16, 32, 32, 16, 1 (10 layers). Each convolution layer is followed by a batch normalization layer and
ReLU activation, which becomes a simple identity after the final convolution layer. Additionally, each convolution is
performed with a kernel of size 3, padding 1 and stride 1 (i.e. same size output), followed by max pooling. Training
is performed using the Adam optimizer with learning rate 0.01, using a step learning rate scheduler, which decays by
a factor 0.9 every 200 epochs, with a batch size of 16. We utilize the Xavier weight initialization scheme following a
normal distribution [7]].

A multifidelity network is obtained by extracting a LF representation of increasing resolution at each stage of the
decoder. A term for each LF predictor is then added to the loss function, so these LF representations are accurately
learned. This is depicted in Fig. E] where the models are ordered as LF'1, LF2, LF'3, HF, i.e., from the coarsest to
the finest resolutions.

Skip >
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|:| Dropout/block

Figure 3: Multi-fidelity decoder-encoder convolutional network architecture for high-dimensional dense regression.
For explicit LF-HF feedback, the connections drawn with dotted lines are included, while they are omitted when the
LF-HF feedback is implicit. Outputs LF'1, LE2, LF'3, H F' are ordered in terms of resolution from coarsest to finest.

3.3 Encoder architecture for low- to high-dimensional regression

The network selected for low- to high-dimensional dense regression is shown in Fig. @] The two dimensional input
is significantly upsampled to generate 64 x 64 output images. This is achieved with a single decoder, choosing the
network depth to enforce the correct output dimensions without padding, i.e. 6 upsampling layers, each with a scale
factor of 2. The number of kernels per convolution layer are 320, 320, 160, 160, 80, 80, 40, 40, 20, 20, 10, 10, 5, 5,
(14 layers) which decrease by a factor of 2 at each decoder block.

Similar to the network in the previous section, a LF prediction is generated at each decoder stage, as shown in Fig. 4]
The LF representations are ordered as LF'1, LF2, LF'3, HF, i.e., from the coarsest to the finest resolutions.

3.4 High- to low-fidelity representation coupling

For each of these three networks, we consider an implicit and an explicit coupling between the LF and the HF rep-
resentations. In the first implicit case, the LF predictors are not directly propagated towards the network output, as
shown in Fig. 3] and 4] where the dotted arrows are omitted. However, forcing the upstream stages to learn accurate
coarse pressure representations clearly affects the accuracy of the high-fidelity prediction. Propagation of information
through the dotted arrows is instead allowed for the explicit feedback mechanism, meaning that the LF predictions are
propagated through the following stages of the decoder. Finally, the network selected for one-dimensional regression
is shown in Fig. [2] where implicit and explicit feedback is again obtained by omitting or including the information
transfer through the dotted arrow. When the HF and LF truth belong to the same space and are correlated, an explicit
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Figure 4: Multi-fidelity convolutional decoder architecture for low- to high-dimensional dense regression. For explicit
LF-HF feedback, the connections drawn with dotted lines are included, while they are omitted when the LF-HF
feedback is implicit. Outputs LF'1, LF'2, LF'3, HF are ordered in terms of resolution from coarsest to finest.

connection helps in capturing the relationship between the LF and HF, such as in the two one-dimensional regression
problems discussed in Section[3.1] However, in the high- and low- to high-dimensional regression problems examined
in this work, it’s unclear that an explicit connection would be beneficial, since the LFs and HF live on different spaces.
In such a case, an implicit connection appears to force the network between two successive LFs to learn some implicit
discrepancy between their corresponding feature channels, ultimately leading to improved HF predictions.

3.5 Training datasets and multifidelity loss

For one-dimensional regression, we use the same training data as detailed in [16]]. For the high-dimensional and low-
to high-dimensional cases, the dataset consists of two-dimensional slices from a Hagen-Poiseuille flow in a cylindrical
fluid domain §2¢. The solution is axisymmetric and therefore equal with respect to any plane that includes the cylinder
axis; therefore a two-dimensional slice is sufficient to fully describe the flow. The Hagen-Poiseuille flow dataset
(denoted as HF 116/0) consists of 116 HF realizations corresponding to random values of the maximum velocity and
cylinder radius parameters (see Fig. [5). Training, validation and testing datasets are obtained using 60/20/20 split
ratios, resulting in 116, 49, 35 HF images, respectively. A second dataset (HF 32/0) was also generated by randomly
subsampling 32 of the 116 HF realizations.

The multifidelity training dataset consists of 32 HF and 116 LF representations, each of which contains noisy, sub-
sampled images of dimensions 32x32, 16 x 16, and 8 x8, corresponding to a HF sample from the full 116 HF training
set, for a total of 116 - 3 4+ 32 = 380 images.

The training loss consists of the integral of the Mean Square Error (MSE), assembled from equal contributions (penalty
1/4) of all four fidelities. The integral here is obtained by multiplying each pixel’s contribution to the MSE by its size.
We also tested a loss formulation where larger penalties were applied to the high-fidelity samples. While this showed
some improvements in the final high-fidelity accuracy, the results were not consistently better than with equal penalties
across different network weight initializations.

In addition, we select the best hyperparameters by optimizing for the best fit of the validation set; in addition, we
choose the model from the epoch during training with the lowest validation loss. In the low-dimensional case, since a
validation set doesn’t exist, we optimize for the best fit of the training set. These hyperparameters include the learning
rate, step size of the learning rate scheduler, number of filters, regularization penalty, weight initialization scheme,
batch size, optimizer, dropblock location and drop probability.

After training, every dataset’s accuracy is evaluated on the same validation and test sets described above, i.e., 49 and
35 HF images, respectively. Final accuracy results are reported for predictions on the test set, using the model with
the lowest validation loss during training.

For the one-dimensional case, an Lo regularization penalty is carefully selected to constrain the relationship between
the LF and HF and therefore, in general, its value may depend on the dataset. For Egs. 2HI} we use L, regularization
with penalty 10~ only on the weights following the LF prediction. For Eqgs. 4}{3| we compare the cases where we use
regularization on all weights with penalty 10> versus the case with no regularization. For the high-dimensional case,
no regularization was used.
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(a) (b) ()

Figure 5: Poiseuille flow test case. Velocity profile (a). Test case parameterization in terms of the fluid region radius
and maximum velocity (b). Pressure result (c).

4 Estimating prediction uncertainty with dropblocks

Dropout layers [23] are a widely used form of network regularization, designed to avoid overfitting during training.
These layers operate by dropping neurons at random, simulating an ensemble of architectures without the extra com-
putational burden of testing them individually. However, dropout layers are ineffective for convolutional architectures,
due to the spatial correlation present in images, so that features typically consist of multiple correlated pixels. For this
reason, DropBlock [6] layers are designed to drop a continuous group of pixels. As these layers are still parameterized
in terms of drop probability p, the relation between such hyperparameter and the actual ratio of features being dropped
should be first clarified. A Bernoulli mask is generated in [6]], using a probability v expressed as

pF?

B(F —b+1)2

pF

— P for 1D, and 4 =
TENE b1 AT

for 2D. @)

The drop probability p may be an inaccurate representation of the percentage of elements dropped. As an example, for
p = 1, v may be less than 1 whenever F' # b, meaning that, on average, not all features will be dropped despite the
deceptively high drop probability. As seen in Table[I] even when + is equal to the dropout probability, the actual drop
ratio may not be equal to the dropout probability, since the Bernoulli mask generated with v is expanded by the block
size. In [6]], a distinction is made between the dropblock mask being independent or shared across feature channels;
we considered both approaches and chose the one producing the best accuracy for each test case; we also compared
the implications of both choices in §5.4]

When used during the evaluation of an optimally trained network, dropblocks layers can also be used to inject stochas-
ticity in the network predictions, and, combined with Monte Carlo sampling, provide a tool to quantify output uncer-
tainty. This technique is commonly referred to as MC dropout, see [5). As noted in §T} it is important to emphasize that
this notion of uncertainty reflects the variability introduced in the network by hyper-parameters (in this case changes
in the network architecture induced by randomly dropping groups of pixels within features) and not the impact of any
uncertainty either in the network weights (as in Bayesian neural networks, see [T3])) or its inputs.

For the one-dimensional regression network discussed in §3.1) we added dropblock regularization with a drop prob-
ability of 0.2 and a block size of 3. The drop probability is increased by equal increments for 5000 steps, until it
reaches 0.2, or, in other words, through a linear scheduler, recommended in [6] to achieve more accurate predictions.
The dropblock mask is independent across feature channels due to the small dimensionality of the layers. Each con-
volutional layer is followed by a tanh activation, with the exception of the final layer where we use a linear activation.
Finally, for the two other networks discussed in §3.2]and §3.3] we have investigated dropblock layers that are shared
or independent across feature channels, and settled on shared masks, using a block size of 3, with a linear scheduler
for 300 steps from a drop probability of O to 0.25.

Note that predictions in §5.1] §5.2] and §5.3|utilize a single dropblock layer (or 2 layers in §5.1) during training, and
final predictions were calculated in the absence of dropblock layers. This setup generally produced more accurate final
predictions with dropblock off than multiple dropblock layers during training. However, as we discuss in §5.4] this
setup is not conducive for uncertainty quantification, and we’re able to produce equally accurate results for the mean
prediction, if we utilize multiple dropblock layers during training, with different dropblock hyperparameters.
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Blocksize p  Feature size ¥ Actual dropped \ Blocksize p  Feature size ¥ Actual dropped

3 0.2 3 0.200 0.451 5 0.2 8 0.080 0.294
3 0.9 3 0.900 0.997 5 0.9 8 0.360 0.840
3 0.2 4 0.133 0.318 5 0.2 16 0.053 0.208
3 0.9 4 0.600 0.912 5 0.9 16 0.240 0.678
3 0.2 8 0.088 0.227 7 0.2 8 0.114 0.481
3 0.9 8 0.400 0.747 7 0.9 8 0.514 0.974
3 0.2 16 0.076 0.197 7 0.2 16 0.046 0.227
3 0.9 16 0.342 0.680 7 0.9 16 0.206 0.713

Table 1: Dropout probability vs. the average ratio of features dropped. This latter is computed across 1000 dropblock
realizations and averaged. This is evaluated for a one-dimensional layer, where each channel has a length of 8, and
masks are independent across feature channels.

5 Results

5.1 One-dimensional regression

To ensure there was no detriment to using a convolutional network as opposed to a fully-connected network, we started
training the network from LF data only. After obtaining accurate results on the LF, we focused on the multifidelity
predictions. The explicit network outperformed the implicit network, which seems reasonable given the significant
correlation between the LF and HF models..

The multifidelity network is able to correctly leverage the LF data to influence the HF prediction to more closely
resemble the true HF function, as shown in Fig. [6(b)] compared to the predictions from the network trained with HF
data only in Fig. Similarly, in Fig.[7] the multifidelity network is able to capture the discontinuity by extracting
this information from the LF data, since this feature could not be learned from the limited HF data. Equally accurate
predictions in Fig. and Fig. result from different initial choices for the weights and biases, drawn from
U(-s,s), with s = nkoky, n is the number of input channels, and k = (ko, k1) is the kernel shape. These results
were found consistent across other weight initialization schemes, such as Xavier [[7].

Including = as an additional input downstream of the LF predictor was a necessary adjustment needed to separate
the LF into a linear and a non linear contribution, facilitating their combination into an optimal HF predictor; in this
regard, note that in Eq. @), yu (z) = cyr(z) + Fi(z), where c is a constant and Fj(z) = —20x + 20 is linear in z.

Although similar, the two problem sets for one-dimensional regression differ in one important aspect, i.e., the x
coordinate for the HF samples is shared across fidelities for Eq. (T) and (2)), whereas these locations are different for
Egs. and (4). For different LF and HF x values, spikes appear in the multifidelity network predictions, as shown
in Fig. The LF prediction overcompensated by creating spikes at the locations of the HF data, to improve the
HF training loss, without altering the training loss at the LF points. Therefore, the LF portion of the network required
more regularization to prevent this behavior.

This does not happen instead when using the same x values for the LF and HF, since a spike reducing the HF loss
would necessarily increase the LF loss. Finally, although [15] reported robust results, their network required the
regularization penalty and the network size to be carefully selected to capture the true underlying HF-LF correlation;
since no validation set was included, this would require some degree of manual tuning, which might not be possible
in a realistic application, since HF data may not be readily available. Therefore, the sensitivity of our network to the
regularization penalty for the example in Fig. does not appear to be a limitation of this specific architecture.

5.2 High-dimensional dense regression

We trained the multifidelity networks with implicit and explicit feedback using 32 HF and 116 LF pressure examples
(this network configuration is denoted as MF 32/116), and compared its outputs with those from the HF 116/0 and HF
32/0 networks, respectively. Results are shown in Table [2| where we report the final validation accuracy as R?

N-1 38 (i —9:)?
NN (- p)?

where RM SFE is the relative mean squared error and N is calculated across the entire validation set (i.e., the number
of pixels in a single image times the number of available validation samples). We also report a normalized accuracy

R’=1-RMSE=1-

®)
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Figure 6: Predictions from (a) HF only network, (b) MF network, for different random initializations. True function
values are from Eqs. (1)), ().
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Figure 7: Predictions from (a) HF only network (b) MF network trained with LF and HF data, for different random
initializations. (c) Effect of regularization on LF predictor.

with respect to the cost of generating the training data set, quantified, in this study, as the total number of pixels in the
data. Thus, 116 HF images with resolution 64 x 64 have a cost of 475, 136 pixels, while 32 HF images have a cost of
131,072 pixels (a cost ratio of 0.276 to the 116 HF case). The multifidelity dataset with 32 HF images and 116 images
for each LF would instead result in a cost of 286, 976 pixels (a cost ratio of 0.604 to the 116 high-fidelity case).

The multifidelity network with implicit feedback significantly improves the accuracy with respect to the HF 32/0 net-
work, and its normalized accuracy is also superior to the HF 116/0 network. High-fidelity and multifidelity validation
loss profiles are shown in Fig.[8] Fig.[8(a)]compares the HF contribution to the validation loss for four networks, i.e.,
HF 116/0, HF 32/0 and MF 32/116 with both implicit and explicit multifidelity coupling. The plot emphasizes the
acceleration in convergence produced by training networks with multifidelity data. Figure [8(b)] on the other hand,
demonstrates the ability of the network to learn multiple LF representations during training.

The approximation accuracy of the HF 32/0 and MF 32/116 networks is compared for two pressure examples from
the test set in Fig. [9]and for slices of the pressure field parallel to the cylinder generator in Fig.[I0] The multifidelity
network shows more consistently accurate predictions across the entire image instead of a localized region. The larger
pressure errors noticeable near the fluid boundary appear typical of convolutional neural networks, which often report
lower accuracy near the boundary (see, e.g., [9]). This effect is magnified in our case as the boundary changes with
every sample. The original U-Net architecture overcomes this through reflective padding the input layer and not
padding any subsequent layers [21] (whereas we zero pad each convolutional layer), although other approaches have
been proposed in the convolutional network literature to overcome this limitation (see, e.g., [9]).
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Skip Conn. Network Type HF/LF R’ Normalized R?
Concat MF, explicit feedback  32/116  0.924898  3.223e-06
Add MF, explicit feedback  32/116  0.930846 3.244¢-06
Concat MF, implicit feedback  32/116  0.917597 3.197e-06
Add MF, implicit feedback  32/116  0.940792  3.278e-06
Concat HF 32/0 0.909241 6.937¢-06
Add HF 32/0 0.874646 6.673e-06
Concat HF 116/0 0.94422 1.987¢-06
Add HF 116/0 0.935619 1.969¢-06

Table 2: Comparison of HF and MF network regression performance. Accuracy is computed for the test set. The cost
for multifidelity training is 286,976 pixels (32 high fidelity images, 116 samples of each of the 3 coarse low fidelity
sets). The cost for the 116 HF samples is 116x64x64=475,136. The normalized accuracy is R2/C where C'is the
cost. The terms Concat and Add refer to how the information from a skip connection is assembled into the decoder.

HF Validation Loss for All Networks Multifidelity Network Validation Loss for all Fidelities
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£ x 10-4 |‘- S HF/LF 32/116 Implicit - HF Losses Only 8107° *© MF Implicit - LF1
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Figure 8: Validation loss profiles for Poiseuille test case (a). The plot compares the losses resulting from HF only and
MF training, using the best model for each category, i.e. with the highest test accuracy. The profiles for the weighted

mean squared losses integrated over the fluid domain are shown in (b) for the best performing MF approach. Only the
decreasing losses are shown.

5.3 Low- to High-dimensional dense regression

The results from the low- to high-dimensional encoder architecture reported in Table [3] show competitive test set
accuracy for the MF 32/116 network with respect to the HF 116/0 network. Although the MF network has lower
accuracy, its normalized accuracy is larger than the HF network due to the significant smaller cost. The predictions
shown in Fig. [TT] are mostly accurate, with only localized errors present in cylinders of larger radius as shown in
Fig. and Fig. [T1(d)] which may be due to significant upsampling of the input space. Inclusion of gradient
information in the loss could potentially be used to smooth the surrogate representation in these regions.

Skip Conn. Network Type HF/LF R’ Normalized R?
Concat ME, implicit feedback  32/116  0.935599  3.260e-6
Concat High-fidelity only 116/0 0.951893  2.003e-6

Table 3: Comparison of HF and MF network performance in low- to high-dimensional regression.
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Figure 9: Predictions from HF 32/0 on two pressure configurations from the test set (a,c). Predictions from MF 32/116
on the same test examples (b,d).

5.4 Uncertainty quantification of network predictions

In the previous sections we investigated the network configurations and parameters leading to optimal accuracy. In
this section, we instead focus on the most appropriate architectural choices to quantify uncertainty in the network pre-
dictions using MC dropblock. This consists in feeding the same input to the network Ny g = 1000 times, generating
an ensemble of Ny ¢ predictions induced by randomness in the dropblock layers.

Our goals is to quantify the uncertainty associated with the largest possible ensemble of sub-networks generated by
dropblock layers. Therefore we insert a dropblock layer after every convolution layer before the LF outputs, as this
configuration is expected to generate more variability in the predictions. However, we would like to maintain a shared
parameterization for all HF and LF outputs. To do so, we choose not to include dropblock layers at locations which
would induce stochasticity only to a subset of the HF or LF predictors, i.e. we omit dropblock after any convolution

11
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Figure 10: Pressure predictions of test data on multiple slices parallel to the cylinder generator in the fluid region.
Note that more slices are available for a samples associated with a cylinder of larger radius 7. (a)-(c) Predictions from
HF 32/0 network with highest test accuracy. (d)-(f) Predictions from MF 32/116 network with highest test accuracy.

layers following the LF network outputs. Due to this constraint, we apply the same binary mask both prior to the skip
connection and prior to the pooling layer at each stage of the encoder of the network in Fig. [3]

We also wanted our network to promote accuracy in each MC-dropblock samples rather than only on their mean. To
do so, we activated dropblock layers both in training and validation. Keeping all dropblock layers off (e.g. evalua-
tion mode in PyTorch) is often performed in validation for regularization purposes. However, this leads to accurate
mean predictions, but nothing stops the single dropout sample to be inaccurate or have large oscillations, leading to a
significant increase of the prediction uncertainty.

5.4.1 One-dimensional regression

Our network for one-dimensional regression includes dropblocks after the first eight convolution layers (see Fig. [2),
since these layers precede the LF prediction. For the dropblock layers, we use a drop probability of 0.1 and a block
size of 1, due to the low dimensionality of the layers, ultimately amounting to a dropout layer. Therefore, we consider
different schedulers which result in more accurate predictions for dropout layers, such as an exponential decay as
described in [18]] and a delayed start to a linear scheduler. For the results in Figs.[I2] and [T4] we use the exponential
scheduler p exp (—gt) + (1 — p) with g = 3 x 107>, where ¢ is the current step in the scheduler updates. Alternatively,
for the result in Fig.[I3] we further optimize the learning rate, learning rate scheduler, and batch size to achieve a better
fit of the LF training data, and use a linear scheduler with steps equal to the number of epochs (i.e., 5 x 10%).

The 5%-95% confidence interval computed by MC dropblock for the function in Eq. (2) is shown in Fig.[I2]and Eq.
in Fig.[I4] Use of tanh activation functions produce relatively narrow uncertainty intervals both within and beyond the
training locations, as shown in Figs. and By replacing the activations with ReLU, the intervals widen,
particularly away from the training examples, as shown in Figs.[I2(b)|and [I4(b)] This behavior is consistent with the
observations in [5] for dropout layers in fully connected architectures, where they observed bounded and unbounded
intervals with tanh and ReLU activation functions, respectively. In general, the ReLU activation functions produce
wider uncertainty intervals, which are more likely to capture the true HF model.

12
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Figure 11: Predictions from the decoder network for the low- to high-dimensional regression test case. (a,c) Prediction
from HF 116/0 network. (b,d) Prediction from MF 32/116 network.

In addition, we investigated the effect of the scheduler; by choosing a different drop probability scheduler, or varying
the speed of the dropblock scheduler, the uncertainty interval varies, as shown in Fig.[13] Generally, the slower the
scheduler, the wider the confidence interval, although this will need to be investigated further.

5.4.2 High-dimensional dense regression

For high-dimensional regression, we apply dropblock after the first ten convolution layers of Fig. 3] preceding the LF1
output. We use a drop probability of 0.1, a block size of 3, and a linear scheduler going from p = 0 to p = 0.1
in 300 steps. This setup produces similar accuracy results for the mean prediction to those in §5.2] obtained with
dropblock off. The mean MF prediction has an accuracy equal to approximately 0.94, compared to 0.9 for the HF 32/0
network. In addition, the uncertainty estimates for the high-dimensional case are plotted in Fig. I3 for the centerline
of the fluid region, where we use Nyg = 1000 realizations. In Fig. 16| we plot the mean square error (MSE) and
standard deviation of the MC-dropblock realizations across test samples versus their location along the axis of the
cylindrical fluid domain. MF network tends to produce lower variance than HF networks. The HF 32/0 produces the
highest variance and highest error, which is consistent with the limited amount of data during training. In addition,
both the variance and MSE appear parabolic. This is consistent with the pressure results being approximately 0.5
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for all samples at the center of the fluid domain, due to the way samples are normalized. The increase in error and
uncertainty away from the center is also expected due to the change in slope of the true pressure profiles.

We also compare the results from dropblock masks being shared or independent across feature channels. The study
in [6] concludes that independent dropblock masks work better, but it only analyzes the resulting network accuracy
and not prediction uncertainty. Our results in Fig. 17| show comparable accuracy for shared and independent masks.
However, shared masks resulted in more uncertainty for HF 116/0 and MF 32/116 networks, as expected, and com-
parable uncertainty for HF 32/0. In addition Fig. [16] shows that dropblock masks applied independently on feature
channels lead to more error and uncertainty for networks trained with fewer data (i.e., HF 32/0), as expected.

We finally investigated how specific dropblock placements affect prediction accuracy and uncertainty, even though
placing dropblock after every convolution layer provides the most detailed representation of uncertainty due to the
network architecture. Dropblock layers placed further downstream in the network (after the 4th or 6th convolution)
tends to produce an adverse effect on the multifidelity prediction which is not as apparent in the high-fidelity networks,
reducing the accuracy and increasing the variance. This could indicate an enforced reliance on earlier skip connections,
which would worsen the LF predictions.
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Figure 12: Exponential dropblock scheduler. Mean prediction and estimated 5%-95% confidence interval for Eq. (2),
from a network with multiple dropblock realizations and (a) tanh and (b) ReLLU activation functions.
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Figure 13: Linear dropblock scheduler, learning rate 3 x 1072, learning rate scheduler with step size 1200, and batch

size including all LF and HF samples. Mean prediction and estimated 5%-95% confidence interval for Eq. (2)), from a
network with multiple dropblock realizations for the HF predictor.
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Figure 14: Exponential dropblock scheduler. Mean prediction and estimated 5%-95% confidence interval for Eq. (),
from a network with multiple dropblock realizations and (a) tanh and (b) ReLU activation functions.
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Figure 15: Mean prediction and 5%-95% confidence interval from an ensemble of 1000 dropblock pressure realizations
for three test data examples sliced along the cylinder centerline.
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Figure 16: Mean square error and standard deviation resulting from 1000 network evaluations with 10 dropblock
layers in each network. Quantities are calculated along the axis of the cylindrical fluid domain. The optimal network
is selected using the minimum validation loss calculated by activating all dropblock layers.
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Figure 17: Mean squared errors (top row) and standard deviations (bottom row) from 1000 dropblock realizations
along the axis of the cylindrical fluid domain for networks containing 10 dropblock layers, The optimal network is
selected using the minimum validation loss calculated by activating all dropblock layers.

6 Conclusions and future work

We show that multifidelity networks trained from a few expensive HF samples and a large collection of inexpensive
LF examples can be used to improve the accuracy in dense regression. In this work, we focus on convolutional
neural networks, since they require a significantly smaller number of parameters with respect to fully connected layers
having the same number of neurons. Additionally, architectures resulting from an assembly of encoders and decoders
have the flexibility to predict the results from HF physics-based solvers having either high-dimensional inputs, high-
dimensional outputs or both, where the number of parameters resulting from fully connected networks would simply
be too large. Convolutional networks offer significant computational savings for high-dimensional inputs/outputs,
and their performance is comparable to fully-connected multifidelity networks, even for one-dimensional multifidelity
function approximation.

Using two examples in one-dimensional functional approximation and the solution of the pressure Poisson equation,
we show that multifidelity networks produce, at a reduced cost, a validation accuracy comparable to that of networks
trained from a much larger number of high-fidelity realizations. Use of datasets containing examples from multiple
fidelities also accelerates training, leading to significant loss reductions early on during the training process.

We also focus on quantifying the variability in the network predictions using dropblock layers where the drop prob-
ability is selected by a linear scheduler. Keeping the dropblock active during testing and validation improves the
accuracy in single MC-dropblock realizations improving the robustness of the uncertainty estimates. In addition, use
of dropblock masks that are independently applied rather than shared across feature channels leads to reduced uncer-
tainty estimates. Finally, we investigate how the location of the dropblock layer affect prediction uncertainty. Adding
multiple dropblocks after each convolutional layer, while still providing a shared parameterization across all fidelities,
appear to maximize the uncertainty due to variability in the network architecture. Localized dropblock layers may
negatively affect the accuracy of some LF predictors, leading to less accurate and more uncertain MF outputs.

Future work will be devoted to investigate the performance of additional network layouts, testing new encoder-decoder
configurations and on comparing the variance reduction of MC-dropblock with more traditional MF Monte Carlo
estimators.
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