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ABSTRACT

Unarbitrated contention over shared resources at different levels of

the memory hierarchy represents a major source of temporal inter-

ference. Hardware manufacturers are increasingly more receptive

to issues with temporal interference and are starting to propose

concrete solutions to mitigate the problem. Intel Resource Director

Technology (RDT) represents one such attempt. Given the wide

adoption of Intel platforms, RDT features can be an invaluable asset

for the consolidation of real-time systems on complex multi- and

many-core machines.

Unfortunately, to date, a systematic analysis of the capabilities

introduced by the RDT framework has not yet been conducted.

Moreover, no clear understanding has been matured about the

implementation-specific behavior of RDT primitives across pro-

cessor generations. And ultimately, the ability of RDT to provide

real-time guarantees is yet to be established.

In our work, we conduct a systematic investigation of the RDT

mechanisms from a real-time perspective. We experimentally eval-

uate the functionality and interpretability of RDT-aided allocation

and monitoring controls across the two most recent processor gen-

erations. Our evaluations show that while some features like Cache

Allocation Technology (CAT) yield promising results, the implemen-

tation of other primitives such as Memory Bandwidth Allocation

(MBA) has much room for improvement. Moreover, in some cases,

the presented interfaces range from blurry to incomplete, as is the

case for MBA and Memory Bandwidth Monitoring (MBM).
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1 INTRODUCTION

As multi-core systems have become more prevalent, providing

accurate performance guarantees has become increasingly chal-

lenging. With the advent of additional computing units, such as

accelerators, the pressure on the limited shared cache and mem-

ory controllers has increased [3, 51, 55, 56]. Embedded research

areas, such as real-time edge computing have become increasingly

more data-intensive. The real-time community has developed mul-

tiple hardware and software techniques to mitigate both spatial

and temporal interference at different levels of the memory hierar-

chy [9, 12, 13, 19, 49, 63, 67]. As already recognized in some of these

works, high-performance platforms are an attractive alternative for

complicated, highly interconnected real-time systems in need of

soft real-time guarantees [60, 61, 63].

Shared caches lead to inter-core interference as different tasks

can evict each other’s data from the cache and, as a result, make

calculating the worst-case execution time (WCET) convoluted and

pessimistic [32, 41, 64, 66] or overly pessimistic [20, 59]. Similarly,

main memory bandwidth is a significant bottleneck when various

applications are concurrently access DRAM [2, 30, 49, 66].

Hence, hardware techniques for cache partitioning and main

memory bandwidth regulation have found widespread adoption in

the real-time community [6, 67]. For example, ARM introduced a

specification for Memory Partitioning and Monitoring (MPAM) in

2017, which enables monitoring and control over the main mem-

ory usage [5]; ARM QoS extensions are already available in com-

mercial systems [49, 50]. In parallel, Intel has implemented new

hardware support for cache partitioning and memory bandwidth

regulation under their Resource Director Technology (RDT) um-

brella. For cache partitioning, Intel has introduced Cache Alloca-

tion Technology (CAT), which has already been used in a number

of works [61, 63]. For bandwidth regulation, Intel has introduced

Memory Bandwidth Allocation (MBA) [46, 60]. The management

tools are accompanied by their corresponding monitoring support,

i.e., Cache Monitoring Technology (CMT) and Memory Bandwidth

Monitoring (MBM).

In this paper, we provide a comprehensive analysis of the RDT

mechanisms as their use become more common in the real-time

community. Using synthetic benchmarks, we study their effective-

ness in providing temporal isolation for co-running applications.

Furthermore, we also investigate RDT monitoring features. We

substantiate our conclusion on the maturity of these features with

experiments conducted on two Intel platforms of different genera-

tions, namely Cascade Lake and Ice Lake.
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2 RELATED WORK

Shared resource contention is a well-known issue in the real-time

community, and many research papers have explored performance

degradation in multi-core systems [38]. For example, Sha et al. [48]

demonstrated how contention at both the shared last-level cache

(LLC) and main memory impacts real-time performance. Know-

ing this, research works have proposed and used several resource

allocation techniques to limit and bound contention over shared

resources at different levels of the memory hierarchy [19, 39, 39,

44, 52, 57, 62, 65, 67, 68]. Some works mandate strict resource par-

titioning between individual cores [31, 40, 48], or propose to de-

compose real-time tasks into a sequence of memory and execution

phases that can be explicitly scheduled. The Predictable Execution

Model (PREM) [47] and Acquisition Execution Restitution (AER)

model [37] are such examples. Additionally, specific works have pro-

posed custom hardware resource management primitives to resolve

contention over shared resources at different levels of the memory

hierarchy [15, 35, 36, 38]. For instance, the work in [36] proposes

a methodology to prioritize memory requests from high critical-

ity tasks by tagging them. Tag-based prioritization is enforced via

customizable hardware modules in the memory sub-system. In this

work, we focus on a commercially available resource management

primitives.

In particilar, we focus on the analysis of Intel RDT. Intel intro-

duced RDT features in the latest-generation Xeon processors to

manage contention over key memory resources. Several research

works have already employed Intel RDT technologies. Most notably,

many works employed CAT to manage cache allocation for critical

applications [19, 61, 63]. Farshin et al. implemented a slice-aware

cache management framework and compared it to CAT [16]. In

particular, they find that enabling CAT does not provide the desired

isolation and that limiting the available cache ways can instead add

more pressure on main memory bandwidth. However, the critical

assumption in these works is that CAT partitioning provides deter-

ministic results and can be trusted in providing way-based cache

partitioning.

Similarly, many techniques to regulate DRAM bandwidth have

been proposed. In software, a popular approach has been to monitor

memory bandwidth at the OS-level with LLC miss performance

counters and throttle cores that exceed a set bandwidth thresh-

old [67]. More recently, hardware-level designs have proposed

arbiters capable of enforcing bandwidth partitioning among co-

running applications [14, 44, 49, 57, 68]. Intel MBA—which is part

of RDT—is one such hardware-based bandwidth regulation mecha-

nism. Even though MBA is a recent addition to RDT, some works

have already attempted to apply MBA to decrease the performance

degradation caused by unregulated applications sharing the limited

main memory bandwidth [46, 60]. However, these works focus on

the earlier version of MBA which is known to have major limita-

tions and bugs [27].

While much prior research fundamentally assumed that CAT and

MBA have been correctly implemented, our goal is to specifically

put this hypothesis to the test. The description of the errors in the

document presented by Intel is vague and not comprehensive [27].

For example, specific workloads, especially memory intensive, can

use more of the shared cache than what allocated to them. Also,

MBA might throttle the cores at a different setting than the one

applied if the hardware register controlling the settings is read di-

rectly after changing the MBA level. Differently from the provided

errata documents, our approach is experiment-driven and our con-

clusions are tailored to the applicability of RDT from a real-time

perspective.

As RDT mechanisms become more common and more research

works attempt to build atop RDT to restore predictability, it is

crucial to analyze their functionality and maturity in depth. We

experimentally investigate the performance of both allocation and

monitoring primitives across two generations of processors. Fur-

thermore, we study whether the RDT framework is reliable enough

to be used by the real-time community by documenting the level

of isolation guarantees the resource allocations offer and the accu-

racy of the monitoring counters. Therefore, this paper sets itself

apart from previous works that have used Intel RDT mechanisms

as black-boxes.

3 RESOURCE DIRECTOR TECHNOLOGY

In this section, we provide an overview of the different components

of Intel RDT. The objective of these techniques, as explained by

Intel, is to reduce performance interference at the shared cache and

the main memory subsystem while enabling "key" applications to

maintain desired progress when the system has multiple applica-

tions running [10, 23]. These design goals are in line with the effort

placed by the real-time community in ensuring that high-criticality

tasks receive temporal isolation. Hence, the RDT framework is (in

principle) a viable alternative to existing techniques and tools.

RDT is made up of five mechanisms that can be subdivided

into resource allocation and resource monitoring capabilities - 1)

Cache Allocation Technology (CAT), 2) Code and Data Prioritiza-

tion (CDP), 3) Cache Monitoring Technology (CMT), 4) Memory

Bandwidth Allocation (MBA), and 5) Memory Bandwidth Moni-

toring (MBM). CAT and MBA help manage the shared cache and

main memory bandwidth, respectively. CDP is an extension of CAT

which enables the user to select the placement of code and data in

the shared cache. CMT and MBM monitor the shared cache and

mainmemory bandwidth. RDTwas first introduced in Intel Xeon E5

v3 family of processors with limited functionality [25]. Our paper

uses two different generations of Intel platforms: 1) 2nd Generation

Xeon Scalable Processors (Cascade Lake), and 2) 3rd Generation

Xeon Scalable Processors (Ice Lake). Table 1 lists the platforms that

support RDT features.

3.1 Resource Allocation

It has been extensively shown that sharing of unregulated hardware

resources leads to performance degradation due to a lack of tem-

poral isolation [7, 8, 43, 58, 65, 67]. Partitioning resources ensures

high-criticality applications can maintain their quality of service

(QoS) by mitigating interference. The resource allocation mecha-

nisms provided by RDT work on the same principle. They allow

system designers to enforce specific limits on using performance-

critical shared hardware resources by applications scheduled on

individual cores.
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Table 1: RDT with Availability Details

RDT Components Variations Generations

A

L

L

O

C

A

T

E

Cache Allocation

Technology

L2

Atom Server C3000

11th Gen i3,i5,i7

Atom X Series

Xeon W

L3

Xeon E3 v4

Xeon E5 v3,v4

Xeon D

Xeon Scalable

Xeon Scalable Gen2

Xeon Scalable Gen3

11th Gen i3,i5,i7

Atom X Series

Xeon W

Code and Data

Prioritization

L2

11th Gen i3,i5,i7

Atom X Series

Xeon W

L3

Xeon E5 v4

Xeon Scalable

Xeon Scalable Gen2

Xeon Scalable Gen3

Memory Bandwidth

Allocation

MBA 1.0
Xeon Scalable

Xeon Scalable Gen2

MBA 2.0
Xeon Scalable Gen3

Snow Ridge

MBA 3.0 Xeon Scalable Gen4

M

O

N

I

T

O

R

Cache Monitoring

Technology
N/A

Xeon E3 v4

Xeon E5 v3,v4

Xeon D

Xeon Scalable

Xeon Scalable Gen2

Xeon Scalable Gen3

Memory Bandwidth

Monitoring
N/A

Xeon E5 v4

Xeon D

Xeon Scalable

Xeon Scalable Gen2

Xeon Scalable Gen3

Currently, RDT specifications support management of L2 cache,

L3 cache, and main memory bandwidth. The number of imple-

mented management controls differs between processor genera-

tions. For cachemanagement, the partitioning is way-based, whereas

the main memory bandwidth controls limit the amount of band-

width extracted on a per-core basis. In this paper, we focus on LLC

partitioning and bandwidth throttling. In Section 3.1.1 we discuss

CAT, followed by two versions of MBA in Section 3.1.2.

RDT uses a notion of "criticality" to manage applications. In-

tel calls this Class of Service (CLOS/COS). The number of CLOS

available on a machine varies. Multiple cores can be mapped to

one CLOS. All cores with the same CLOS abide to the resource

allocation policy associated with that CLOS.

The CPUID assembly instruction can be used to see the resource

allocation features that exist for a particular platform [24]1. If allo-

cation for a resource exists, additional information about various

1When RDT exists, use CPUID with EAX=0X10 and ECX=0x0 to obtain the list of RDT
features available on the current platform. Register EDX reveals which resources for
either monitoring or allocating exist. Please refer to the Intel Software Manual for
more details [26].

knobs for controlling the resource partition is also provided. Specifi-

cally, for each resource type, CPUID instruction tabulates the number

of CLOS and the available allocation settings. By using per-CLOS

model-specific registers (MSRs), one can define the quantity of a

particular resource available to a given CLOS.

Once the values are assigned to each CLOS using the various

MSRs, a one-to-many mapping can be created to associate each

processor to its respective CLOS’s available resources. Thismapping

is established by setting the value for an MSR that exists on each

logical core to one of the CLOS identifiers. This control register,

namely IA32_PQR_ASSOC, can also be read to retrieve the current

CLOS at each context switch.

To summarize, to correctly allocate resources to applications, the

following steps need to be performed: 1) for each resource that can

be managed (e.g. shared cache, main memory bandwidth) use the

MSRs to define a partitioning scheme for shared resources for each

of the CLOS, and 2) create a mapping of cores to CLOS.

The remainder of this section describes the interfaces for man-

aging shared cache and memory bandwidth resource allocations.

3.1.1 Cache Allocation Technology. CAT has been extensively used

to provide temporal isolation at the shared cache level [19, 34, 61,

63]. CAT itself is a hardware way-based partitioning mechanism.

On the two micro-architectures that we considered, i.e., Cascade

Lake and Ice Lake, there are 16 CLOS available.

To do CLOS-based cache way partitioning, CAT provides a set

of per-CLOS MSRs where a bitmask forces the assignment of cache

ways. In each of those registers, the least, significant bits encode

whether each of the, ways can be used for allocation by any

of the CPUs in the considered CLOS. These registers are called,

IA32_L3_MASK_n MSRs where n ∈ {0, ...., 15} is the number of

CLOS available.

For example, setting IA32_L3_MASK_5=0b00011100000 expresses

that CLOS5 allows a core to allocate cache lines in only three cache

ways. This can be used to portion out a fixed number of ways

that are not allocated to any other CLOS. However, nothing in the

current definition prevents CLOS from sharing cache ways. For

example, IA32_L3_MASK_4=0b00110000000 could be assigned this

value, which means that CLOS4 and CLOS5 share only one cache

way. By default, all CLOS have access to all the cache ways as all of

the bits in their MSR bitmasks are set to one after reset.

Until now the literature has employed CAT for isolation, but no

systematic effort has been placed in investigating the strength of

the isolation that can be achieved with CAT. Over the years, many

researchers have also reported bugs in different generations of

CAT, including Intel themselves [27]. In this paper, we provide one

systematic approach to assess CAT’s validity along with methods

to improve temporal isolation when using current implementations

of CAT.

3.1.2 Memory Bandwidth Allocation. Currently, there are three

different implementations of MBA: MBA1.0, MBA2.0, and MBA3.0.

The available CLOS are different in the three versions of MBA, and

the granularity of MBA controls is linear, starting at 10% up to 100%

in increments of 10%. Percentage to represent regulation settings is

a piece of notation used by Intel [26]. Because it is unclear what

these percentages refer to, we call these settings "throttling levels

"(TLs).
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Register Use

IA32_PQR_ASSOC
Set the desired CLOS and RMID

Defined for each logical processor

IA32_QM_EVTSEL
Contains event codes and the RMID to be monitored

Need to set before retrieving the data

IA32_QM_CTR
Reports the monitored data

Contains bits for checking errors and validation

IA32_L3_MASK_n
Bitmask to assign cache ways to each CLOS

n registers, one per CLOS

IA32_L2_QoS_Ext_BW_Thrtl_n
Set to one of the available throttling levels

n registers, one per CLOS

Table 2: Summary of the MSR registers used in RDT.

justify whether the current implementation of RDT mechanisms is

useful for the real-time community. We structured the two sections

by asking a set of questions that we must evaluate before we can

respond with a conclusive answer.

In particular, we focus on answering the following questions.

• Is CAT helpful to enforce LLC cache partitioning?

• Can we strengthen the degree of isolation provided by CAT?

• Are the results provided by CMT interpretable and in line

with the theoretical value of the synthetic benchmark?

• Is MBA effective in throttling interfering cores to protect a

target application?

• Are the limitations of MBA1.0 addressed in MBA2.0?

• How accurately is MBM able to track memory transactions

of known applications?

By answering these questions, we aim to help future works make

more informed design decisions when using RDT mechanisms.

4 TARGET PLATFORM AND SYNTHETIC
BENCHMARKS

To better understand the experimental studies conducted in the

following sections, we hereby introduce the target platforms. In

this section, we also describe the synthetic benchmarks used to

stress-test the systems and characterize the RDT tools’ workings.

4.1 Target Platforms

We provide an analysis of CAT, CMT, MBA, and MBM on two

different dual-socket Intel micro-architectures, released two years

apart, Cascade Lake and Ice Lake.We assume a single victim task

and the remaining physical cores on the same socket are used by

co-running tasks. A summary of the main system characteristics

can be found in Table 3 [11]. The platforms used in this paper were

released in April 2019 and 2021, respectively.

This paper uses more complex hardware than the traditional

embedded platform as our goal is to evaluate the most complete

RDT implementation available to date. Notwithstanding, a subset

of RDT mechanisms is available on Intel’s embedded platforms.

For instance, Tiger Lake, released in late 2020, introduces support

for CAT. We expect full-fledged RDT implementations to be more

available in embedded platforms as the remaining features (CMT,

MBA, MBM) become more stable.

The architecture of the Cascade Lake processor is shown in

Figure 2. The CPU cores are connected in a mesh, where mesh com-

ponents are the individual cores (with a slice of LLC), the memory

controllers, PCI lanes, and Ultra Path Interconnect (UPI) endpoints.

Cascade Lake systems have two memory controllers with three

Feature Details

CPU

Intel Xeon Gold 6248

40c/80t, dual socket

2.5 GHz base, 3.9 GHz boost

Cache

32 KB(I)/32KB(D) L1 cache

1 MB L2 cache

27.5 MB L3 cache (LLC)

Memory

∼ 376 GB Node 0

∼ 378 GB Node 1

6 DDR4-2933 MHz (per node)

2 Memory Controllers (per node)

RDT

L2 CAT (not tested)

L3 CAT

L3 CMT

MBA1.0

(a) Cascade Lake Machine (Released 2019)

Feature Details

CPU

Intel Xeon Gold 6338

64c/128t, dual socket

1.8 GHz base, 2.4 GHz boost

Cache

32 KB(I)/48 KB(D) L1 cache

1.25 MB L2 cache

48 MB L3 cache (LLC)

Memory

∼ 31GB Node 0

∼ 31.5GB Node 1

8 DDR4-3200 MHz (per node)

4 Memory Controllers (per node)

RDT

L3 CAT

L3 CMT

MBA2.0

MBM

(b) Ice Lake Machine (Released 2021)

Table 3: Notable System Characteristics
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DDR4

DDR4

DDR4

MC

CHA/SF/LLC

$-9 $PSF

CHA/SF/LLC

�$-9�$PSF

CHA/SF/LLC

�$-9�$PSF

2x UPI x20 PCIe x16 PCIe x16 On Pkg 1x UPI x20 PCIe x16
DMI x4 PCIe x16

�$-9�$PSF

Figure 2: Cascade Lake Processor Architecture [17]

channels each. The newer Ice Lake systems have a similar design but

contain four memory controllers with two channels per controller.

4.2 Noise Control

In order to limit performance fluctuations, we configured the target

systems as follows. First, each of the experiments in this paper is

run 30 times to provide statistically significant results. Next, we

disable simultaneous multi-threading (SMT) and only consider a

single socket. We also disable the dynamic frequency governor
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such that the processor operates at the fixed base frequencies on

each micro-architecture mentioned in Table 3. We also disable Intel

Turbo Boost in our experiments.

Additional features that introduce non-determinism in the per-

formance measurements are disabled. These include hardware

prefetchers, OS-level load balancing and power-saving features.

Specifically, load balancing was restricted via the isolcpus Linux

kernel boot parameter [21] for all the cores in the socket under anal-

ysis. Furthermore, the kernel is compiled with the NOHZ_FULL [4]

configuration option to disable the scheduling ticks when the CPU

is idle or has only one application scheduled on the core. This is true

in our experimental setup as each application is explicitly pinned

to a core and not allowed to migrate. Power-saving features were

disabled by restricting the C-states [53] of the processors.

Each socket in the target platform has multiple main memory

(DRAM) controllers, attached to a set of DRAM modules (DIMM)

local to the socket. We restrict physical memory allocation for

application workload to the local socket to limit inter-socket data

exchange. We do so with a combination of two methods. First,

we disable inter-socket memory interleaving. Second, we use the

numactl [45] utility to force physical memory allocation from the

local node/socket. We only consider one socket under analysis in

the remainder of this paper. The other socket is left unloaded and is

used for handling interrupts and other OS-level management tasks.

Platform Tot. Ways Vic. Ways Co-Runner Ways Vic. Part. MB

Cascade Lake 11 6 5 15

Ice Lake 12 6 6 24

Table 4: Static cache partitioning on two micro-architectures.

An essential factor that impacts performance isolation is con-

tention over shared LLC cache space. We use strict cache parti-

tioning for the workload under analysis via CAT [26]. We have

fixed the number of ways allotted to the core under analysis unless

mentioned otherwise. The rest of the LLC is collectively assigned

to the remaining cores on the socket. As shown in Table 4, the

same number of ways was assigned to the core under analysis for

both the Cascade Lake and Ice Lake machines. The number of ways

allocated to the victim core is 6 in both platforms, but the partition

size is different as the two systems drastically differ in terms of total

LLC size. In our Cascade Lake machine, six ways correspond to

15 MB of partitioned LLC, whereas in our Ice Lake machine, it adds

up to 24 MB. Lastly, any change to the RDT registers is verified by

reading back the registers value.

4.3 Synthetic Benchmarks

The synthetic workload we use in our experiments is designed to

be memory intensive. We use the same “bandwidth” benchmark as

in [67]. It iterates multiple times — until terminated — over a buffer

with a given size. Each iteration performs a load or store every

64 bytes of data, which corresponds to the cache line size. Since

there are no dependencies between consecutive requests, they can

be carried out in parallel which maximizes the load on the DRAM.

The benchmark estimates the bandwidth received by measuring

its runtime and the number of completed memory operations. De-

pending on the size of the data buffer, this benchmark can be made

LLC sensitive or DRAM sensitive.

DRAM-Bomb: In cases where we are interested in studying the

performance impact of contention over main memory resources,

we set up our synthetic benchmark to be DRAM sensitive. This is

done by using a buffer of 3X the size of the shared cache (much

bigger than the LLC cache partitioning in both platforms). When

the synthetic benchmark is configured with these parameters, we

refer to it as a “DRAM-Bomb.”

LLC-Bomb: Contention over LLC bandwidth is another important

aspect of our study. The synthetic benchmark described above is

configured to maximize LLC interference. For our Cascade Lake

machine experiments, we use a buffer size in the range [2.5 MB,

15 MB] since that is bigger than the L2 but still fits within the 15 MB

cache partition.

On Ice Lake, the buffer size is in the range [4 MB, 24 MB]. It is

three times the size of the L2 cache. When the synthetic benchmark

is configured in this way, we refer to it as a “LLC-Bomb.” Recall that

apart from the core under analysis, all the other cores share an LLC

partition of about 24 MB in our Ice Lake machine and 12.5 MB in

our Cascade Lake system.

5 ANALYSIS OF CAT AND CMT

Cache partitioning is a widely usedmechanism for providing tempo-

ral isolation at the shared last level cache between applications run-

ning on different cores simultaneously. In past research, both soft-

ware and hardware-based mechanisms have been used [39, 52, 63].

In general, hardware techniques have lower overheads and do not

need assistance from the OS or the compiler to create cache parti-

tions [61, 63]. An alternative hardware approach is implemented

in [16] where a slice-aware cache management methodology was

proposed. The paper shows that memory access latency can be re-

duced by allocating memory in LLC slices that are closer to the core

on the mesh architecture. The benefits of slice-aware allocation

are beyond the scope of this paper. Specifically, this work focuses

on Intel’s hardware-based cache partitioning mechanism, i.e., CAT,

which has previously been used in the real-time community. In this

section, we take a closer look at this mechanism and the related

cache monitoring primitive (CMT).

5.1 Is CAT Helpful to Enforce Partitioning?

Our first experiment is designed to understand the benefits of using

CAT for LLC sensitive benchmarks. This is done by running the

same application with and without a private cache partition allo-

cated via CAT. The victim core executes an LLC-Bombwith varying

buffer size performing read operations. The results are presented

in Figure 3. The G-axis tracks the number of other active cores run-

ning DRAM-Bombs performing write operations. As the number

of co-runners increases, the pressure exerted on the limited shared

cache grows. The ~-axis captures the percentage of LLC misses
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