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ABSTRACT
University students learning about computer science (CS) can be
intimidated and frustrated by programming, and to make matters
worse, the general-purpose programming languages chosen for
introducing students to programming contain too many features
that have the potential to overwhelm and distract students. We
hypothesize that by using a delayed-coding approach with a lan-
guage designed for teaching a smaller set of features focused on the
fundamental CS concepts, such as types, values, conditions, con-
trol structures, and functions, student retention and success would
improve, especially for those with no or little prior programming
experience.

To test this hypothesis, we split a college computer science orien-
tation class into two sections. One section began programming with
a general-purpose language, Python, during week 1. The second
section used a new, functional domain-specific teaching language
themed around programming simple, well-known physical games.
A group of researchers designed the new language with the pur-
pose of giving students a more focused approach to learning basic
computer science concepts and emphasizing good programming
practices early, such as working with user-defined types and de-
composition. Based on student survey responses before and after
the two sections and their grades through the two subsequent CS
courses, we find that students in the delayed-coding section using
the new language had lower engagement in their class. In addition,
we find no evidence of a higher pass rate for students from this
section in their subsequent computer science courses.

CCS CONCEPTS
• Applied computing → Education; • Social and professional
topics → CS1; Computational thinking; • Software and its
engineering → Domain specific languages.

KEYWORDS
domain-specific language, functional programming, games, un-
plugged, CS0 and CS1
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1 INTRODUCTION
We developed a two-level curriculum for introducing computer sci-
ence (CS) based on identifying computing concepts in well-known
non-electronic games, which we refer to as the ChildsPlay ap-
proach. Our approach is similar to the approaches taken in CS
For Fun (CS4FN), the Teaching London Computing, and CTArcade
[13, 15, 32], which also employ physical games to teach CS concepts,
but it differs in a fundamental way: Instead of focusing on the strat-
egy for winning games or students playing against the computer,
we use the instructions and rules for playing games without the use
of a computer to introduce students to CS concepts, such as repre-
sentation, algorithm, and computation before introducing them to
programming. More specifically, our approach has the following
five features.

• Non-Coding First. We deliberately avoid the teaching of a
programming language in the first part of the curriculum.

• Unplugged. We don’t use technology and embrace physical
artifacts as teaching devices.

• Games. We employ physical games as the conceptual frame-
work and metaphor for computing concepts.

• Well-Known. We use games well-known for being simple.
• Domain-Specific Language (DSL). We introduce students to a
formal programming notation employing a newly developed
DSL for describing board games.

One major goal of the ChildsPlay approach is to debunk negative
perceptions of CS early by demonstrating to students that under-
standing basic concepts of computer science is as easy and as fun
as playing games. We believe choosing well-known, simple games,
such as Nim, Tic-Tac-Toe, and Rock, Paper, Scissors, makes CS more
widely accessible for students.

In this research study, we use our approach in a university CS
Orientation course to provide students with a gentle slope into
the concepts of CS and programming. We use students’ pre and
post survey responses, prior programming information, and grades
to determine if students in the section using the new approach
with a new functional DSL like the new approach and are impacted
differently than those in the traditional taught section using Python.
We answer these questions by addressing the following:

(1) How do students feel about the new approach and does this
differ from the traditional approach?
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(2) Does the new approach influence students’ decisions to study
CS differently than the traditional approach?

(3) Do students using the new approach perform differently in
the orientation course than those students in the traditional
approach?

(4) Does the new approach with a gentle slope into program-
ming better prepare students for the subsequent C++ classes
than the traditional programming-first approach?

In the rest of the paper, we first describe the motivation and
related work behind developing the ChildsPlay approach in Section
2. Then, we describe the Level 1 and Level 2 curriculum in more
detail in Section 3, and we provide our research method in Sec-
tion 4. In Section 5, we provide the results, and finally, we present
conclusions and directions for future work in Section 6.

2 MOTIVATION AND RELATEDWORK
Playing games helps develop problem-solving skills and creativity,
which are fundamental to computational thinking [22, 42, 43]. Thus,
it is not surprising that games have a long tradition as learning
tools in education, especially in the form of gamification, which is
the idea of representing a learning process as playing a game [28].
While studies have shown that playing board games improves math
skills in elementary school students [8] and involves computational
thinking activities [5, 6, 24, 29], simply playing games does not
increase one’s computational thinking skills, unless guided instruc-
tion about the skills is given [33]. Our curriculum goes beyond just
playing games by teaching core CS concepts using well-known
physical games for explaining computation.

Several new board and card games have been invented specifi-
cally to teach computational thinking (CT), such as RaBit EscAPE
(ages 6-10), Cubetto (ages 3-6), and Crabs and Turtles [1, 40, 46], but
new games present two disadvantages over focusing onwell-known
and familiar games. First, learning the rules of a new game can cre-
ate unnecessary extraneous cognitive load on the learner, taking
away cognitive resources from the learning of the computational
concepts. Second, schools, kids, and families might not have access
to the new games. We believe using well-known games instead
broadens participation and shifts the focus to the computational
concepts being taught.

The idea of using games well-known to be simple, such as Nim
and Tic-Tac-Toe to explain computational concepts is not new
[12, 14, 32], and researchers understand that playing games unsup-
ported by an appropriate framework may be ineffective at teaching
the computational concepts [33]. Researchers in the CS4FN and
Teaching London Computing projects have shown that the use of
games with well-developed lesson plans are effective for teaching
specific computational concepts [13, 15], and Lee et al. show that
their educational software called CTArcade enables children to ar-
ticulate CT-related thinking patterns while playing Tic-Tac-Toe and
Connect Four [32].

We do not use CTArcade, because we want students to play
games with their peers to promote social interaction and commu-
nication, and we want students and teachers to practice concepts
learned in one game by identifying them in other games, which
would have to be first implemented in CTArcade. Our curriculum
fits into the landscape of game-based CT teaching approaches by

using familiar games, instead of new ones, and we use the same
games to teach new computational concepts.

CS Unplugged [3, 4] has been shown to broaden participation
[11], and several studies have demonstrated that unplugged activi-
ties, such as games, puzzles, and storytelling, can be a viable alter-
native to traditional programming activities for teaching introduc-
tory computational skills and algorithms [3, 16, 17, 37–39, 41, 45].
Supporting studies have shown the positive impacts unplugged
activities have on students’ perspectives of, engagement in, and
motivation to study CS [2, 16, 18, 34, 44].

After introducing students to fundamental concepts in CS us-
ing physical games in an unplugged environment, students can
then apply the concepts to programming. However, Brusilovsky
et al. argue that one of the obstacles general-purpose languages
pose to beginning students includes being too large and cognitively
overwhelming [7]. Likewise, educators have shown success using
domain-specific languages for introducing programming [30, 31].
Other researchers argue that the reduced complexity and natural
relationship to familiar mathematical concepts, in addition to level-
ing the playing field, makes functional languages a better choice
for teachers and students [9, 20, 21, 25, 27, 35], which is what spear-
headed the successful Bootstrap Algebra project [10, 47]. For these
reasons, we think it is important to use a functional, domain-specific
language as the beginning language for students. While we under-
stand that block-based languages have been shown to help students
understand some programming concepts better [26, 36], in this
project, we are specifically interested in introducing a text-based
language for expressing algorithms in a formal notation.

3 OUR CHILDSPLAY APPROACH
Our approach is unique by embracing all of the following features.
(1) Focusing on game rules and not strategy; (2) Connecting game
descriptions to CS concepts; (3) Playing games socially to pro-
mote communication and terminology; (4) Reusing the same simple
games as common threads; (5) Delaying a programming language
to promote algorithmic thinking without the use of technology;
(6) Employing a text-based, functional domain-specific language for
programming board games. In the following subsections, we discuss
the non-programming curriculum and programming curriculum in
more detail.

3.1 The Non-Programming Curriculum
The goal of the non-programming part of the curriculum is to intro-
duce CS concepts, such as representation, abstraction, algorithm,
types, values, names, input, output, instruction, control structures,
conditions, and computation, without the use of a computer. First,
we motivate the concept that representations are a form of ab-
straction using stories to represent games. Then, we focus on the
representations, which are the types of things and the actual val-
ues, used by the game instructions (or algorithm), and transformed
during game play (or computation). Next, we focus on the concept
of algorithms being a set of instructions to perform some task, and
we further the concept of representation through thinking of pros
and cons of using other representations in a game and how the
instructions/rules of a game (have to) change based on represen-
tations. At this time, we also introduce the idea of placeholders
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for values in algorithms and how to formalize their IF-THEN-ELSE 
and WHILE-DO constructs with conditions. Lastly, we explore the 
idea of computation and computational resources, such as time 
and space, by comparing games such as Nim with one heap versus 
several heaps and Tic-Tac-Toe versus Connect Four.

It is important to remember that the algorithms developed as 
part of the curriculum are not strategies for winning games, but 
rather for capturing the rules that describe games as computational 
processes.

3.2 The Programming Curriculum
The goal of the programming curriculum is to introduce a formal 
notation for algorithms within the scope of board games. To this 
end, we designed a new DSL targeted at the particular application 
domain of board games with a web interface to make it accessible 
by anyone on any platform with internet access (see Figure 1). 
More specifically, the DSL is a domain-specific teaching language 
(DSTL) created to be very small with only the basic features for 
teachers and students and shaped by the goal of moving students 
to a general-purpose language. The new DSTL for board games is 
primarily a functional, text-based language syntactically similar to 
Haskell [23] or Elm [19], but with a significantly simplified syntax 
and type system.

Figure 1: Screenshot of TicTacToe in the new DSTL.

Mirroring the non-programming curriculum, which begins with
the concept of representation, in the programming curriculum,
we introduce types and values before functions, which are the
formal equivalent of algorithms in the DSTL. We start with simple
functions to illustrate the use of parameters, followed by simple
expressions, control structures, and conditions. The curriculum
ends with introducing repetition and the concept of an array data
structure to represent game boards. We also support the smooth
transition from algorithmic notation to a program in the DSTL
through demonstrating a systematic process during lecture to help
students turn their algorithm into a program.

4 RESEARCH METHOD
To answer our research questions, we split a CS Orientation course
into two sections, and the same instructor taught each section.
Both sections had a 110-minute lecture, one two-hour lab, and
one assignment each week. One section used the new ChildsPlay
approach with a gentler slope into programming and the new DSTL
for programming board games. The ChildsPlay section did not start
programming until the fourth week of a 10-week quarter, and the
traditional section began using the Python programming language
in week 1.

Based on our prior research on delayed-programming approaches
and the purpose of the new approach to offer a gentler slope into
programming, we advertised the section with the new approach
for those with no or little prior programming and the traditional
section for those with lots of prior programming. Advisors sug-
gested which section to take based on students self-reported prior
programming experience during registration, and the course cata-
log reflected these differences in the notes section of the class. We
acknowledge the threat to validity this causes, but it is important
to remember that the ChildsPlay approach is for those with no or
little experience with programming. Additionally, moving forward,
all engineering students will be made to take this course, and the
intention is to offer 12 sections of the course taught using different
themes to better fit students’ varied interests and backgrounds. This
research study more accurately represents reality for our university,
and we present this study as an experience report with quantitative
support for its findings, rather than a scientific experimental study.

Interestingly, the two sections did not differ significantly in the
number of students with and without prior programming. However,
there was a difference in the amount of programming experience
students had in each section. The traditional section had more
students with moderate to significant experience than the other
section, but many students reported selecting the section based on
scheduling considerations, rather than advisor input.

The instructor in the ChildsPlay section covered the concepts of
representation, algorithm, and computation without programming
for the first four weeks. Beginning in week four until the end of
the 10-week quarter, students used the DSTL to reinforce the non-
programming concepts of types, names, values, functions, control
structures with conditions, and arrays.

Since the university was online due to COVID-19, the instructor
used Zoom for class lecture and labs, and used Canvas to organize
all the information for the class, such as the syllabus, grades, etc.
Initially, there were 150 students in the ChildsPlay section, and
there were 126 students in the traditional section. Out of those
students, 2 withdrew from the section, and 6 withdrew from the
traditional section, which left 148 and 130 students respectively.
With IRB approval, we collected consent, pre/post survey responses,
and demographic information from 48 students in the ChildsPlay
section and 41 in the traditional section.

5 RESULTS
In this section, we present survey results from those participating
in the research study, but we provide performance information
for all students taking the class. We used observational statistics
to present the distribution of responses to survey questions and
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grades in both sections. We used paired, two-sided, 2-sample t-tests 
for equality of proportions with continuity correction to compare 
the mean responses before and after participating in the different 
sections. We used unpaired two-sided, 2-sample t-tests for equality 
of proportions with continuity correction to compare the mean 
responses and grades between the two sections. For all statistical 
tests, we selected 𝛼 = 0.05 to be the significance level for reporting 
results with 95% confidence.

5.1 How do students feel about the new
approach and does this differ from the
traditional approach?

To answer this question, we asked students how they felt about
using games to explain computation, how they felt about the new
DSTL for learning programming, how much interest they had in
the class before and after, and how much they overall enjoyed the
approach used for their the course.

5.1.1 Do students like using games as a way to learn fundamental
CS concepts? We asked students how using games as a way to teach
computation affected their engagement in the class and motivation
to learn more CS and programming. The majority of the students
(30 out of 48) said that using games greatly or slightly increased
their engagement in the class (see Figure 2). Whereas, an equal
number of the students were either neutral or positive about the
use of games impacting their motivation to learn more about CS or
programming (see Figure 3).

Figure 2: Impacts of Using Games on Engagement.

Figure 3: Impacts of Using Games on Motivation.

5.1.2 Do students enjoy programming in a new functional, text-based
domain-specific board game language? Next, we asked students if
they enjoyed using the new DSTL for programming board games

in the class. The majority of the students either only somewhat
liked the language or did not like the language at all (see Figure 4).
We believe this was not necessarily a bad outcome considering the
language was very new with little documentation on how to use
it, except for the class notes and example programs with a tutorial
being developed alongside the class.

Figure 4: Student Feelings Toward Using the New DSTL.

5.1.3 What are students interest in the class before and after and
is this different for the traditional section? We asked students how
interested they are in the class before and after taking the CS ori-
entation class and how much they enjoyed the overall approach
in their class. We compared these results from the two sections to
see if there was a difference in the way students felt about their
class in the ChildsPlay versus the traditional section. As Figure 5
shows, unfortunately, there was a significant decline in students’
interests in the ChildsPlay section after taking the class (p-value
= 0.005757). Whereas, Figure 6 show that there was no difference
in the mean response to students’ interests before and after taking
the traditional section (p-value = 0.2004).

Figure 5: Student Class Interests in ChildsPlay Section.

In addition, we asked students how they felt about the approach
used to teach their class, and there was a significant difference
between the way the students felt about their approach used in the
ChildsPlay versus traditional section (p-value = 0.01593). Students
in the traditional section liked the approach used in their class more
than those in the ChildsPlay section (see Figure 7). The majority
of the students in the ChildsPlay section only somewhat liked the
approach used in their class; whereas, the Python section had more
students who liked the approach a great deal.
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Figure 6: Student Class Interests in Traditional Section.

Figure 7: Student Feelings Toward Approach Used for Class.

5.2 Does the new approach influence students’
decisions to study CS differently than the
traditional approach?

We asked students about their pre- and post-interests in 1) learning
more about CS, 2) majoring in CS, 3) taking more CS classes, 4)
programming, and 5) using computation in their job after college.
The first four interests did not significantly change in the ChildsPlay
section or in the traditional Python section. However, students’
interest in using computation in a job after college did change before
and after taking the ChildsPlay section (p-value = 0.01926). More
students were extremely interested in using computation in their
job before taking the ChildsPlay section than after taking the class
(see Figure 8). In contrast, mean student interests in computational
jobs before or after taking the traditional Python section remained
exactly the same (see Figure 9).

5.3 Do students using the new approach
perform differently in the orientation
course than those students in the traditional
approach?

In order to answer this question, we used the grades and drop, fail,
withdraw rates from all students in the class, not just those who
consented to the research study. We did not need consent for the

Figure 8: Student Job Interest in ChildsPlay Section.

Figure 9: Student Job Interest in Traditional Section.

course-level data from the registrar, because our IRB determined
that existing, de-identified course-level data with unique ids to
follow students across courses did not involve human subjects
according to the Dept. of Health and Human Services.

We did not find a significant difference in the performance of
students in the ChildsPlay section versus the traditional section
of the CS Orientation course (see Figure 10). The majority of the
students in both sections got an A in the class, and approximately
8% in each class did not make a C or above, which was the grade
required to pass the class. At our university, all CS classes require
a C or above to count toward the CS degree. There were more
students who withdrew from the traditional Python section (6 out
of 126) than the ChildsPlay section (2 out of 150) with a gentler
slope into programming. From this analysis, it appears that the
gentler slope retained more students in the orientation class.

We found that 135 out of 150 students enrolled in the ChildsPlay
section passed (90% pass rate), and 110 out of 126 students enrolled
in the Python section passed (~87% pass rate). We found no evidence
of a difference between the two pass rates (p-value = 0.606).
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Figure 10: Student Grades in the CS Orientation Sections.

5.4 Does the new approach with a gentle slope
into programming better prepare students
for the subsequent C++ classes than the
traditional programming-first approach?

Wedetermined if therewas a difference in theway students from the
ChildsPlay versus traditional section performed in their subsequent
Introduction to Programming I and II courses by collecting grade
information from each subsequent course. Using this information,
we determined pass rates for each group of students (DSTL and
Python) in each of the subsequent courses (Intro to Programming I
and II). We then compared these rates for differences between the
two student groups in each class. We categorized passing grades
as letter grades that are a C or higher, and we categorize non-
passing grades to include anything less than a C, withdrawals,
incompletes, and S/U (satisfactory/unsatisfactory option) grades.
This categorization was consistent with the college’s policy on
passing grades for CS courses for CS majors.

We found that 72 out of the 101 students from the ChildsPlay
section enrolled in the Introduction to Programming I in the winter
passed (~71% pass rate), while 78 out of 94 students from the Python
section passed the same course (~83% pass rate) (see Figure 11).
We found weak evidence of a difference between these two pass
rates (p-value ≈ 0.077), but the pass rate of the students from the
ChildsPlay section was lower than the pass rate of the students from
the Python section. This difference could be because 15 students
from the ChildsPlay section withdrew, as opposed to only one from
the Python section. Counts of other grades were not drastically
different. We expected that the students from the ChildsPlay section
would be better prepared for the first subsequent CS course and
have a higher pass rate than the students from the Python section.

In the second subsequent class, we found that 54 out of 66 stu-
dents from the ChildsPlay section, who enrolled in the Introduction
to Programming II in the spring, passed (~82% pass rate), and 64
out of 78 students from the Python section passed (~82% pass rate)
(see Figure 11). These results showed no difference in students’
success in the second course depending on the approach used in
the orientation course.

6 CONCLUSION
From this research study, we conclude that most university stu-
dents found using board games in a CS orientation course to be
engaging and that many also liked using board games as way to
learn more about CS and programming. However, most university

Figure 11: Student Pass Rates in Subsequent CS Classes

students only somewhat enjoyed programming in a new DSTL in
their orientation course. Some students stated that this was because
they liked other languages based on what they already knew or
what their peers were learning in the other section. We believe that
some students influenced their peers’ views in the class. Some stu-
dents commented on disliking the language because there was little
documentation or resources, including TAs, to help them or that
the error messages were unclear. In the future, this is something to
consider before using a new language with 150 students.

While students’ interests in the class and using computation
in a job after college was negatively impacted by the approach
using a new DSTL, the new approach did not negatively impact
any of their other interests in CS. Therefore, we do not see this
as a primary concern for adopting the approach with first-year
university students. In fact, most students somewhat liked the new
approach or liked the new approach a great deal, and we found no
correlation between their prior programming experience and how
they felt about the approach. However, in the future, we would like
to determine the type of student this approach is best for.

Even though student grades and drop, fail, withdraw was not
different between the new approach and the traditional approach, it
did appear that therewas a slight difference in students performance
in the first subsequent C++ class but not in the second one. We
understand that some of these differences might be attributed to
the way we recruited students to the different sections, but based
on students’ survey responses and prior programming experience,
we do not believe this was a contributing factor.

We recognize that we did not control for the increase in fami-
lywise error rate across the series of reported statistical tests. In
other words, there is a likelihood that we incorrectly rejected a
null hypothesis in this study. In addition, we recognize the smaller
number of traditional section responses could also contributed to
the acceptance of a null hypothesis. However, we consider this
research to be an experience report with support for its findings
and encourage replication.

ACKNOWLEDGMENTS
This work is partially supported by the National Science Foundation
under the grant #1923628.

Session: Programming novices  ITiCSE 2022, July 8–13, 2022, Dublin, Ireland

356



REFERENCES
[1] P. Apostolellis, M. Stewart, C. Frisina, and D. Kafura. 2014. RaBit EscAPE: A Board

Game for Computational Thinking.. In Confȯn Interaction Design and Children.
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