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Abstract. Multiple network alignment is the problem of identifying similar and related regions
in a given set of networks. While there are a large number of effective techniques for pairwise
problems with two networks that scale in terms of edges, these cannot be readily extended to align
multiple networks as the computational complexity will tend to grow exponentially with the number
of networks. In this manuscript we introduce a new multiple network alignment algorithm and
framework that is effective at aligning thousands of networks with thousands of nodes. The key
enabling technique of our algorithm is identifying an exact and easy to compute low-rank tensor
structure inside of a principled heuristic procedure for pairwise network alignment called IsoRank.
This can be combined with a new algorithm for k-dimensional matching problems on low-rank tensors
to produce the alignment. We demonstrate results on synthetic and real-world problems that show
our technique (i) is as good as or better than, in terms of quality, existing methods, when they work
on small problems, while running considerably faster, and (ii) is able to scale to aligning a number
of networks unreachable by current methods.
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1. Introduction. Pairwise global network alignment (PNA) is the problem of
matching pairs of nodes in two input graphs such that the pairing identifies common
structures in both graphs. Algorithms for and applications of this problem are ex-
tensively discussed in the literature [8, 18, 25, 27, 1, 29, 2, 16, 26, 19, 13]. A more
general problem is that of multiple global network alignment (MNA) [10, 23, 24, 30],
where we are interested in finding a common subgraph present in more than two input
networks (illustrated in the top panel of Figure 1). Applications of this problem arise
in comparative proteomics (where the networks are protein interactions from multi-
ple species), entity resolution (where the networks reflect different records), subject
registration (where the networks reflect multiple measured views), and other applied
machine learning tasks.

Both PNA and MNA are related to the subgraph isomorphism problem, which
is known to be NP-hard [5]. That said, MNA is a harder problem in practice due
to the combinatorial explosion of possible aligned pairs. As an illustration of this
point, consider a common strategy in PNA algorithms [16, 17, 8, 26, 2, 27]: (i) score
each potential matched pair of nodes between the graphs based on a topological
similarity measure; and (ii) perform a maximum weight bipartite matching (or a
closely related algorithm) on the set of scores. Simple extensions of these principled
procedures to MNA with £ networks cannot easily scale to more than a handful of
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networks because the set of data in step (i) becomes O(n*) when each network has
O(n) nodes, and the obvious generalization of max weight bipartite matching (step
(ii)) is k-dimensional matching, which is also NP-complete for k > 3 [15]. There
are approximation algorithms for k-dimensional matching [14], but they still require
exponential data from step (i).

Despite the computational difficulty, there are only a few existing algorithms that
navigate the computational and memory requirements. In order to do so, they of-
ten make strong assumptions or use heuristic ideas that compromise general-purpose
quality. For instance, a straightforward solution is to consider sequences of pairwise
network alignment problems, or to use pairwise network alignment data to infer multi-
network alignments. This can be problematic if there is an ordering of the graphs
that will produce poor alignment results initially and will end up biasing the overall
alignment. Another straightforward solution is to restrict the set of possible align-
ments to those inferred through prior information or metadata about the nodes. Such
information often speeds up the computation drastically and guides the algorithm
to a meaningful solution [24]; however, when such information is not available, the
algorithms often run out of memory or fail to return any useful information.

In this paper, we focus on the case when such information is not present and
there is no reduction to pairwise alignments. In this regime existing techniques take
too long, run out of memory, or give bad results as explained below. We note that
a number of important applications, e.g., aligning protein/gene interaction networks
from specific tissues or pathologies, lie in this regime. We return to this point that
motivates the need for new methods (section 2.1) after a brief introduction to multiple
network alignment (section 2).

2. Multiple network alignment. The multiple network alignment problem
can be idealized in many different ways. The formulation of the problem we assume is
that there is some core graph shared among all the different given networks and that
finding this shared graph is the alignment task. This core graph will have its edges
present in all of the different realizations. The resulting formulation of the multiple
network alignment problem we use for three networks is

maximize >, 5 >, Air BisCre XijiXost
(2.1) subject to 7., Xy, < 1 forall 4,37, Xy <1 for all j;
S Xije < 1 for all ks X, € {0, 1} for all i, j, k.

Throughout the paper, we use the notation of bold underlined capital letters (e.g.,
X)) to denote tensors, and here, X, = 1 indicates that node ¢ in network A matches
to node j in network B and node k of network C, A, B, C are the adjacency matrices
for the three undirected and unweighted networks, and the number of vertices of these
networks gives the summation limits in the above expression. The objective function
can be read as follows: nodes i, j, k are matched and nodes r, s,t are matched; the
edges (i,r) in A, (j, s) in B, and (k,t) in C are all simultaneously preserved. That is,
the product of all of these expressions is 1 when all the edges exist and they match,
and 0 otherwise. The constraints express the fact that any node in any of the three
networks can be part of at most one matching triplet. The extension to k networks
will be straightforward once we introduce some notation.

If we use the notation x = vec(X) to denote the vectorization procedure of
a tensor X, as used in [11, section 12.4.11], i.e., vectorize the tensor column by
column, then the objective function is x*(C ® B ® A)x. (This is an instance of
the mixed-product property for Kronecker products and tensors; see, e.g., equation
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Section 2: Multiple network alignment
Multiple network alignment for 3 networks seeks an assignment between
vertices that maximizes joint overlap.

The alignment
overlapped ) indicated by the
edge vertex positions has
7 overlapped edges.

Section 3: Generalized IsoRank
We build a similarity tensor for each possible set of aligned vertices via a novel
genalization of the IsoRank method. We show, in theory, this is low-rank.

Tensor entries' represent an estimated similarity among nodes from each

Y S 4
R

rank = t rank = 1 rank = 1 rank = 1

Section 4: K-dimensional matching
to solve a low-rank k-
’ “ »and dimensional matching
problem

Fic. 1. A wvisualization of the pipeline of this paper. The multiple network alignment problem
is illustrated in the top panel and discussed in section 2. Our solution is to form a low-rank repre-
sentation of a high dimensional tensor (middle panel, section 3), and then perform k-dimensional
matching on the low-rank factors (bottom panel, section 4).

We then use the
low rank factors:

12.4.19 in [11].) The constraints can be written in terms of the tensor flattening or
unfolding operator b; that turns X into a matrix by unfolding along dimension j
(see [11, section 12.4.5] and [6]). Then, we have the three and k-network problems:

maximize x?(C® B® A)x
(2.2) subject to by (X)e < e;ha(X)e < e;h3(X)e < e
Xijr €{0,1} for all 4,5, k.
maximize x7(A,® - ® A;)x

(2.3) subject to b1 (X)e <e;...;hp(X)e<e
Xi ...k €{0,1} for all indices.

Here e is the vector of all ones of appropriate dimension. Throughout, we frequently
interchange between tensor representations of data X and their vectorized represen-
tations x = vec(X).

2.1. The need for new methods. Existing MNA methods include FUSE [10],
IsoRankN [23], MultiMagna++ [30], FLAN [24], and ProgNatalie++ [24]. These are
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discussed in detail in section 5. To the best of our knowledge, the highest number
of networks an existing MNA method aligns is 10, from the ProgNatalie++ method.
What we propose is the first multiple network alignment algorithm that can scale
to thousands of networks with thousands of nodes in a reasonable runtime (about 3
hours for 1000 networks with 1000 nodes; see details in section 7.2).

To motivate the need for new algorithms that can run without prior known sim-
ilarity, we demonstrate a simple MNA problem with one of the most recent MNA
methods, MultiMagna++ [30]. In the problem setup, we use three graphs of size
n = 500. We generate the three input graphs as random perturbations of a single
preferential attachment graph of size 500 and average degree 8. Each perturbation is
formed by randomly removing edges with a probability 0.5/n (more detail on synthetic
graph generation can be found in section 6.3). When we give this problem as input to
MultiMagna—++, it does not produce any meaningful results, and the relative number
of overlapped edges (illustrated in the top panel of Figure 1) to the ground truth
alignment’s overlapped edges is consistently less than 1%. In contrast, our method
consistently produces a relative overlap higher than 80% (a detailed analysis of our
method’s performance is provided in the Experiments; see section 6). ProgNatalie++
and FLAN are more resistant to the absence of prior known similarity due to these
algorithms using the input similarity information as topological similarity and not bi-
ological similarity, but the running time of these algorithms is extreme (for example,
they would take multiple hours for aligning 5 small networks of size 100 nodes each),
and the reason for their slow speed is that they are using a Lagrangian relaxation
approach to solve an NP-hard problem at each step.

2.2. Technical overview of our improvements. The two main technical
innovations are (i) a specific multinetwork generalization of the pairwise network
alignment algorithm IsoRank [29] that enables us to compute a representation of the
O(n¥), k-way alignment data efficiently, and (ii) an extremely efficient k-dimensional
matching algorithm with an a posteriori approximation bound when the matching
information is given by a low-rank tensor. We summarize our contributions here:

o We generalize the IsoRank algorithm to multiple networks and show that the solu-
tion can be represented by a multidimensional tensor that can be explicitly written
in terms of low-rank nonnegative factors that are easy to compute (section 3).

e We present a new k-dimensional matching algorithm for low-rank tensors with an
a posteriori approximation bound (section 4.1).

o We experimentally show that multiple network alignment is faster and higher-
quality compared to performing multiple pairwise alignments when the number
of networks grows (section 6.3).

e We perform a case study on anonymized data from a collaboration network, where
we show that aligning anonymized triplets of egonets can identify those triplets
with high Jaccard similarity, which can only be accurately computed from the de-
anonymized data (section 6.5).

3. A low-rank heuristic method. We now discuss algorithms for (2.2), (2.3).
Note that, if we were to relax to real values and heuristically change the constraints
to ||x[|, = 1, then the solution is the eigenvector of C ® B ® A with the largest
eigenvalue. This eigenvector could then be reshaped and input to a 3D matching
routine to produce a multiple network alignment. In practice, this technique needs
a number of improvements even for the pairwise case [8], and these are nontrivial
to adapt to the multiple network case, which is discussed further in the conclusion.
Instead, we adapt the IsoRank methodology and, specifically, the network similarity
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decomposition (NSD) method [17] to compute IsoRank, which will easily scale to
multiple networks; we explain these now.

3.1. IsoRank. IsoRank is a pairwise network alignment method [29] that uses
the PageRank vector y of the graph with adjacency matrix B ® A (see [9] for more
on this relationship) as a principled heuristic analogue of what we informally think
of as a “matching-biased eigenvector” of B ® A. Formally, let D4 and Dp be the
diagonal degree matrices for graphs A and B; then y is given by the solution of the
equations

y =a(BDg'® AD;')y + (1 —a)h
$y=vec(Y) h=vec(H),
Y =aAD,'YD,'B+ (1 - a)H.

The value of « is typically chosen to be somewhere between 0.7 and 0.9 following [29],
and the data h or H is either uniform (if there is no prior information about what
might be a match) or chosen to represent some prior information. These equations
can be solved without ever forming the Kronecker matrix, although the data involved
is still O(n?) for two O(n) node graphs. Once we have the solution Y, this can be
turned into an alignment by solving a bipartite matching problem with Y.

3.2. Network similarity decomposition (NSD). The NSD method special-
izes IsoRank in the case when H is a low-rank matrix [17], such as when we are using
the uniform personalization term h = —L-e, i.e., H = —-ones(m,n) (where A has n
vertices and B has m vertices and e the vector of all ones of appropriate size). Thus,
the relevant case for us is when H is rank-1. Then there is an extremely efficient
procedure to compute an exact low-rank representation of Y. Suppose we initialize a
fixed-point iteration for the PageRank linear system with YO = H=uvT (because
it is rank-1), and then tth iterate is given by

Y(t) _ (1 i a) X_:Oéz[(ADzl)ZuH(BDgl)lv]T
1=0
+a'[(AD;"))[(BD )]

With some reorganization, this can be written as ¥ **1 = UV for an n-by-(t + 1)
matrix U and an m-by-(t+1) matrix V. The PageRank solution converges fast in the
regime « € [0.7,0.9], and usually only 10 iterations are enough. We now generalize
this insight to multiple networks to handle multiple network alignment.

3.3. Our method: Multiple network similarity decomposition. For mul-
tiple networks, the above formulation extends straightforwardly. We need to compute
the PageRank vector on the network Ay ® A1 ® --- ® As ® A;. Since we have
k networks, the analogue of the matrix Y is now a k-dimensional tensor Y that
stores the PageRank measure between every possible combination & of nodes coming
from k distinct networks. In words, we have Y (i1,4s,...,1;) denote the PageRank
measure for the “node” representing an alignment between nodes i; from the first
graph, is from the second, ..., and node i from the kth graph. Assume now that we
have k column stochastic adjacency matrices corresponding to k networks. Call them
P, = A\D;{', Py = A,D;',... P, = A, D;' (where D; is the diagonal degree
matrix for the ith network). The massive PageRank vector we are interested in is
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given by
(3.1) y=a(P,®Prp_1® - ®@Py®Pi1)y+ (1 —a)h.

We note that a similar formulation is used in [22], where the focus is on the sparsity
of the vector h and the solution. In our formulation, we note that the matrix (P ®
-+ ® P1) and the vector y are never formed explicitly.

We study the case that h = uy ® up_1 ® - - - ® uy, which corresponds to assuming
that the tensor representation H would be rank 1. In this instance, we can proceed
similarly to the NSD scenario. We also start the iteration with y(© = h = u, ®
up_1 ®---®uy. Then, the first iterate is

vy =a(Pr®--@ Py ? + (1 —a)y®
=a(Pru;y ®... P1uy) + (1 —a)(up @up_1 ® ... Quy).

At step t, y® can be expressed as follows:

t—1
y® =(1-a) Zai(PZuk ®...0 Plu)) +a'Plu,®...® Plu,.
i=0

Next, we can decompose the above equation. Form &k matrices U;, such that
(32) Ul = [CQP?UZ' clP%ui . ct_lPﬁflui ctPfui] 5
where each ¢; is ((1 —a)a?)V/* when j <t —1, and ¢; = o'/, and we summarize this
decomposition in the algorithm shown in Figure 2.

Hence, y) can be rewritten as follows:

t t
yO =D Ui) @Upa (i) @ ... @ Ui (i) = Y31,
=0 =0

where y“) =Ui(:,1))QUgk_1(:,1)®...QU1(:,4), and the notation F(:,4) corresponds
to the ith column of a matrix F. If we reshape this into a tensor with vec(Y;) = v,
and vec(X(t)) = y® then Y® = ZEZO Y ;. We can thus deduce that Y® is a sum
of ¢t + 1 rank-1 tensors. (Formally, the matrices Uy,...,Uy are the CP factors of
Y ® [11, section 12.5.4].) What remains in our procedure is a way to turn this low-
rank representation into an alignment by running a matching algorithm (section 4).

4. k-dimensional matching with low-rank factors. In this section, we dis-
cuss two approaches to solving the k-dimensional matching problem given here:
maximize >, ., T(i,],....0)X(i,5,...,0)
subject to b1 (X)e <e;...;hp(X)e<e; X(4,4,...,0) € {0,1}

when T is given by a nonnegative rank-t representation (illustrated in the middle
panel of Figure 1):

(41) I(Za.jv .. ,6) = Z;‘:l Ul(zat)UZ(jvt) e Uk(g,t) = I - Z;:l Iz
where vec(T;) =U(:,1) @ Ug—1(:,1) @ - - @ U1 (3, 7).

The first builds on an algorithm for low-rank bipartite matchings from [26]. The
second builds on algorithms for progressive alignment [24] and k-partite alignment
problems [10, 12].
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1 Input: uj,ug,...,ug; Pi1,P2,...,Pr; t;
2 Qutput: U,Ug,..., Uy
3 for i = i to k

4 co=(1—a)l/k

5 Vo = u;

6 U; = [covol

7 for j = 1 to t-1
8 c; = ((1 - a)ad)l/*
9 Vj:PiVj—l

10 Ul: [Uz CjVj}
11 end

12 ct:ozt/]C

13 vi=P;vi_1
14 U;=[U; ctvi
15 end

F1G. 2. Pseudocode for the the multiple network similarity decomposition discussed in section 3.
Here, P; is the column stochastic adjacency matrixz corresponding to network i, and u; is the corre-
sponding factor from the starting low-rank tensor decomposition, and t is the number of iterations.

4.1. An a posteriori approximation bound from the best single-rank
alignment. We proceed to show a new k-dimensional matching algorithm that can
be applied on tensors represented as low-rank factors. The idea is that we use each
rank-1 factor T'; to generate a single k-dimensional matching. Then, we provide an a
posteriori bound on the best alignment in this set. In practice, these bounds are very
good and provide approximation factors around 1.08 (see Figure 10).

The techniques extend [26] for the bipartite matching case. To do so, we first
need a specific generalized rearrangement inequality for k£ sequences. We use the
result from [28] and provide the statement of the inequality below.

GENERALIZED REARRANGEMENT INEQUALITY. Assume we have k sequences of
numbers that are all positive. Let asgj) denote the ith element in the jth sequence, and
assume that x(lj) < :z:gj) < xg) for all sequences. The generalized rearrangement
inequality guarantees that

n

n k ) k ]
;jl:[lxgj) > ngl) jl:[f‘(’jf)(i)’

i=1
where o s any permutation function corresponding to the jth sequence.

Now, assume that we have a k-dimensional tensor T of the form shown in (4.1).
For each rank-1 tensor T';, the generalized rearrangement inequality guarantees the
best matching on it can be computed by sorting the vectors U(:,i),...,Ug(:,4) in
decreasing order and aligning the elements (we find it helpful to think of the pairwise
matrix case where T; = uv’ and the sorting is simple to see). We now prove the
following result (which extends the proof of the 2-dimensional case presented in [26]).

RESULT. Let the binary-valued tensors M ; of size ny X ng X ...n, store the
matching corresponding to T'; tensor, i.e., M(j1, 72, ..., jk) = L1 if (41,72, -, k) 15 a
match, and O otherwise. Then, there is a best matching in this set M1, ..., M that
solves the k-dimensional matching problem while attaining a D-approzimation bound,
where D is an a posterori computable bound.

Proof. Define M; e T; = vec(M ;)" vec(T;) to be the weight of the matching M;
applied on the tensor T';. Also, let M™ be the matching that achieves the maximum
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possible weight on T'.

Define M. oT
i®L;
di,j = m, and dj = mlaxdi’j.
Let j* = argmin;d;. Set D = d;-. Then, M*eT < DM ;- ¢ T. The proof of this
statement follows

M*‘I:M*°Z§:111 < Zzlei.Ii
<DY | (M- ¢T;) < D(M;- oT),

where we used M; e T; < DM ;- ¢ T'; by the definition of the quantities. Therefore,
the matching M ;- achieves a D-approximation on the tensor T', where

M;eT,;

D = minmax —.
i 1 MjeT; O

4.2. A progressive alignment. The bounds given by the low-rank matching
algorithm (above) are often very good (Figure 10). In practice we found the procedure
in Figure 3 to give better results in terms of the overall multiple network alignment
objective. The inspiration for this algorithm is the progressive nature of both Prog-
Natalie++ and FUSE [24, 10], and a progressive algorithm for the k-partite matching
problem [12]. For three networks (a three-mode tensor), the idea is as follows: align
(via bipartite matching) the first two modes (networks). Then, use the alignment
between the first two modes to produce a new bipartite alignment problem to fold
in the third mode. That is, if we know that node 4; in network 1 matches to is in
network 2, then we can look at the entries T'(i1,12,:) to determine the best match
for (i1,i2) in the third network. When T is low rank, these entries also have low-
rank structure, and thus we use the routine from [26] to solve each of these low-rank
bipartite matching problems and state the overall procedure as an algorithm below.
We briefly studied optimizing the ordering of alignment, but this did not seem to
yield large differences. Note that this is different from progressive pairwise network
alignment because the scores T incorporate information from all networks, and our
progressive operations simply distill this information into a matching. That said, this
method loses quality as the number of networks increases (Figure 5), and our study
of this behavior led to improvements in the next subsection.

1 Input: U,Ua,...,Uy;

2 Output: Matching M with k columns and matches in rows

3 a,b = bipartitematching(U,;UZ¥) # match first two modes.
4 M[:,1:2] = [a,Db]

5 for i = 3 to k

6 # generate matching information with ¢—1 modes matched
7 U = U;[M[:,1],:] ® Ug[M[:,2],:] ®@---® U;_1[M[:,i-1],:]
8 # using element-wise/Hadamard product ©

9 a,b = bipartitematching(UUlT) # match in the ith mode
10 M = M[a,:]; M[:,i] = b # permute and extend the matching
11 end

F1G. 3. Pseudocode for the progressive k-dimensional matching algorithm (section 4.2).
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4.3. Further improving the alignment for large numbers of networks.
The key step of the previous progressive method is a folding procedure on all the
previous alignments (line 7 of Figure 3) and we perform this folding by an element-
wise multiplication of all the previous low-rank factors. We notice experimentally
that this approach is reasonable for a handful of networks but becomes skewed by
any small entries close to zero when we increase the number of networks to align.
For this reason, we introduce a new additive term to the matrix U in line 8 that
balances the small entries with a sum and show the improved algorithm in Figure 4.
Specifically we use U = (1/2)U* /sum(U*) + (1/2)U" /sum(U™") where U* is the
matrix computed on line 7 and U™ is the matrix computed on line 8 of the algorithm
in Figure 4. Empirically, we found that this strategy performed more consistently
with large numbers of networks; theoretically, it is more akin to treating the alignment
data as finding a combination of k-dimensional matches and dense k-partite regions as
in [10, 23]. These operations retain the low-rank structure in each bipartite matching
problem.

1 Input: U,Usg,...,Ug;

2 Output: Matching M with k columns and matches in rows

3 a,b = bipartitematching(UlUg) # match first two modes.

4 M[:,1:2] = [a,b]

5 for i = 3 to k

6 # generate matching information with ?%—1 modes matched
7 U* = Uy [M[:,1],:1 © U2[M[:,2],:] ©---© U;—1[M[:,i-11,:]
8 Ut = Uy [M[:,11,:]1 + Uo[M[:,2],:1 + --- + U;_q[M[:,i-1]1,:]
9 U =1 U/sum(U*) + § Ut/sum(UH)

10 a,b = bipartitematching(UUlT) # match in the ith mode
11 M = M[a,:]; M[:,i] = b # permute and extend the matching
12 end

Fic. 4. Pseudocode for the improved progressive k-dimensional matching algorithm, which is
more reasonable to use for a large number of networks (section 4.3).

5. Related work. Existing MNA algorithms can be viewed in two classes. Bio-
logically motivated algorithms are often designed to align protein-protein interaction
networks, whereas topological algorithms are more generic and try to exploit the
network structure.

5.1. Biological algorithms. In biology, there is a need to discover new rela-
tionships between proteins, and MNA can be used as a tool to study these connec-
tions [29]. The networks to be aligned are often protein-protein interaction networks
(PPIs) of different species, and the idea is to use the alignment to learn new infor-
mation about the less studied species. In these cases, there are several measures to
compare the proteins independently of network interaction structure, such as by eval-
uating their sequence similarity of their genetic codings. Biological algorithms are
designed with this piece of information in mind, such as PrimAlign [13]. Another
algorithm, MultiMagna++ [30], uses a genetic algorithm that works directly with the
multiway alignment permutations and uses objective or fitness functions that utilize
the biological information.

IsoRank [29] and IsoRankN [23] were some of the earliest MNA algorithms. These
methods computed pairwise topological similarity scores between each pair of net-
works and then assembled the result into a multiple alignment in a variety of ways.
They can be related back to a complete k-partite network representation of all the
pairwise alignment information. Another recent algorithm, FUSE [10], uses protein
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similarity to build the k-partite representation of the problem and then uses nonneg-
ative matrix trifactorization to incorporate network structure into the overall align-
ment.

5.2. Topological algorithms. There are two state-of-the-art algorithms intro-
duced in [24]: FLAN and ProgNatalie++. The FLAN method is based on generalizing
the concept of the facility location problem and is a good way to utilize prior infor-
mation about possible relationships (such as in entity resolution in their case). We
compare against ProgNatalie++ below, which extends the PNA algorithm Natalie
that was proposed by Klau [16]. ProgNatalie++ proceeds by solving the multiple
network alignment problem progressively, by aligning the first two networks, and
then folding in the third network using the existing match, etc. This involves solving
k — 1 PNA problems.

6. Experiments. To evaluate our proposed algorithm, we perform a series of
experiments (i) on synthetically generated networks, where we can easily vary pa-
rameters to understand how the algorithms behave, (ii) on the problem of aligning
snapshots of a temporally evolving network of internet routers, and (iii) on inferring
high triangle Jaccard similarity in anonymized egonets, and (iv) a case study on large
networks with about a million nodes.

6.1. Methods. We precisely state the parameters of the various methods we
consider here, including some obvious baseline measures such as a random method
and intuitive extensions to pairwise methods. We also tried two software packages
IsoRankN and FUSE for these problems. These methods all returned empty align-
ments, which we believe is due to our lack of prior or biological information to guide
the method.

Pairwise. A simple way to align multiple networks is to run a pairwise network
alignment for all pairs of networks and extract any consistent alignment. For instance,
if the following three pairs appeared while aligning the three networks G 4, G, G¢,
(a1,b3), (bs,cg), (a1,cq), we treat the triplet (a1,bs, co) as a match. For choosing the
right pairwise method to employ in this paradigm, we wanted a pairwise method that
does not rely on prior similarity scores; thus we chose the recent low-rank spectral
network alignment by [26].

By degree. This method is intuitive since we would expect that high degree nodes
match to each other. For each network, sort the nodes according to their degrees, and
then match the top degree nodes with each other until no more nodes are left in one
of the networks.

Progressive FigenAlign. We mention the recent pairwise network alignment algo-
rithm EigenAlign in [8] and its low-rank formulation from [26] to be a strong pairwise
network alignment algorithm when no prior information about node similarity is pres-
ent. Here, we suggest a simple extension to this algorithm to adapt it to align multiple
networks and we follow a progressive approach. We start with two networks to align
them using the low-rank formulation of EigenAlign from [26]. After the first two
networks are aligned, we fold them on top of each other by using the new matches to
form a new network. Then, we use this network to align it to the next network. For
k networks, the pairwise procedure would occur k£ — 1 times.

Random. Another method we choose to compare our existing methods to is a
random alignment. This is more of a sanity check experiment to make sure that
the algorithms we are using do not generate arbitrary matchings and that indeed a
random matching would not outperform any of the existing methods.
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MultiLR-D. This is our algorithm, where we compute the matrices U; from (3.2)
with 8 iterations and o = 0.8; then the final alignment is extracted by our D-
approximation (section 4.1). We support the choice of 8 iterations in a study on
Erdds—Rényi and preferential attachment graphs (Figure 7).

MultiLR-Prog. This is our algorithm where we use the procedure from section 4.2
and Figure 3 for the matching, where the U; are from (3.2) with 8 iterations and
a = 0.8. The bipartite matching problems are themselves solved via a low-rank
bipartite matching procedure from [26] (with parameter b = 10).

MultiLR-Prog+. This is our algorithm with the improved progressive matching
explained in section 4.3 and Figure 4 and is the same as MultiLR-Prog, where we
replace the elementwise multiplication from Figure 3 (line 7) with a mixture model
for U. Otherwise it is identical to MultiLR-Prog.

ProgNatalie++ and ProgNatalie++ with prior. We use ProgNatalie++ from [24]
using a uniform prior for small problems. This does not scale with a reasonable run-
time (we ran problems with 100 nodes and 5 networks for a day without completing),
and so we also consider using the union of alignments produced by our low-rank fac-
tors (section 4.1) as the prior. In this case, the algorithms complete in a reasonable
amount of time (an hour for 5 networks with 100 nodes) because of the constrained
matching space.

6.2. Evaluating multiple alignment algorithms. Recall that the multiple
network alignment problem can be idealized in many different ways. The formulation
of the problem we assume is that there is some core graph shared among all the differ-
ent given networks and that finding this shared graph is the alignment task. This core
graph will have its edges present in all of the different realizations. This assumption,
however, is not shared across all the different perspectives on multiple network align-
ment. Hence, when we think about evaluating multiple network alignment methods,
we use a few evaluation metrics to discuss the resulting alignments.

The normalized overlap of a set of networks Ay, ..., A is the number of edges
in the conserved region after alignment scaled by the number of edges of the largest
graph. (Again, normalized overlap scores are between 0 and 1.) If Al, ... Ay are
the adjacency matrices permuted via the alignment, then this is nnz(Al (ORERNO)
A})/max(nnz(A;),...,nnz(Ay)) where ® is the elementwise product and nnz is the
number of nonzeros. This evaluation measure is exactly what our multiple network
alignment method is designed to optimize.

Alternatively, when there is a true alignment known among the set of networks,
then we compute degree weighted recovery, which is the number of correct pairs,
scaled by the degrees of the nodes in the network. This setting fixes an answer
to the problem and then checks how much of that answer we recover. Because of
the degree weighting, this measure places more emphasis on high-degree regions. We
regard these as more important to align as low-degree regions often admit automorphic
equivalences. The pairwise nature of the evaluation measures also protects against a
single mistake in, say, 100 networks ruining the other 99 correctly aligned results. The
formal measure involves some ancillary notation. Let D; be the sum of all degrees
in network j. The weight of a pair of vertices in a pair of networks is w(v;,v;) =
(degree(v;) + degree(vg))/(D; + Dy); the expression correct(v;,vy) is one if node v,
from network j should be aligned to node v from network k; the score of a single
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alignment of vertices between all networks is

6.1)  score(vy,...,vp) = <’;>_1<Xk: Xk: w(vj,vh)correct(vj,vh)>.

j=1h=j+1

The overall degree weighted recovery score is simply the sum of the scores for each
alignment set. (These scores are scaled to sum to 1 for a perfect alignment of isomor-
phic networks.) Note that this method cannot be directly optimized as it presumes
knowledge of a correct answer.

6.3. Aligning Erd6s—Rényi and preferential attachment graphs. In this
first experiment, our goal is to study how well our algorithm recovers solutions in a
planted problem as we add more noise and how this changes as we vary the number of
networks to be aligned. We consider Erd6és—Rényi and preferential attachment graphs
with average degree 8 as reference graphs, and then randomly delete edges to generate
k instances of the networks to align. In this case, the ground-truth alignment is known
(even though there are symmetries in these graphs, and thus the ground-truth may
be ambiguous).

Graph generation. For Erdés—Rényi, we set the edge probability such that we
achieve the expected degree d = 8 and n nodes. For preferential attachment, to gen-
erate a graph with n nodes, we start with a 5-node clique graph and add 6 edges from
each new vertex following the preferential attachment model. The expected degree
is 20 because each new edge gets counted twice in the average degree computation.
Then to generate k instances of these graphs, we generate one reference graph, and
then we then pick an edge deletion probability p. and generate k instances of the
base graph, and we allow each edge to be deleted according to the probability p.. We
repeat this process k times to reach k networks.

As edge deletion varies. For our first experiment, we consider using 5 networks
with 500 nodes and vary the edge-deletion probability. The results from our methods
and the baselines are shown in Figure 5 (top two panels). In both types of graphs,
both of our progressive low-rank methods achieved the best results, whereas MultiL.R-
D did not perform well as more edges were deleted. Although this method is the least
expensive (see runtime discussion in section 7.2) and provides a theoretically strong
bound on the matches (here, the highest value of D was 1.07), the method relies on
a sorting procedure, which may mislead the matching when there are many numbers
close to each other. Note that this issue was addressed in [26] by allowing each node
to match to more than one node (following a sorted ordering), then creating a sparse
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