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Abstract—Simultaneous Localization and Mapping (SLAM) al-
gorithms perform visual-inertial estimation via filtering or batch
optimization methods. Empirical evidence suggests that filtering
algorithms are computationally faster, while optimization meth-
ods are more accurate. This work presents an optimization-based
framework that unifies these approaches, and allows users to
flexibly implement different design choices, e.g., the number and
types of variables maintained in the algorithm at each time. We
prove that filtering methods correspond to specific design choices
in our generalized framework. We then reformulate the Multi-State
Constrained Kalman Filter (MSCKF) and contrast its performance
with that of sliding-window based filters. Our approach modular-
izes state-of-the-art SLAM algorithms to allow for adaptation to
various scenarios. Experiments on the EuRoC MAV dataset verify
that our implementations of these algorithms are competitive with
the performance of off-the-shelf implementations in the literature.
Using these results, we explain the relative performance character-
istics of filtering and batch-optimization based algorithms in the
context of our framework. We illustrate that under different design
choices, our empirical performance interpolates between those of
state-of-the-art approaches.

Index Terms—SLAM, estimation, control, computer vision.

I. INTRODUCTION

IN SIMULTANEOUS Localization and Mapping (SLAM), a
robotic agent maps its uncharted environment while locating

itself in the constructed map [1]. Applications include military
map construction, search-and-rescue missions, augmented and
virtual reality, and 3D scene capture [2]–[4].

Typical modern SLAM algorithms consist of front and back
ends. The front end performs feature extraction, data association,
and outlier rejection on raw sensor data. The back end then
uses dynamics and measurement models for inference over
the processed data, and produce compatible state estimates.
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Back end algorithms are often considered one of two classes—
Gaussian filtering or batch optimization based. Filtering meth-
ods iteratively refine the distribution of recent states under a
Gaussian prior [5]–[7], while optimization methods iteratively
estimate states as solutions to an optimization problem, with
objective constructed from inertial measurement unit (IMU) and
image reprojection error terms. In particular, factor graph-based
approaches efficiently solve optimization problems over past
variables via factorization schemes that maintain the sparsity of
the underlying least squares problem [8]–[11]. Keyframe-based
methods are optimization-based approaches that retain only a
small subset of maximally informative frames (“keyframes”)
in the optimization window arbitrarily spaced apart in time,
while dropping all other poses [12]. Empirically, both classes
of algorithms attain state-of-the-art performance, though the
latter often attain higher accuracy at the cost of longer compute
times [2], [12], [13].

Prior literature contrasted theoretical and empirical properties
of filtering and batch optimization algorithms. Scaramuzza and
Fraundorfer compared filtering and bundle adjustment-based
methods for visual odometry [14], [15]. Frese et al. surveyed
the use of grid-based and pose graph-based SLAM algorithms
from a practitioner’s perspective [16]. Huang and Dissanyake
conducted a theoretical study of the consistency, accuracy,
and computational speed of filtering, optimization-based, and
pose-graph SLAM [17]. Khosoussi et al. exploited sparsity in
SLAM problems by conditioning on estimates of robot orienta-
tions [18]. Strasdat et al. conducted Monte Carlo experiments
on visual SLAM algorithms [19], revealed that including more
features in the back end increased accuracy more (compared to
including more frames), and concluded that bundle adjustment
outperforms filtering, since its computation time increases less
drastically with the number of features.

In this work, we build upon prior literature by formulating a
unified optimization-based framework for the SLAM back end
that encompasses a large class of existing, state-of-the-art SLAM
algorithms. We use this unified framework to recast the Ex-
tended Kalman Filter (EKF), Multi-State Constrained Kalman
Filter (MSCKF), and Open Keyframe Visual-Inertial SLAM
algorithm (OKVIS) as optimization-based back-end algorithms,
and compare the empirical performance of the reformulated
MSCKF with that of sliding-window optimization-based back-
end algorithms, including the keyframe-based approach of Open
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Keyframe Visual-Inertial SLAM [12]. Somewhat surprisingly,
the MSCKF outperforms sliding window filters of compara-
ble sizes on several datasets, despite not performing multiple
Gauss-Newton updates. We use our generalized framework to
analyze these empirical findings.

II. SLAM: FORMULATION ON EUCLIDEAN SPACES

A. SLAM on Euclidean Spaces

SLAM estimates two types of variables: states and features.
The state at each time t, denoted xt ∈ Rdx , encodes infor-

mation describing the robot, e.g., camera positions and ori-
entations (poses). Feature positions available at time t in a
global frame, denoted {ft,j |j = 1, . . . , p} ⊂ Rdf , can be ob-
tained by analyzing information from image measurements
{zt,j |j = 1, . . . , p} ⊂ Rdz and state estimates; these describe
the relative position of the robot in its environment.

States and features are described by an infinitely differentiable
(i.e., C∞) dynamics map g : Rdx → Rdx and a C∞ measure-
ment map h : Rdx ×Rdf → Rdz , via additive noise models:

xt+1 = g(xt) + wt, wt ∼ N (0,Σw), (1)

zt,j = h(xt, ft,j) + vt,j , vt,j ∼ N (0,Σv), (2)

where Σw ∈ Rdx×dx ,Σw � 0 and Σv ∈ Rdz×dz ,Σv � 0.
For localization and mapping, SLAM algorithms maintain a

full state (vector) xt ∈ Rd, in which a number of past states and
feature positions are concatenated. The exact number and time
stamps of these states and features vary with the design choice of
each SLAM algorithm. For example, sliding-window filters de-
fine the full state xt := (xt−n+1, . . . , xt, ft,p−q+1, . . . , ft,p) ∈
Rd, with d := dxn+ dfq, to be a sliding window of the most
recent n states, consisting of one pose each, and the most
recent estimates, at time t, of a collection of q features [5], [6].
Batch optimization methods, on the other hand, maintain all
states and features encountered in the problem up to the current
time [8]–[11].

Equations (1) and (2) do not involve overparameterized state
variables, e.g., quaternion representations for poses, which are
discussed in Section III.

B. SLAM as an Optimization Problem on Euclidean Spaces

SLAM estimates state and feature positions that best en-
force constraints posed by given dynamics and measurement
models, as well as noisy state and feature measurements col-
lected over time. This is formulated as the minimization of
the sum of weighted residual terms representing these con-
straints. For example, weighted residuals associated with the
prior distribution over xt ∈ Rd, the dynamics constraints be-
tween statesxi, xi+1 ∈ Rdx , and the reprojection error of feature
fj ∈ Rdf corresponding to the state xi ∈ Rdx and image mea-

surement zt,j ∈ Rdz , may be given by Σ
−1/2
0 (xt − μ0) ∈ Rd,

Σ
−1/2
w (xi+1 − g(xi)) ∈ Rdx , and Σ

−1/2
v (zi,j − h(xi, ft,j)) ∈

Rdz , respectively (here, 1 ≤ i ≤ n− 1, 1 ≤ j ≤ q). We define
the running cost, c : Rdxn+dfq → R, as the sum of weighted

norm squares of these residuals. For example, for a sliding-
window filtering algorithm for SLAM:

c(xt) := ‖xt − μ0‖2Σ−10
+

t−1∑
i=t−n+1

‖xi+1 − g(xi)‖2Σ−1w

+

p∑
j=p−q+1

t∑
i=t−n+1

‖zi,j − h(xi, ft,j)‖2Σ−1v
, (3)

where ‖v‖2A := v
Av for any real vector v and real matrixA of
compatible dimension.

To formulate SLAM as a nonlinear least-squares problem,
we stack all residual terms into one residual vector C(xt). For
example, for the sliding-window filter given above:

C(xt) :=

[(
Σ
−1/2
0 (xt − μ0)

)

(
Σ−1/2w (xt−n+1 − g(xt−n))

)

· · ·

(
Σ−1/2w (xt − g(xt−1))

)

(
Σ−1/2v (zt−n+1,p−q+1 − h(xt−n+1, ft,p−q+1))

)

· · ·

(
Σ−1/2v (zt−n+1,p − h(xt−n+1, ft,p))

)

· · ·

(
Σ−1/2v (zt,p−q+1 − h(xt, ft,p−q+1))

)

· · ·

(
Σ−1/2v (zt,p − h(xt, ft,p))

)
]

∈ R(2n−1)dx+nqdz .

Thus, c(xt) = C(xt)

C(xt), and the SLAM problem is now

reduced to the nonlinear least squares problem below:

min
xt

.c(xt) = min
xt

.C(xt)

C(xt) (4)

Section IV introduces the main algorithmic submodules used to
find an approximate solution to (4).

III. SLAM: FORMULATION ON MANIFOLDS

Here, we generalize the SLAM formulation in Section II to
the case where dynamical states are defined on smooth man-
ifolds rather than Euclidean spaces. SLAM often involves the
orientations of rigid bodies, which evolve on a smooth manifold
embedded in an ambient space, e.g., rotation matrices expressed
as unit quaternions. In such situations, we use boxplus (�) and
boxminus (�) operators, defined below, to perform composition
and difference operations in the iterative algorithm presented in
Section IV, while enforcing constraints imposed by the mani-
fold’s geometric structure.

Suppose the full state x evolves on a smooth manifold M,
with dim(M) = n. For each x ∈M, let πx : Ux → Vx be a
diffeomorphic chart from an open neighborhood Ux ⊂M of
x ∈M to an open neighborhood Vx ⊂ Rn of 0 ∈ Rn. Without
loss of generality, suppose πx(x) = 0. The operators � : Ux ×
Vx → Ux and � : Ux × Ux → Vx are defined by:

x� δ = π−1x (δ) (5)

y � x = πx(y) (6)
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In essence, � adds a perturbation δ ∈ Rn, in local coordinates,
to a state x ∈M, while � extracts the difference δ ∈ Rn, in
local coordinates, between statesx, x′ ∈ M covered by the same
chart. Below, “δ” often describes an error or increment to a
nominal state on the manifold.

A. Manifold Examples

This subsection gives examples of the �, � and π operators
for manifolds that occur widely in SLAM: the set of unit quater-
nions, Hu, and the set of rotation matrices, SO(3).

Each q ∈ Hu is expressed as q = (qu, �qv) where qu ∈ R and
�qv ∈ R3 denote the scalar and vector (imaginary) parts, respec-
tively, with ‖q‖ =

√
q2u + ‖�qv‖22 = 1 (JPL convention). Here,

the coordinate map π : Hu → R3 is defined as the Log map on
Hu; its inverse π−1 is the Exp map. Specifically, we write each
q ∈ Hu as q = (cos( θ2 ), sin(

θ
2 )�ω) for some θ ∈ [0, π], �ω ∈ R3

with ‖�ω‖ = 1, i.e., the quaternion q implements a rotation about
the axis �ω by θ radians counterclockwise. Then, π : Hu → R3

and π−1 : Bπ(0)→ Hu are defined by: (Bπ(0) := {x ∈ R3 :
‖x‖2 < π} denotes the image of π)

π(q) = Log(q) = θ�ω,

π−1(θ�ω) = Exp(θ�ω) = (cos(θ/2), sin(θ/2)�ω).

The � and � maps are then implemented via the standard
quaternion product � : Hu ×Hu → Hu:

qa � �ω = qa � Exp(�ω)

qa � qb = Log(q−1b � qa)

For SO(3), we define � and � similarly, i.e.,

Ra � �ω = Ra Exp(�ω)

Ra �Rb = Log(RT
b Ra)

Often, the full state in a SLAM problem exists in the Cartesian
product of a finite collection of manifolds, since it contains poses
and features on their own manifolds. For a product manifold
M1 ×M2, with projection, increment, and difference maps al-
ready defined onM1 andM2, we define� and� onM1 ×M2

by:

(g1, g2)� (ξ1, ξ2) = (g1 � ξ1, g2 � ξ2)

(g1, g2)� (h1, h2) = (g1 � h1, g2 � h2)

B. SLAM as an Optimization Problem on Manifolds

The SLAM problem can be formulated on manifolds using
modified cost functions, where plus and minus operations are
replaced with � and � when necessary. (Appendix A1).

IV. MAIN ALGORITHM

A. Algorithm Overview

This section details submodules for a general SLAM algo-
rithm, using state variables and cost terms defined in Sections II
and III. We first introduce a formulation on Euclidean spaces.
Below, denote the state and concatenated cost vector by xt ∈ Rd

andC : Rd → RdC , respectively. (e.g., the sliding window filter
in Section II would correspond to d = dxn+ dfq and dC =
(2n− 1)dx + nqdz). The SLAM problem is then equivalent
to solving the nonlinear least-squares problem (4), reproduced
below:

min
xt

.c(xt) = min
xt

.‖C(xt)‖22.

B. Gauss-Newton Descent

Gauss-Newton descent minimizes c(xt) via Gauss-Newton
steps (Alg. 3), by iteratively approximating c(xt) about a given
linearization point xt� as a linear least-squares cost term, i.e.,

min
xt

.c(xt) = min
xt

.‖xt − μt‖2Σ−1t
+ o(xt − xt�) (7)

for someμt ∈ Rd andΣt ∈ Rd×d. The theorem below describes
the linearization procedure required to obtain μt ∈ Rd and Σt ∈
Rd×d, and the approximation involved.

Theorem 4.1: (Gauss-Newton Step) Let xt� ∈ Rd be a given
linearization point, and suppose J := ∂C

∂xt
∈ RdC×d has full

column rank. Applying a Gauss-Newton step (Alg. 3) to the
cost c(xt), about xt� ∈ Rd yields the new cost:

c(xt) = ‖xt − μt‖2Σ−1t
+ o(xt − xt�),

where μt ∈ Rd and Σt ∈ Rd×d are given by:

Σt ← (J
J)−1,

μt ← xt
� − (J
J)−1J
C(xt�).

Proof: See Appendix (Section B2). �

C. Marginalization of States

The marginalization step (Alg. 4) reduces the size of the
SLAM problem by removing states that are no longer rele-
vant, thus improving computational efficiency. First, we par-
tition the overall state xt ∈ Rd = RdM+dK into a marginal-
ized component xt,M ∈ RdM , to be discarded from xt, and a
non-marginalized component xt,K ∈ RdK , to be kept. Then,
we partition c(xt) into two cost terms: c1(xt,K), which depends
only on non-marginalized state components, and c2(xt,K , xt,M )
which depends on both marginalized and non-marginalized state
components:

c(xt) = c(xK , xM ) = c1(xK) + c2(xK , xM )

= ‖C1(xK)‖22 + ‖C2(xK , xM )‖22.
Here, C1(xK) ∈ RdC,1 and C2(xK , xM ) ∈ RdC,2 denote the
concatenation of residuals associated with c1(xK) and
c2(xK , xM ) (with dC = dC,1 + dC,2). To remove xt,M ∈ RdM

from the optimization problem, observe that:

min
xt

c(xt) = min
xt,K ,xt,M

(c1(xt,K) + c2(xt,K , xt,M ))

= min
xt,K

(
‖C1(xt,K)‖22 + min

xt,M

‖C2(xt,K , xt,M )‖22
)
.
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To remove xt,M , we approximate the solution to the inner
minimization problem by a linear least-squares cost, i.e.:

min
xt,M

‖C2(xt,K , xt,M )‖22 ≈ ‖xt,K − μt,K‖2Σ−1t,K

for some μt,K ∈ RdK and Σt,K ∈ RdK×dK . Since
‖C2(xt,K , xt,M )‖22 is in general non-convex, we obtain
μt,K and Σt,K by minimizing the first-order Taylor expansion
of ‖C2(xt,K , xt,M )‖22 about some linearization point. Below,
Theorem 4.2 details the derivation of μt,K and Σt,K . (For the
proof, see Appendix B3).

Theorem 4.2 (Marginalization Step): Letxt� ∈ Rd be a given
linearization point, and suppose J := ∂C

∂xt
∈ RdC×d has full

column rank. Define JK := ∂C
∂xt,K

∈ RdC×dK , JM := ∂C
∂xt,M

∈
RdC×dM . If C(xt,M , xt,K) were a linear function of xt =
(xt,M , xt,K), then applying a Marginalization step (Alg. 4) to the
cost c(xt), about the linearization point xt� = (x�t,K , x

�
t,M ) ∈

Rd, yields:

min
xt

c(xt,K , xt,M )=min
xt,K

.

(
c1(xt,K) + min

xt,M

c2(xt,K , xt,M )

)
,

(8)

where Σt,K ∈ RdK×dK and μt,K ∈ RdK are given by:

Σt,K :=
(
J
K

[
I − JM (J
MJM )−1J
M

]
JK

)−1
, (9)

μt,K := x�t,K − Σt,KJ


K

[
I − JM (J
MJM )−1J
M

]
C2(x�t ).

(10)

D. Main Algorithm on Manifolds

The Euclidean-space framework above can be directly ex-
tended to a formulation on manifolds, by using concepts in
Section III to modify the dynamics and measurement maps in
Section II, as well as the cost functions, Gauss-Newton steps, and
marginalization steps in Sections IV-B, IV-C. When appropriate,
plus and minus operations must be replaced with � and �
(Appendix A2).

V. EQUIVALENCE OF FILTERING AND OPTIMIZATION

APPROACHES

Here, we demonstrate the equivalence of filtering and batch
optimization-based SLAM algorithms, using the Extended
Kalman Filter (EKF, in Section V-A) and Multi-State Con-
strained Kalman Filter (MSCKF, in Section V-B), as examples.
Although similar results exist in the optimization literature, they
do not analyze algorithmic submodules unique to SLAM, e.g.,
feature incorporation and discarding [20]. For an introduction to
the classical formulations of EKF and MSCKF SLAM, please
see Appendices C2, C4.

A. Extended Kalman Filter (EKF), on Euclidean Spaces

At each time t, the EKF SLAM algorithm on Euclidean
spaces maintains the full state vector x̃t := (xt, ft,1, . . . , ft,p) ∈
Rdx+pdf , consisting of the most recent state xt ∈ Rdx and
feature position estimates ft,1, . . . , ft,p ∈ Rdf . At initialization
(t = 0), no feature has been detected (p = 0), and the EKF

full state is simply the initial state x̃0 = x0 ∈ Rdx , with mean
μ0 ∈ Rdx and covariance Σ0 ∈ Rdx×dx . Suppose, at the current
time t, the running cost cEKF,t,0 : Rdx+pdf → Rdx+pdf is:

cEKF,t,0 = ‖x̃t − μt‖2Σ−1t
,

where x̃t := (xt, ft,1, . . . , ft,p) ∈ Rdx+pdf denotes the EKF
full state at time t, with meanμt ∈ Rdx+pdf and covarianceΣt ∈
R(dx+pdf )×(dx+pdf ). First, the feature augmentation step ap-
pends position estimates of new features fp+1, . . . , fp+p′ ∈ Rdf

to the EKF full state x̃t, and updates its mean and covariance.
In particular, feature measurements zt,p+1, . . . , zt,p+p′ ∈ Rdz

are incorporated by adding measurement residual terms to the
current running cost cEKF,t,0, creating a new cost cEKF,t,1 :
Rdx+(p+p′)df → R:

cEKF,t,1(x̃t, ft,p+1, . . . , ft,p+p′)

:= ‖x̃t − μt‖2Σ−1t
+

p+p′∑
k=p+1

‖zt,k − h(xt, ft,k)‖2Σ−1v
.

In effect, cEKF,t,1 appends positions of new features to x̃t, and
constrains it using feature measurements residuals.

Next, the feature update step uses measurements of fea-
tures contained in x̃t to update the mean and covari-
ance of x̃t. More precisely, feature measurements zt,1:p :=
(zt,1, . . . , zt,p) ∈ Rpdz , of the p features f1, . . . , fp included
in x̃t, are introduced by incorporating associated measurement
residuals

to the running cost cEKF,t,0, creating a new cost cEKF,t,2 :
Rdx+pdf → R:

cEKF,t,2(x̃t) := ‖x̃t − μt‖2Σ−1t
+

p∑
k=1

‖zt,k − h(xt, ft,k)‖2Σ−1v
.

A Gauss-Newton step then constructs an updated mean μt ∈
Rdx+pdf and covariance Σt ∈ R(dx+pdf )×(dx+pdf ) for x̃t, cre-
ating a new cost cEKF,t,3 : Rdx+pdf → R:

cEKF,t,3(x̃t) := ‖x̃t − μt‖2
Σ
−1
t

,

which returns the running cost to the form of cEKF,t,0.
The state propagation step propagates the EKF full state

forward by one time step, via the EKF state propagation map
g : Rdx+pdf → Rdx+pdf .

To propagate x̃t forward in time, we incorporate the dynamics
residual to the running cost cEKF,t,0 to create a new cost
cEKF,t,4 : R2dx+pdf → R:

cEKF,t,4(x̃t, xt+1) := ‖x̃t − μt‖2
Σ
−1
t

+ ‖xt+1 − g(xt)‖2Σ−1w
.

In effect, cEKF,t,4 appends the new state xt+1 ∈ Rdx to x̃t,
while adding a new constraint posed by the dynamics residuals.
A marginalization step, with x̃t,K := (xt+1, ft,1, . . . , ft,p) ∈
Rdx+pdf and x̃t,M := xt ∈ Rdx , then removes the previous
state xt ∈ Rdx from the running cost. This step produces a mean
μt+1 ∈ Rdx+pdf and a covariance Σt+1 ∈ R(dx+pdf )×(dx+pdf )

for the new EKF full state, x̃t+1 := x̃t,K . The running cost
is updated to cEKF,t+1,0 : Rdx+pdf → R:

cEKF,t+1,0(x̃t+1) := ‖x̃t+1 − μt+1‖2Σ−1t+1
,
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which returns the running cost to the form of cEKF,t,0.
The theorems below establish that the feature augmentation,

feature update, and state propagation steps of the EKF, presented
above in our optimization framework, correspond precisely to
those presented in the standard EKF SLAM algorithm (Alg.
5) [5], [21]. (For proofs, see Appendix C3).

Theorem 5.1: The feature augmentation step of standard EKF
SLAM (Alg. 6) is equivalent to applying a Gauss-Newton step
to cEKF,t,1 : R(dx+pdf )+p′df → R, with:

cEKF,t,1(x̃t, ft,p+1, . . . , ft,p+p′)

= ‖x̃t − μt‖2Σ−1t
+

p+p′∑
k=p+1

‖zt,k − h(xt, ft,k)‖2Σ̃−1v
.

Theorem 5.2: The feature update step of standard EKF SLAM
(Alg. 7) is equivalent to applying a Gauss-Newton step on
cEKF,t,2 : Rdx+pdf → R, with:

cEKF,t,2(x̃t) := ‖x̃t − μt‖2Σ−1t
+

p∑
k=1

‖zt,k − h(xt, ft,k)‖2Σ−1v
.

Theorem 5.3: The state propagation step of standard EKF
SLAM (Alg. 8) is equivalent to applying a Marginalization step
to cEKF,t,4 : R2dx+pdf → R, with:

cEKF,t,4(x̃t, xt+1) := ‖x̃t − μt‖2Σ−1t

+ ‖xt+1 − g(xt)‖2Σ−1w
.

where x̃t,K := (xt+1, ft,1, . . . , ft,p) ∈ Rdx+pdf and x̃t,M =
xt ∈ Rd.

Remark V.1: In practice, Gauss-Newton steps for pose aug-
mentation can be delayed and done with feature updates.

B. Multi-State Constrained Kalman Filter (MSCKF), on
Manifolds

The MSCKF algorithm maintains a full state, x̃t ∈ XIMU ×
(Xp)

n, containing the most recent IMU state, xIMU ∈ XIMU and
n recent poses, (x1, . . . , xn) ∈ (Xp)

n:

x̃t := (xt,IMU, x1, . . . , xn) ∈ XIMU × (Xp)
n,

with mean μt ∈ XIMU × (Xp)
n and covariance Σt ∈

R(dIMU+ndx)×(dIMU+ndx). As new poses are introduced, old
poses are discarded, and features are marginalized to update x̃t,
the mean μt, covariance Σt, and n ∈ N accordingly.

At initialization (t = 0), no pose has yet been recorded (n =
0), and the full state x̃0 is the initial IMU state x̃0,IMU ∈ XIMU,
with mean μ0 ∈ XIMU and covariance Σ0 ∈ RdIMU×dIMU . Thus,
x̃0 = μ0 optimizes the initial running cost cMSCKF,0 : XIMU →
R in our algorithm:

cMSCKF,0,0(x̃0) = ‖x̃0 � μ0‖2Σ−10
.

Suppose that, at the current time t, the running cost cMSCKF,t,0 :
XIMU × (Xp)

n → XIMU × (Xp)
n is:

cMSCKF,t,0(x̃t) = ‖x̃t � μt‖2Σ−1t
,

where μt ∈ XIMU × (Xp)
n and Σt ∈ R(dIMU+ndx)×(dIMU+ndx)

denote the mean and covariance of the full state x̃t :=
(xt,IMU, x1, . . . , xn) ∈ XIMU × (Xp)

n at time t, consisting of

the current IMU state and n poses. When a new image is re-
ceived, the pose augmentation step adds a new pose xn+1 ∈ Xp

(global frame) to x̃t, derived from xIMU
n+1 ∈ XIMU, the IMU

position estimate in the global frame, via the map ψ : XIMU ×
(Xp)

n ×XIMU → Xp, i.e.,

xn+1 := ψ
(
x̃t, x

IMU
n+1

) ∈ Xp.

The feature update step uses features measurements to update
the mean and covariance of x̃t. In MSCKF, features are discarded
if (A) unobserved in the current pose, or (B) n ≥ Nmax, a speci-
fied upper bound, in which case �Nmax�/3 of then poses, evenly
spaced in time, are dropped after features common to these poses
are marginalized. Let Sz,1 and Sz,2 denote sets of pose-feature
pairs (xi, fj) from cases (A) and (B) above, respectively, and let
Sf denote the set of features to be marginalized (Alg. 9). These
constraints are then incorporated into the running cost, creating
a new cost cMSCKF,t,2 : XIMU × (Xp)

n → R:

cMSCKF,t,2(x̃t)

:= ‖x̃t � μt‖2Σ−1t
+

∑
(xi,fj)∈Sz,1∪Sz,2

‖zi,j � h(xi, fj)‖2Σ−1v
,

where zi,j ∈ Rdz denotes the feature measurement of fea-
ture j observed from pose xi ∈ Xp. By using Gauss-Newton
linearization, we leverage constraints posed by the measure-
ment residuals to construct an updated mean for x̃t, denoted
μt ∈ XIMU × (Xp)

n, and an updated covariance for x̃t, denoted

Authorized licensed use limited to: Vanderbilt University Libraries. Downloaded on September 21,2022 at 05:19:17 UTC from IEEE Xplore.  Restrictions apply. 



SAXENA et al.: SIMULTANEOUS LOCALIZATION AND MAPPING: THROUGH THE LENS OF NONLINEAR OPTIMIZATION 7153

Σt ∈ R(dIMU+ndx)×(dIMU+ndx). As a result, our cost will be up-
dated to cMSCKF,t,3 : XIMU × (Xp)

n → R:

cMSCKF,t,3(x̃t) := ‖x̃t � μt‖2
Σ
−1
t

,

which assumes the form of cMSCKF,t,0.
The state propagation step propagates the full state by incor-

porating dynamics residuals into the running cost cMSCKF,t,0,
creating a new cost cMSCKF,t,4 : XIMU × (Xp)

n ×XIMU → R:

cMSCKF,t,4(x̃t, xt+1,IMU)

:= ‖x̃t � μt‖2
Σ
−1
t

+ ‖xt+1,IMU � gIMU(xt,IMU)‖2Σ−1t
.

In effect, cMSCKF,t,4 appends the new IMU variablext+1,IMU ∈
XIMU to the current full state x̃t ∈ XIMU × (Xp)

n, and con-
strains this new full state via the dynamics residuals. A
marginalization step, with x̃t,K := (xt+1,IMU, x1, . . . , xn) ∈
XIMU × (Xp)

n and x̃t,M := xt,IMU ∈ XIMU, then removes the
previous IMU state, xt,IMU, from the running cost. This pro-
duces a mean μt+1 ∈ XIMU × (Xp)

n and a covariance Σt+1 ∈
R(dIMU+ndx)×(dIMU+ndx) for the new MSCKF full state, x̃t+1 :=
x̃t,K = (xt+1,IMU, x1, . . . , xn) ∈ XIMU × (Xp)

n. The running
cost

is updated to cMSCKF,t+1,0 : XIMU × (Xp)
n → R:

cMSCKF,t+1,0(x̃t+1) := ‖x̃t+1 � μt+1‖2Σ−1t+1
,

which returns the running cost to the form of cMSCKF,t,0.
The theorems below establish that the feature augmentation,

feature update, and state propagation steps of the MSCKF,
presented above in our optimization framework, correspond
precisely to those presented in the standard MSCKF (Alg. 9) [6].
(For proofs, see Appendix C5).

Theorem 5.4: The pose augmentation step of the standard
MSCKF (Alg. 10) is equivalent to applying a Gauss-Newton
step to cMSCKF,t,1 : XIMU × (Xp)

n ×XIMU → R, with:

cMSCKF,t,1(x̃t, xn+1)

= ‖x̃t � μt‖2Σ−1t
+ ε−1‖xn+1 � ψ(x̃t, x

IMU
n+1)‖22,

and taking ε→ 0 in the resulting (augmented) mean μt and
covariance Σt.

Theorem 5.5: The feature update step of the standard MSCKF
(Alg. 11) is equivalent to applying a Marginalization step to
cMSCKF,t,2 : XIMU × (Xp)

n ×R|Sf |df → R, with:

cMSCKF,t,2(x̃t, fSf
)

:= ‖x̃t � μt‖2Σ−1t
+

∑
(xi,fj)∈Sz,1∪Sz,2

‖zi,j � h(xi, fj)‖2Σ−1v
,

where fSf
∈ R|Sf |df denotes the stacked vector of all feature

positions in Sf (see Alg. 9).
Theorem 5.6: The state propagation step of the standard

MSCKF (Alg. 11) is equivalent to applying a Marginalization
step to cMSCKF,t,4 : XIMU × (Xp)

n ×XIMU → R, with:

cMSCKF,t,4(x̃t, xt+1,IMU)

:= ‖x̃t � μt‖2
Σ
−1
t

+ ‖xt+1,IMU � gIMU(xt,IMU)‖2Σ−1t
.

with x̃t,K := (xt+1,IMU, x1, . . . , xn) ∈ XIMU × (Xp)
n and

x̃t,M = xt,IMU ∈ XIMU.

C. State-of-The-Art SLAM Algorithms

Our framework balances the need for computational effi-
ciency, estimation accuracy, and map precision, tradeoffs ob-
served in design choices of existing SLAM algorithms.
� Extended Kalman Filter (EKF): [5], [21], [22] –The EKF

iteratively updates position estimates of the current pose
and all observed features; all past poses are marginalized.
This design favors computational speed over localization
precision. A variant, the iterated Extended Kalman Fil-
ter (iEKF), takes multiple Gauss-Newton steps before
marginalization to tune the linearization point. This im-
proves mapping and localization accuracy but increases
computation time.

� Multi-State Constrained Kalman Filter: [6], [7], [23]—The
MSCKF iteratively updates a full state, with the current
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Fig. 1. Localization on Vicon Room 2 (medium). Drift from ground-truth is
plotted against the distance traveled along the ground-truth trajectory, sampled
at 5 m intervals. (Note: MSCKF and iMSCKF curves almost overlap). We apply
trajectory alignment as in [29].

IMU state and n past poses; here n ≤ Nmax, a specified
upper bound that trades off accuracy and computational
speed.Features are stored separately.

� Sliding Window Smoother, Fixed-Lag Smoother: [10], [24],
[25]—The fixed-lag smoother resembles the MSCKF, but
performs multiple steps of Gauss-Newton descent be-
fore the marginalization step, to tune the linearization
point.This improves mapping and localization accuracies
at the cost of increasing computation time.

� Open Keyframe Visual-Inertial SLAM (OKVIS): [12]—
OKVIS updates a sliding window of “keyframes”, poses
deemed most informative,which may be arbitrarily spaced
in time.Keyframe poses leaving the sliding window, and as-
sociated landmarks, are marginalized. This design aims to
improve estimation accuracy by maximizing information
encoded by the stored poses, without increasing computa-
tion time.

� GraphSLAM and Bundle Adjustment: [21], [26] –These al-
gorithms solve the full SLAM problem, with no marginal-
ization. Their state estimation can be more accurate than
the above algorithms, but also far slower.

VI. EXPERIMENTS

This section describes the empirical performance of different
marginalization schemes on pose tracking of real-world data. We
examine the MSCKF [6], a standard sliding window filter, and
the keyframe-based OKVIS algorithm [12], each implemented
as an incremental optimization algorithm of the form presented
in this letter.

A. Simulation Settings

Experiments are performed on the EuRoC MAV dataset of
stereo image sequences and IMU data [27]. We standardize
the front-end across all experiments and implementations, using
BRISK keypoint features with brute-force matching. Outlier re-
jection between the two cameras in the stereo setup is performed
using a simple epipolar constraint test, and outlier rejection

between stereo frames taken at subsequent timesteps is per-
formed with reprojection distance test using the latest estimate
of the feature position and camera pose. We use GTSAM in
C++ in the back-end to construct and update costs, compute
Jacobians, and implement Gauss-Newton and marginalization
steps [8], [27]. To construct dynamics and measurement maps,
we collect on-board IMU odometry measurements, and apply the
IMU pre-integration scheme in [28]. (Appendix D). We apply
trajectory alignment as in [29].

B. Results and Discussion

Localization root-mean-squared error on Vicon Room and
Machine Hall sequences from the Euroc MAV dataset are pre-
sented in Table I. Due to space constraints, only the estimator
drift on the V2_02 sequence is plotted (Fig 1). First, we analyze
standard sliding window filters of window size n = 5, 10, 20
frames. Features are marginalized when they are only visible
in the oldest frame in the optimization window. EKF and iEKF
are also included, and are implemented as sliding window filters
with window size 1. For the former, only 1 Gauss-Newton step
is taken, and in the latter, steps are taken until convergence.
Next, we implement MSCKF as an incremental optimization
algorithm (Section V-B), with window size n = 5, and with two
optimization schemes: (1) the standard formulation, with one
Gauss-Newton step after marginalization, and (2) a version that
takes multiple Gauss-Newton steps until convergence (“Iterated
MSCKF,” or iMSCKF). Finally, we implement OKVIS with
IMU window size n = 3, 10, keyframe window size k = 5, and
marginalization and keyframe selection schemes identical to
those in Leutenegger et al. [12].

Our experiments show that, overall, OKVIS outperforms
baseline sliding window filters, even when the latter has a
larger window size. Moreover, our MSCKF implementation
outperforms sliding window filters and OKVIS, even under chal-
lenging camera motions, despite the latter maintaining nonlinear
constraints between camera poses and landmarks, and taking
multiple Gauss-Newton steps per iteration. This persists even for
sliding window filters with larger window sizes. Taking multiple
Gauss-Newton steps in the iMSCKF estimator did not noticeably
improve performance over the standard MSCKF, as illustrated
in Fig. 1.

In contrast with sliding window filter and OKVis imple-
mentations of comparable sizes, the MSCKF recovers better
from localization errors, by employing a marginalization scheme
that always maintains poses arbitrarily far in the past. This is
because older poses represent higher baselines and thus supply
better localization information [7]. For instance, the MSCKF
maintains the first pose in the estimator for a long time, rendering
subsequent estimates more consistent with the initial pose, and
thus minimizing drift at the start of the trajectory. In contrast,
although OKVIS allows keyframes to be maintained arbitrarily
far in the past, keyframes are usually roughly evenly spaced
and form a sliding temporal window in camera motions. Thus,
earlier poses are quickly marginalized, causing estimates to drift
more at the start of the trajectory. Furthermore, the MSCKF
includes features in the optimization window only after they
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TABLE I
ROOT-MEAN-SQUARED ERROR IN TRANSLATION AND ROTATION ON VICON ROOM AND MACHINE HALL SEQUENCES FROM THE EUROC MAV DATASET. WE APPLY

TRAJECTORY ALIGNMENT AS IN [30]

have matured, and thus maximally utilizes localization infor-
mation with fewer updates. Finally, incorporating only matured
features ensures that each feature is always initialized through
multiple-view triangulation instead of merely stereo triangula-
tion. This minimizes the linearization error when features are
marginalized.

VII. CONCLUSION

This letter presents a framework formulating and analyzing
optimization and filtering-based SLAM approaches as the iter-
ative application of key algorithm submodules, and proves that
it encompasses state-of-the-art filtering algorithms as special
cases. Experimental analysis indicate our formulation is useful
for analyzing various design choices inherent in these existing
SLAM algorithms, and implementing them in a modular fashion
for a wide range of robotics applications, which we are eager to
test on hardware.

As future work, we wish to apply our analysis to the dynamic
SLAM problem, which concerns highly mobile features [2], [30]
in practical multi-agent interactions, e.g., real-life traffic scenar-
ios [31], by designing marginalization strategies for estimators
that jointly track moving and stationary landmarks. We expect
good performance on the dynamic SLAM problem, since it
enables flexible user-selected design choices.

APPENDIX

Please use the following link to access an ArXiV version
with the appendix (https://arxiv.org/pdf/2112.05921.pdf). The
authors will ensure that this link stays active.
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