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ABSTRACT
Machine learning algorithms have shown potential to improve
prefetching performance by accurately predicting future memory
accesses. Existing approaches are based on the modeling of text
prediction, considering prefetching as a classification problem for
sequence prediction. However, the vast and sparse memory address
space leads to large vocabulary, which makes this modeling im-
practical. The number and order of outputs for multiple cache line
prefetching are also fundamentally different from text prediction.

We propose TransFetch, a novel way to model prefetching. To
reduce vocabulary size, we use fine-grained address segmentation
as input. To predict unordered sets of future addresses, we use
delta bitmaps for multiple outputs. We apply an attention-based
network to learn the mapping between input and output. Predic-
tion experiments demonstrate that address segmentation achieves
26% - 36% higher F1-score than delta inputs and 15% - 24% higher
F1-score than page & offset inputs for SPEC 2006, SPEC 2017, and
GAP benchmarks. Simulation results show that TransFetch achieves
38.75% IPC improvement compared with no prefetching, outper-
forming the best-performing rule-based prefetcher BOP by 10.44%
and ML-based prefetcher Voyager by 6.64%.
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1 INTRODUCTION
Memory latency is becoming an overwhelming bottleneck in com-
puter performance due to the "memory wall" [4, 72] problem, espe-
cially with the advent of GPUs [43], TPUs [28], and heterogeneous
architectures [17, 52] that accelerate computation. Prefetching is
critical in reducing program execution time and improving instruc-
tions per cycle (IPC) by hiding the latency. It looks at patterns
of memory accesses sequences and uses the past information to
forecast the near future accesses so as to start fetching the data
before the miss occurs [13, 65]. Existing prefetchers are mainly
heuristic, predicting via pre-defined rules, based on the observa-
tion from the locality of references [1, 6–9, 14, 19, 20, 22, 23, 25–
27, 32, 34, 37, 42, 44, 49, 55, 57–59, 69–71]. With the rise of new
workloads, such as graph analytics [2, 38, 54], data mining [29, 63],
and AI applications [21, 64, 67], rule-based prefetchers are not pow-
erful enough to adapt to the increasingly irregular, indirect, and
complex memory access patterns.

Machine learning-based data prefetchers are gaining increasing
attention to pursue higher performance for memory access pre-
diction [15, 16, 61] and prefetching [3, 45, 46, 56, 61, 73]. Prefetch-
ing is commonly modeled as classification for sequence predic-
tion [3, 15, 16, 46, 56, 61, 74, 75], which is analogous to the prob-
lem setting of text prediction [15] in natural language process-
ing (NLP) [39]. However, this analogy is not perfect. First, the
unique memory addresses for an application can be tens of mil-
lions, which is orders of magnitude larger than natural language
vocabulary and exceeds the capability of machine learning mod-
els. This problem is known as class explosion [56]. Existing ap-
proaches partly solve this problem by working on memory access
address deltas [15, 16, 61] or splitting an address by page and off-
set [56]. Second, tokenization [68], as a commonly used technique
in NLP that maps a meaningful word into nonsensitive numerical
data for model processing, is also borrowed by existing ML-based
prefetching models for preprocessing. Tokenization results in extra
storage to save the mapping tables (token dictionaries) in hard-
ware implementation, but the cost has been neglected by previous
works [3, 15, 16, 46, 56, 61, 74, 75]. Third, unlike text prediction
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with a ground truth of future words in a fixed order, in prefetch-
ing there is no ground truth of a certain memory address that
should be prefetched. This is know as the labeling problem [56].
Any access address following the current access could be a poten-
tial label. For a prefetcher that can prefetch multiple blocks for
each trigger (prefetch degree > 1), the order of predicted block
addresses for one prefetch is also insignificant. Lastly, the latency
overhead of ML-based prefetcher is also ignored under this setting.
LSTM (Long short-term memory) [18] is a commonly used predic-
tion model [16, 56, 61, 62, 74, 75] due to its advantage in sequence
modeling. However, the recurrent structure of LSTM is hard to be
parallelized and the inference latency increases linearly with the
input time step length. Recent success of attention-based models,
e.g. the Transformer [66], provides insight into solving this problem
by the virtue of high parallelizability.

To solve the problem of class explosion, tokenization, labeling, and
latency, we propose TransFetch (Transformer for prefetching), an
attention-based prefetcher that supports variable-degree prefetch-
ing.Wemodel prefetching as amulti-label classification problem. To
overcome class explosion for memory address input, we propose an
address segmentation method to reduce the vocabulary without in-
formation loss. It avoids tokenization as the processed value can be
directly fed into a neural network. For labeling, we use delta bitmaps
that collects unordered sets of future deltas to the current address,
which paves the way for multiple block (cache line) prefetching.
In inference, an optimal threshold that maximizes the F1-score is
adapted to adjust the prefetch degrees (the number of blocks to be
prefetched) and balance prefetch aggressiveness. We apply a pow-
erful and embarrassingly parallelizable attention-based network to
learn the mapping between the input segmented addresses and the
delta bitmap labels. The model also supports incorporation of more
context features (program counters, page distances) to enhance
the prediction performance. Besides, we further offset the model
inference latency by artificially introducing estimated latency in
training and then performing distance prefetching.

Overall, our main contributions are:

• We propose TransFetch, an ML-based prefetcher that mod-
els prefetching as multi-label classification. Our model uses
address segmentation for input, delta bitmap for labeling,
attention-based network with context enhancement for pre-
diction, optimal-threshold confidence throttling mechanism
for variable-degree prefetching, and distance prefetching for
hiding inference latency.

• We demonstrate the effectiveness of address segmentation,
attention-based network, and context enhancement in pre-
diction experiments. Results show that address segmentation
achieves 26% - 36% higher F1-score than delta inputs and 15%-
24% higher F1-score than page & offset inputs. Attention-
based model achieves 10% - 13% higher F1-score than LSTM
and Temporal Convolutional Networks (TCN) [33]. Context
enhancement raises the F1-score by 3.1% - 9.1%.

• We evaluate the performance of TransFetch using accu-
racy, coverage, and IPC improvement. Results show that
our method achieves 88.56% prefetch accuracy and 60.54%
prefetch coverage. It improves IPC by 38.75% compared with

no prefetching, outperforming the best-performing rule-
based prefetcher BOP by 10.44%, and ML-based prefetcher
Voyager by 6.64%.

2 BACKGROUND AND RELATEDWORK
In this section, we provide background for data prefetching, atten-
tion mechanism, along with the related prior works.

2.1 Data Prefetching
A prefetching process is a form of speculation that aims to predict
the future data addresses and fetch the data before it is needed.
Prefetch degree is the number of fetching blocks for each prefetch-
ing operation, which indicates the aggressiveness of a prefetcher.
While a higher degree is likely to bring more useful data into cache,
it may introduce cache pollution due to wrong predictions.
Rule-based prefetching. Traditional prefetchers learn from pre-
defined rules, usually exploiting spatial or temporal localities. For
example, Spatial Memory Streaming (SMS) [59] prefetcher identifies
code-correlated spatial patterns to predict future accesses. Spatial
prefetcher BOP [37] and VLDP [55] learn from history access page
offsets or deltas and predict future accesses within a spatial re-
gion. Temporal prefetchers like Irregular Stream Buffer (ISB) [23]
and Domino [1] predict temporally correlated memory accesses
by recording and replaying the history access sequences. Most
rule-based prefetchers require manually configured prefetch de-
gree [1, 23, 37, 55]. Signature Path Prefetcher (SPP) [30] uses a path
confidence-based lookahead mechanism to balance the prefetching
aggressiveness and achieves variable-degree prefetching.
ML-based prefetching. Several prior works have explored the
application of machine learning on data prefetching. Rahman et
al. [50] use logistic regression and decision tree for pattern classifica-
tion. Hashemi et al. [16] present an extensive evaluation of LSTM in
learning memory access patterns. Some other works [3, 46, 73] also
demonstrate the effectiveness of LSTM in memory access predic-
tion. Srivastava et al. [61, 62] use compact LSTM to address the class
explosion problem. RAOP [74] leverages LSTM-based models for
virtual address predictions. C-MemMAP [75] combines clustering
and meta-models to reduce the model size. Seq2seq modeling [40]
based on LSTM encoder-decoder structure has been applied for
memory sequence prediction. Shi et al. [56] propose Voyager that
predicts both page sequence and page offsets using two LSTM
models along with a dot-product attention mechanism. Existing
ML-based prefetchers use history memory access sequence to pre-
dict the next memory access address [3, 16, 46, 56, 61, 62, 73–75],
which leads to a prefetch degree as one. These models require recur-
rent greedy/beam search or accepting low-probability candidates
to realize higher degree prefetching.

2.2 Attention
Transformer [66] suggested a sequence model based on multi-head
attention mechanism and feed-forward network, dispensing with
recurrent structures.
Self-attention. Self-attention takes the embedding of items as
input, converts them to three matrices through linear projection,
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Figure 1: Overall architecture of TransFetch. We have an input sequence of history memory accesses 𝑋𝑡 = {𝑥1, 𝑥2, ..., 𝑥𝑁 } and
output a set of desired block deltas 𝑌𝑡 = {𝑦1, 𝑦2, ..., 𝑦𝑘 } to the current address. The final block address predictions 𝑌𝑡 are the
addition of the current block address and the predicted deltas.

then feeds them into a scaled dot-product attention defined as:

Attention(𝑄,𝐾,𝑉 ) = softmax
(
𝑄𝐾𝑇√︁
𝑑𝑘

)
𝑉 (1)

where 𝑄 represents the queries, 𝐾 the keys, 𝑉 the values, 𝑑 the
dimension of layer input.
Multi-head attention. One self-attention operation can be consid-
ered as one "head", we can apply multi-head self-attention (MSA)
operation as follows:

MSA(𝑄,𝐾,𝑉 ) = Concat (head1, . . . , headH)𝑊𝑂

headi = Attention
(
𝑄𝑊

𝑄
𝑖 , 𝐾𝑊

𝐾
𝑖 ,𝑉𝑊

𝑉
𝑖

) (2)

where the projection matrics𝑊𝑄
𝑖 ,𝑊

𝐾
𝑖 ,𝑊

𝑉
𝑖 ∈ R𝑑×𝑑 and H is the

number of heads.
Point-wise feed-forward. Point-wise feed-forward network (FFN)
is defined as follows:

FFN(𝑥) = max (0, 𝑥𝑊1 + 𝑏1)𝑊2 + 𝑏2 (3)

Previous ML-based prefetchers widely use recurrent neural net-
works (mainly LSTM) [3, 16, 46, 56, 61, 62, 73–75]. However, the
recurrent structure of RNNs makes the model less practical due to
high inference latency. A virtue of attention-based network is high
parallelizability. Without recurrent steps, all input positions, hidden
representations, and output dimensions can be computed in paral-
lel [36]. In this work, we will explore using only attention-based
networks suggested by [66] as a predictor for data prefetching.

3 APPROACH
In this sectionwe describe TransFetch, an attention-based prefetcher
that uses segmented address as input and achieves variable-degree
prefetching through delta bitmap labeling. We formulate the mem-
ory access prediction task as a multi-label classification problem
and design a neural model to fit the mapping. Since a prefetch must
be in the unit of a block, we can consider only the block address
space, the address configuration is shown in the left top of Figure 1.

ProblemFormulation. Let𝐴𝑡 = {𝑎1, 𝑎2, ..., 𝑎𝑁 } be the sequence of
𝑁 history block addresses at time 𝑡 , where𝑎𝑡 = {𝑏1𝑡 , 𝑏2𝑡 , ..., 𝑏

𝑝
𝑡 , ..., 𝑏

𝑝+𝑐
𝑡 }

represents the block address in binary with 𝑝-bit page address and
𝑐-bit block (cache line) index at time 𝑡 . Let 𝑃𝐶𝑡 = {𝑝𝑐1, 𝑝𝑐2, ..., 𝑝𝑐𝑁 }
be the sequence of 𝑁 history program counters at time 𝑡 . Let
𝑋𝑡 = {(𝑎1, 𝑝𝑐1), (𝑎2, 𝑝𝑐2) ..., (𝑎𝑁 , 𝑝𝑐𝑁 )} be the input of the predic-
tionmodel. Let𝑌𝑡 = {𝑦1, 𝑦2, ..., 𝑦𝑘 } be the set of𝑘 outputs associated
with the unordered future 𝑘 block deltas to the current block ad-
dress. Our goal is to construct meaningful𝑋𝑡 to𝑌𝑡 that are helpful in
data prefetching. The final address predictions 𝑌𝑡 = {𝑦1, 𝑦2, ..., 𝑦𝑘 }
are the addition of current block address and the predicted deltas.

3.1 Overview of TransFetch
Figure 1 illustrates the overall architecture of TransFetch and how
the model is applied in a hardware system. History block addresses
are processed using address segmentation for model inputs, which
solves class explosion and avoids tokenization, as is described in
Section 3.2. As a solution for labeling, we take future deltas in
the form of delta bitmap as training labels. In inference, optimal
thresholds for output bitmaps are adapted to adjust the number
of outputs (prefetch degree), as in Section 3.3. To reduce inference
latency, a powerful and parallelizable attention-based network is
designed for learning the mapping between input and output, as
is described in Section 3.4. To further offset the latency, a distance
prefetching scheme is discussed in Section 3.5.

3.2 Address Segmentation
We propose a simple approach called address segmentation (AS)
to solve the class explosion problem in memory access prediction,
keeping all the information in an address and avoiding tokenization.

Considering a block address with 𝑝-bit page address and 𝑐-bit
block index, we can split this block address to 𝑆 = ⌈𝑝+𝑐𝑠 ⌉ segments,
each with 𝑠 bits. In this way, each segment can be represented in
an integer within [0 − 2𝑠 ). This range can be tuned appropriately
for direct model input. One address then can be represented as a
vector in dimension 𝑆 .
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(a) Address segmentation (b) Examples of memory access patterns visualized in segmented addresses.

Figure 2: Address segmentation approach and memory access pattern cases visualized under segmented addresses.

There are two special cases. The first is when 𝑠 = 1, the model
input is a binary of an address. This case reveals the detail of an
address in the highest granularity but requires a model to learn the
correlation of each bit. The other case is when 𝑠 = 𝑐 , which means
using the block size 𝑐 as the segmentation basis and split the block
address to 𝑆 = ⌈𝑝𝑐 ⌉ + 1 segments, the segment vocabulary is 2𝑐 , 64
for 𝑐 = 6. This case keeps the feature of internal page patterns and
reduces the input dimension compared with binary inputs.

Figure 2a illustrates address segmentation for case 𝑠 = 𝑐 . Fig-
ure 2b visualizes three example pieces of memory access sequences
from SPEC CPU 2017 [10] in form of this case, which illustrates the
advantages of AS for preprocessing. While in application 654.roms,
the pattern lies mainly within a page (the column of segment 9),
623.xalancbmk shows memory access skipping beyond the page
limit. Furthermore, 607.cactuBSSN shows more complex patterns,
e.g., skippings between pages. AS keeps the information of an ab-
solute address compared with solely delta, offset, or page inputs.
In addition, AS avoids token dictionaries, saves storage space, and
can process unknown input classes.

3.3 Variable-Degree Prefetching
3.3.1 Delta Bitmap Labeling. We use delta bitmaps as the format
of labels and outputs. We aim to predict multiple unordered future
deltas to the current block, as is shown in the bottom part of Figure 1.
The labels are acquired from offline traces for training. First, future
deltas yd are collected within a look forward window𝑊 . Then, a
delta bitmap at size 𝐵 is filled to label the appearance of deltas by an
arbitrary mapping rule 𝑓 : yd → yb, where yb is the labeled bitmap,
which can be used for multi-label model training. By designing the
delta bitmap size 𝐵 to be larger than a page, our model can learn
and predict inter-page patterns, which addresses the weakness
rule-based spatial prefetchers like BOP [37] and VLDP [55].

3.3.2 Optimal-Threshold Confidence Throttling. A neural network
can be designed to output the probability of each bit being positive
in a bitmap. We define this probability as prefetch confidence for the
corresponding deltas in bitmap. Instead of using a fixed threshold,
e.g. 0.5, to binarize the model output, we find the optimal threshold
that maximizes the F1-score [53] in the step of model validation,
between model training and testing. In inference, the output vector

Figure 3: Attention-based memory access predictor with con-
text enhancement.

of prefetch confidence can be binarized using the optimal threshold,
which forms the output delta bitmap. Then, the inverse mapping
𝑓 −1 converts the output delta bitmap to the predicted delta vectors.

Using delta bitmap and optimal-threshold confidence throttling
together for inference, our approach enables variable-degree prefetch-
ing: a model can predict and request prefetching variable number
of future cache lines in one inference step.

3.4 Attention-Based Predictor
With the abovewell-defined input and output, we design an attention-
based network to learn the mapping from the input segmented ad-
dresses to the delta bitmap labels. The model structure is depicted
in Figure 3. First, we describe the basic model. Then we introduce
context enhancement that utilizes more context information to
boost the model performance.

3.4.1 Basic Model. Our model input is a 2D sequence of segmented
addresses: a𝑆 = [a1𝑆 ; a2𝑆 ; ...; a𝑁𝑆 ] ∈ R𝑁×𝑆 where 𝑁 is the number of
history addresses and 𝑆 is the dimension of a segmented address.

We flatten the input sequence and map to 𝐷 dimensions using
an input embedding layer, where 𝐷 is the hidden dimension of
Transformer layers. Inspired by BERT [11] and ViT [12], a trainable
"classification token" denoted as x𝑐𝑙𝑠 is prepended to the input
sequence, whose state is a comprehensive representation of the
input sequence. We apply learnable 1D position embeddings [12]
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to incorporate temporal information to input vector. The addition
of input embeddings and position embeddings are fed into a the
Transformer layers, which can be expressed as:

z0 =
[
x𝑐𝑙𝑠 ; a1𝑆E; a

2
𝑆E; · · · ; a𝑁𝑆 E

]
+ Epos (4)

where z0 represents input sequence to the Transformer layers, E is
the input embedding and Epos is the position embedding.

The Transformer layer is based on multi-head attention and feed-
forward network as described in Section 2.2. The output of 𝐿 stacked
Transformer layers will be fed into a multi-layer perceptron (MLP)
head for multi-label classification, which is the same dimension
as the delta bitmap size 𝐵. A sigmoid activation is applied to each
output dimension and outputs the probability of this dimension
being positive, which we use as the prefetch confidence for deltas.

3.4.2 Context Enhancement. The model can incorporate richer
input features to boost the model performance using the same
method as position embedding.

First, we incorporate program counters (PC), which are com-
monly used to help detecting memory patterns [23, 59]. To avoid
tokenization, we use a 𝐻𝐴𝑆𝐻_𝐵𝐼𝑇𝑆 bit length folding method [35]
as the hash function to compress the PC value 𝑝𝑐𝑛 . The hashed
value is divided by 2𝐻𝐴𝑆𝐻_𝐵𝐼𝑇𝑆 for normalization, the processed
PC input vector is cpc = [𝑐1𝑝𝑐 ; 𝑐2𝑝𝑐 ; ...; 𝑐𝑁𝑝𝑐 ], 𝑐𝑛𝑝𝑐 is defined as:

𝑐𝑛𝑝𝑐 =
ℎ𝑎𝑠ℎ(𝑝𝑐𝑛)
2𝐻𝐴𝑆𝐻_𝐵𝐼𝑇𝑆 (5)

Second, we incorporate page distance (PD) based on the hypoth-
esis that adding weights to input addresses through the inversion
of page distances can improve the model prediction performance:

𝑐𝑛𝑝𝑑 =
1

|𝑝𝑎𝑔𝑒𝑛 − 𝑝𝑎𝑔𝑒1 | + 1 (6)

where 𝑝𝑎𝑔𝑒𝑛 is the page address at history 𝑛, 𝑝𝑎𝑔𝑒1 is the current
page address, the PD input vector is cpd = [𝑐1

𝑝𝑑
; 𝑐2
𝑝𝑑

; ...; 𝑐𝑁
𝑝𝑑

].
The context input is the concatenation of cpc and cpd. A linear

projection Ece is applied for context embedding that maps the
context input vector to the same dimension of the Transformer
input. Therefore, the input embedding, position embeddings and
the context embedding can be added as described in Equation 7.

z′0 = z0 + [cpc; cpd]Ece (7)

3.4.3 Loss Function. For our multi-label classification problem, we
use binary cross-entropy loss defined as below:

L = − 1
𝑁

𝑁∑︁
𝑖=1

𝑦𝑖 log (𝑝 (𝑦𝑖 )) + (1 − 𝑦𝑖 ) log (1 − 𝑝 (𝑦𝑖 )) (8)

where𝑦𝑖 is the label and 𝑝 (𝑦𝑖 ) is the predicted probability for sample
𝑖 being𝑇𝑟𝑢𝑒 . For multi-label training, each dimension is considered
independent and the loss is summed.

3.5 Distance Prefetching
A real hardware implementation will incur some latency. Attention-
basedmodel is feasible for high parallel implementations. According
to Equation 1 - 3 and Figure 3, the network inference latency under

a fully paralleled implementation can be estimated as:
𝐿𝑎𝑡𝑒𝑛𝑐𝑦 = 𝑇𝑚𝑚𝑒 +𝑇𝑎𝑑𝑑︸         ︷︷         ︸

Embeddings

+𝑇𝑚𝑚ℎ +𝑇𝑎𝑣︸        ︷︷        ︸
Output head

+

𝐿 × [ 4𝑇𝑚𝑚𝑎 + 3𝑇𝑎𝑣︸           ︷︷           ︸
Multi-head attention

+𝑇𝑚𝑚𝑓 + 2(𝑇𝑎𝑑𝑑 +𝑇𝑛𝑜𝑟𝑚)]

︸                                                      ︷︷                                                      ︸
Transformer layer

(9)

where 𝑇𝑚𝑚𝑒 is the latency of matrix multiplication for the input
embeddings, 𝑇𝑎𝑑𝑑 is the vector addition latency, 𝑇𝑚𝑚ℎ is the MLP
head latency, 𝑇𝑎𝑣 is the latency for activation functions, mask, and
scale operations,𝑇𝑚𝑚𝑎 is the latency of multi-head attention,𝑇𝑛𝑜𝑟𝑚
is the normalization latency. 𝐿 is the number of Transformer layers.

While attention-based network reduces inference latency, we
can further offset the latency by skipping the inference slot and
predict the future memory accesses in a distance. The model for
distance prefetching can by easily trained through distance labeling,
i.e., collecting labels by skipping the estimated inference latency.

4 EXPERIMENTS
4.1 Benchmarks
We evaluate TransFetch and the baselines using the application
traces generated from benchmarks SPEC CPU 2006 [24], SPEC CPU
2017 [10], and GAP [2] using SimPoint [47]. After skipping 1M in-
structions for warm-up, we use 100M instructions for experiments.
We use the first 40M instructions for model training, the next 10M
instructions for validation, tuning, and generating optimal thresh-
olds, and the last 50M instructions for evaluation1.

Table 1: Benchmark statistics

BMKs # PCs # Addresses # Pages # Deltas

SPEC 06 23∼893 60.0K∼2.21M 2.51K∼88.9K 23.6K∼2.01M
SPEC 17 26∼1126 62.1K∼1.78M 7.99K∼ 0.26M 3.18K∼0.72M
GAP 63∼118 0.56M∼1.25M 8.27K∼ 27.2K 0.30M∼1.20M

Table 1 shows the number of unique program counters (PCs),
addresses, page addresses, and deltas. If using tokenization, a token
dictionary needs to store themapping of the unique values to tokens,
which is consumes storage. Our method discards tokenization and
saves up to table of length 2.01M compared with delta inputs, and
up to table of length 0.26M compared with page & offset inputs,
given the same level of model complexity.

4.2 Prediction Evaluation
We evaluate the prediction performance of the model by comparing
the predicted deltas to the labels. With fixed labels, we vary the
model backbones (feature extractor) and inputs to understand the
advantages of TransFetch.

4.2.1 Implementation. The configuration of TransFetch is shown
in Table 2. The models are trained using ADAM [31] optimizer with
decayed learning rate. We set the delta bound as ±128 that can skip
the page boundary of 64, which determines the bitmap size as 256.
1The code is available at: https://github.com/pgroupATusc/TransFetch.git
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Table 2: Model configuration

Configuration Value Configuration Value

Input/output Delta bound ±128 Delta bitmap 𝐵 256
History 𝑁 9 Look-forward𝑊 128

Attention Dimension 𝐷 128 MLP head layer 1
Head number 4 Layer 𝐿 2

4.2.2 Backbones. To evaluate the contribution of attention layers,
under the same input and output configuration in Table 2, we im-
plement three neural networks as the backbones of our framework:

• LSTM [18] with hidden dimension = 256, number of layers
= 1, and output dimension = 256, indicated as (256, 1, 256).

• TCN [33] with hidden dimension same as input sequence
length 𝑙𝑖𝑛 , channel = 1, filter size = 4, and output dimension
= 256, indicated as (𝑙𝑖𝑛 , 1, 4, 256).

• Attention [66] as in Table 2, with hidden dimension = 128,
number of heads = 4, depth = 2, and output dimension = 256,
indicated as (128, 4, 2, 256).

4.2.3 Inputs. To evaluate the contribution of address segmentation,
we implement three input methods:

• Delta input uses the jumps between consecutive memory
access addresses. A value-to-token dictionary is required;
this requires extra storage space.

• Page & offset splits an address only to page address and
page offset. The page addresses also need tokenization and
use extra storage for token dictionary. The offsets can be
directly fed into the model.

• Address segmentation (AS) splits an address to segments
and avoids tokenization. Particularly, when the segmentation
bit = 6, the segment size is same as the block index.

4.2.4 Metrics. We use precision, recall, and F1-score [48] to evalu-
ate the memory access prediction performance of the models.

4.2.5 Output threshold. For all the implemented models, we deter-
mine the optimal threshold through a grid search to achieve the
highest F1-score in validation.

4.2.6 Results. Table 3 shows the prediction performance of the
implemented backbones under various inputs. For a fair comparison,
the models are tuned with the same order of complexity, except
the TCN whose model size is influenced by the input format. For
each backbone, the trend is clear that 1-bit AS and 6-bit AS as
inputs result in higher performance than delta input, page & offset
inputs, and other AS methods. Specifically, LSTM is stronger in
bit-wise input while attention shows higher performance in 6-bit
segmentation. Address segmentation achieves 0.26 - 0.36 higher
F1-score than delta inputs and 0.15 - 0.24 higher F1-score than page
& offset inputs. Comparing among different backbones, we observe
that attention-based models typically acquire higher recall than
LSTM and TCN, which leads to 0.10 - 0.13 higher F1-score.

4.2.7 Effectiveness of Context Enhancement. To evaluate the influ-
ence of context enhancement (CE), we conduct ablation studies on
program counter (PC) and page distance (PD). When we introduce

both PC and PD, the enhanced model achieves the highest precision
and F1-score for all the three benchmarks. The F1-score improves
by 3.1% - 9.1% when context enhancement is introduced.

4.3 Prefetching Evaluation
We evaluate the prefetching performance of TransFetch by compar-
ing with the state-of-the-art rule-based prefetchers and ML-based
prefetchers. Both the input methods and the labeling methods can
be different among these prefetchers. We follow their original de-
signs and compare the overall contributions to the improvement of
IPC under the same data set and simulation environment.

4.3.1 Simulator. We evaluate our approach using the simulation
framework released by the 2021ML-Based Data Prefetching Compe-
tition, which is based on ChampSim [5]. The simulator parameters
are shown in Table 5. We simulate all prefetchers at the last-level
cache (LLC). There is no prefetching for other cache levels.

4.3.2 Baseline Prefetchers. We compare TransFetch with state-of-
the-art rule-based prefetchers and ML-based prefetchers:

• Rule-based prefetchers including spatial prefetchers BOP [37],
VLDP [55], and SPP [30] with variable degree; temporal
prefetchers ISB [23] and Domino [1].

• ML-based prefetchers including Embedding-LSTM [15]
with delta inputs, Clustering-LSTM [15] with address space
clustering, and Voyager [56].

4.3.3 Metrics. We use prefetch accuracy, coverage, and IPC im-
provement [60] to evaluate the prefetching performance. Defining
a useful prefetch as the prefetched line being referenced by the
application before it is replaced, we have:

• Prefetch accuracy as the ratio of useful prefetches to the
overall prefetches;

• Prefetch coverage as the ratio of useful prefetches to the
overall cache misses;

• IPC improvement as the percentage increase of instruc-
tions per cycle.

(a) Optimal threshold (b) Mean prefetch degree

Figure 4: Optimal threshold and mean prefetch degree.

4.3.4 Prefetch Degrees. Figure 4a shows the adapted optimal thresh-
olds for TransFetch. The average thresholds are 0.448, 0.296, and
0.323 for benchmarks SPEC 06, SPEC 17, and GAP, respectively.
The overall average threshold is 0.355. Figure 4b shows the mean
prefetch degrees after throttled from optimal thresholds. The over-
all average degree is 10.271 across all applications. According to
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Table 3: Comparison of model backbones and input methods

SPEC 06 SPEC 17 GAP

Backbone Input # Params (K) Precision Recall F1-score Precision Recall F1-score Precision Recall F1-score

Delta∗ 477 0.5877 0.4218 0.4911 0.6017 0.4215 0.4957 0.5618 0.0670 0.1197
Page & offset∗ 625 0.6323 0.4356 0.5158 0.6208 0.4257 0.5051 0.5994 0.1372 0.2233

1-bit AS 812 0.7158 0.5039 0.5914 0.6763 0.4519 0.5418 0.5835 0.3594 0.4448
LSTM 4-bit AS 451 0.6122 0.4712 0.5325 0.6177 0.4364 0.5115 0.4281 0.3361 0.3765

(256,1,256) 6-bit AS† 394 0.6291 0.4520 0.5260 0.6172 0.4383 0.5126 0.6096 0.3403 0.4368
8-bit AS 394 0.6513 0.4938 0.5617 0.6160 0.4457 0.5172 0.5762 0.3311 0.4206
12-bit AS 369 0.6110 0.4510 0.5190 0.6072 0.4397 0.5101 0.5106 0.3467 0.4130
16-bit AS 361 0.6022 0.4147 0.4911 0.6519 0.4407 0.5259 0.5406 0.3393 0.4169

Delta∗ 889 0.5633 0.4179 0.4798 0.5833 0.4101 0.4816 0.3618 0.1350 0.1966
Page & offset∗ 1679 0.6871 0.4921 0.5735 0.6110 0.4433 0.5138 0.5219 0.2024 0.2917

1-bit AS 8153 0.6992 0.5298 0.6028 0.6231 0.4833 0.5444 0.5639 0.3451 0.4282
TCN 4-bit AS 436 0.7027 0.5173 0.5959 0.6679 0.4623 0.5464 0.4522 0.3530 0.3965

(𝑙𝑖𝑛 ,1,4,256) 6-bit AS† 201 0.7135 0.5134 0.5971 0.6169 0.4892 0.5457 0.5877 0.3551 0.4358
8-bit AS 132 0.6033 0.4138 0.4909 0.6265 0.4335 0.5124 0.4425 0.3223 0.3730
12-bit AS 43 0.6005 0.4127 0.4892 0.5989 0.4328 0.5024 0.3976 0.3213 0.3554
16-bit AS 29 0.5908 0.4079 0.4826 0.5972 0.4316 0.5011 0.3966 0.3250 0.3572

Delta∗ 431 0.5112 0.4338 0.4693 0.5623 0.3947 0.4638 0.1956 0.1986 0.1971
Page & offset∗ 431 0.5989 0.5637 0.5808 0.5699 0.5123 0.5396 0.2676 0.4012 0.3211

1-bit AS 433 0.6856 0.7439 0.7136 0.6025 0.6484 0.6246 0.4020 0.8418 0.5442
Attention 4-bit AS 433 0.6637 0.7337 0.6969 0.6020 0.6118 0.6069 0.3876 0.7337 0.5072

(128,4,2,256) 6-bit AS† 432 0.6997 0.7565 0.7270 0.6018 0.6901 0.6429 0.4170 0.8429 0.5580
8-bit AS 432 0.6869 0.6918 0.6893 0.5331 0.5701 0.5510 0.3174 0.7068 0.4381
12-bit AS 432 0.6799 0.6865 0.6832 0.5796 0.5443 0.5614 0.3431 0.7162 0.4639
16-bit AS 432 0.6693 0.6935 0.6812 0.5424 0.5215 0.5317 0.3097 0.7020 0.4298

∗ Delta input and page & offset input need tokenization and require extra storage for token dictionaries.
† 6-bit AS is when the segment size equals the block index size, i.e. 𝑠 = 𝑐 .

Table 4: Ablation study of program counter (PC) and page distance (PD)

SPEC 06 SPEC 17 GAP

Method PC PD Precision Recall F1-score Precision Recall F1-score Precision Recall F1-score

Basic 0.6997 0.7565 0.7270 0.6018 0.6901 0.6429 0.4170 0.8429 0.5580
+cpcEce ✓ 0.7430 0.7777 0.7599 0.8080 0.5314 0.6412 0.6245 0.6268 0.6256
+cpdEce ✓ 0.8493 0.7117 0.7744 0.7556 0.5881 0.6614 0.5856 0.6377 0.6105

+[cpc; cpd ]Ece ✓ ✓ 0.8638 0.7217 0.7864 0.8144 0.6496 0.6735 0.6634 0.6344 0.6486

Table 5: Simulation parameters

Parameter Value

CPU 4 GHz, 4-wide OoO, 256-entry ROB, 64-entry LSQ
L1 I-cache 64 KB, 8-way, 8-entry MSHR, 4-cycle
L1 D-cache 64 KB, 12-way, 16-entry MSHR, 5-cycle
L2 Cache 1 MB, 8-way, 32-entry MSHR, 10-cycle
LL Cache 8 MB, 16-way, 64-entry MSHR, 20-cycle
DRAM 𝑡𝑅𝑃 = 𝑡𝑅𝐶𝐷 = 𝑡𝐶𝐴𝑆 = 12.5 ns, 2 channels,

8 ranks, 8 banks, 32K rows, 8GB/s bandwidth per core

the degree results, we set the overall degree of rule-based baseline
prefetchers as 10 for a fair comparison. For ML-based prefetchers,
we prefetch predictions with the 10 top probabilities.

4.3.5 Simulation Results. Figure 5 illustrates the prefetch accuracy.
Voyager achieves the highest average accuracy at 95.37% among all
prefetchers. SPP achieves accuracy at 91.63%, the highest among
rule-based prefetchers. TransFetch has accuracy at 88.56% that is
the third highest among all prefetchers. VLDP, BOP, ISB, Domino,
Embedding-LSTM, and Clustering-LSTM achieve lower accuracy
at 85.08%, 75.69%, 46.49%, 22.70%, 70.79%, and 67.54%, respectively.

Figure 6 shows the prefetch coverage. In an average, Trans-
Fetch achieves the highest coverage at 60.54%, compared with Voy-
ager at 51.80%. BOP achieves 35.74%, which is the highest among
rule-based prefetchers. VLDP, SPP, ISB, Domino, Embedding-LSTM,
and Clustering-LSTM achieve lower coverage at 28.09%, 35.47%,
12.80%, 16.57%, 31.86%, and 39.16%, respectively.

Figure 7 shows the IPC improvement of the prefetchers, which
indicates the overall contribution of a prefetcher to the system
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Figure 5: Prefetch accuracy of TransFetch and baselines.

Figure 6: Prefetch coverage of TransFetch and baselines.

Figure 7: IPC improvement of TransFetch and baselines.

speedup. In the average, TransFetch achieves the highest IPC im-
provement at 38.75%, which is 10.44% higher than BOP and 6.64%
higher than Voyager. VLDP, SPP, ISB, Domino, Embedding-LSTM,
and Clustering-LSTM achieve lower IPC improvement at 19.50%,
22.59%, 8.01%, 5.64%, 19.46%, and 21.99%, respectively.

There are cases when TransFetch significantly outperforms other
prefetchers. For 410.bwaves, TransFetch achieves 77.44% IPC im-
provement, compared with Embedding-LSTM at 52.89% and BOP at
46.12%. For bfs, TransFetch ahieves 78.5% IPC improvement, com-
pared with the second highest Voyager at 51.14% and the highest
rule-based prefetcher SPP at 48.8%.

4.4 Distance Prefetching Evaluation
In ideal implementation, assuming full parallelism in our model,
the estimated latency 𝑇 ≈ 100 cycles according to Equation 9 and
Table 2, with dimensions 𝐷 = 64, layer 𝐿=2, matrix multiplication
𝑇𝑚𝑚 = 1+ log2 𝐷 , and 1 cycle lookup table implemented activations.
Recent works have explored more efficient implementations, e.g.,
replacing matrix multiplication by lookup tables [51] and combina-
tional logic [41]. In future implementations, the range of 𝑇 < 200
can be a reasonable target.

Figure 8: Effectiveness of distance prefetching. "L" means low
throughput (1/T); "H" means high throughput (1).

We train and simulate TransFetch with induced latency𝑇 from 0
to 200 cycles, under bounds of throughput 1/𝑇 and 1 inference per
cycle. The average prefetching performance is shown in Figure 8.
With 200 cycles latency, the high throughput model with distance
prefetching (DP) achieves 36.29% IPC improvement, higher than
the model without DP at 34.67%, both are still highest compared
with the baselines in Figure 7. Even for the low throughput models,
DP shows the IPC improvement at 28.39% for 200 cycles latency,
slightly higher than BOP at 28.31, while the models without DP
drop to 25.78%. Overall, distance prefetching effectively decelerates
the performance drop caused by inference latency.

5 CONCLUSION
In this paper, we presented TransFetch, a novel way to model
prefetching and to solve the problem of class explosion, tokeniza-
tion, labeling, and latency. The keys to our approach are using
fine-grained address segmentation for model input to reduce vo-
cabulary and avoid tokenization, using delta bitmap for labeling,
and using powerful and parallelizable attention-based network
for prediction. TransFetch achieves 26% - 36% higher F1-score
than delta inputs and 15%- 24% higher F1-score than page & off-
set inputs. TransFetch achieves 38.75% IPC improvement in simu-
lation, outperforming the best-performing rule-based prefetcher
BOP by 10.44% and ML-based prefetcher Voyager by 6.64%. We
believe TransFetch offers a new paradigm for modeling prefetch-
ing toward high performance and practicality. In future work, we
plan to explore the incorporation of software hints to improve
prefetching performance.
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