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Moving Past Principal Component Analysis: Nonlinear Dimensionality
Reduction Towards Better Hand Pose Synthesis

Edoardo Battaglia, Michael Kasman and Ann Majewicz Fey

Abstract— Despite their complex Kinematic structure with
many degrees of freedom, human hands have been shown to
have synergistic behavior, with coordinated joint movements
being able to explain a large amount of the variance in hand
posture measurements. This phenomenon has traditionally been
analyzed through Principal Component Analysis (PCA), and
has led to important applications in medical robotics, such
as the design and control of upper limb prostheses and mea-
surement of hand posture with a reduced number of sensors.
However, the use of more complex, nonlinear dimensionality
reduction techniques for hand joint measurements has been
under-explored in the literature. In this paper, we aim to fill
this gap by comparing Principal Component Analysis, Kernel
Principal Component Analysis (KPCA), and autoencoders on
the same data set, evaluating the performance in terms of Mean
Square Error of reconstructed hand poses with respect to the
original data set. Results show a better performance for the
nonlinear techniques, lowering Mean Square Error up to 25%
for the KPCA and 50% for the autoencoders when compared
to PCA. Visualization of the reconstructed poses shows a better
ability from the autoencoder to reconstruct hand shapes when
compared to the two other methods.

I. INTRODUCTION

Human hands are, at the same time, simple and complex.
Simple in the way that they are used, performing advanced
grasping and manipulation tasks in everyday life without too
much thought from the human user. Yet, they are complex
in their anatomy and have a complicated kinematic structure
with several degrees of freedom. This dual nature has been
highlighted by numerous studies in neurophysiology, which
have shown evidence of the existence of postural hand syner-
gies, i.e., kinematic patterns in hand postures that can explain
complex hand movements with a reduced set of degrees of
freedom. This has been observed for static poses [1], reach to
grasp [2] and grasping movements [3]. Interestingly, similar
patterns can also be observed in muscular activation [4] and
there is indication of an overall synergistic framework that
begins from the brain and ends in physical grasp postures [5].
Of note, all these studies used Principal Component Analysis
(PCA) to linearly reduce the dimensionality of hand pose
datasets.

These results from neuroscience have been a source of
inspiration for the design of artificial hands, with applica-
tions in upper limb prosthetics and robotic end-effectors. A
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synergy-inspired robotic hand was first presented by Brown
and Asada in [6], where synergies extracted from measured
human hand postures were used to design a 17 degree
of freedom hand with two degrees of actuation. Gabiccini
et al. formalized a mathematical model of soft synergies,
which added compliance to the synergistic behavior[7]. An
underactuated robotic hand with 19 joints and one degree of
actuation was designed based on this model [8], which was
later adapted as a prosthetic system [9], [10]. Other groups
have proposed similar approaches [11], [12], [13], [14].

In addition to informing the design, synergies have in-
spired solutions for control of actuated robotic hands. Ciocar-
lie and Allen first proposed this approach in [15], where they
showed the advantages of using a reduced dimensionality
framework and implemented in an online grasp planning.
This approach led to several works that mapped human hand
measurements to artificial hands [16], [17], [18], while others
used similar methods to synthetize grasps without a human
in the loop [19], [20].

These concepts were also translated to muscular synergies
and used for the control of upper limb prostheses [21],
and similar ideas have been explored for hand exoskeletons
in rehabilitation [22] and hand posture estimation from
a reduced number of sensors [23]. Synergies could also
potentially be used to simplify mapping of kinematic data
to surgery skill level in robotic surgery [24].

In this paper we compare the performance of PCA and
nonlinear reduction techniques on human hand poses, with
the evaluation being done on joint angles, and using the
difference between reconstructed and original hand poses as
a benchmark. We used the open data set released by Glauser
at al. in [25], which is a large (over 1 million samples) data
set of 10 subjects performing hand movements covering a
wide kinematic range, instead of a limited number of grasp
shapes. We also focus on reconstruction using a limited
number of degrees of freedom (up to three), which is a
desirable feature in most medical robotics applications to
reduce complexity and keep control easy for the user (e.g.,
in upper-limb prosthetics [26]). We aim for the results of
this work to be general and relevant for multiple synergy-
inspired applications, rather than focus on a single specific
application. To the best of our knowledge, this is the first
work that compares Principal Component Analysis to non-
linear approaches for dimensionality reduction of a hand pose
dataset.
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II. DIMENSIONALITY REDUCTION TECHNIQUES
A. Principal Component Analysis

Principal Component Analysis can be seen geometrically
as describing a data set through a coordinate system where
the first axis accounts for the largest amount of variance,
the second accounts for the largest amount of remaining
variance, and so on until the complete dimensionality of the
data is reached [27]. For dimensionality reduction a subset
of these principal components is chosen, and the data is
described through only this subset of coordinates, effectively
projecting it on a lower dimension hyperplane [28].

From an operative point of view, PCA is performed
by doing a Singular Value Decomposition (SVD) of the
covariance matrix of the centered data, obtained by stacking
the data by columns in a matrix and subtracting the mean.
This can also be equivalently approached using eigenvector
decomposition; we refer to the tutorial from Shlens [29] for
more details. Because of this, PCA is a linear technique,
and while its use is standard and allowed to obtain important
results for what concerns hand dimensionality reduction, here
we are interested in considering more complex techniques
and see if their use can increase performance in hand posture
decomposition. To the best of our knowledge, such analysis
was never done before.

B. Kernel Principal Component Analysis

The first nonlinear technique that we will consider is
the Kernel PCA (KPCA). This technique is similar to the
PCA, but is made nonlinear by transforming the data via
a nonlinear function, with the PCA being performed in the
transformed feature space [30]. More formally, we consider
a mapping ¢ : R" — F, where R” is the original space for
the data set (i.e., measured joint angles) and F is the feature
space. It can be shown that as long as a function k respects
certain conditions, the relation k(x,y) = ¢ (x)” ¢ (y) holds for
some @[27]. In this case k is called kernel function, and it
allows to calculate a kernel matrix K directly in the feature
space. Thanks to this kernel trick, it is possible to perform
PCA in the feature space (i.e., KPCA) without actually
calculating, or even knowing, the function ¢.

Because it injects a nonlinearity through the feature space
mapping, KPCA can expose patterns in data sets that lie
on nonlinear manifolds, which the PCA would not be able
to unravel [31]. However, this comes with the drawback of
a more complex process for reconstruction of the original
data in R" from its mapping in F' [27]. Furthermore, KPCA
comes with a significant additional computational load when
compared to PCA, causing problems with large data sets as
shown by Kim in [32] and Chin and Suter in [33].

C. Autoencoders: neural networks for dimensionality reduc-
tion

Autoencoders are artificial neural networks that map some
input data to itself, and in doing so highlight patterns in the

data [34]. In their simplest form, they are composed by two
layers: an encoder, which usually has a number of neurons

lower than the size of the input, and maps it to a lower di-
mensionality representation known as latent representation’';
and a decoder, which maps the latent representation back to
the original input [27].

Interestingly, when no activation functions are used and
the Mean Square Error is used as cost function for training,
such a network builds a latent representation that spans the
same subspace that would be represented by a PCA. This
makes autoencoders particularly interesting for a comparison
that has PCA as baseline, since one can gradually increase
the complexity of the basic autoencoder and see how this
affects the reconstruction. Such increase in complexity can be
achieved by using nonlinear activation functions and adding
layers, making the network deep. In the following sections
we will show how we designed the network architecture
using the suggestions laid out by Charte et al. in [34] as
general guidelines.

III. EVALUATION METHODS

The comparison was done on an open” data set of hand
pose measurements, introduced by Glauser et al. in [25],
where it was used as ground truth to calibrate a sensing
glove for hand pose reconstruction. It contains joint angles
in radians that were obtained from a depth camera through
an off-the-shelf hand tracking algorithm described by Tkach
et al. in [35], with 10 participants performing a variety of
hand poses that were shown to them during the recording.
The hand model used, as introduced in [35], [25], has 25
degrees of freedom and is shown in Figure 1.

Fig. 1: Hand model as defined in [35], [25] (right hand, view
from above).

Compared to other data sets in the state of the art (e.g.,
[11, [36], [37]), the data from [25] contains a very high
number of samples (over one million across all participants).

'Tt is possible to have a number of neurons bigger than the size of the
input in the encoder, leading to an overcomplete autoencoder. Since we
want to use autoencoder for dimensionality reduction here we will focus on
undercomplete autoencoders.

2https://igl.ethz.ch/projects/stretch-glove
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Additionally, the target poses that were shown to participants
were designed to encourage them to explore the complete
kinematic range of the hand, instead of being limited to a
few target grasp shapes, making this data set well suited
to capturing a wider range of kinematic capabilities of the
human hand.

The data set was divided in three subsets: a training set,
that was used to train the dimensionality reduction techniques
that we are comparing, a validation set, which was used to
tune hyperparameters and the autoencoder weights, and a
test set, on which the final evaluation was done for each
technique. We used the data from eight participants for
training, while data from the two remaining participants was
used for validation and testing, respectively. The hand size of
each participant was described in [25] through the bounding
box volume in cm?, and we used this as an identifier for the
geometry of the hand. In order to preserve as much generality
as possible in the training set, we used the median sized
subject as test set, and the one that was median once the
previous one was dropped as validation set.

A. Comparison procedure and error metric

A generic dimensionality reduction procedure can be seen
as a function that maps a set of joint angles from 8 € RV to
¢ €RM, where M < N and { is a set of parameters in RM.
If we assume that this function is invertible, we can obtain a
measure of how good a reconstruction in the reduced space
is with the following steps:

o Take a numeric vector § and apply the dimensionality
reduction technique to obtain the corresponding {;
« Use the inverse transform to obtain an estimation of the

original 6 from . Let us call this estimation 6,;
« Calculate the Mean Square Error of 6, and 6.

We can then evaluate performances of different dimension-
ality reduction procedures on the data set by considering the
overall Mean Square Error (which is also the metric being
minimized by PCA).

In addition to the quantitative comparison, we also de-
veloped a hand visualizer in C++, using the haptic library
CHAI3D [38] to link simple 3D geometries according to
the hand model, and used it to compare reconstructed hand
poses with the originals. Note that, while the bounding
box measurements for participants’ hands are provided in
the data set, measurements of phalanxes lengths are not
available. In order to have a realistically proportionate hand
for visualization purposes we built the geometry according
to average hand proportions as reported by Alexander et al.
in [39]. All data analysis was done in Python, using the
scikit-learn and tensorflow libraries [40], [41].

B. Principal Component Analysis

We used the PCA method implemented by scikit-learn,
which centers the data without scaling it. This is reason-
able since all variables have the same dimensionality, and
is consistent with the state of the art on dimensionality
reduction for joint angles (see e.g. [1]). We then used the
scikit-learn method fit_transform to obtain the reduced

dimensionality representation from the train data, and the
scikit-learn method inverse_transform to obtain esti-
mates in the original space for the training, validation and
test data. This was done for one, two and three principal
components. Throughout the paper we will indicate the
number of principal components with n.. Results will be
reported for the full dataset as well as a few subsampled set,
obtained through the pandas library sample method while
specifying a fixed random_state for consistency, in order
to show the effect of data set size.

C. Kernel Principal Component Analysis

As mentioned earlier, KPCA presents two main challenges
for application to the problem that we are considering: (i) it
is computationally heavy for big data sets, and (ii) obtaining
the inverse transformation back to the original joint angles
space is not as straightforward as it is for the PCA. There
are works that address (i) [33], however doing so while also
mantaining (ii) is not trivial. For this reason in this work
we decided to use the standard scikit-learn methods, and
subsample the data set to deal with the computational burden
issues (we considered up to 40000 samples for the KPCA).

We considered as kernel functions the commonly used
gaussian radial basis function (RBF), polynomial and sig-
moid activation functions in our analysis (Table I). For
each we tuned the parameter 7y, the coefficient r for poly-
nomial and sigmoid function, and the exponent d for the
polynomial kernel function, by doing a grid search on a
20k subsample and choosing the values that yielded the
lowest reconstruction errors on the training and validation
sets. We then compared the results on the validation set and
chose the kernel function that provided the lowest error as
best representative for the KPCA case. All previous steps
were followed for one, two and three principal components
(n. =1,2,3), as well as a variety of sample sizes as shown
in Section IV.

Kernel Function b4 r d

Gaussian RBF  K(x,y) =exp(—y|lx—y[?) 0.05 - -
K(x,y) = (»x"y+r) 002 50 50
K(x,y) = tanh(yxTy +r) 005 01 -

Polynomial

Sigmoid

TABLE I: Kernel PCA design.

D. Autoencoders

There are multiple architectures that could be feasible for
an application of autoencoders to our problem. We focused
on fully connected layers, and used the suggestions provided
in [34] as general guidelines to guide the design process.
Some preliminary tests showed indication of a deep archi-
tecture giving higher performance than a shallow network,
and for this reason we only considered deep autoencoders de-
signs. Similarly, we considered tanh and sigmoid as possible
activation functions for the hidden layers in the encoder, and
selu and relu for the hidden layers in the decoder. Figure 2
shows the two types of architectures that were examined. The
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assignment of an activation function to each layer was chosen
through a grid search and corresponds to the lowest training
and validation errors from trying the different combinations
in each layer. For architecture B in particular, we found
that using relu for the first layer in the decoder improved
performance when compared with using selu as activation
function in both layers.
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Fig. 2: Autoencoder architectures. Here n. is the number of
neurons in the innermost inner layer and correspons to the

number of principal components considered for PCA and
KPCA, while n, is a design parameter.

All networks were trained using the Adam optimizer [42],
which has been shown to be generally robust and reliable
for most data sets, and by using Mean Square Error as loss
function to ensure a fair comparison with PCA and KPCA.
In order to limit overfitting, an early stopping callback was
added to the training, to stop it if there was no improvement
in the validation loss after 30 epochs and restore the weights
to the values that yielded the lowest validation error. To
simplify the design, the number of units in each layer was
determined based on a parameter n, as shown in Figure 2,
which was set to 16 for architecture A and to 22 for
architecture B, and was fine tuned at the end of the design
process through a final grid search. The number of units in
the last hidden layer of the encoder was assigned equal to
ne, to produce results to be compared with a PCA with the
corresponding number of principal components.

IV. RESULTS AND DISCUSSIONS
A. Principal Component Analysis

Table I shows results from PCA. The MSE obtained when
fitting the PCA trained from the training set is reported for
the training, validation and testing sets. Values are reported
for fitting done with one, two and three principal compo-
nents, and were obtained from the subsampled 40k data set
(as we will show later, changing the data set size had no
effect on performance for the PCA).

n.  Training  Validation Test

1 0.0895 0.0998 0.0870
2 0.0630 0.0702 0.0636
3 0.0487 0.0534 0.0486

TABLE II: Mean Square Errors for PCA for the 40k sub-
samples dataset.
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Fig. 3: Explained variance for each Principal Component.

Figure 3 shows the explained variance for the first 10
Principal Components (PCs).The first PC dominates over the
others by explaining 59.4% of variance, while the second
and third PC explain 11.9% and 7.1% of the variance
respectively. This is in line with the results found in the
literature, for example by Santello et al. (see e.g. Table 2 in

[1D.
B. Kernel Principal Component Analysis

Polynomial Kernel PCA performed better than RBF and
sigmoid in every instance, and for this reason was chosen as
the best case representation for using Kernel PCA. Table III
shows MSE for polynomial Kernel PCA after training it on
the 40k subsample of the training data. When compared with
results from the PCA, polynomial KPCA always yields a
lower MSE, with the difference being larger when consider-
ing three principal components and fitting the testing set (up
to 25%).

ne  Training  Validation Test

1 0.0819 0.0923 0.0787
2 0.0533 0.0625 0.0513
3 0.0375 0.0463 0.0366

TABLE III: Mean Square Errors for KPCA for the 40k
subsamples dataset.

C. Autoencoders

Table IV shows an overview of the results for the two
autoencoder architectures considered, for the 40k subsampled
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dataset. Architecture B performs better than A in every case.
Both architectures consistently show lower MSE than both
PCA and KPCA, with up to a 50% improvement when
comparing architecture B with the PCA. Table V shows a
final overview of results for PCA, KPCA and autoencoders.

ne Training Validation Test

1 A 0.0698 0.0796 0.0675
B 0.0586 0.0653 0.0552

2 A 0.0462 0.0507 0.0422
B 0.0371 0.0428 0.0342

3 A 0.0341 0.0388 0.0317
B 0.0288 0.0348 0.0262

TABLE IV: Mean Square Errors for the autoencoders for the
40k subsamples dataset.
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Fig. 4: Hand pose reconstructions comparison for a few hand
poses (obtained with n, = 3 principal components/degrees of
freedom).
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D. Visual Comparison

We have shown in the previous section that both KPCA
and autoencoders yield lower MSE than the PCA in every
instance, with autoencoders in particular showing the highest
quantitative improvement in performance. Here we will show
visual reconstruction of a few hand poses for a qualitative
comparison, referring to the video® for more views taken
from the data set. Figure 4 shows reconstructed hand poses
from the original data, taken for a few samples and fitted with

3https://www.dropbox.com/s/i6fmb6m8xeybvad/ISMR_
2021_DimensionalityReduction_video.mp4?d1l=0

ne=1 ne=2 n.=3
Training
PCA - 40k  0.0895 0.0630 0.0487
PCA - full 0.0892 0.0630 0.0487
KPCA - 40k  0.0819 0.0533  0.0375
KPCA - full N/A N/A N/A
AE-B - 40k  0.0586 0.0371  0.0288
AE-B - full  0.0490 0.0357 0.0261
Validation
PCA - 40k 0.0998 0.0702 0.0534
PCA - full 0.0999 0.0702 0.0532
KPCA - 40k  0.0923 0.0625 0.0463
KPCA - full N/A N/A N/A
AE-B - 40k  0.0653 0.0428 0.0348
AE-B - full 0.0559 0.0411 0.0334
Test
PCA - 40k  0.0870 0.0636  0.0486
PCA - full 0.0872 0.0635 0.0486
KPCA - 40k 0.0787 0.0513  0.0366
AE-B - 40k  0.0552 0.0342  0.0262
AE-B - full  0.0453  0.0333 0.0244

TABLE V: Final overview of MSE for each technique. Note
that, as shown in Figure 5a, PCA and Kernel PCA do not
increase performance with an increase in the number of
samples, and that KPCA could not be applied to the full
dataset because of its demanding computational load for
large datasets.

n. =3 for the PCA, polynomial Kernel PCA and the autoen-
coder network A. It can be seen that reconstructions from
the autoencoders shows a more realistic reconstructions of
the shape of the original poses, while both Kernel PCA and
PCA struggle to capture some of the shapes. More examples
of this can be seen in the attached video. This is an important
complement to the outcome of the MSE evaluation which,
while representative of an overall quantitative evaluation of
performance, fails to capture the effect that each joint angle
has on defining the overall hand grasp shape. The difference
in performance between autoencoders and the other two
methods for what concerns this aspect appears remarkable.
However, the video also highlights a drawback of the current
implementation of the autoencoder method, which being
static treats each grasp separately rather than considering
them as an evolution over time. This could explain the
discontinuities that can be seen when transitioning between
some of the hand shapes.

E. Effect of Sample Size

In the previous subsections we reported results for analysis
done on a subset of 40000 samples taken from the original
dataset, and the outcome for the full data set was only
mentioned for the autoencoder in Table V. The reason for
this was that 40000 was the highest number of samples that
the KPCA was able to handle, and a fair comparison requires
using the different techniques on the same data set.

On the other hand, being unable to deal with larger data
sets is a drawback of the KPCA when compared to other
methods, and if using more data leads to an increase in
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Fig. 5: Reconstruction error for different numbers of princi-
pal components/degrees of freedom (n.), as function of the
number of samples used for the training set.

performance, that would be a point in favor of using the other
two techniques. In this section we show how the number of
samples changed performance for each technique.

Figure 5a shows a detailed overview of the effect of
training sample size on the MSE for the test subset, for
n. varying between 1 and 3 and a sample size for the
training set ranging from 1000 to 905837 (which is the
size of the full set). It can be noted that there is no
change in performance for the PCA with an increase in the
number of samples. KPCA behaves similarly with a small
improvement when increasing the number of samples from
1000 to 5000, followed by no increase in performance with
further increases in the number of samples considered (up
to 40k, which is the maximum that could be analyzed with

this technique). Finally, autoencoders show some fluctuations
with a general trend towards improvement of performance for
a larger dataset. It is worth pointing out that autoencoders
always outperform the other methods no matter the sample
size, although the difference becomes noticeably larger as
the sample size increases.

In this paper we focused in n, < 3, which is desirable in
order to keep the complexity low (e.g., in a prosthetic hand
or for hand pose sensing with a reduced number of sensors
[8], [23]). However, as shown in Figure 5b autoencoders
outperform the other techniques for n, > 3 as well. Finally,
while MSE was chosen as a main metric of comparison
because of the fact that it is the metric being minimized
by the PCA, the improvement in performance on MSE also
translated to better errors in fingertip distances (17.2+£5.3,
14.6 4.9 and 13.3 4.2 average errors for PCA, Kernel
PCA and autoencoders, respectively).

V. CONCLUSIONS

In this work we present a comparison of performance for
the application of Principal Components Analysis, Kernel
Principal Components Analysis and autoencoders on a large
data set of hand postures, described by measurements of
joint angles. Results show lower Mean Square Errors from
KPCA and autoencoders when compared to the traditional
PCA, with a reduction of up to 25% and 50% for KPCA
and autoencoders, respectively. Autoencoders in particular
seem to offer more realistic reconstructions of hand shapes,
as shown by the hand pose visualizer that we developed for
this purpose, and show a noticeable increase of performance
when using a larger dataset.

The results presented in this paper show the potential of
using nonlinear techniques for dimensionality reduction of
hand poses, and we hope that this can spark a larger interest
from the community towards this under-explored treatment
of hand kinematics. We think that the difference in the ability
to reconstruct shapes shown through visual reconstruction
is especially remarkable. It is worth pointing out that such
difference in performance could be increased by the fact that
we chose a data set rich in different grasping shapes. The
simpler PCA might still be preferrable for smaller and more
application specific data sets, where just a few grasp shapes
are present.

Future work will focus on using autoencoders to develop
a hand sensing method that uses a low number of sensors
to capture the whole hand pose, inspired by the approach
that was used by Ciotti et al. in [43]. Additionally, we will
evaluate the robustness of our analysis by testing the fitting
obtained from this data set with autoencoders to other data
sets. One limitation of the autoencoder approach is the fact
that it is a static technique, and as such does not take into
account the evolution of hand shapes over time, potentially
causing some of the discontinuities that can be seen in
the video reconstruction. To try and address this we will
consider a replacement of fully connected layers with Long-
Short-Term Memory (LSTM) units [44], which are better at
modeling time sequences.
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