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Abstract—Business process mining of a large-scale project
has many benefits such as finding vulnerabilities, improving
processes, collecting data for data science, generating more clear
and simple representation, etc. The general way of process mining
is to turn event data such as application logs into insights and
actions. Observing logs broad enough to depict the whole business
logic scenario of a large project can become very costly due to
difficult environment setup, unavailability of users, presence of
not reachable or hardly reachable log statements, etc. Using static
source code analysis to extract logs and arranging them perfect
runtime execution order is a potential way to solve the problem
and reduce the business process mining operation cost.

Index Terms—Static Code Analysis, Log analysis, Business
Process Mining, Distributed Systems, Cloud Computing

I. INTRODUCTION

Static source code analysis is a method of automatically

examining the source code against a set of coding rules which

generally addresses weaknesses and vulnerabilities [1]. On

the other hand, logs are automatically created to record all

events from a project that can reflect the whole business

process [2]. However, to get the log file, we need to run

the project. Sometimes running a project can be very costly,

which can require a difficult platform and database setup.

Moreover, we need to generate a large set of input to test

the code for all business logic rules. This problem can be

solved by constructing a special static Source Code Analyzer

(SCA), which can find out all log messages from a project

code and sort them in perfect order as they would print at

runtime. This brings the opportunity to understand the business

process directly from static code analysis. Such a process is

more economically beneficial than extracting business rules

from the application log. To obtain the log messages in the

expected order, we have implemented, extended, and improved

the existing proof of concept tool [3] for business process

extraction. To demonstrate our approach and assess its preci-

sion, we demonstrate a case study using a distributed system.

Our results indicate the suitability of the approach for quick

extraction of business processes, driven by static code analysis.

II. BACKGROUND AND RELATED WORK

Static code analysis can examine program source code and

try to generate all possible behaviors that might occur at
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runtime execution [4]. There are many tools available for static

source code analysis for different programming languages

[5]. Most of those tools are mainly targeted to a generalized

representation of source code. For static log analysis, it is

necessary to modify the static source code analyzer. PROF

[3] is such a tool that is actually a non-intrusive request flow

profiler and has a special feature of log analysis. It’s mainly

focused on distributed infrastructure.

Business Process Mining (BPM) is a technique to extract

business logic from business events such as event logs [6].

BPM can discover much information such as process, data,

control, logic, organizational and social structures from these

event logs [7]. Different tools regarding BPM are available on

the market, and one of the most popular tools is PROM tool

[7], [8]. Prom tool provides a multidimensional representation

of extracted business logic after the mining process.

Generally, BPM reconstruction approaches work with appli-

cation logs, and thus, combining static log analysis with BPM

provides an alternative approach. Static code log analysis has

some limitations, and this work finds out how it affects the

BPM reconstruction.

III. DESIGN STRATEGY OF BPM SCA

SCA builds upon a library for parsing source code [9], in our

case Java. It searches through identified constructs, typically

class, to finds out variables, dependencies, method bodies, if-

else conditions, loops, annotations, etc. The steps of a design

are given below:

Creation of class tree: A class tree is a graph representation

of the relationship between multiple classes under the same

project. First, all classes are identified under the project direc-

tories and then parsed. In Java, each class’s import declarations

and annotation declarations enable the creation of a relation

graph tree between all classes.

Creation of method model tree: Method models are rep-

resentations of methods in a project which contains method
id, method name, class name, in method variable list, invoked
method list, parameter list, log list, etc.. Method model tree is a

graph representation of the relation between different methods

and can be traversed to generate the execution order of the

methods. Method model tree can be generated based on the

invoked method list of each method model class object because

this attribute is actually the manager of relations between

multiple methods.
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Fig. 1. Single microservice business process graph (full size/SVG image available at https://bit.ly/ase21blind)

Merging and Sorting Invoked Methods and Log Printing
Statements: To arrange the logs in the order of execution at

runtime, only two possible events need to be considered. The

first incident is when a log printing statement is reached, and

the second incident is when a method invocation statement is

reached. When the first event happens, the log print statement

is added to the output, but when the second event is reached,

the called method needs to be traversed first and then go back

to the previous method to complete the process. The sequence

of these events depends on the line number where they occur.

Finding top-level method: Before starting the traverse on

the method model tree, the starting point (root nodes) needs

to be identified. The methods which are not called from any

other method are those nodes and are indicated as top-level

methods. They can be identified from the method tree by the

topological sort [10] through a DFS (Depth First Search) [11]

on the method tree with sorting based on the traverse complete

time of each node.

Graph Traverse and Arrange the logs in runtime order:
Before starting the traversing process, two important things

needs to be discussed – cases and events. A case is a traversing

of a branch in method tree from a specific top method and

returning to it again. Events are existing nodes in a branch of

a particular traverse. Traverse will be started from every top-

level method one by one with a newly generated case id. An

iteration starts through the combined list of logs and invoked

method of the top-level methods; if any log printing statement

is found, then a new event id is generated and written into

the output file with the case id and event id. If any method

invoking statements is found, then the processing of the current

method is paused and starts work with the new invoked method

by iterating through the combined list of this new invoked

method same as above.

Generating Business logic graph: Based on the cases and

events in the output file, there are two ways to generate the

business logic graph. In first way, and existing tool like PROM

[8] can be used and in second way, custom program can be

developed for this purpose.

IV. CASE STUDY EVALUATION

For performance evaluation, we have used a micro-service

project Teacher Management System (TMS) as testbed. It

is built with Java programming language using SpringBoot

framework [12] with log4j logging mechanism [13]. This

testbed follows the repository pattern and service layer pat-

tern, which consists of controllers, services, repositories, and

models. The service layer is the holder of all business logic

in this architecture.

First, we have generated a business process graph from our

testbed with our proposed SCA tool. Then we create a dis-

tributed system environment with Docker [14], and Kubernetes

[15] and deployed the testbed’s microservices on different

docker instances and run the system generating sufficient

application logs for our evaluation.

Number of Microservices 6
Number of cases found in application log 153

Number of cases generated from BPM graph 167
Number of cases match 131
Precision of BPM graph 79%

Recall of BPM graph 86%

We collected application logs from different docker instances

and sorted them according to the event triggering time. After

that, we have compared our log file with the business process

mining graph from each micro-service. In this comparing

process, we have collected information on many subjects, such

as which business processes are requested the most, which

business logic has vulnerabilities, our BPM accuracy using

static log analysis, cost of each user request, etc. Figure 1.

shows the BPM graph of a single microservice. Our testbed

consists of 6 microservices, and we obtained a different BPM

graph for each, then we connected all 6 graphs to generate

the full BPM graph for the whole system and collected the

necessary data for evaluation.

V. CONCLUSION AND FUTURE WORK

This paper demonstrates how static analysis can be used

to extract the log messages from a system code and cluster

the messages to derive business processes. It provides an

alternative to dynamic analysis. However, since some portion

of code manifests itself only at runtime, such as polymorphic

method override, inheritance, etc., there is a small impact on

the accuracy of the static analysis approach. Still, it provides a

great opportunity to understand the business logic embedded

in a system without running it. This provides a great trade-

off between a small impact on accuracy and running a large-

scale system to generate logs to depict the whole business

process set, which is costly. In future work, we target a better

prediction of the runtime system behavior to increase the

accuracy of business process mining.

Our tool is available at: https://github.com/Rofiqul-

Islam/logparser
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