Check for
Updates

Technical Debt Resulting from Architectural Degradation
and Code Smells: A Systematic Mapping Study

Dipta Das
Baylor University
. Waco, TX 76798
dipta_das1@baylor.edu

Rofiqul Islam
Baylor University
Waco, TX 76798

Abdullah Al Maruf
Baylor University
Waco, TX 76798

maruf_maruf1@baylor.edu

Noah Lambaria
Baylor University
Waco, TX 76798

rofiqul_islam1@baylor.edu noah_lambarial@baylor.edu

Samuel Kim
Baylor University
Waco, TX 76798

Amr S. Abdelfattah
Baylor University
Waco, TX 76798

Tomas Cerny
Baylor University
Waco, TX 76798

samuel_kim1@baylor.edu amr_elsayedi1@baylor.edu tomas_cerny@baylor.edu

Karel Frajtak
Czech Technical University
Prague, Czechia
frajtak@fel.cvut.cz

ABSTRACT

Poor design choices, bad coding practices, or the need to
produce software quickly can stand behind technical debt.
Unfortunately, manually identifying and managing technical
debt gets more difficult as the software matures. Recent
research offers various techniques to automate the process
of detecting and managing technical debt to address these
challenges. This manuscript presents a mapping study of the
many aspects of technical debt that have been discovered in
this field of study. This includes looking at the various forms
of technical debt, as well as detection methods, the financial
implications, and mitigation strategies. The findings and
outcomes of this study are applicable to a wide range of
software development life-cycle decisions.

CCS Concepts

eSoftware and its engineering — Maintaining software; Soft-
ware design tradeoffs; Software evolution;

Keywords

Technical Debt, Architectural Degradation, Code Smells,
Architectural Debt, Design Debt, Code Debt

1. INTRODUCTION

Intense competition in the modern software industry forces
companies to produce their products and release new ver-
sions under strict time constraints. To meet these deadlines,
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companies often adopt shortcuts in software development
and maintenance.

Technical debt refers to these shortcuts, and the resultant
poor software quality [79]. It applies a financial metaphor to
express the tradeoffs between short-term benefits and long-
term costs of the Software Development Life-Cycle (SDLC)
[68, 4]. Studies found that technical debt is primarily cre-
ated as a result of deliberate decisions made to satisfy cus-
tomers [79]. Technical debt can be a worthwhile investment
as long as the project team is aware of its presence and the
higher risks it entails [61]. If effectively managed, technical
debt can assist the project in achieving its objectives sooner
or more inexpensively [61]. Technical debt can also occur
unintentionally due to poor design choices and bad coding
practices [21, 74]. While code-level debt can be easily identi-
fied and fixed with minimal effort, design debt is difficult to
detect and resolve [74]. Also, as software increases in com-
plexity during development, technical debt becomes harder
to manually detect and manage [34]. To overcome these
challenges, recent studies propose several tools to automate
the process of identifying, measuring, and managing techni-
cal debt. However, due to different definitions of technical
debt and the lack of agreement among these tools, auto-
mated technical debt assessments remain complex and hard
to generalize [4, 39].

The purpose of this paper is to categorize different aspects of
technical debt discovered in this field of research. These in-
clude analyzing everything from the types of technical debt,
detection tools, and mitigation strategies. We summarized
the obstacles of efficient measurement of technical debt. Fur-
thermore, we discussed the detection strategies of architec-
tural smells and code smells, two principal subsets of techni-
cal debt. Also, we analyzed the financial impact of technical
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debt described in recent studies.

The findings and conclusions of this study are relevant for
a variety of decisions in the software development lifecycle,
e.g., restructuring architecture, refactoring codebase, adopt-
ing new technologies where cost and time analysis are cru-
cial.

The rest of the paper is organized as follows. Section 2
gives a general background and lists related work on tech-
nical debt, architectural smells, architectural degradation,
and code smells. Section 3 describes how the authors col-
lected and analyzed the relevant papers on technical debt.
Section 4 answers the research questions listed in section 3.
The validity of our systematic study is discussed in Section
5. Finally, we conclude the paper in Section 6 with a general
summary of our contributions along with future works.

2. BACKGROUND AND RELATED WORK

Technical debt is defined in many ways in different litera-
ture. The most common definition is that Technical debt
is a future cost attribute due to code smells, architectural
flaws, or any other reason in production-level code that
needs to be fixed [30, 19, 41, 48, 73, 69, 5, 43, 42]. Tech-
nical debt can occur for many reasons, although the most
common reason is the speeding-up process of software de-
velopment [30, 41, 73, 69, 5, 43]. Developers often ignore
some low-profile requirements to finish the project on dead-
line and postpone them for future work. It is a common
practice in the software development process, since clients
require updates in every assessment and a working project
by the deadline. Moreover, there are also some unintentional
and undiscovered flaws that only can be identified when the
project runs on the production platform [43].

Technical debt is a metaphorical representation introduced
by Ward Cunningham to describe a specific kind of prob-
lem that deteriorates software day by day. In 1992, Ward
Cunningham, in his experience report [19, 41, 43] for the
OOPSLA conference, describes technical debt as the follow-
ing:

"Shipping first time code is like going into debt. A lit-
tle debt speeds development so long as it is paid back
promptly with a rewrite... The danger occurs when the
debt is not repaid. FEvery minute spent on not-quite-
right code counts as interest on that debt. Entire en-
gineering organizations can be brought to a stand-still
under the debt load of an unconsolidated implementa-
tion, object-oriented or otherwise.”

Technical debt is considered similar to financial debt [22].
In financial debt, we have to return some extra financial
credit as interest with the capital. Similarly, in technical
debt, we have to pay some extra labor for code or design
refactoring when we attempt to recover it [43]. Oftentimes
technical debt can be inescapable, with developers taking
shortcuts in the hopes of having some form of savings [60].
Likewise to financial debt, it is also crucial to evaluate pay-
back strategies in further assessing the cost [55].
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The importance of studies on technical debt is significant for
the maintenance of running software on production. There
is a vital influence of technical debt on software quality and
lifetime [30]. No client wants a great working project which
will no longer work perfectly or break in the future. The
study on technical debt needs to be continued since there
are multiple questions left that are not answered yet. Firstly,
there are multiple tools for identifying and measuring archi-
tectural degradation, but we can not select any of them as
standard [7, 62, 30, 67, 37]. Secondly, there is no standard
measurement unit for architectural degradation which makes
measuring technical debt very difficult [4, 40]. Thirdly, there
is no standardized mapping between the priority scale of a
technical debt and its type. [4]. Such a mapping is very
important because it can give us a guideline when we face
multiple technical debts in the same project by suggesting
what kind of technical debt needs to be fixed first and which
can be solved later. Even sometimes holding technical debt
is better for software, so we need to find when it is beneficial
to keep technical debt [61]. Fourthly, the relation between
technical debt and economical debt is also an important con-
cern that involves estimating the cost of different kinds of
technical debts and determining when and by whom those
will be paid [10, 20].

Technical debt arises from many sources. Architectural de-
gradation and Code smells are two main factors for occurring
technical debt [48, 73, 26, 67, 43, 37, 78].

The term code-smell was first coined by Kent Beck in the
1990s. Unlike traditional bugs, code smells are violations
that can potentially impact the performance of code [18].
Furthermore, code smells can be subjective as there are vari-
ations of what is considered both harmful and non-harmful
smells.

Code smell detection is essential in order to prevent fu-
ture flaws or issues that could occur during the SDLC. As
Mandi¢ et. al mentioned in [49], researchers are able to
grasp and identify technical debt and architectural degrada-
tion by examining code smells. Based on data provided from
a research questionnaire [14], some of the most prevalent
code smells that software developers encounter are dupli-
cated code, large classes, long methods, etc. These are just
a few of many smells that contribute to architectural degra-
dation and erosion. When encountering these types of code
smells, it is typically common that some form of refactoring
occurs to dispose of the smell. Not only does this enhance
the code, but it also improves source code maintainability
and comprehension, which developers can keep track of [1].
There is also a significant amount of tools and static ana-
lyzers on the market which assist in identifying code smells
[23].

Architectural degradation is the process of the actual archi-
tecture of a system deviating from the intended architecture
[8]. This, like technical debt, occurs when faulty code is
added to a system without consideration for its long-term
consequences [78]. Architectural degradation can manifest
in the form of architectural smells such as cyclic dependen-
cies, hub-like dependencies, unstable dependencies, cyclic hi-
erarchies, scattered functionality, god components, abstrac-
tion without decoupling, multipath hierarchies, ambiguous
interfaces, unutilized abstractions, implicit cross-module de-
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pendencies, and architecture violations [7].

Architectural degradation can be caused by architectural
debt, also known as architectural technical debt, a subset
of technical debt [78]. Architectural technical debt can be
understood as an erroneous architectural relation between
files that accumulates a maintenance cost over time. [78]. A
systematic literature review on architectural degradation in
open source software [8] found its main causes to be rushed
system evolution, recurring changes, lack of awareness on
the part of developers, time pressure, and design decision
accumulation.

3. MAPPING STUDY METHOD

In this study, we carried out a structured procedure to accu-
mulate and synthesize the research works on technical debt
in SDLC. Although there are many recent studies discussing
technical debt, in this paper, we narrowed our focus on archi-
tectural debt and code smells, two primary constituents of
technical debt. To find existing groundwork relevant to the
specific field of interest, we followed a software engineering
approach of systematic mapping studies [57].

In the first phase of our mapping study, we defined a set of
research questions and refined them over time such that the
answers to those questions represent a comprehensive un-
derstanding of the topic under consideration: technical debt
resulting from architectural degradation and code smells.
Next, we identified the search terms for querying across dif-
ferent indexing sites and portals. This phase required a trial-
and-error process to finalize the search terms relevant to our
topic. Once all papers were gathered, we manually filtered
out out-of-scope papers by reading through the abstracts
and prepared a shortlist. Finally, we rigorously analyzed
the shortlisted papers to answer the research questions.

The questions we examined in this study are as follows:

RQ1 What is the trend in research over time? Has more
or less been done recently?

RQ2 Which countries and people are most active in this
field of research?

RQ3 What are the types of technical debt?

RQ4 What are the common strategies to detect technical
debt? What tools are used?

RQ5 How to measure technical debt? What are the limi-
tations?

RQ6 What are the common ways to manage technical
debt?

RQ7 What is the relationship between architectural degra-
dation and technical debt? What approaches and
tools are used?

RQ8 How do code smells cause technical debt? How to
detect them?

RQ9 How can we estimate the economical impact of ar-
chitectural degradation?

RQ10 What are the future directions for detecting and
managing technical debt?
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Table 1: Search Query Results for Various Indexer Sites

Indexer Search Filtered
ACM DL 191 33
IEEE Xplore 75 16
SpringerLink 46 8
ScienceDirect 25! 4
Total 337 61

We used four indexing sites and portals (indexers), includ-
ing IEEE Xplore, ACM Digital Library (DL), ScienceDirect,
and SpringerLink. We tailored our search query to look
for papers related to technical debt caused by architectural
degradation and code smells. We divided our search query
into three parts. In the first part of our query, we included
the search term “technical debt” however, we also consid-
ered related terms like “code debt” and “design debt”. In the
second part, we used similar terms that represent architec-
tural degradation. For the last part, we injected the terms
relevant to code smells. The full search query is presented
in the Listing 1.

Each paper after the initial filtering was then manually eval-
uated on its title and abstract to determine if it was a fit for
the scope we are looking for. Our search query returned a
large number of papers; however, after the manual process-
ing, we found that most of them are related to failure detec-
tion instead of failure prediction. Apart from that, we have
also discarded non-English papers, papers without available
full-text, opinion-based papers, and short papers with less
than four pages. Then we went through the related work
section of the remaining papers to include relevant studies
that the search query omitted.

The results of our search queries and manual filtering are
listed in Table 1 along with the papers we found by ex-
ploring related work sections. Once we narrowed down the
relevant works to about 61 papers, we thoroughly studied
them to discover current trends in technical debt in relation
to architectural degradation and code smells.

4. ANALYSIS RESULTS

Out of 337 papers returned by the search, we recognized a
very small number of relevant works. The majority of the
works focused on technical debt in general. Only 61 papers
that discuss technical debt as a result of code smells and
architectural anomaly were considered for the final analy-
sis. In this section, we present the findings of the study
by answering the research questions in separate subsections.
The validity of our systematic study is discussed in the last
subsection.

4.1 Trends

The idea of technical debt has been around since the 1990s.
Even though research started in the 1990s, most of them
were focused on technical debt in general until around 2011
when a larger emphasis was placed on code smells and archi-
tectural degradation. This emphasis occurred naturally as
a reaction to the ever-growing size and complexity of soft-
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Listing 1: The Search Query for the Indexers
("technical debt" OR "code debt" OR "design debt" OR "architectural debt")
AND ("architectural smell" OR "architectural anomaly" OR "architectural degradation"
OR "architectural erosion" OR "architectural decay" OR "architectural drift"

OR "code smell" OR "code refactoring"

10

Paper Count
o

2011 2012 2013 2014 2015 2016 2017 2018 2019 2020

Year

Figure 1: Number of papers found per year

30

Paper Count

2009-2011 2012-2014 2015-2017 2018-2020

Years
Figure 2: Number of papers found per 3 years

ware systems and the escalating risk technical debt creates.
Figure 1 illustrates all of the papers the authors included in
this study. As can be seen from the graph above, the general
trend of research on technical debt has been increasing over
time, especially over the last few years. For the 61 selected
papers, Figure 2 shows an sharp increase in the number of
papers written after 2014.

4.2 Countries and People

We found several common authors in the selected research
papers. Francesca Arcelli Fontana from the University of
Milan is the most active researcher in this field, publish-
ing more than 10 articles on technical debt. The other au-
thors who contributed to more than 5 papers are Philippe
Kruchten, Ipek Ozkaya, and Lu Xiao. However, in general,
each person contributed to one or two papers. This shows
us that the research is fairly widespread, and not contained
to one group of people. This conclusion can also be seen
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in Figure 3, which outlines the number of people in each
country that are involved in researching technical debt, ar-
chitectural degradation, and code smells. Out of the 61
papers analyzed, the United States currently has the most
people involved in this research. The other countries that
contributed the most to the research of technical debt are
Italy, Netherlands, Brazil, Sweden, and Greece.

4.3 Identification of Technical Debt

Different kinds of technical debt identification mechanisms
are available on market. Analyzing code, code comments,
commits, and architecture are the most used mechanisms
for identifying technical debt. Some papers solely worked
on the identification of technical debt [48, 73, 78, 71]. Aside
from that, most of the related papers identify technical debt
for the necessity of it in their work. Solely analyzing code
is a widely used method for technical debt identification
[7, 62, 13, 26, 67, 20, 43, 56, 12] and there are multiple
tools for this which are quite popular, including SonarQube,
Arcade, Arcan, Designite, Hotspot detector, etc. Analyzing
only commits on the version controlling platform is another
used strategy to identify technical debt [66, 64]. Moreover,
combining both code and commit analysis is also a popu-
lar strategy [48, 9]. Architecture analysis [73, 5, 37] and a
combination between code and architecture analysis [30, 41]
are also used to identify technical debt in many studies in
the literature. Finding patterns 78] is another strategy to
identify technical debt.

4.4 Categorization of Technical Debt

Categorizing the technical debt is an important task and
several studies tried to do so based on different criteria. Us-
ing multiple tools is a common and well-accepted way to
categorize technical debt. Azadi and Umberto [7] proposed
a catalog of architectural debt which is a subset of technical
debt. This paper used 9 tools and established 12 different
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kinds of architectural debt. Roveda and Riccardo [62] an-
alyzed around 109 open-source projects and defined a new
Architectural Debt Index. Another indexing of technical
debt was done by Fontana and Francesca [62], which used
five tools, some of them being free and others being com-
mercial.

Martini and Stray [51] identified five main types of techni-
cal debt in their work: Code debt, Architectural debt, Test
Debt, Documentation debt, and Infrastructure debt.

e Code debt mainly arises from different kinds of code
smells.

e Architectural debt occurs due to design flaws in project
architectures; for example, monolithic architectures are
a substandard choice for large projects since depen-
dency handling will cause technical debt.

e Test debt mainly happens due to insufficient test sets
and the lack of structured and automated tests.

e Documentation debt arises due to poor levels of code
or project documentation like an insufficient descrip-
tion of APIs, an inadequate use-case or domain-model
diagram, etc.

e Infrastructure debt mainly occurs due to poor resource
management.

Martini and Stray also mentioned non-technical debts such
as social debt and process debt. These kinds of debts are
mainly generated due to lack of communication and faulty
project leading strategy.

4.5 Challenges in Measuring Technical Debt

Measuring technical debt properly is a great challenge for ev-
ery researcher since there is no fixed unit of technical debt
[4, 40, 6] to serve as the analog for money in the economical
debt analogy. Different technical debt measurement tools
use different criteria as the unit of debt which are not mutu-
ally approved by all. When we recover from an economical
debt, we pay the principal as well as the interest, totaling
to a measurable compensation for the debt. However, be-
cause there is no fixed unit for technical debt, completely
measuring the compensation of technical debt recovery re-
mains a difficulty. For this reason, there is no fixed scale for
an available tool’s quality, which is a great challenge to the
research in this area.

4.6 Reduction Management of Technical Debt

The study of reducing technical debt is also a hot topic for re-
search. Strategic management [41] is the first approach that
we will discuss. It mainly focuses on distinguishing different
technical debts and strategies to overcome those debts. It
uses various tools, multiple industrial-level source projects,
published literature, and other activities on technical debt
as the resources for this study. The next approach is get-
ting a better understanding of technical debt. Many papers
[43, 56, 49, 37] have discussed the required technical knowl-
edge to reduce technical debt. Some of them also finalized
some questionnaires which need to be passed to guarantee
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the minimal technical debt. Another approach is using au-
tomated tools. There are different kinds of tools available
in the market, some of them being free, though most are
commercial. Designite [67] is a software design quality as-
sessment tool that not only supports comprehensive design
smell detection but also provides a detailed metrics analy-
sis. Other similar tools include SonarQube, Arcade, Arcan,
Designite, Hotspot detector, etc. Using these types of tools
in specific steps of SDLC will help developers to minimize
technical debt.

4.7 Strategies to Detect Architectural Degra-
dation

Multiple strategies for addressing architectural degradation
involve the use of static code analysis tools which detect
code smells [31, 65, 29, 7, 26, 52]. However, one 2017 paper
[46] presents issues with the use of code smell detection tools
in addressing architectural degradation, such as the finding
that Naive Bayes classification models cannot use software-
detected code smells to identify classes with architectural
inconsistencies and that a relation between architectural in-
consistencies and code smells only exists when code smells
are detected manually. The study therefore argues that re-
flexion models are currently more effective than the use of
code smell detection tools for determining architectural in-
consistencies until detection tools improve.

Other papers mainly present tools that are developed specif-
ically to identify or mend architectural degradation [65, 13,
62, 64]. The Architecture Recovery, Change, and Decay
Evaluator (ARCADE) is an example of a tool developed for
addressing architectural degradation that also incorporates
existing static code analysis tools [65].

In another group of papers, rather than focusing on static
code analysis tools or presenting software specifically for ar-
chitectural degradation, other strategies or models are intro-
duced, such as the "THCP Matrix”, the "Design Rule Space”,
and a predictive model for identifying the significance of ar-
chitectural issues [78, 76, 66, 50, 73]. Thus, as summarized
in Table 2, the papers can be grouped into three (not mu-
tually exclusive) categories based on whether the strategy
presented involves static code analysis tools, involves the
use of a tool specifically for architectural degradation, or is
a process or model.

The strategies for detecting architectural degradation that
involve the use of static code analysis tools are varied. One
method is to detect cyclic dependencies through Sonargraph,
Sonarqube, and inFusion [31]. As mentioned earlier, static
code analysis tools — specifically Dependency Finder and
PMD — are also used in ARCADE and are visible in the
repository mentioned by Laser et. al [65]. Another paper
introduces a method of using of SonarQube, inFusion, Struc-
tural Analysis for Java, and Structure 101 to detect the fol-
lowing Quality Indexes: SQALE, technical debt, QDI, Sta-
bility Index, and SoC [29]. Numerous static code analysis
tools are also mentioned in a catalog that maps common ar-
chitectural smells to the code analyzers that can detect them
[7]. Additionally, Arcan uses the static analysis of compiled
source code to detect architectural smells [28].

Multiple papers mainly present software that deal specif-
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Table 2: Categories of architectural degradation detection tools
| Category

| Reference |
[31, 65, 29, 7, 28]

Tools that involve the use of
static code analysis

Tools developed specifically | [65, 13, 62, 28]

for architectural degradation

[46, 78, 76, 66, 50,
73, 24, 26)

Presents a process or model

ically with architectural degradation. One paper explains
how ARCADE offers solutions for addressing architectural
decay [65], and this is discussed further in section 4.9. An-
other paper presents Arcan, an open-source tool for detect-
ing architectural smells through analyzing the evolution of
individual architectural smell instances [64]. Further papers
in this group describe research which expands on Arcan,
such as the development a C/C++ port for Arcan which de-
tects five architectural smells [13] as well as the proposal to
incorporate into Arcan an Architectural Debt Index, based
on measurable factors, for assigning priorities to architec-
tural smells and rating the architectural debt of a project
over time [62].

Several papers focus more so on a process or model rather
than the use of a specific piece of software for dealing with
architectural degradation. One such model is the HCP ma-
trix, a history model introduced in 2016 which is used for
estimating the chances for change propagation in files [78].
Another model is the Design-Rule Space (DRSpace), an
architecture model that posits that overlapping DRSpaces
compose a software architecture, and this is used for archi-
tectural debt identification [76]. Furthermore, a different
paper proposes the Active Hotspot model for monitoring
architecture degradation through analyzing the changes in
source files and their relations to other files over time for a
given issue [24]. Another paper proposes a predictive model
which allows for automatic detection of architecturally sig-
nificant issues and identification of the significance of new
issues. Shahbazian et. al in their paper [66] explain this pre-
diction process by describing how they both gather the tex-
tual information and the architectural significance of project
issues and apply their machine learning approach. In an-
other paper, a holistic framework is proposed for identifying
and estimating architectural debt through the use of a mea-
surement system and estimation formula [50]. Moreover, a
different paper proposes the use of ”"Self-admitted” Architec-
tural Technical Debt, "abstracted code evolution analysis”,
and an approach for gathering information from multiple
sources to identify architectural technical debt [73]. In an-
other study, multiple Views, including a Related Code Smell
View, are proposed for analyzing architectural issues based
on detected code smells [26]. Finally, the Reflexion Mod-
eling process [46, 54] can be used as a method for finding
architectural inconsistencies by creating modules that de-
scribe the software’s intended architecture and mapping the
source code onto those modules. This allows for comparing
the software’s intended architecture with its actual architec-
ture, revealing architectural debts.

4.8 Code Smells in Relation to Technical Debt
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Harmful code smells are typically a result of bad design or
quality. This results in the lack of maintainability, leading
to both technical debt and architectural degradation as soft-
ware evolves. Code smells are an indication of design flaws;
however, they can be eradicated through continuous refac-
toring. Based on our mapping study, only a small portion
of the total papers mentioned code smells.

Some further anomalies that were mentioned while discussing
code smells were the following;:

Design Smells [59]

Architectural smells [62, 27, 15, 32]
Structural Anti-patterns [26]
Abstraction Smells [35]

Although architectural smells and code smells differ, they
sometimes can be uncovered within the same files. As men-
tioned in [26], architectural smells are also caused due to vio-
lations of design principles. Based on the work by Plosch et.
al [59], both code smells and design smells are interchange-
able terms that refer to the same concepts and violations.

Some prevalent code smells as mentioned in three papers [14,
26, 3] that software developers encounter and researchers
discuss are the following:

Duplicated Code [14, 38]
Large Class [14]

Long Method [14, 38]

God Class [26, 3, 59, 38, 25]
Data Class [26]

Brain Method [26, 25]
Shotgun Surgery [26]
Dispersed Coupling [26]
Message Chains [26]

This is a non-exhaustive list of some of the types of code
smells that contribute to technical debt, hindering the main-
tainability of software. The authors in each of the papers
[14, 26, 3, 59] provide a detailed analysis as well as definitions
of each type of smell, including statistics on how frequently
they appear.

4.8.1 Relationship with Technical Debt

Bad code smells can sometimes result in technical debt.
From our findings, code smells coincide with technical debt
significantly more than they coincide with architectural degra-
dation. Only a minor percentage of papers mentioned both
architectural degradation and code smells, demonstrating
that it typically is more associated with technical debt. To
manage technical debt, it typically is essential to have some
form of interaction with static analyzer tools, which will be
further discussed. Fontana et. al [26] assumes that specific
code anomalies are more inclined to be indicators of archi-
tectural degradation and technical debt.

A majority of papers discussed both technical debt and code
smells together. As seen in [3], research suggests that code
smells are the most analyzed and mentioned indicators of
technical debt. Furthermore, Alves et. al elaborated that
on when beginning to detect technical debt, one of the best
candidates is god classes. This is because they are thirteen
times more likely to be affected with faults [3] and are the
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most conceptually identifiable. Further papers, such as in
[62], suggest that architectural issues are a substantial source
of technical debt. Code smells also result in design debt,
leading to potential refactoring.

4.8.2 Tools Used

Our findings suggest that there are several commonly avail-
able tools to detect code smells. Several papers mentioned
static analyzers, which assist in the process of identifying
various code smells [44]. These tools are also efficacious at
revealing quality rule violations. Static analyzers that are
used to identify technical debt and architectural degrada-
tion as previously examined are also beneficial for recogniz-
ing code smells. As Falessi and Kruchten mentioned in [23],
these static analyzers provide analysis of code smells such
as god classes or god clones. Some of the more commonly
mentioned tools to examine code smells were Kaleidoscope,
HistoryMiner, Arcan, Arcade, and CodeVizard. These tools
will be further discussed later in the paper.

4.8.3 Obstacles and Challenges

If bad code smells are not caught early on, it can lead to sig-
nificant technical debt and oftentimes go undetected. This
also significantly impacts the performance of software sys-
tems. Most papers highlight challenges while managing code
smells. Although static analyzers are beneficial and speed
up the process, Haendler et al. [35] mentions that most code
smells must be manually observed and inspected. Another
obstacle that Fontana et al. [26] indicates is that there is no
specific standard set of base measures that evaluate software
architecture quality. Similarly, Li et. al [47] discusses how
it is challenging to know ahead of time what technical debt
items (e.g., code smells) will have the highest cost.

4.9 Architectural Degradation, Code Smells,
and Technical Debt Tools

There are many tools on the market that are beneficial in ex-
amining architectural degradation, technical debt, and code
smells. These tools differ in many ways, whether by input
type, output type, analysis strategy, objective, etc. In this
work, we have analyzed 22 tools that address these topics
and categorize them into four different groups, those be-
ing Code-based, Code and design-based, Commit-based, and
Architecture and design-based. Table 3 presents the catego-
rization for each tool based on its usefulness in a particular
area.

4.9.1 Code-Based Tools

In our study, the Code-based category covers a large set
of tools. Normally, Code-based tools take source code as
input and analyze it to find out architectural degradation,
technical debt, or code smells.

SonarQube [70, 63] is a code-based tool that checks code
quality against a set of coding rules. It can operate over
around 27 programming languages including Java, C/C++,
C+#, Python, etc. It finds out code smells by reporting about
duplicate code, coding standards, unit tests, code coverage,
code complexity, comments, bugs, security vulnerabilities,
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and other significant flaws in code. Also, it is able to detect
the cyclic dependency architectural smell [31].

Designite [67] is another code-based tool that only works on
the C# programming language and is used as an assessment
tool for software design and quality. It gives detailed metric
analysis along with comprehensive design smell detection
by accessing the AST to prepare a hierarchical meta-model
which is used for inferring design smell. The main features of
this tool are metric analysis, dependency analysis, hotspot
analysis, code-clone detection. Additionally, this tool can
detect nine architectural smells [7].

ARCADE [45] is the next code-based tool and works only on
the Java programming language. It is a software workbench
that employs a suite of architecture recovery techniques and
a set of metrics for measuring different aspects of architec-
tural change. It can detect both architectural degradation
and code smells. ARCADE has five subsystems — Recovery,
Decay Detection, Measurement, Visualization, and Predic-
tion — and the first four only require source code as input.

Sonargraph [36] is another code-based tool that works on
Java, C#, C, and C++. It is a prominent tool for mod-
ernizing legacy applications, such as converting monolithic
projects to microservices. The main features of this tool
are code comprehension, quality assessment, detection and
elimination of architectural debt, addressing technical debt,
and reducing maintenance costs. Furthermore, it can detect
cyclic dependencies and architecture violations [7].

The next code-based tools are Cast MRI for Software and
Cast Highlight, which are software analysis tools that de-
tect the cyclic dependency architectural smell [13]. Along
with detecting that smell, Cast Highlight outputs other code
smells for improving resiliency and reducing technical debt
as well as an analysis of which applications to prioritize
based on their business impact, where the maintenance effort
should be prioritized, and where technical debt reduction is
best spent [16]. Cast MRI for Software additionally outputs
an interactive map of the software architecture and reports
of the architectural flaws [17].

CodeVizard [47, 80] is another code-based tool that allows
the visualization of code smells within C# and Java projects.
Within their work [47], Li et. al highlighted CodeVizard as
a potential tool for recognizing code smells. Provided by the
University of Maryland, this instrument allows individuals
to investigate data from software repositories. As Zazworka
and Ackermann discussed in [80], the tool demonstrates that
specific code smells that linger in software components “were
more change-prone than non-infected components”. Like
HistoryMiner, CodeVizard is beneficial for empirical stud-
ies.

Structure 101 [58, 72] is also a code-based tool that works
on C, C++, Java, and several other programming languages.
The tool takes the output of the QA C and QA C++ pars-
ing engines as input. This software provides deep structural
analysis, dependency management, impact analysis, and de-
pendency analysis.

InFusion [31, 26] is another code-based software analysis tool
that detects three architectural smells: cyclic dependencies,
SAP breakers, and unstable dependencies. It works on Java,
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C, and C++ programming languages.

The next code-based tool is Lattix [13, 77]. It is a software
analysis tool that creates a Dependency Structure Matrix
(DSM) to detect dependencies between architectural com-
ponents. Lattix is available for multiple programming lan-
guages, takes source code as input, and is mostly used for
finding architectural degradation.

The Breaking Point Calculator (BPC) [6] is a tool developed
in Java for the purpose of validating the FITTED frame-
work and calculating the Technical Debt Breaking Point,
the point at which the accumulated interest resulting from
the technical debt equals the principal. This program uses
SonarQube and Percerons Client to aid in project analysis.
The input for this desktop application is the source code of
a Java project and the output is, among other information
related to the FITTED framework, the principal, interest,
and breaking point.

Arcan [13, 7, 28], originally made for Java, is a tool for de-
tecting architectural smells and is composed of four compo-
nents: the system reconstructor which extracts dependen-
cies, the graph manager which builds dependency graphs,
the metrics engine which computes software metrics, and
the AS engine which detects architectural debt.

A C/C++ port for Arcan exists [13] which detects five ar-
chitectural smells: unstable dependencies, hub-like depen-
dencies, cyclic dependencies, multiple architectural smells,
and specification implementation violation.

AT Reviewer [7, 2] has the capability to conduct automated
code reviews, specifically in C and C++. Furthermore, the
tool examines numerous code metrics, which it takes in as its
input. Using S.O.L.I.D. design principles, Al Reviewer de-
tects violations. The tool also heavily focuses detection with
concrete classes, generating code reviews as well as measure-
ment reports at ease.

4.9.2 Code and Design Based

There are multiple tools in the market which use the code
and design of a project jointly to identify architectural degra-
dation and technical debt. In this section, we will talk about
some of them.

Titan [77] is a tool for creating and visualizing DRSpaces.
The Design Rule Space (DRSpace) is an architectural model
that is based on Baldwin and Clark’s design rule theory.
This model allows for an algorithm that computes the min-
imal set of DRSpaces which represent the software’s erro-
neous files, and this set is known as the architecture roots.
The architecture roots, which are groups of erroneous files
that are architecturally related, are analyzed across multiple
versions, and if they are consistently erroneous, the group
of files is identified as an architectural debt.

STAN [7] is an Eclipse-based structural analysis tool for Java
that combines development and quality assurance to visual-
ize the design, help understand code, and measure quality
reports and design flaws. STAN can detect the cyclic de-
pendency architectural smell.

Kaleidoscope [35] is a software design analysis tool that as-
sesses smell candidates. Haendler et al. used Kaleidoscope

APPLIED COMPUTING REVIEW DEC. 2021, VOL. 21, NO. 4

to incorporate a test framework that collects test execu-
tion trace data, placing it into a corresponding trace model.
Lastly, this tool bundles the trace data to corresponding
matrices and generates UML2 sequence diagrams. This is
advantageous as the tool assists in the visualization of code
smells.

4.9.3 Commit Based

Some of the tools encountered in this study are noteworthy
for the way they incorporate commit information as input.

One such tool is the Prediction subsystem of ARCADE [45].
To produce prediction models, ARCADE first extracts the
project issues from an issue repository and the architectural
smell instances from the Decay Detection subsystem. Rela-
tion analyzers then combine this information into correlation
data that the model constructors use to output predictions
for a system, examples being future issues or the system’s
proneness to change.

Another tool in this category is HistoryMiner, which Beh-
namghader et al. utilized [9]. HistoryMiner provides the
capability of analyzing every commit in a specific software’s
history and checking if a code smell is discovered. This tool
is beneficial for conducting large-scale empirical studies.

4.9.4  Architecture and Design Based

This category is for a tool which uses the architecture and
design of a project as input.

Hotspot Detector [13, 7] is an architecture and design-based
tool which is used for Java. It detects five architectural
smells identified as hotspot patterns: unstable interface, im-
plicit cross-module dependency, unhealthy interface inheri-
tance hierarchy, cross-module cycle, and cross-package cycle.
As input, it takes structural dependencies, coupling informa-
tion, and clustering information.

4.10 Economical Debt and Its Measurement

In the case study of Besker et al. [11], the authors discussed
the influence of technical debt on the productivity of soft-
ware developers. They conducted interviews with industry
professionals to determine how much time was spent overall
as a result of technical debt, as well as specific tasks develop-
ers spend this time on. According to their results, technical
debt is said to be responsible for wasting almost 25% of
all developer’s working time and this additional time was
wasted on additional source code analysis and refactoring,
as well as additional testing. Besker et. al [10] also con-
ducted a similar survey. In their findings, on average 36%
of all development time is wasted because of technical debt.

The case study of Martini et al. [50] provided a measure-
ment system for architectural technical debt along with a
mathematical relationship for calculating interests in terms
of additional work and development that was put in. Their
case study was based on finding architectural technical debt
due to lack of modularization. They utilized the ISO Stan-
dard [33] for source code measurement. They estimated
both the present extra costs incurred as a result of architec-
tural technical debt and the long-term cost savings achieved
by modularization. Authors used Developer Work Months
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Table 3: Tools Examined

Category |Tool Name Input Output Domain Supported Lan-|Citations
guage(s)
Code SonarQube Source Code |Reports code analysis, Cyclic|Arch  Debt, |27+ [70] [70, 63, 31]
based dependency detection Code Smells
Designite Source Code |Reports code analysis, Arch.|Arch  Debt, |C# 67, 7]
smell detection Code Smells
ARCADE Source Code |Architectural recovery and|Arch  Debt,|Java [45]
change detection Code Smells
Sonargraph Source Code |Reports code analysis, Arch.[Arch  Debt,|[Java, C#, C,|[36, 7]
smell detection Code Smells, [C++
Technical
Debt
Cast Highlight Source Code |Reports code analysis, Arch.|Arch  Debt, |35+ [16] (13]
smell detection Code Smells
Cast MRI for Software|Source Code |Reports code analysis and ar-|Arch ~ Debt, |60+ [17] [13]
chitectural flaws Code Smells
CodeVizard Source Code |Visualization of code smells |Code Smells [Java, C# [47, 80]
Structure101 Source Code [Analysis of structural metrics |Arch Debt Java, C, C++,[[58, 72|
and others
InFusion Source Code |Reports code analysis, Arch.|Arch  Debt,|Java, C, C++ [31, 26]
smell detection Code Smells
Lattix Source Code |DSM Arch Debt Java, C, C++,[[13, 77]
C#, Javascript,
Python, and oth-
ers
BPC Source Code |Technical Debt Breaking|Technical Java [6]
Point Debt
Arcan Source Code |Architectural smell detection |Arch  Debt, [Java, C, C++ [13, 7, 13]
Code Smells
AI Reviewer Source Code |Generates Code reviews and|Arch  Debt, |C, C4++ [7, 2]
Measurement Reports Arch Smells
Code and|Titan DSM and |Creates and visualizes|Arch Debt  [N/A [77]
Design clustering DRSpaces
based files
STAN Source Code |Structure Analysis Code Smells |Java [7]
Kaleidoscope Execution Trace models and UML2 Se-|Code Smells [N/A (35]
trace data quence Diagrams
Commit |ARCADE (Prediction |Issue Infor-|Predictions of future architec-|Arch Debt  |Java [66]
based Subsystem) mation and|tural significance for existing
Source Code |issues
HistoryMiner Commit In-|Code smell detection Code Smells [N/A 9]
formation
Architec- |Hotspot Detector Structural Architectural smell detection [Arch Debt [N/A (13, 7]
ture and dependen-
Design cies, coupling
based informa-
tion and
clustering
information

(DWM) as a unit to represent man-hours of developers. In
their case study, after refactoring, the developers were able
to save 2.279 DWM/month, which is essentially the interest
that is paid each month due to the architectural technical
debt.

4.11 Future Directions

The definition and measurement of technical debt are be-
coming finer over recent years, yet there are many challenges
in this field of research [43]. Technical debt depends heavily
upon the perspective of how the study was conducted and
which tools were used. Many authors aim to investigate
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technical debt from an additional point of view and exper-
iment with more tools in their future work [31, 53]. It is
possible to elaborate on existing models to estimate the mit-
igation costs of technical debt [59]. Automation of technical
debt management can be improved by directly mining arti-
facts from version control systems like Git [64]. Since many
organizations are utilizing research works in different ways
based on their context, it is desirable to define a baseline
practice for technical debt management [43]. Some authors
have also expressed their interest in refining the classifica-
tion of technical debt, preparing a catalog of detection tools,
and collecting examples [56, 7]. Also, most of the research
works verified their approach on small projects. Those ap-
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proaches can be tested against real-world industry-standard
benchmark projects [59, 53, 62, 48, 13, 31].

S. THREATS TO VALIDITY

Mapping studies are frequently challenged by several validity
issues that must be addressed. We attempted to reduce the
impact of issues on the quality of the results and the study’s
outcome. From the standpoint of Wohlin’s taxonomy [75],
we explore four possible validity threats: external validity,
concept validity, internal validity, and conclusion validity.

5.1 Construct Validity

Construct validity takes into account the studied area con-
cerning the research questions. The primary term technical
debt, as well as its immediate extensions code debt and de-
sign debt, are coupled with secondary terms as described in
Section 3. All of the primary and secondary keywords are
widely used as search strings.

Omitting important research from our review might jeop-
ardize the validity of our study. We attempted to mitigate
the impact of this threat by choosing and analyzing differ-
ent search phrases, as well as doing pilot searches for many
papers. We set our query to be as broad as feasible to find
all relevant work from our original search.

However, another point of view must be taken into account.
Our study included four major research databases, includ-
ing ACM Digital Library, IEEE Xplore, SpringerLink, and
ScienceDirect, although the authors only had limited access
to indexed full texts on SpringerLink. Other publishers may
index and publish additional articles that we did not include.
To ensure the impartiality and credibility of the information
sources, we included only peer-reviewed papers published by
journals or conferences. It does not include reprints of arti-
cles submitted to or accepted for publication in arXiv.org,
researchgate.net, or individual personal sites. These reprints
may feature innovative ideas, techniques, and challenges re-
lated to the topic of the articles under consideration.

5.2 Internal Validity

Internal validity questions the techniques used to collect
and evaluate data. The search query viewpoint is to en-
sure that we have acquired all relevant articles on the spec-
ified topic. We examined common publication databases
for peer-reviewed literature (excluding gray literature). In
terms of dependability and repeatability, we specified search
keywords and used synonyms that others might duplicate.

Another most likely threat is connected to the extent of
the paper’s inclusion and exclusion. We spent a lot of time
screening and reading the selected articles to assure that
they are within the scope of the study considering the vast
range of publications on technical debt and the wide variety
of research objectives. Section 3 describes the selection cri-
teria in full. For example, we excluded papers that did not
provide a specific output, papers that offered suggestions or
opinions about technical debt analysis but did not include
experiments or robust proposed methods, and literature that
focused on topics other than technical debt cause, impact,
categorization, measurement, or tools.
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A data extraction bias is one possible issue. The extraction
method, in which just one individual pulls information from
the articles, might be the source of this bias. To lessen the
impact of this issue, we dispersed data extraction across mul-
tiple authors. Furthermore, we had at least three authors
examine each search result and double-check the extraction
of other authors. The usage of shared spreadsheets for grad-
ing and result verification was part of this procedure. This
comprised a cursory assessment of the title, abstract, and
keywords of the paper, followed by a more in-depth investi-
gation of the whole text with extracts and classification.

To address concerns about categorization bias, we created
a mind map that was sent to all authors for discussion,
comments, and expansion. While the classification is not
exhaustive, it represents our perspective on the recognized
literature. Given the overlapping perspectives, additional
alternative categorizations might be established.

The interpretation of the results may be influenced by data
synthesis bias. To reduce this risk, the gathered data was
synthesised by several authors in many rounds including re-
view sessions.

5.3 External Validity

Knowledge generalization is concerned with external valid-
ity. In this study, we gathered data from a wide range of
online databases. Our findings and observations apply to
technical debt, code smells, and architectural deterioration.
They may, however, be partially relevant to other SDLC
concerns. Because we evaluated and classified given publica-
tions based on the topic of the research, our categorization
cannot be implicitly generalized. Furthermore, there is a
possibility that missing related work will influence general-
ity since our findings are only the outcome of a peer-reviewed
literature search published during 20XX-2021 at four index-
ing sites.

5.4 Conclusions Validity

The validity of findings is concerned with whether the con-
clusions are justified on the available evidence. To reduce
author bias, extraction bias, and interpretation bias, we
had many authors participate in addressing this danger,
double-checking the publication’s rating and extracts. Sev-
eral brainstorming sessions resulted in the conclusions. Fur-
thermore, they were all resolved separately by all writers.

6. CONCLUSION

Code debt and architectural debt are the two forms of tech-
nical debt that have attracted the most research. One of the
consequences of architectural debt is architectural degrada-
tion. Both architectural degradation and code smells may
originate from violations of design principles. The most used
techniques to identify technical debt are analyzing code,
comments, commits, and architecture. We divided these
strategies into four categories in our mapping study: code-
based, code and design-based, commit-based, and architec-
ture and design-based. We looked at 22 tools, and 50 percent
of them are code-based. Java, C, C++, and C+# are the most
commonly supported languages in these code-based tools.
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In addition to these four languages, only 34% of code-based
tools support other languages. This demonstrates a lack of
available tools for other languages. The remaining tools in
each category made up about 10% to 13% of the total we
considered. This also demonstrates the potential for study
in the categories of commit-based as well as architectural
and design-based research.
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