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Abstract

Computing the edit distance of two strings is one of the most basic problems in computer
science and combinatorial optimization. Tree edit distance is a natural generalization of edit
distance in which the task is to compute a measure of dissimilarity between two (unweighted)
rooted trees with node labels. Perhaps the most notable recent application of tree edit distance
is in NoSQL big databases, such as MongoDB, where each row of the database is a JSON
document represented as a labeled rooted tree and finding dissimilarity between two rows is a
basic operation. Until recently, the fastest algorithm for tree edit distance ran in cubic time
(Demaine, Mozes, Rossman, Weimann; TALG’10); however, Mao (FOCS’21) broke the cubic
barrier for the tree edit distance problem using fast matrix multiplication.

Given a parameter k as an upper bound on the distance, an O(n + k?)-time algorithm for
edit distance has been known since the 1980s due to works of Myers (Algorithmica’86) and
Landau and Vishkin (JCSS’88). The existence of an O(n + poly(k))-time algorithm for tree
edit distance has been posed as open question, e.g., by Akmal and Jin (ICALP’21), who give a
state-of-the-art O(nk?)-time algorithm. In this paper, we answer this question positively.

1 Introduction

Computing the edit distance of two strings is one of the most fundamental problems in theoretical
computer science and combinatorial optimization studied since the 1960s. Tree edit distance is a
natural generalization of edit distance in which the task is to compute a measure of dissimilarity
between two (unweighted) rooted trees with node labels in which every insertion, deletion, or
relabeling operation has unit cost. Tree edit distance, first introduced by Selkow [ |, extends the
applications of edit distance to areas such as computational biology (e.g., analysis of RNA molecules,
where the secondary structure of RNA is represented as a rooted tree) | , , , ,

|, structured data analysis (e.g., XML) [ , , |, image analysis [ 1,
and compiler optimization | |. Perhaps the most notable recent application of tree edit
distance is in NoSQL big databases, such as MongoDB | |, where each row of the database is a

JSON document represented as a labeled rooted tree, and finding dissimilarity between two rows
is a basic operation.
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The computational aspect of tree edit distance is also widely studied. Tai [ | gave the
first solution for tree edit distance that runs in time O(n®), where n is the total number of
nodes in both trees. This running time was later improved in a series of works to O(n?) | 1,
O(n3logn) | ], and O(n?) [ ]. Very recently, Mao | | broke the cubic barrier by
showing an O(n%%6)-time algorithm via a reduction to max-plus product of bounded-difference
matrices. In a follow-up preprint, Diirr further improved the running time to O(n?2149) [ ].

Boroujeni, Ghodsi, Hajiaghayi, and Seddighin | | presented a (1 + €)-approximation
algorithm for tree edit distance that runs in O(n?) time.! They also obtained an O(y/n)-factor
approximation algorithm that runs in @(n) time. Very recently, Seddighin and Seddighin [ ]
gave an O(n'%)-time (3 + ¢)-approximation algorithm for tree edit distance.

The problem has also been considered from the lower-bound perspective. In particular, Bring-
mann, Gawrychowski, Mozes, and Weimann | | proved that the cubic running time barrier
for weighted tree edit distance cannot be broken unless APSP admits a truly subcubic time solu-
tion and weighted k-clique admits an O(n*~¢)-time solution. The existence of such a lower bound
was previously conjectured by Abboud | | in a collection of open problems in fine-grained
complexity.

In contrast to tree edit distance, approximation algorithms for string edit distance have been
subject to many studies [ , , , , ) ) ) ,

, |. After a series of recent developments [ , , , , 1,
the current best bound is an algorithm by Andoni and Nosatzki [ ], for any constant € > 0, pro-
vides a constant-factor approximation of edit distance between strings of length n in time O(n!'*¢).

Given a parameter k as an upper bound on the distance, an O(n + k?)-time algorithm for edit
distance is known since the 1980s, due to Myers [ | and Landau and Vishkin | ], who
combined suffix trees with an elegant greedy algorithm. The existence of such an O(n + poly(k))-
time algorithm for tree edit distance (even for unlabeled trees) remained open despite persistent

effort from researchers in the field. In particular, this question was posed by Mao [ | and
Akmal and Jin | ]. The current fastest algorithm for the problem runs in O(nk?) time | 1,
improving on the previous results of O(nk3) time by Touzet | ]. In this paper, we answer

this open question affirmatively by providing an @(n + k'%)-time algorithm for bounded tree edit
distance.
The previous algorithms for computing tree edit distance | , , , ,
| are dynamic-programming-based procedures, and the solutions for bounded tree edit dis-
tance [ , | are obtained by appropriately pruning the set of states in earlier general-
purpose algorithms. Our strategy is very different: the main effort is to greedily match all but
O(poly(k)) nodes of the input trees so that any polynomial-time algorithm can be used to solve
the residual instances of the problem. The greedy approach is sufficiently powerful only for trees
avoiding certain synchronized periodicity, and therefore we start with a preprocessing step that
eliminates appropriate periodic structures. Although such an approach is fairly simple to realize
for strings, implementing it on trees requires several novel components of their own interest. This
is because, so far, the underlying techniques have not been used on trees, and this setting brings
many challenges absent in the context of strings. For example, periodicity in trees comes in two
flavors, which we name vertical and horizontal, and we provide efficient procedures detecting both
kinds. Another obstacle is that, whereas greedily matching two characters yields two independent
instances of the string edit distance problem, greedily matching two nodes does not produce two
independent instances of the tree edit distance problem, and thus we need a dedicated algorithm
to optimally extend a partial alignment to a complete alignment of two trees. For more details, see

The (5() notation suppresses polylogarithmic factors.



the technical overview in Section 2.

Finally, a problem related to (tree) edit distance is the Dyck edit distance problem, in which,
given a sequence of n parentheses, the task is to find the minimum number of edits (character
insertions, deletions, and substitutions) needed to make the sequence well-balanced. The Dyck
edit distance has numerous applications | , | and has been subject to many theoretical
studies designing exact [ ) ) , ) | and approximation algo-
rithms | , ]. It is also known that this problem is at least as hard as Boolean matrix
multiplication | ]. Though Dyck edit distance problem has a different flavor than tree edit
distance (since the goal is to find the minimum number of edits to completion, i.e., to a target
of well-balanced parentheses), the existence of an O(n + poly(k))-time algorithm for the bounded
version was still a very important open problem (motivated by fixing hierarchical data files, such
as XML and JSON). Backurs and Onak [ | solved the open problem by providing an exact
algorithm for Dyck edit distance that runs in O(n 4 k'6) time, which has recently been improved
by Fried, Golan, Kociumaka, Kopelowitz, Porat, and Starikovskaya [ ] to run in O(n +k°)
time, and further to O(n + k*°%2) using fast matrix multiplication | , ]. Dyck edit
distance falls under the umbrella of a general language edit distance problem | ], which,
however, is at least as hard as Boolean matrix multiplication already for k = 0.

Our Result

While in edit distance, the goal is to transform a string S into another string S’, in tree edit distance
the goal is to transform a tree T into another tree 1" using the least number of edit operations. In
the most common version of the problem, it is assumed that both trees T" and T’ are rooted and
that there is a left-to-right order between the children of any node. Moreover, each node has a
label (independent of its the degree). The elementary operations are node deletion, node insertion,
and node relabeling. In node deletion, we remove a node v and replace it with all of its children,
preserving their order. The reverse of node deletion is node insertion, which allows us to select
a consecutive set of siblings and bring them under a new node v which appears at the previous
position of the relocated nodes. A node relabeling simply modifies the label of an existing node.

In fact, we solve a slightly more general problem of computing the edit distance between two
labeled forests, which are defined as sequences of labeled, rooted, and ordered trees. For two labeled
forests F' and G, we denote their tree edit distance with ted(F, G). Moreover, for a threshold &, we
denote with ted<;(F,G) a value equal to ted(F,G) (if it is at most k) or oo (otherwise). The main
result of this paper is summarized in the following theorem:

Theorem 1.1. There exists a randomized algorithm that, given forests F,G of total size n and
an integer k € Z,, computes ted<(F,G) in O(nlogn + k'°logklogn) time correctly with high
probability.

2 Technical Overview

Given two strings X,Y € Y=" and a threshold k € Zs, the classic Landau-Vishkin algo-
rithm [ ] computes ed<;(X,Y) in time O(n + k?). The algorithm uses dynamic programming:
for each i € [0..k] and j € [—k..k], it computes an index d; ; = max{z : ed(X[0..z),Y[0..2 +
J)) < i}. In terms of the standard quadratic-size DP table, d; j can be interpreted as the row of the
farthest cell on the jth diagonal that can be reached with cost at most i. After a linear-time repro-
cessing of X,Y, each value d; ; can be computed in O(1) time; thus, the algorithm takes O(n + k?)
time in total. From the definition of d; ;, we can observe that the alignments produced by the



Landau—Vishkin algorithm satisfy the following greedy property: if a prefix X[0..z) is aligned to
a prefix Y[0..y) and the characters X |[x] = Y[y] match, then these two characters are also aligned
(instead of being deleted). This greedy matching strategy is crucial in achieving O(n + poly(k))
time complexity as it allows the algorithm to focus on O(poly(k)) mismatches and quickly slide
through the bulk of the input strings.

A natural question is whether a similar greedy strategy can be applied in the context of the
edit distance of two labeled forests F' and G. While there could be several ways to formalize such
a greedy property, all definitions should capture the following scenario: if the leftmost roots of F
and G have the same label, we should be able to greedily match these roots. Unfortunately, this is
not the case, as illustrated in Fig. 1.
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Figure 1: An example of simple greedy strategy where the alignment matches the leftmost roots,
both having labels a. However, the unique optimal alignment deletes the entire tree 77 and substi-
tutes the label at the node of T, from b to a.

However, it is fairly obvious that if the entire leftmost trees of F' and G are the same, then these
trees can be matched greedily. In general, as proved in Proposition 4.4, if, while constructing an
alignment, we are given a chance to match a node u in F' with a node v in G (or to delete one or
both of these nodes), then we can greedily match the two nodes provided that the entire subtrees
rooted at u and v, respectively, are identical. We call alignments following this principle greedy
alignments. Unfortunately, these subtrees can be large. Thus, first we need to design a process
that, for any node u € Vg (or v € Vi), can efficiently encode the information (e.g., structure,
labeling) of the subtree rooted at u. We do it using Look-Ahead Labeling discussed next.

Look-Ahead Labelling: Given unlabeled forests F, G and a labeling A : Vg, Vg — X (here, Vg
stands for the node set of F) and a parameter d, the depth-d look-ahead labeling \' = L(\,d)
satisfies the following property for any pair of nodes u,v € V@ U Vg: X (u) = N (v) if and only if
ted(sub<g(u),sub<g(v)) = 0. Here, sub<g(u) denotes the A-labeled subtree rooted at w trimmed to
depth d.

To construct )\, we first define the parentheses representation of F and G with respect to
labeling A. For forest F with labeling A, this is denoted as P)(F) and can be defined using the
following recursion: If F consists of trees Ty,..., T,,, then Py\(F) = (O, PA(T;), where PA(T;) =
Ovwi) * PA(Fi) - ) awy) and - as well as (® denote concatenation. Here, v; is the root of T; and F; is
the forest obtained from T; by removal of v;. To create )\ in linear time, we replace the label of
each node u € Vg U Vg with a Karp-Rabin fingerprint of Py(sub<4(v)). Note by setting d larger
than the heights of F and G, we can create a labeling that for each node encodes the entire subtree
rooted at that node. The details can be found in Section 4.1.

As an additional challenge, it turns out that this greedy approach is beneficial only if the input
trees I, G avoid certain periodic structures, which may be present in the input forests. Thus, we first



design an @(n)—time algorithm that, given arbitrary labelled forests F, G, produces a pair of forests
F',G’ such that ted<y(F,G) = ted<i(F’,G") and both F’, G’ avoid synchronized horizontal and
vertical k-periodicity, the two types of periodicity which we describe in the following paragraphs.
Moreover, with an O(n+ k3)-time post-processing, we also compute an alignment A mapping P (F”)
to P(G’) such that if we consider any optimal alignment B between F”’ and G’ (and identify it with
the corresponding alignment of P(F’) and P(G’)), then A and B differ at O(k*) positions. Next,
we discuss the key ideas of the periodicity reduction process. We remark that this is the first
algorithm that provides an efficient way of reducing periodicity in trees or forests, and it can be of
independent interest.

Periodicity Reduction: One of the most important novel contributions of our algorithm is
the definition and identification of periodicity in forests. An integer p is period of a string S if
S[i] = S[i + p| holds for all i € [0..n — p); we then call % the exponent of this period of S. If
p < k, then S is called k-periodic. Ideally, we would like to identify and reduce the exponent of
periodic regions of forests F' and G somehow. Given two strings S and T, if there exist periodic
fragments Q = Slas .. Bs) = Ty .. Bt) such that |as—ay| < 2k, we say that there are k-synchronized
occurrences of @) in S and T'. Synchronized periodicity in strings has previously been studied for
string edit distance algorithms that take advantage of such periodicity when constructing optimal
alignments (e.g., in | ]), but never in forests. Unfortunately, reducing periodic fragments in
the parentheses representations of forests does not preserve tree edit distance. In particular, if a
periodic substring is unbalanced, then any edit to an opening parenthesis in the periodic region also
needs to be applied to the corresponding closing parenthesis, which may lie outside the periodic
region. We propose and identify two new types of “balanced” periodicity in forests, horizontal and
vertical periodicity. By constructing forests F’ and G’ which avoid k-synchronized horizontal and
vertical k-periodicity in F' and G without affecting the total edit distance between the forests, we
prove that we also avoid any periodicity in the underlying parentheses representations of F' and G
(with an appropriate labeling).

In Section 6, the first type of periodicity we identify and reduce is horizontal periodicity. If a
sequence of subtrees of a given node repeats periodically, then we consider the repeated forest as a
horizontal period. Therefore, horizontal periodicity appears in the parentheses representation of F'
and GG as a balanced periodic fragment. Since horizontal periods are already balanced, any edits can
be applied locally within the horizontally periodic fragment. By computing all maximal periodic
fragments in the parentheses representations of F' and GG, we can find and reduce all horizontally
periodic regions at nearby locations in both forests. In order to avoid interactions between overlap-
ping horizontally periodic regions, we are careful to only reduce horizontal periodicity with large
exponent and small period. Algorithm 3 gives detailed pseudocode for the @(n)—time construction
of forests F’ and G’ which avoid k-synchronized horizontal k-periodicity from input forests F' and
G.

In Section 7, the second type of periodicity we identify and reduce is vertical periodicity. Vertical
periodicity occurs in a forest when there is some path in which the subtrees to the left and right
of the path repeat periodically at subsequent levels of the path (see Fig. 4). To find all vertical
periods in a forest F, we identify nodes whose corresponding opening and closing parenthesis are
each contained in periodic substrings of the parentheses representation Py (F). Once we find all
vertical periods of F' and G, we use orthogonal range queries (in two dimensions) to find nodes
u € Vg and v € Vg which are both contained in a vertically periodic region and whose opening
parentheses and closing parentheses are in similar locations of Py(F) and P,(G). Once we find all
such pairs of nodes, we can reduce the exponent of the periodic path as in the case of horizontal



periods. Algorithm 7 performs these vertical periodic reductions in @(n)—time without introducing
any new horizontal k-periodicity, and it outputs forests F’ and G’ which avoid both k-synchronized
horizontal and vertical k-periodicity.

In Section 8, we prove that since F’ and G’ avoid k-synchronized horizontal and vertical k-
periodicity of large exponent, then Py(F') and P)(G’) avoids all k-synchronized 2k-periodicity of
large exponent, where A is an appropriate refinement of the depth-8k look-ahead labeling. We show
that any periodic substring of a forest’s parentheses representation must be either horizontal or
vertical period depending on whether the period string is balanced or unbalanced. At the end of
the section, using an O(n+k?)-time DP algorithm described in Section 3, we compute an alignment
A of Py(F") and P5(G’) that differs from any optimal tree alignment of F’ and G’ on at most k*
characters.

Given the two trees F’ and G’ that avoid synchronized horizontal k-periodicity and synchronized
vertical k-periodicity, in Section 9.5 we design an algorithm using the greedy strategy that computes
ted<),(F',G") in time O(n + h2k"), where h is an upper bound on the height of F’ and G'. We
provide a brief sketch of the algorithm in the following.

Tree Edit Distance of Shallow Forests: Here, we first show that if we consider any optimal
alignment A between F’ and G’, then, for all but 2hk pairs of nodes (u,v) where u € Vg and
v € Vg, A matches u with v and the subtree rooted at u is identical as the one rooted at v. If we
assume that F” and G’ avoid synchronized horizontal k-periodicity, this allows constructing a large
set of matching pairs M C {(u,v) : u € Vr,v € Vg} (of size |Vr| — O(h%k*)) that is common to
all optimal greedy alignments; i.e., each pair (u,v) € M is matched by every greedy alignment and
the subtrees rooted at u and v are at distance 0. The time required to construct M is O(n + hk?).

Given this partial matching M common to every optimal greedy alignment, our next objective
is to extend it in order to construct an optimal alignment between F’ and G’. An analogous task
is relatively straightforward for strings: given a partial matching, we can first partition the strings
along this matching and then independently compute the optimal distance between subsequent
pieces. This strategy fails for trees, but we still provide a linear-time algorithm that, given a pair
of forests I’ and G’ and a non-crossing partial matching M between them, constructs forests F”
and G” such that ted, (F',G') = ted<j,(F",G") and |F"'| +|G"| = O(k(|/F'| + |G'| — 2|M])). Here,
ted, (F’,G') is the minimum of the cost of all alignments A between F’, G’ such that each pair of
nodes in M is also matched by A (or oo if that cost exceeds k).

Thus, following this construction and using the fact that the partial matching M is com-
mon to every optimal greedy alignment between F',G’ (thus ted (F’,G') = ted<y(F',G")) and
M| = |Vp| — O(R%k*), in linear time we can construct trees F”,G” such that ted<i(F',G") =
ted<),(F”,G") and |F"| + |G"| = O(h?k®). Next using the O(nk?) time algorithm of | ], we
compute ted<;(F”, G") in time O(h%k"). Below, we discuss how to extend a partial matching to a
complete alignment.

Partial Forest Matching: As mentioned earlier, here, given a pair of forests F/ and G’ and
a non-crossing partial matching M, our objective is to construct forests F” and G” such that
ted, (F',G") = ted<;(F",G") and \F”H— |G"| = O(k(|F'|+|G'| — 2|M])). Also, if the height of F”
(or G” ) is h > 2, then there is a length h — 2 top down-path in F’ avoiding nodes from M. Thus,
if M is large and hits all long paths, then this significantly reduces both the size and the depth of
the input forests while preserving their distance.

We start by partitioning I’ and G’ along the matchmg pairs in M, creating forests F and G
and a set of partial matching pairs M between F G. Our aim is to ensure that each node appearing



in a matching pair of M is a leaf node of some tree in E' (or G) and ted™ (F',G’) = ted™ (F', G).
For this, we mark all the nodes that are present in M and assign each node to the nearest marked
proper ancestor. This creates a partition of V@ and of Viz. Next for each subset S of nodes in
the partition, we create a tree by deleting all the nodes in Vp \ S from F, and we add the tree
to F' (while preserving the order of the nodes as present in F). Similarly create G from G’. Note
that, by construction, each node present in M appears as a leaf node of some tree in a (or in é)

We also copy all the matching pairs from M to M. Lastly to ensure tedM(F’ Q") = ted™(F,Q),
between each pair of consecutive trees in F' and their corresponding trees in G, we insert a pair of
single-node trees whose roots are also added to M. Now, each node present in M appears as a leaf
node of some tree in F' (or in @) and, if height of F' (or G) is h > 1, then there is a length h — 1
top down path in F” (or G') avoiding nodes from M.

In the second step we further reduce M by removing redundant matching pairs. The idea here
is that, for each matching pair (4, 0) € M, if their immediate left siblings u and v (respectively) are
also matched by M, i.e. , (u,v) € M, then we can discard (,7) to create a new set M and create
forests F and G by deletlng all the nodes present in some discarded matching pair. This is because
(u,v) serves as a representative of (@,0) and thus reintroducing them would not violate the non-
crossing property of the matching set, and we can ensure ted™ (F, G) = tedM(F, é) = tedM(F', @).
We also show |M| < 2/5(|F| + |G| +1).

Lastly, using F', G, and M, we construct forests F”/, G” such that ted L (F,G) = ted<i(F",G").
To construct F” and G”, we attach a gadget containing k + 1 uniquely-labeled children to each
node present in M. As the cost of an optimal alignment of F” and G” is bounded by k, it should
match at least one node from each gadget; following this, we can show the alignment will indeed
match all the nodes from the gadget and from set M thus proving ted, (F,G) = ted<x(F",G").

Moreover, from the above construction and using the bound of [M|, we can show |F”| + |G"| =

O(min(|F'| + |G'| + k| M|, k(|F'| + |G'| — 2|M]))). Also, by the gadget construction, we ensure the
height of F” (or G") is at most the height of F' (or G) plus one. Thus, if the height of F” (or G”)
is h > 2, then there is a length h — 2 top down path in F’ (or G’, respectively) avoiding M. We
provide the details in Section 9.1.

To summarize, given arbitrary labelled forests F,G and a threshold k, we first design an algo-
rithm that in time O(n) produces a pair of forests F’, G’ such that ted<(F,G) = ted<x(F",G’) and
F', G’ avoid synchronized horizontal and vertical k-periodicity. At O(n + k®) time, this algorithm
also computes an alignment A between P(F’) and P(G’) such that, any optimal alignment B be-
tween F’ and G/, differs from A at O(k*) positions. Next, using the greedy strategy and the partial
matching technique, we design an algorithm that can compute ted<;(F’,G’) in time O(n + h2k7),
given that the heights of I’ and G’ is at most h. However, the challenge is that the height A can be
much larger than k. To solve this issue, instead of directly computing the distance between F’, G’,
we design Section 9.3, which first creates a partial matching M using random sampling within
alignment A, and then extends this partial matching to construct an optimal alignment between F !
and G'. The random sampling constructs M in such a way so that, given F' G, and M, the partial
matching reduction generates forests F”, G where ted, (F',G") = ted<k(F "".G") and the heights

of F"” and G” are bounded by O(k*). Thus, one can compute the distance in time O(n + k). We
now give a sketch of the sampling technique.

Level Sampling Set the height threshold h = O(k*). Select the sampling parameter r from
[0.. h) uniformly at random. Mark all the nodes in " and G’ at depth congruent to r modulo h.
Next, we create a partial matching M as follows: for each marked node u € Vg (or in Vi), add



(u,v) to M, where v € Vg (or v € V) and A matches the parentheses representing u with the
parentheses representing v. Apply partial matching reduction on F/, G’ and M to create forests
F" G" given (i) every marked node is present in M (ii) [M| = O(n/k*). Using the bound on |M]|,
we claim |F”|+|G”| = O(n). Moreover, neither of F”, G" has a top-down length-h path avoiding M.
Hence, the height of F”,G” is at most h + 1 = O(k*). Thus, we can compute ted<;(F”,G") using
the shallow forest algorithm in time O(n + poly(k)). Note that the partial matching reduction
ensures ted¥, (F',G") = ted<x(F",G"). As ted(F’,G') < k and any optimal alignment between
F' and G’ and A differs in at most O(k*) matching pairs, following our sampling strategy we
further can argue that ted<j(F’,G’) = ted, (F’,G’) holds with constant probability. To ensure
concentration, we repeat this ©(logn) times and report the minimum distance computed.

3 Preliminaries

3.1 Strings

A string Y € X" is a sequence of |Y| := n characters from an alphabet ¥. For i € [0..n), we
denote the ith character of Y with Y[i]. The reverse of a string Y is Y := Y[n—1]Y[n—2]---Y][0].
We say that a string X occurs as a substring of a string Y if X = Y[i]---Y[j — 1] holds for some
indices 0 < i < j < |Y|. We denote the underlying occurrence of X as Y[i..j). Formally, Yi..7)
is a fragment of Y that can be represented using a reference to Y as well as its endpoints 4, j. The
fragment Y[i..j) can be alternatively denoted as Y[i..j — 1, Y(i—1..7—1,or Y(i—1..j4). A
fragment of the form Y[0..j) is a prefir of Y, whereas a fragment of the form Y[i..n) is a suffix
of Y.

An integer p € [1..n] is a period of a string Y € X" if Y[i] = Y[i+p] holds for all i € [0..n—p).
In this case, the prefix Y[0..p) is called a string period of Y. By per(Y) we denote the smallest
period of Y. The exponent of a string Y is defined as exp(Y) := WLL&),
Y is periodic if exp(Y') > 2.

For a string Y and an integer m > 0, we define the mth power of Y, denoted Y™, as the
concatenation of m copies of Y. For a string Y € X", we define a forward rotation rot(Y) =
Y[1]---Y[n —1]Y[0]. In general, a cyclic rotation rot*(Y') with shift s € Z is obtained by iterating
rot or the inverse operation rot™!. A non-empty string Y € £" is primitive if it is distinct from
its non-trivial rotations, i.e., if Y = rot*(Y") holds only when s is a multiple of n. A string Y is
primitive if and only if it cannot be expressed as Y = X" for some string X and integer m > 1.

and we say that a string

3.2 Edit-distance Alignments

The edit distance (also known as the Levenshtein distance) ed(X,Y’) between two strings X and Y
is defined as the smallest number of character insertions, deletions, and substitutions required to
transform X to Y.

Equivalently, the edit distance ed(X,Y’) can be defined as the cost of the cheapest alignment
A: X — Y. There are many ways to formally define an alignment; all of them, however, need to
identify which characters of X are deleted and which characters of Y are inserted. The remaining
characters are aligned (either substituted or matched) in the left-to-right order. Since parts of this
work rely on the techniques of | ], we chose to stick to their formalization.

Definition 3.1. A sequence A = (z4,y:)}%, is an alignment of a string X € ¥* onto a string
Y € ¥* denoted A : X — Y, if (zo,50) = (0,0), (@m,ym) = (I X[,|Y]), and (z¢+1,Y1+1) €
{(@e + Ly + 1), (2 + Lye), (w1, y¢ + 1)} for t € [0..m).



Given an alignment A = (x¢,y:)j%, : X = Y, for every t € [0..m):

o If (z441,yt+1) = (¢ + 1,44), we say that A deletes X |[xy].

o If (x411,yt+1) = (w1, yr + 1), we say that A inserts Y [y].

o If (x441,y4+1) = (2 +1,y:+1), we say that A aligns X[z;| and Y[y:], denoted X [z;] ~4 Y]y
If additionally X [z;] = Y'[y], we say that A matches X [x;] and Y [ys], denoted X[x;] ~4 Yy].
Otherwise, we say that A substitutes X [z;] for Yy].

—

The cost of an edit distance alignment A is the total number characters that A deletes, inserts,
or substitutes. We denote the cost by ed4(X,Y’). The cost of an alignment A = (x4, y;)j~, is at
least its width, defined as maxj” |z; — y¢|. Observe that ed(X,Y’) can be defined as the minimum
cost of an alignment of X and Y, that is, ed(X,Y) = ming.xy ed4(X,Y). An alignment of X
and Y is optimal if its cost is equal to ed(X,Y).

Given an alignment A = (z4,y)%, of X,Y € ¥F, we partition the elements (z,y;) of A into
matches (for which X[z;] ~4 Y[y:]) and breakpoints (the remaining elements). We denote the set
of matches and breakpoints by M 4(X,Y") and B4(X,Y), respectively. Observe that |B4(X,Y)| =
1+edy(X,Y).

We say that a set M C Z>o x Z>g is non-crossing if there are no distinct pairs (z,y), (z/,y) €
M with x < 2/ and y > y'. Observe that, for every alignment A of XY, the set {(z,y) €
[0..1X]) x [0..]Y]) : X[z] ~a Y[y]} is non-crossing. We further say that a non-crossing set
M C[0..]X]) x[0..]Y]) is a non-crossing matching of strings X,Y if X[x] = Y[y] holds for every
(z,y) € M. Note that, for every alignment A of X,Y, the set M 4(X,Y") is a non-crossing matching.

Given an alignment A = (4, y;)j%, of X and Y, for every £,r € [0..m] with ¢ < r, we say that A
aligns Xxy..2z) to Yy ..y,), denoted X[zy..x,) ~4 Y[ye..y,). If there is no breakpoint (z,y:)
with ¢ € [¢..r), we further say that A matches X[z,..x,) to Y[ye..y,), denoted X|xy..x,) ~4
Y[yf .- yr)’

Definition 3.2 (Greedy alignment | ). We say that an alignment A of two strings X,Y € ¥*
is greedy if X[x] # Y[y] holds for every (z,y) € Ba(X,Y) such that x # |X| and y # |Y.

As proven in | |, any two strings X,Y € X* have an optimal alignment that is also greedy.

For strings X, Y € ¥* and integers k > w > 0, we denote by Ay, ,,(X,Y") the family of alignments
of A: X — Y whose cost is at most k and whose width is at most w. Furthermore, we define
GAjw(X,Y) as the set consisting of all greedy alignments in A ,,(X,Y"). The following result can
be obtained using a straightforward adaptation of the Landau—Vishkin algorithm | |. The only
difference compared to the baseline implementation is that the DP table is artificially restricted to
diagonals [—w .. w].

Lemma 3.3. Given strings X,Y € =" and integers k,w € Z>q, one can in O(n + kw) time
decide whether Ay, (X,Y) # 0. If the answer is positive, the algorithm reports a witness alignment

Ae GA]MU(X, Y).

3.3 Trees and Forests

Definition 3.4 (Forest). We say that a forest F is a (possibly empty) sequence of non-empty rooted
ordered trees Tq,...,T,,. Formally, each such tree T; consists of a root node v; and a forest F;
representing the descendants of v;. We write Vg to denote the node set of F.

For a node v € Vg in a forest F, we denote the parent of v by parentg(v). If v is a root, then we
set parentp(v) = Lf; consistently with [ , |, we refer to Lg as the virtual root of F. We
denote Vg = VEU{ Lg} as the set of nodes in F including the virtual root. For each node v € Vg, we



denote the sequence of children of v by childreng(v). Observe that the forest F is uniquely specified
by the lists childreng(v) for v € V¢ and these lists, in total, contain every node u € Vg exactly once.

We define the height of a forest F, denoted height(F), as the maximum number of nodes on the
root-to-leaf path in F. Thus, an empty forest has height 0, whereas a forest consisting of roots only
has height 1.

Definition 3.5 (Labelled forest). A labeled forest F' consists of a forest F and a labeling function
A Ve — X assigning labels (from an integer alphabet ¥ = [0..0)) to nodes of F.

In this work, we typically consider two labeled forests F, G. We then assume that the underlying
unlabeled forests F, G have disjoint node sets and a joint labeling A : VF U Vg — X.

Definition 3.6 (Tree edit distance). The following operations are jointly called edits of a labeled
forest F":

Substitution (relabeling) Change the label of a node in F' with another symbol from .

Deletion Delete a node v from F. As a result, the children of v become the children of parent(v)
while preserving their order. Formally, we modify childrenp(parentz(v)) by replacing v with
childreng(v).

Insertion Insert a labeled node v into F' so that deletion of v produces F' again. Formally, an
insertion is specified by a u € V¢ (which will become the parent of v), a (possibly empty)
fragment of childrenp(u) (identifying nodes which will become the children of v), and the label
of the new node.

The tree edit distance ted(F, G) is defined as the minimum number of edits (listed above) required
to transform one forest to the other.

Just like the string edit distance, the tree edit distance admits an equivalent definition in terms
of alignments A : F — G. Such an alignment must specify which nodes in F' are deleted and which
nodes in G are inserted. The remaining nodes are aligned (either relabeled or matched). Unlike for
string edit distance, where the alignment must only be consistent with the left-to-right ordering,
here, the alignment must the consistent with both the pre-order and the post-order forest traversal.

3.4 Parenthesis Representation of Forests

Aiming to adapt string techniques into the forest setting, we map each forest to a string through
the parentheses representation (closely related to the bi-order traversal considered in | D.

Definition 3.7 (Parenthesis representation). For every unlabeled forest F, we define the parentheses
representation of F, denoted P(F) € {(,)}*, using the following recursion: If F consists of trees
T1,..., ., where each T; consists of a root node v; and a forest F; representing the descendants
of v, then P(F) = ©O, P(T;), where P(T;) = (-P(F;)-) and - as well as () denote concatenation.
For a labelling A : Vi — X, we further set Py(F) € ({(,)} x X)* so that P\(F) = (O, PA(T:)
and Px(T;) = () - PA(Fi) - ) aw,)- For a labeled forest F' = (F, \), we also write P(F') := P(F).

Observe that P(F) forms a well-parenthesized sequence and there is a bijection between nodes
of F and the pairs of matching parentheses in P(F). We define functions og,cg : Vg — [0..2|F|)
so that the opening and the closing parenthesis representing u are located at positions of(u) and
cp(u), respectively.

Definition 3.8. We say that A : P(F) — P(G) is a tree alignment of forests F and G, denoted
A : F — G if the following consistency conditions are satisfied for each u € Vg:
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e cither A deletes both P(F)[og(u)] and P(F)[cg(u)], or
e there exists v € Vg such that P(F)[og(u)] ~4 P(G)[og(v)] and P(F)[cg(u)] ~4 P(G)[cg(v)].

We denote the set of all tree alignments A : F — G with TA(F,G) C A(P(F),P(G)).

Definition 3.9. Consider a joint labeling A of forests F, G and an alignment A € TA(F,G). We
denote ted 4(F,G) := 2ed4(P,(F),P,(G)). In terms of the underlying labeled forests F,G, we
express this as ted4(F, G) := sed 4(P(F),P(G)).

We observe that Definitions 3.6 and 3.9 are equivalent as each tree edit operation can be
represented using two string edit operations. For example, a deletion of a node v € Vg corresponds
to deleting the characters at positions op(u) and cp(u) in P(F).

Observation 3.10. For any two forests F,G, we have ted(F,G) = min geta(r,q) teda(F, G).

Furthermore, for an integer k € Z>(, we denote TA,(F,G) = {A € TA(F,G) : teds(F,G) < k}.
We also denote
ted(F,G) if ted(F,G) <k,

00 otherwise.

tedgk(F, G) = {

4 Labeling Refinements

Consider two joint labelings A\, X' : VE U Vg — X of forests F, G. We say that \ is a refinement of X
if X'(u) = N (v) holds for any two nodes u,v € Vg U Vg such that A(u) = A\(v). If simultaneously A
is a refinement of X and )\ is a refinement of A\, we say that \ is equivalent to \.

4.1 Look-Ahead Refinement

For a node v of an unlabeled forest F, let sub(v) denote the subtree of F rooted at v. Further, for
an integer d € Zy, let sub.4(v) denote the subtree of sub(v) consisting of nodes at distance less
than d from the root v.

Definition 4.1 (Look-ahead refinement). Let A be a joint labeling of forests F, G. We say that \
is a depth-d look-ahead refinement of X if, for any u,v € Vg U Vg, we have X' (u) = X (v) if and only
if Py(sub.g(u)) = Px(subg(v)). We use L(A,d) to denote a depth-d look-ahead refinement of A
(chosen arbitrarily up to equivalence of labelings).

Lemma 4.2. Consider forests F, G, their joint labeling X, an alignment A € TA(F,G), and an
integer d € Z. Then,
tedL()\,d%A(F, G) <d- ted>\7A(F, G).

Proof. Let the level of a node in VF U Vi denote its distance to the root. We mark some nodes of
F, G and prove that ted| (5 4) 4(F, G) is bounded by the number of marks.

1. If A deletes a node u € Vg at level £ or aligns such a node to a node v € Vg with A(u) # A(v),
then we mark all ancestors of u at levels in (¢ —d..£].
2. If A inserts a node v € Vg at level ¢, then we mark all ancestors of v at levels in (¢ —d../].

Clearly, the total number of marks does not exceed d - tedy 4(F,G).

It remains to prove that each unit of tedi () 4 4(F,G) can be charged to a marked node. If A
deletes a node in VF U Vg, then this node is already marked. We shall prove that if A4 aligns a
node u € Vg with a node v € Vg such that L(\, d)(u) # L(X,d)(v), then either u or v is marked.
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For a proof by contradiction, suppose that this is not the case. In particular, this means that
A does not delete nor insert any node in sub_4(u) and sub_4(v). Consequently, these trees are
isomorphic, i.e., P(subcg4(u)) = P(sub.4(v)), and A aligns nodes according to this isomorphism.
Moreover, \ assigns the same label to any two nodes matched by this isomporhism (otherwise, u

would have been marked), and thus Py (sub.g4(u)) = Px(sub-4(v)), contradicting the assumption
that L(A, d)(u) # L(A, d)(v). O

Lemma 4.3. Given forests F,G of total size n, their joint labeling A\, and an integer d € Z>o, a
labeling equivalent to L(\,d) can be constructed in O(n) using a randomized algorithm correct with
high probability.

Proof. We replace the label of each node v € Vg UV with the Karp—Rabin fingerprint | ] of
Px(sub4(v)). Choosing a sufficiently large prime number p = n®() and a uniformly random seed
r € [0..p), we can guarantee that, with high probability, the fingerprints will have no collisions
among the n strings Py (sub.4(v)).

As far as the implementation is concerned, for each node v at level £, we first identify all its
descendants vq,...,v,, at level £ + d. Such lists can be produced in linear time by a traversal of
F and G that maintains the ancestors of the currently visited node in an array indexed by the
level of the ancestor. When visiting a node at level £ > d, we add it to the list of descendants
of the ancestor at level £ — d. Next, we note that Py(sub.4(v)) can be obtained from Py (sub(v))
by cutting out the fragments representing P, (sub(v;)). Thus, given the list vy,..., v, we can
represent Py (sub.4(v)) as the concatenation of m + 1 fragments of Py (sub(v)). The fingerprint of
each fragment of P, (F') and P)(G) can be constructed in O(1) time and the Karp—Rabin fingerprints
support concatenations in O(1) time. Consequently, the desired fingerprints can be constructed in
O(n) time in total. O

Next, we show that there exists an optimum alignment that becomes greedy if we refine the
labeling using look-ahead d > max{height(F’), height(G)}.

Proposition 4.4. Let )\ be a joint labeling of unlabeled forests F, G of height at most h and let A=
L(A, h). Then, there exists a tree alignment A € TA(F,G) of optimum cost tedy 4(F,G) = tedy(F,G)
such that A € GA(P;(F),P(G)).

Proof. Consider a tree alignment A € TA(F,G) of optimum cost tedy 4(F,G) = ted\(F,G). We
perform the following steps repeatedly for 2|F| rounds: at round i, we construct a tree alignment
A; € TA(F,G) such that tedy 4,(F,G) = ted) o(F,G) and P5(F)[z] # P;(G)[y] for every (z,y) €
B4, (P5(F),P5(G)) N ([0..4) x [0..2|G])). Trivially, Ag := A satisfies this condition for i = 0.

Round i. At round i, we construct A; given A;—1 = (¢, Yt )iefo..m)- If P5(F)[z] # P5(G)[y] already
holds for every (z,y) € B4,_, (P5(F),P5(G)) N ([0..4) x [0..2|G])), then we simply set A; := A; 1.
Otherwise, let (x,y) be the leftmost breakpoint with P (F)[z] = P;(G)[y]. By the assumptions on
A;_1, we must have z =7 — 1.

Case 1. First, we consider the case where (z,y) = (oF(u),06(v)) for some (u,v) € Vg x V.
Let (Z,9) = (cr(u),cg(v)) and note that, due to Pj(F)[z] = P(G)[y] and A = L(A,h), we have

Pi(F)[z..z] = Ps(G)[y..y]. We define ¢ := min{t : z; > T and y; > y} and create A; so that it:

aligns P5(F)[0..x) against P5(G)[0..y) in the same way as A; 1 did,

matches P (F)[x..z] against P5(G)[y.. 7],

deletes P (F)(z..14) and inserts P5(G)(7..y,) (at least one of these fragments is empty),
aligns P (F)[z, . . 2|F|) against P5(G)[y, .. 2|G|) in the same way as A; ;1 did.
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Formally, A; is defined as follows, where ® denotes concatenation of sequences and p € [0..m)] is
such that (z,y) = (zp, yp):

Ai = (@, Yt)iefo. p) © (T + 6,y + 0)s¢)0. 2—2) © (£, Yg)ie@. ) © (Tas Dje(g. yg) © (Tt Yt)ielq. .m)-

First, we show A; € TA(F,G). For this, take a node v’ € V¢ and consider several cases:

e of(u') € [x..T]or cp(u') € [x..Z]. In this case, u' € sub(u) and thus both op(u’) € [z .. Z]
and cp(u’) € [z..Z]. Moreover, due to P (F)[z..Z] ~4, P;(G)[y..7], in this case, A; matches
u’ with the corresponding node of the subtree sub(v) identical to sub(u).

o of(u’),cr(u’) € (Z..xq). In this case, A; deletes both P (F)[of(u)] and P (F)[cF(u')].

e of(u') € (Z..xq) and cp(u’) € [xg..2|F|). In this case, A; deletes Py (F)[of(u’)] and
handles P (F)[cr(u/)] in the same way as A;_1 did. Thus, we must prove that A;_; deleted
u’. For a proof by contradiction, suppose that A;_; aligned «’ with some node v € Vg. By the
non-crossing property of A;_1, due to (x,), (z4,yq) € Ai—1, we must have og(v') € [y..y,)
and cg(v') € [yq-.2|G|). Moreover, since (Z..x,) # (), we must have (y..y,) = 0, which
means that og(v') € [y..9] = [y..y,). Consequently, v" € sub(v) and hence cg(v') € [y.. 7] =
[y ..yq); this contradicts cg(v') € [yq .- 2|Gl).

e of(u’) € [0..x) and cf(u’) € (Z..x4). In this case, A; deletes P (F)[cr(u')] and handles
P (F)lor(u')] in the same way as A;_; did. Thus, we must prove that A;_; deleted u’. For a
proof by contradiction, suppose that A;_; aligned «' with some node v' € V. By the non-
crossing property of A;_1, due to (z,y), (z4,yq) € Ai—1, we must have og(v') € [0..y) and
cg(v') € [y . .yq). Moreover, since (Z..x4) # 0, we must have (7..y,) = (), which means that
cc(v') € ly..y] = [y..yq). Consequently, v € sub(v) and hence og(v') € [y.. 9] = [y..yq);
this contradicts og(v') € [0..y).

e op(u'),cp(u’) € [0..x) U [zq..2|F|). In this case, A; handles «’ in the same way as A;_;
did.

This case analysis above is exhaustive and, in all cases, the two parentheses corresponding to u’
are handled consistently. Consequently, we indeed have A; € TA(F,G).

Next we argue that tedy 4,(F,G) < tedy 4, ,(F,G) or, equivalently, edy,(Px(F),PA(G)) <
ed4, ,(PA(F),PA(G)). The two alignments differ only on Py(F)[z..z,) and Py(G)[y..y,). The
contribution of these fragments to the cost of A; : Px(F) ~» Px(G) equals [(Z..xq)| + [(§..yg)| =
[1(Z..2g) = (@ yg)l| = |llz.-2zq) = |[y.-vq)l|- Due to (z,y), (q,y4) € Ai—1, the contribution of
these fragments to the cost of A;_1 : Py\(F) ~» P»(G) must be at least that large.

Finally, we note that the breakpoints of A; in [0..7) x [0..2|G|) satisfy the greedy property.
For breakpoints to the left of (x,y), this follows by definition of (z,y). Moreover, due to P (F)[z] ~
P;(G)[y], the pair (z,y) is not a breakpoint in A;; in particular, the subsequent pair (z+1,y+1) € A;
satisfies  + 1 = 1.

Case 2. Next, we consider the case where (z,y) = (cp(u),cg(v)) for some (u,v) € Vg X VG.
Define (Z,7) = (oF(u),0c(v)) and note that, due to P;(F)[z] = P;(G)[y] and A= L(A, h)
have P;(F)[z..z] = P5(G)[y..y]. Define ¢ = min{t : z; > x and y; > y} and p = max{t :

z and y; < y}. We create A; so that it:

aligns P (F)[0..x,) against P5(G)[0..y,) in the same way as A; 1 did,

deletes P (F)[z) .. %) and inserts P5(G)[yp .. 7) (at least one of these fragments is empty),
matches P;(F)[Z..z] against P5(G)[7..y],

deletes P5(F)(z..x,) and inserts P;(G)(y..y,) (at least one of these fragments is empty),
aligns P (F)[z, .. 2|F|) against P (G )[yq .2|G|) in the same way as A;_; did.
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Figure 2: Example of the construction of alignment A; from alignment A;_ 1

Formally, A; is defined as follows:

Ai = ($t7 yt)tE[O. D) © (jv g)ie[:cp. .Z) © (j7 g)g}e[yp. ) © (3_" +4,y + 5)66[0. T—Z]
o (2, yq):?:e(:c. zq) © (xqa Q)Qe(y. g) © (zt, yt)te[q. .m]

First, we show A; € TA(F,G). For this, take a node u’ € V¢ and consider several cases:

op(u') € [T..x]or cp(u’) € [Z..x]. In this case, ' € sub(u) and thus both og(u') € [T .. ]
and cg(u') € [z .. z]. Moreover, due to P5(F)[Z..x] ~4, P;(G)[y..y], in this case, .A; matches
u’ with the corresponding node of the subtree sub(v) identical to sub(u).

or(u’),cr(u’) € [xp..Z) U (x..x4). In this case, A; deletes both P;(F)[or(u')] and
Py (Pier(u)].

or(u’) € [xp..Z) and cp(u') € [xq..2|F|). In this case, A; deletes P (F)[of(u')] and
handles P (F)[cp(v')] in the same way as A;_; did. Thus, we must prove that A;_; deleted
u’. For a proof by contradiction, suppose that A;_; aligned «’ with some node v' € V5. By the
non-crossing property of A;_;, due to (zp,vp), (z,y), (2q,Yq) € Ai—1, we must have og(v') €
[yp..y) and cg(v') € [yq..2|G|). Moreover, since [z,..Z) # (), we must have [y,..7) = 0,
which means that og(v') € [§..y) = [yp..y). Consequently, v € sub(v) and hence cg(v') €
[s..y] = [yp..y]; this contradicts cg(v') € [yq..2|G|) due to y, > y.

or(u’) € (z..x4) and cp(u’) € [xq..2|F|). In this case, A; deletes Py (F)[of(u')] and
handles P (F)[cr(u/)] in the same way as A; 1 did. Thus, we must prove that A; 1 deleted
u’. For a proof by contradiction, suppose that A;_; aligned «' with some node v' € V.
By the non-crossing property of A;_1, due to (x,,9p), (z,v), (xq,y4) € Ai—1, we must have
o(V') € [y..yq) and cg(v') € [yq-.2|G|). Moreover, since (x..z4) # 0, we must have
(y..yq) = 0, which means that og(v') = y; this is a contradiction because y = cg(v).

or(u’) € [0..xp) and cp(u’) € [xp..Z). In this case, A; deletes P (F)[cp(v')] and handles
P (F)lor(u')] in the same way as A;_; did. Thus, we must prove that A;_; deleted u’. For
a proof by contradiction, suppose that A;_; aligned u/ with some node v € V5. By the
non-crossing property of A;_;, due to (zp,vp), (z,y), (2q,Yq) € Ai—1, we must have og(v') €
[0..yp) and cg(v') € [yp..y). Moreover, since [z, ..Z) # 0, we must have [y, ..y) = (), which
means that og(v') € [§..y) = [yp..y). Consequently, v" € sub(v) and hence og(v') € [§..y] =
[yp - - y]; this contradicts og(v') € [0..y,).

or(u’) € [0..xp) and cp(u’) € (x..xq). In this case, A; deletes P (F)[cF(u’)] and handles
P (F)[or(u')] in the same way as A;_1 did. Thus, we must prove that A; 1 deleted u'. For
a proof by contradiction, suppose that A;_; aligned v/ with some node v € Vg. By the

non-crossing property of A;_;, due to (zp,vp), (z,y), (2q,Yq) € Ai—1, we must have og(v') €
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0..yp) and cg(v') € [y..yq). Moreover, since (z..z4) # 0, we must have (y..y,) = 0,
which means that cg(v') = y. Consequently, v = v' and hence og(v') = ¥; this contradicts
oG(v') € [0..yp) due to y, < 7.

e of(u'),cp(u') € [0..xp) U [zq..2|F|). In this case, A; handles v’ in the same way as A;_;
did.

This case analysis above is exhaustive and, in all cases, the two parentheses corresponding to u’
are handled consistently. Consequently, we indeed have A; € TA(F,G).

Next we argue that tedy 4,(F,G) < tedy 4, ,(F,G) or, equivalently, edy,(Px(F),PA(G)) <
ed4, ,(Px(F),Px(G)). The two alignments differ only in how on P(F)[z, .. z,) and Px(G)[yp .. yq)-
The contribution of these fragments to the cost of A; : Py(F) ~» Px(G) equals |[zp, .. Z)|+|[yp .- )|+
@ 20) 49| = - 2)] = - D]+ 1@ 20)] = 1 w0)l| = [Nz - 2) — Il -9)| +
[[[z..2q) = [y yg)l|- Due to (xp,yp)(x,y), (¥q,yq) € Ai—1, the contribution of these fragments to
the cost of A;_1 : Px(F) ~» Px(G) must be at least that large.

Finally, we shall prove that A; is greedy up to index i — 1. For breakpoints to the left of (z,y,),
this follows by definition of (x,y). Moreover, none of the pairs (Z+9, % +0)sc[. 2—z] 1S a breakpoint
and, in particular, the subsequent pair (x + 1,y + 1) € A; satisfies x + 1 = i. Hence, it suffices
to consider breakpoints of the form (&,y) for some & € [z,..Z) or (z,y) for some § € [y,..7).
These two cases are symmetric, so let us consider (Z,y) for some § € [y,..y). For a proof by
contradiction, suppose that P (F)[Z] = P5(G)[g]; consequently, P;(F)[z..x] = Ps(G)[§..J +x — Z]
because A = L(\, /). Moreover, due to [y,..7) # 0, so we must have [z,..Z) = 0, i.e., z, = Z.
Define r = min{t € [p..q) : y+ —at > §—Z}. Note that yp —zp < g—Zandy—ac=7—7 >
y — T; hence, z, € [x,..2] = [T..2] and y, —x, = § — Z. Since all breakpoints to the left of
(w,y) satisfy the greedy property and since P;(F)[Z..z] = P5(G)[J..9 + = — Z], we conclude that
Ps(F)lzy .. 2] ~a,_, Ps(G)[y,..9 + 2 — z]. In particular, P;(F)[z] ~4,_, Ps(G)[§ + z — Z], which
contradicts (z,y) € A;—1 by the non-crossing property of A;_; because §+z —Z <y+zx—T =y.

After 2|F| rounds, we construct a tree alignment Ay € TA(F,G) such that tedy 4, (F,G) =
ted) 4(F, G) and P5(F)[z] # P;(G)[y] holds for every (z,y) € B, (P5(F),P5(G))N([0..2[F[—1] x
[0..2]|G|)). Thus, .A2||:| € TA(F G) is an optimum tree alignment and Ayjf| € GA(P/\(F) P:(G)). O

4.2 Compatibility Refinement

Definition 4.5 (Compatibility). Let A be a joint labeling of forests F,G, and let w € Z>g. We
say that nodes u € Vg and v € Vg are w-compatible if A(u) = A(v), |op(u) — og(v)| < w, and
lep(u) — cg(v)] < w.

Definition 4.6 (Compatibilty refinement). Let A be a joint labeling of forests F, G, and let w € Z>.
We say that A is a w-compatibility refinement of X if, for any u,v € VE U Vg, we have X' (u) = X (v)
if and only if (u, v) belongs to the transitive closure of the w-compatibility relation. We use C(\, w)
to denote a w-compatibility refinement of X (chosen arbitrarily up to equivalence of labelings).

Lemma 4.7. Given forests F,G of total size n, their joint labeling X\, and an integer w, a w-
compatibility refinement labeling ' = C(A\,w) can be constructed in O(nlogn) time.

Proof. We process nodes according to the original label. For each label £, we use a BFS-based algo-
rithm to compute connected components with respect to the w-compatibility relation. While doing
so, we maintain two instances of a data structure for dynamic orthogonal range reporting | I,
one with points (of(u),cp(u)) for all unvisited nodes u € Vg with label ¢, and one with points
(og(v),cg(v)) for all unvisited nodes v € Vg with label . While we do not have direct access
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to edges incident to any vertex, an orthogonal range reporting query allows listing all unvisited
neighbors of any vertex. Each listed node is immediately visited (and thus the corresponding point
is removed from the range reporting data structure), so, in total, we have O(n) queries producing
output of total size O(n). Thus, the algorithm works in O(nlogn) time. O

Observation 4.8. Consider a joint labeling X of forests F, G, an integer w € Z>q, and an alignment
A € TA(F,G) of width at most w. Then, tedc(xw),A(F, G) = tedy 4(F,G).

5 Periodicity Reduction in Strings

In this section, we analyze the structure of alignments A € GAy ,,(X,Y) under the assumption
that X, Y avoid certain periodic structure. This is loosely inspired by the proof of | , Lemma,
I11.10].

Definition 5.1. We say that a pattern P has s-synchronized occurrences in strings X,Y if P =
X[x..x+|P|]) =Y][y..y+ |P|) holds for some positions z,y satisfying |z — y| < s.

Definition 5.2. Consider integers s, e, ¢ € Z. We say that strings X, Y € X* avoid s-synchronized
e-powers with root at most £ if there is no non-empty string Q € Y=¢ such that Q¢ has s-synchronized
occurrences in X,Y.

Lemma 5.3. Consider strings X,Y , integers e, k,w € Z, and two alignments A, A" € A ,(X,Y).
If X,Y avoid w-synchronized e-powers with root at most 2w, then |A\ A'| < Twke.

Proof. Let us partition X into individual characters representing deletions or substitutions of A or
A’ and maximal fragments X[z ..z +/) that A and A’ match perfectly: X[z..2+0) ~4 Y[y..y+Y)
and X([x..x+0) ~4 Y[y ..y + ) for some y,y € [0..|Y|—¢]N[x —w..z+w]. Observe that the
number of such maximal fragments is at most 2k + 1 and their total length is at least | X| — 2k.
If y =19/, then (x + 4§,y +6) € AN A" holds for all 6 € [0..¢]. Otherwise, P := X[z ..z +¥) has
w-synchronized occurrences in X, Y (starting at positions x,y) and per(P) < |y —y'| < 2w. Denote
Q := X[z ..x + per(P)) and observe that, if £ > 2we, then Q¢ is a prefix of P and thus also has
w-synchronized occurrences in X, Y, contradicting our assumption. Hence, y # 3/ is only possible
if £ < 2we. In either case, X[z ..z + ) contributes at least £ + 1 — 2we elements to AN A’
Overall, the fragments contribute at least | X| — 2k + (1 — 2we)(2k + 1) > | X| — dwke — 2we + 1
elements to ANA’. Consequently, A\ A'| < [A|—|ANA| <|X|+1+k—(|X|—4wke —2we+1) =
dwke + 2we + k < Twke. O

Lemma 5.4 (Compare [ , Lemma II1.10]). Consider strings X,Y € X" and integers
e, k,we Zy. If X, Y avoid w-synchronized e-powers with root at most 2w, then there exists a set M
of size |[M| > |X| — 15wk?e such that M C M4(X,Y) holds for every alignment A € GA,(X,Y).
Moreover, such a set M can be constructed in O(n + kw) time.

Proof. Let us fix an alignment A € GAy ,(X,Y) and partition X into individual characters rep-
resenting deletions or substitutions of A and maximal fragments X[z ..z + ¢) that A matches
perfectly: X[z..24+/0) ~4Y[y..y+¥) for some y € [0..|Y|—¢]. Observe that the number of such
maximal fragments is at most k + 1 and their total length it at least | X| — k.

Let us fix a maximal fragment X[x..x +¥¢) ~4 Y|y..y + ¥£). We claim that (z + 6,y + J) can
be added to M for every 0 € [Twke..l). For this, consider another alignment A" € GA ,(X,Y).
By Lemma 5.3, we have |A\ A’| < Twke. By the pigeonhole principle, this means that (z + 6,y +
5) € A’ holds for some § € [0..Twke). Then, the greedy nature of A’ guarantees that A" must
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greedily match X[z +6..2+¢) and Y[y + d..y + ¢) and, in particular, X[z 4+ Twke..x + £) and
Yy + Twke..y + £). Hence, X[x..x + {) contributes at least ¢ — Twke pairs to M. The total
contribution of all maximal fragments X[z ..z +¢) is | X| — k — (k + 1) - Twke > | X| — 15wk?e.
As for the efficient algorithm, we use Lemma 3.3 to build A (if one exists) in O(n + kw) time.
The remaining steps of the construction above can be easily implemented in O(n) time. O

6 Horizontal Periodicity Reduction

In this section, we discuss periodic sections of the input forests /' and G. Specifically, we look at
“horizontal periodicity,” which refers to the case when the children of a given node are a periodic
sequence of subtrees. If a horizontal period is repeated a large number of times in both F and
G, we know that any minimum cost alignment of F' and G must align the periodic subtrees in a
predictable way. We then argue that we can consider two forests F’ and G’ that are the exact same
as F' and G with a bound on the number of repetitions of horizontal periodic subtrees.

For ease of analysis, we do these periodic reductions on the parentheses representations of
P(F) and P(G) with tree alignments. Furthermore, we borrow some useful definitions and results
from | | on maximal periodic substrings in strings, called runs.

Definition 6.1 (Runs, | ). A run in a string S is a triple (4, j, p) such that S[i.. j) is periodic
with per(S[i..j)) = p and maximal in length, i.e., S[i — 1] # S[i — 1 + p|] and S[j] # S[j — p]. We

call % the power of the run. Let Runs(S) denote the entire list of runs in S.
Theorem 6.2 (Theorem 9 of | ). The number of runs in a string S of length n is less than n.
Theorem 6.3 (Algorithm 1 of | D). Given a string S with n = |S|, it is possible to compute

all runs of S in O(n) time.

Using the results of the above theorems, we can find all horizontal periodic substrings of P(F')
and P(G) in O(n) time. Ideally, we could just iterate through a list of computed runs and reduce
the exponent of each run in constant time. However, some runs may be overlapping, and so by
reducing one run, we may significantly change the length of a previously reduced run, or even worse
introduce a new run to the string. So, by requiring that the period of runs that we reduce is small,
we also can guarantee that the overlap of runs will be manageable.

Lemma 6.4 (Fact 2.2.4, | ). Any two distinct runs (i1,71,p1) and (iz,j2,p2) in a string S
satisfy |[i1 .. j1) N [iz .. j2)| < p1 + p2 — ged(p1, p2)-

Corollary 6.5. Consider two distinct runs (i1,j1,p1) and (iz,j2,p2) in a string S with periods

p1,p2 < 4k and exponents jlp;lil, jQP;;z > 8k. If i1 <9, then iy — 8k < j1 < jo.

Proof. By Lemma 6.4, we have |[i1..71)N[i2..j2)| < p1+p2—ged(p1,p2) < 8k. Due to |[iz..J2)| >
8kpo > 8k, this means that [is..j2) is not contained in [i7..71), i.e., j1 < j2. Moreover, j; — iy =
min(ji, jo) — max(iy,iz) < |[i1..J1) N [iz..j2)| < 8k.

O

Since horizontal periodic reductions take place on subtrees, we require that any periodic sub-
string we reduce has a balanced string period in the parentheses representation. For a string X, we
define a balance function o(X) which is mapped to the minimum number of rotations of X needed
to make it balanced. If X cannot be balanced, o(X) := —1. For example, let X = )1 [() (, then
o(X) = 2 since rot?(X) = [ O; let Y = (((((, then ¢(Y) = —1 since there is no rotation that
balances Y. We give the following lemma for computing the ¢ function.
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Lemma 6.6. o(X) can be computed in time O(|X|).

Proof. To compute o(X), we run a folklore stack matching algorithm for checking balance on X.
The algorithm iterates across the characters of X and every opening parenthesis the algorithm
comes across gets pushed onto the stack. When the algorithm reaches a closing parenthesis, it pops
an opening parenthesis from the stack and matches the two. We modify this basic algorithm so that
if the stack is empty when a closing parenthesis is reached, it ignores the failed match and continues
to the next character. Additionally, the algorithm will keep track of the largest index m < |X|
such that X[m] is a closing parenthesis which had no match due to the stack being empty when
this parenthesis was reached. Clearly we must rotate X at least m + 1 times in order for closing
parenthesis X [m] to potentially have an opening parenthesis before it in X to match to. Moreover,
since m is the index of the last unmatched closing parenthesis in X then for any index ¢ > m
there can only be unmatched opening parenthesis. Therefore, rotating more than m + 1 times will
only place unmatched opening parenthesis at the end of X with no potential matches afterwards.
Thus, we rotate exactly m + 1 times, and run the stack matching algorithm on rot™*+(X). If
the rotated string is balanced and all matching parentheses share the same parenthesis type, then
o(X) =m+ 1. Otherwise, o(X) := —1. O

Note that the above lemma shows that checking balance and finding the minimum number of
rotations to balance a string only takes linear time. Since we only want to find the balance of
periodic substrings of length at most 4k, then computing o will only take time O(k).

From the above definition and results, we can now give our algorithm to reduce horizontal
periodicity seen below in Algorithms 1, 2, and 3. The goal of Algorithm 3 is to take two input
forests F' and G and output forests I’ and G’ which are the same as the input forests except any
long horizontal periodic synchronized occurrences are reduced to an exponent of at most 18k. First,
Algorithm 2 uses Algorithm 1 as a subroutine to compute all runs of the parentheses representations
of input forests F' and G, sorted by starting index. Before the algorithm can actually reduce any pair
of runs, it must make sure the runs adhere to strict requirements. First, to make sure the overlap
between runs that we want to reduce is not too large compared to the run size, we only reduce runs
whose period is at most 4k in length and whose exponent is larger than 16k. Algorithm 1 does
exactly this and returns a filtered list of runs that meet these criteria. Afterwards, Algorithm 2
iterates over pairs of runs, one from P(F') and one from P(G) in sorted order by their starting
index. Note that we only want to reduce periodic substrings who have 2k-synchronized occurrences;
otherwise we cannot align the matching periodic subtrees with less than k edits. If we find a very
large run in one input forest with no synchronized occurrence in the other input forest, the algorithm
should not reduce these occurrences.

After checking for these properties in each run, Algorithm 2 does one final check that the string
period of the run is a balanced parentheses string, i.e., it actually corresponds to a sequence of
subtrees in the original forests F' and . If a run’s string period is not balanced, we do not actually
have horizontal periodicity and cannot reduce these runs as easily (these runs are instead handled
in Sections 7 and 8). If a run is not balanced, did not have a small enough period, or did not
have a large enough exponent, the run is simply copied over to the corresponding output forest
F' or G' without any changes. In the case that Algorithm 2 does find a pair of runs representing
2k-synchronized occurrences of large horizontal periodicity, a triple representing the pair of runs
and their common period and exponent is added to a set S. Then, Algorithm 3 iterates across set
S and reduces all found 2k-synchronized occurrences to only 14k repetitions of the string period.
Algorithm 3 copies all characters in P(F) to a new string P(F”) except any substrings contained in
2k-synchronized occurrences of horizontal periodicity, in which instead the algorithm skips all but
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the last 14k repetitions of the string period. Once we have the output forests F’ and G’, it is still
necessary to show that reduced runs have not changed the tree edit distance at all nor introduced
any new horizontal periodicity. The rest of the section is devoted to the analysis of these three
algorithms and their outputs.

Algorithm 1: FilterRuns(S).

1 R < SortByStartingIndex(Runs(S));
2 R <+ empty list;

3 for (i,j,p) € R do

4 | if p <4k and = > 16k then
5

6

| R’.append((i,,p));
return R/;

Algorithm 2: SyncOccurrences(F, G).

1 Rp < FilterRuns(P(F)), Rg < FilterRuns(P(G));

2 fF,KG +— 0;

3 S < empty list;

4 while /p < |RF| and /g < |Rg| do

5 | (ir,jr.pr) < Rr[lr], (ic, jo,pc) < Rallal;

6 X(—P(F)[ZF’LF +pF),Y<—P(G)[ig..iG —I—pg);

7 e UHF.jFEEEG.JGNJ;

8 if e > 16k and Ja < pp, rot*(X) =Y and o(X) > 0 then
// Add synchronized occurrences to set S

9 S.append((max(ip,ic),pr,e — 2k));

// Go to a new run
10 if jr < jg then

11 ‘ lp +—Llp+1;
12 else
13 ‘ bg + bg +1;

14 return S,

We begin by proving that the runtime of Algorithm 2 is linear. Since we know that computing
all runs in a string only takes O(n) time from Theorem 6.3, the call to Algorithm 1 do not cause
any issues. As for the main loop of Algorithm 2, either the algorithm finds a reason that a pair of
runs do not contain 2k-synchronized occurrences and moves on to the next run, or the algorithm
creates a synchronized occurrence triple and adds it to the output list S. Therefore, we must be
careful that all the checks done in each case do not take superlinear total time.

Lemma 6.7. Given forests F' and G of total size n, Algorithm 2 runs in time O(n).

Proof. The runtime of Algorithm 2 is mostly affected by the call to Algorithm 1 for sorting and
computation of runs in step 1 as well as the number of iterations and work done in each iteration
of the while loop spanning steps 4-14. First in step 1, by Theorem 6.3, computing all runs of
both forests can be done in time O(n), and there are less than 2n runs total by Theorem 6.2.
Therefore, sorting all O(n) runs by their starting index can be done using a radix sort in time
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O(n). The rest of Algorithm 1 filters runs in linear time to make sure the period is small enough
and the exponent is large enough. Due to these filtering steps and Corollary 6.5, we can observe
that |Rp|, |Ra| = O(n/k).

We look individually at the work done in the subsequent iterations of the while loop. An
important observation is that one of the run counters ¢ or {g always increments by 1 (steps 11
and 13) per iteration of the loop. Line 8 involves three checks. First, the overlap of the runs is
computed, which takes constant time. Then, we check if a rotation of string period X is equal to a
rotation of string period Y. Since pp < 4k, checking all rotations takes time O(k) using a rolling
hash function | ]. The last check just requires computing o(X), which by Lemma 6.6 takes
time O(]X|) = O(k). The remaining instructions within each iteration of the while loop take O(1)
time, so each iteration costs O(k) time in total. As mentioned earlier, |Rp|,|Rg| = O(n/k), and
hence the entire algorithm is done in linear time. O

Now, we prove that Algorithm 2 indeed finds 2k-synchronized occurrences of horizontal periodic-
ity with large exponent in F' and G. Any triple (4, p, e) added to set S by Algorithm 2 satisfies these
requirements as per the checks in step 8. Therefore, the following proof is fairly straightforward
and mostly just formalizes this intuition.

Lemma 6.8. Given forests F,G, let S = SyncOccurrences(F, G). Then for any (i,p,e) € S, there
must be runs (ip, jr,p) in P(F), (ia,ja,p) in P(G) each containing 2k-synchronized occurrences
of string Q¢ in P(F) and P(G) where |Q| = p < 4k, e > 14k, i = max(ip,ig), and Q is balanced.

Proof. First, we observe that triples (i, p, e) are only inserted to S in step 9 of Algorithm 2. Let
(ip,jr,pr) and (ig, ja,pc) be the runs considered by the algorithm during such an insertion, and
note that p = pr = pg < 4k and i = max(ip,ig). Moreover, from the checks done in step 8, the
string periods X = P(F)[ip..ip +p) and Y = P(G)[ig .. ig + p) are the same up to rotation, i.e.,
rot*(X) = Y for some o € [0..p). Hence, P(F)[ir + a..ir + a+p) = P(G)lig ..ig + p). From
step 8, we also know that e 4+ 2k > 16k, which implies that the length of the set of overlapping
indices between the two runs has a lower bound of
i) NliG - jo)| = pp | L2l Jol | — (e 1 2k) > 16kp.

Without loss of generality, we assume that ip < ig. Then, there exists some m € N such that
ic <ip=ip+a+pm <ig+pand P(F)[ip ..+ (e+k)p) = P(G)lig..ic+ (e+k)p). Clearly, we
have 2k-synchronized occurrences of Y% with e + k > 15k. The check in step 8 guarantees that
o(X) # —1, and by extension, o(Y) # —1. Recall that o(Y") is the minimum number of rotations
needed for Y to be a balanced parentheses string, i.e. Q := rot?)(Y) = P(Q)[ig + o(Y)..ig +
o(Y) + p) is balanced. Since o(Y) < |Y| = p, we have that P(F)[iz +o(Y)..i +o(Y) +ep) =
P(G)lic+0o(Y)..ig+0(Y)+ ep) are 2k-synchronized occurrences of Q¢ in P(F) and P(G) where
|Q| = p < 4k and e > 14k. O

Next, we prove the main statement that we need in order to show that the outputted forests F’
and G’ from Algorithm 3 have the same edit distance as the original forests F' and G. Conceptually,
the proof just shows that for long synchronized occurrences of a run in both forests, any two minimal
cost alignments of F' and G must match long segments of these periodic sections together. In fact,
we show that given any minimal cost tree alignment A of F' and G, we can build a minimal cost
tree alignment of F’ and G’ that follows A almost exactly.

Lemma 6.9. Consider forests F,G such that P(F)[ar ..Br) = P(G)lag .. Ba) = Q° for a balanced
string Q of length 0 < |Q| < 4k, an integer exponent e > 6k, and indices ap, aq, fr, fa satisfying
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Algorithm 3: SyncReductions(F, G)

S < SyncOccurrences(F, G);

SF,8G < &

1+ 0;

for (i',p',¢') € S do

// Copy from start of previous synchronized occurrences to start of next

W N =

synchronized occurrences
SF < SF - P(F)[Z .i/);
6 sGg + sg-P(@)[i..i);
// Reduce synchronized occurrences to exponent of 14k
7 i+ i +p/(e —14k);
SF < Sf - P(F)[Z . ’P(F)’),
sa < sa-P(G)i.. |P(G)));
10 return sr, sg;

©

lap — ag| < 2k. Let F',G" be forests such that P(F') = P(F)[0..ar) - Q¢ - P(F)[BF .. |P(F)|)
and P(G') = P(G)[0..aq) - Q° - P(G)[Ba .. |P(G)|) for some integer exponent ¢ > 6k. Then,
tedgk(F, G) = tedgk(F/,G,).

Proof. We assume without loss of generality that @ is primitive (otherwise, we replace @ by its
primitive root) and denote p := |Q| < 4k. Let A be an optimal tree alignment such that ted(F, G) =
ted4(F,G) < k.

Claim 6.10. There ezistip,ic € [0..3k] such that (ap+ip-p,ac+ic-p) € A and jr,jc € [0.. 3K]
such that (Br — jr - p, Ba — ja - p) € A.

Proof. Let (zp,zg) € A be the leftmost element of A such that zp > ap and z¢ > ag. By
symmetry between F' and G, we assume without loss of generality that zp = ap. Consider the
k+1 occurrences of @ starting at positions ap—+i-p fori € [0.. k]. Since @ is balanced, the alignment
A (of cost at most k) matches at least one of them exactly; we can thus define ip € [0.. k] so that
A matches P(F)[ap+ip-p..arp+ (ip+1)-p) exactly to some fragment P(G)[yg .. ya +p). Due to
(zp,zg) € A, the non-crossing property of A implies that yo > ag. Moreover, since ted4(F,G) < k
and P(F)[ap+ir-p|] ~a P(G)[yc], we have yg < (ap+ip-p)+2k < ap+kp+2k < ag+kp+4k <
ag + 3kp, where the last inequality follows from p > 2 (recall that @ is balanced, so its length is
even). Furthermore, since @) is primitive (i.e., distinct from all its non-trivial cyclic rotations), we
conclude that yg = ag +ig - p for some i € [0..3k]. The second claim is symmetric (with respect
to reversal). O

Observe that P(F)[ap +ipp..Br — jrp) = QU for dp := e — jr — i and, symmetrically,
P(@)[ag +igp..Ba —jap) = Q4 for dg := e — jg — iq. We denote d = min(dr, dg), observe that
d > e — 6k > 0, and construct a tree alignment A’ so that it

aligns P(F)[0..ar + ipp) with P(G)[0.. ag + igp) in the same way as A does;

matches P(F)[ar +ipp..ap + (i +d)p) = Q? with P(G)]ag +igp..ag + (ic +d)p) = Q%
deletes P(F)[ap+(ip+d)p.. Br—7jrp) = Q¥ =% and P(G)[ag+(ig+d)p. . Ba—jap) = Q%4
aligns P(F)[Br — jrp..|P(F)|) with P(G)[Bc — jap-.|P(G)|) in the same way as A does.
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Figure 3: A 2k-synchronized horizontal periodicity with |@| = 8 is demonstrated. Each gray and
red circle correspond to a balanced period block in P(F') and P(G) similar to the zoomed portion.
According to Lemma 6.9 we can reduce the period exponent to 6k by removing the blue part of
P(F) and P(G) so that the tree edit distance ted<y(F, G) remains unchanged.

Note that A’ is a tree alignment: for any node of F, the corresponding parentheses are either both
outside P(F)[ap .. r) (and then they are handled as in A) or both contained in a single copy of
@ (which is either deleted or matched perfectly to a copy of @ in P(G)). Moreover, the cost of A’
does not exceed the cost of A: the two alignments only differ in how they align Q% with Q% and
A’ provides an optimum alignment of these fragments.

Now, if the exponent e of Q¢ = P(F)[ar..8r) = P(G)lag .. Be) is modified to ¢/ > 6k,
we can interpret this as modifying exponent d of the fragments Q% matched perfectly by A’ to
d =d+e —e > 0. Thus, A can be trivially adapted without modifying its cost and hence
ted(F',G’) < ted 4 (F,G) = ted(F,G). The converse inequality follows by symmetry between
(F,G) and (F',G"). O

From the previous lemma, it is clear that reducing a long run does not affect edit distance.
Utilizing this idea, we finally prove that the forests outputted by Algorithm 3 have the same edit
distance as the input forests and avoid 2k-synchronized runs with an exponent more than 14k
without changing the edit distance.

Definition 6.11 (Synchronized horizontal periodicity). We say that forests F, G avoid synchronized
horizontal k-periodicity if there is no non-empty balanced string @ of length |Q| < 4k such that
Q'8 has 2k-synchronized occurrences in P(F),P(G).

Proposition 6.12 (Avoiding Horizontal k-Periodicity). There exists an O(n)-time algorithm that,
gwen labeled forests F,G of total size n and an integer k € Z., produces labeled forests F', G’ that
satisfy ted<i(F, G) = ted<i(F',G") and, moreover, avoid synchronized horizontal k-periodicity.

Proof. Let sg,sg = SyncReductions(F,G). By Lemma 6.8, for any triple (i,p’,¢’) € S of Algo-
rithm 3, there is 2k-synchronized occurrences in F,G of some Q¢ with |Q| = p satisfying the
constraints of Lemma 6.9 within runs r; = (i1, j1,p) and ro = (i2,j2,p) of F and G, respectively.
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In steps 7 and 8, we move the start of the synchronized occurrences forward by (¢/ — 14k)p and
do not copy the skipped over indices to sg and sg. This is equivalent to reducing the exponent
of r1 and 79 by ¢ — 14k since jl_(iﬁ(;/_uk)p) = jl;il — (¢/ — 14k). Furthermore, since the 2k-
synchronized occurrences with exponent € lies completely within 7y and ry, steps 9 and 10 are
actually equivalent to reducing the synchronized occurrences of Q¢ to Q** in each forest. Note
that since @ is balanced, there exist forests F’, G’ such that P(F’) = sp and P(G’) = sg. Therefore,
by Lemma 6.9, we have that ted<j(F,G) = ted<y(F",G’).

Now, we must show that I/, G’ avoid synchronized horizontal k-periodicity. Assume for contra-
diction that there exists 2k-synchronized occurrences of some Q'8 with balanced string period @
such that |Q| < 4k in F’ and G'. If Q"®* was initially found in 2k-synchronized occurrences in F and
G, then since it is periodic, it must be the case that it was contained in runs (ir, jr, pr), (ig, ja, PG),
in F and G respectively, with pp, pe < |Q| < 4k and jFp;FiF, % > 18k. Without loss of general-

ity, let jp < jg. Since Q'8 is a 2k-synchronized occurrence, it must be that the overlap of these
runs is at least 18k — 2k = 16k and so, jr > ig + 8k. Let (ig, ji,p') be the run in Rg preceding
(i@, ja.pa). Note that by Corollary 6.5, ji < ig + 8k < jp. Furthermore, we only increment
the run counter of the forest whose current run ends before the other forest’s current run. Since
J& < jr and jp < jg, we will always reach an iteration of Algorithm 2 that considers the pair of
runs (ir, jr,pr), (ig,ja,pc). Since the overlap of the two runs is at least 16k, Algorithm 2 will
therefore add triple (max(ir,iq),pr,e — 2k) to S for some e > 16k. Then Algorithm 3 reduces
the 2k-synchronized occurrences containing Q%% to an exponent of at most 14k in steps 9 and 10.
Therefore, if any 2k-synchronized occurrences with exponent at least 18k and period at most 4k is
present in F' and G, it will be reduced to an exponent of at most 14k in F’,G’.

Now, if F',G’ do not avoid synchronized horizontal k-periodicity it must be the case that
by reducing the exponent of overlapping runs, we created new 2k-synchronized occurrences Q8%
where |Q| < 4k. Clearly, Q'™ must lie in some new run rg = (ig:Jg:Pgp) in I’ since it is
periodic. We will show that this is not possible for such a run to form due to the small overlap
between periodic substrings with period at most 4k. By Corollary 6.5, the overlap between 7‘&2
and any other reduced runs is at most 8k. Since rlQ has length at least 18k, 7‘/Q may overlap at
most two reduced runs. We refer to the two reduced runs as r; = (¢, ji,p}) and r5 = (ib, jb5, p)
and without loss of generality assume they are in P(F’). Let P(F')[j1 — 51 ..j1] be the overlap
between | and r(,, and similarly let P(F')[i5. .45 + B2 be the overlap between 5 and r(,. Since
ri and 7% are reduced, there are two corresponding runs vy = (i1, j1,p1),72 = (i1, j2,p1) in P(F),
such that P(F)[]l — B ]1) = P(F’)[]i — B ji) and P(F)[Zg .lo + ﬁg) = P(F/)[Zé . 2/2 + 52)
Note that since we do not change any characters between any runs, we also know that the middle
substrings P(F')[j] ..15] = P(F)[j1..142] are equal as well. Combining these three substrings we
have that P(F')[ig .. jg) = P(F)[j1 — B1 .. i2 + B2), which implies that Q' is a periodic substring
of P(F). In other words, Q'8 is contained in a run in P(F) before any reductions occur, which is
a contradiction.

Finally, we discuss the runtime of Algorithm 3. First Algorithm 3 calls Algorithm 2 in step 1, and
by Lemma 6.7, this takes time O(n). Now, we consider the loop in steps 4-7. We copy substrings
from P(F) and P(QG) of the start of one pair of synchronized occurrences to the start of the next pair
of synchronized occurrences. Note that synchronized occurrences we copy have periods at most 4k
and exponents at least 14k, and so by Corollary 6.5, we know that no two synchronized occurrences
will start at the same index. Therefore, we only copy each character of P(F') and P(G) at most
once across the entire algorithm, and so Algorithm 3 takes time O(n+|P(F)|+|P(G)|) = O(n). O
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7 Vertical Periodicity Reduction

In order to remove periodicity from regions of P(F'),P(G) which may be unbalanced, we consider
a second type of periodicity, vertical periodicity, in addition to horizontal periodicity. Avoiding
horizontal periodicity allows us to reduce large powers of repeated balanced substrings; in this
section, we essentially aim to reduce large powers of pairs of periodic substrings which are balanced
together but may be unbalanced separately. We do so by finding paths of nodes in forests ' and G
such that the children to the left and right of the path of each node in the path are the same, which
we call vertical periodicity. At the bottom of the path, we may no longer have vertical periodicity,
and so in a parentheses representation of the forest we will have two separate periodic substrings,
one to the left of the path and one to the right of the path. We define some useful notation for
vertical periodicity as follows:

Definition 7.1 (Context). We define a contezt as a pair C = (C,CRg) such that Cr - Cr = P(T)
for some labeled forest T

Definition 7.2 (Vertical composition). For a context C' = (CL,Cr) and a labeled forest F', we
denote by C(F') the labeled forest H such that P(H) = Cp, - P(F) - Cg. Similarly, for two contexts
C =(Cr,Cgr) and D = (D, Dg), we denote C(D) = (CpDr, DrCR).

Observe that the vertical composition of contexts is associative. For a context C' and an integer
e € Z4, we define C°¢ as the context obtained by vertical composition of e copies of C. We say a
forest context C' occurs at node u of a labeled forest F' if the subtree of F' rooted at node u is of
the form C(H) for some labeled forest H.

We say that context C' has s-synchronized occurrences in labeled forests F, G if C' occurs at a
node u of F' and at a node v of G such that |op(u) — og(v)| < s and |cp(u) — cq(v)] < s.

Definition 7.3 (Synchronized vertical periodicity). We say that forests F,G avoid synchronized
vertical k-periodicity if there is no context C' = (Cr,Cg) with |Cr|, |Cgr| < 4k such that C'6* has
2k-synchronized occurrences in F,G.

To avoid synchronized vertical k-periodicity, we first compute periodic contexts which occur
in forests F' and G individually without concern for synchronicity. Note that if a forest has such
a periodic context C'* = (COp, Cg)'%%, then that forest has two separate periodic substrings we
want to identify, namely C’iﬁk and C’}%ﬁk. Additionally, from the definition of context it is clear
that while C;, and Cgr do not need to be balanced parentheses strings, Cr, - Cr does have to
be balanced. Therefore, C7, cannot begin with a closing parenthesis and C'g cannot end with an
opening parenthesis since such parentheses would have no match in Cf,-Cg. For this reason, we will
want to find periodic substrings starting at opening parentheses in P(F'),P(G) as well as periodic
substrings ending at closing parentheses

For a node w in a forest F, consider q;, € [1..4k] and e € Q such that ¢ is a period of
P(F)[o(u)..o(u)+qr -e) and e is maximized. In other words, we want to find the longest periodic
substring starting at o(u) with period at most 4k and exponent at least 16k. If e > 16k, we
may have vertical periodicity that we want to avoid, and so we define an array (Qr to store these
values. Let Qrlo(u)] := (qr,0(u) + qre). If e < 16k, we do not need to worry about reducing any
substring starting at o(u) and so, we set a default value Qrlo(u)] := (1,0(u)). Since we want to
find periodic substrings ending in closing parentheses as well, we define Qr|c(u)] := (qg,i) where
P(F)(c(u) —i..c(u)] is the longest periodic substring ending at c¢(u) with a period qg < 4k and
exponent at least 16k. Again if the exponent is less than 16k, we define Qrlc(u)] := (1, c(u)).

Lemma 7.4. Given a forest F', Q can be computed in time O(n).
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Proof. Initially, we set Qp[f] := (1,¢) as the default value for all £ € [0..2|F|) and use Algorithm 1
to compute the set Rp of runs (i,j,p) of P(F) with period p < 4k and exponent % > 16k; as
discussed in Section 6, this costs O(n) time. For every run (i,j,p) € Rp, take any index £ € [i.. j)
such that P(F)[¢] is an opening parenthesis. If the exponent of the substring P(F)[(.. j), that is,
j?%g, is at least 16k, we update Qr[l] to (p,j). By iterating over all indices in each run, we will
find the longest periodic substring starting at every opening parenthesis in Qr with exponent at
least 16k. Note that any two runs with period at most 4k has less than 8k overlapping characters
by Corollary 6.5, and therefore, we only consider each index ¢ twice. Furthermore, we update each
value Qr[f] at most once because the indices in the overlap of the runs cannot have an exponent
of at least 16k in each run (otherwise the overlap would exceed 8k).

To finish the computation of Qg, we do the analogous steps for closing parentheses. For every
run (i,j,p) € Rp, we take any index ¢ € [i..j). If the exponent of the substring P(F)[i.. (] =
P(F)(i — 1..4], that is, Z_(;_l), is at least 16k, we update Qr[¢] to (p,i — 1).Now, note that by
Corollary 6.5, runs with period at most 4k can only overlap in at most 8%k indices. Furthermore,
since we only update Q if the exponent of a run is at least 16k = 2(8k), any index ¢ < |P(F)]
can be contained in at most two runs of period at most 4k and exponent at least 16k. Therefore,
iterating through all such runs of P(F') and computing Qp for each index takes time O(n). O

Algorithm 4: ComputeQ(F).
Rp < FilterRuns(P(F));
Qr[f] « (1,¢) vee[|P(F)]];
for (i,j,p) € Rr do
for (e [i..j) do
if P(F)[{] is an opening parenthesis and % > 16k then
| Qrll] + (p,J);
if P(F)[{] is a closing parenthesis and Z_(;%l) > 16k then
| Qrll] « (p,i—1);

® N o oA W N =

We give Algorithm 4 for pseudocode on computing QQr from forest F. Now that we have
computed QQr, we can iterate over all nodes of forest F' to compute the maximal periodic context
that occur at each node u € F. Let Qplo(u)] = (qr,jr) and Qrlc(u)] = (qr,jr), and denote the
string periods by Pr, = P(F)[o(u) .. o(u)+qr) and Pr = P(F)(c(u) —qr .. c(u)]. Assume that there
is a periodic context C¢ that occurs at u such that C' = (Cr,CR), e is maximized, and the subtree
rooted at u is of form C¢(H). This means that for two positive integers rp,rr € Zy, |Cr| = rrqr
and |Cr| = rrqg since C1, and Cr could be periodic themselves. To find the correct coefficients rr,
and rg, we need to compute the number of unmatched opening parentheses in Py, and the number
of unmatched closing parentheses in Pgr, denoted by d; and dr respectively. Values d; and dgr
correspond to the depth that Pr, and Pr go down in the tree. The highest node in which the
runs starting at o(u) and ending at c(u) synchronize is located at depth d := lem(dr,dr). By
synchronizing we mean that the unmatched opening and closing parentheses are matched so that
Cr,-Cp is balanced. Hence, Cf, = Pg/ 9L and Cr = Pg/ 4R After this step we need to check whether
the conditions |Cp| < 4k, |Cr| < 4k, and e > 16k still hold.

The next step is to find the maximum exponent e such that C¢ occurs at node u. There is no
guarantee that P(F)[jr ..jgr] forms a balanced substring. For example, the left run could finish
earlier than the right run, or the two runs could diverge as illustrated in Figure 4. To fix this issue,
we first find the vertices vz, and vy corresponding to indices j;, and jg in P(F) respectively. If v*
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CrL CrL 1;* o Cr Cr
— | : - | —
([I11¢( ([I11¢( )) (O [1) [1) [1)

Figure 4: An example tree in which the left run starting at o(u) and the right run ending at c(u)
diverge. The depth of the runs are d;, = 2 and dg = 1. Therefore, the depth of the context is
lem(dp,dgr) = 2, and the left and right runs end at v, and vg respectively. In this case, the LCA
v* of vr, and vp is at distance 5 from u, which indicates the exponent e = {%J = 3 of context C*°.

is the Lowest Common Ancestor (LCA) of vy, and vg, then

— |ypin JiL=o(w) c(w)—jr ec(u)—o(u)+1 Dlo(v*)]—Dlo(u)]+1
= me{ [CLl* " ICrl * TICLIHICRT d }J
where the value D[o(v)] = D[c(v)] is the depth of node v (i.e., the distance to the root of the
corresponding tree). The arguments of the min function indicate that the left run is long enough,
the right run is long enough, the subtree of u is large enough (which is needed if the left run overlaps
the right run), and that the runs do not diverge too early. Again, we need to check whether e > 16k.

Definition 7.5. Given a forest F', let C(F') be a set of quadruples (u, g1, qr, €) such that

1. wis a node in F

2. qr,qr < 4k, e > 16k.

3. CL =P(F)[o(u)..o(u)+qr),Cr = P(F)(c(u) — qr .. c(u)] form context C = (Cr,CR) in the
subtree rooted at wu.

4. C° is a maximal context, i.e., C¢T! does not occur at wu.

Lemma 7.6. C(F) can be computed in O(nlogn) time.

Proof. Given forest F', we showed that we can find Qp in O(n) time in Lemma 7.4. In the rest
of the algorithm, we iterate over the nodes of F. For each node u € Vg, we check Qrlo(u)] and
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Algorithm 5: ComputeContexts(F, D).

1 Qp < ComputeQ(P(F));

2 C + empty set;

3 for u € Vi do

4 | (q.Jr) < Qrlo(w)], (ar,jr) < Qrlc(u)];

// Check for dummy (Qr values and make sure o(u) and c(u) are not in the
same period

5 if j; # o(u) and jr # c(u) and (c(u) — o(u)) > max{qr,qr} then
6 dr, <= Dlo(u) + qr] — Dlo(u)];

7 dr < Dlc(u) — qr] — Dlc(u)];

8 d <+ lCIn(dL,dR)

9 O« P(F)o(u) .. o(u) +qr) "

10 Cr ¢ P(F)(c(u) — qr .. c(u)] /7

11 if |Cr| > 4k or |Cr| > 4k then

12 | continue;

// Let vp,vr be the nodes corresponding to jr,jr

13 v* < LCA(vp,vR);

14 e < |min JL‘B‘Z(IU)7 C(Iuc);ljR7 C\(g)L_\i(luC)zjll’ Dlo(v )]_dD[O(u)]H}J;

15 if e > 16k then

16 | Clinsert((u,|CL|,|Crl,€));
17 return C;

Qrlc(u)] to find a potential periodic context rooted at vertex w. If the desired context exists with
period at most 4k and exponent at least 16k, it satisfies the required conditions to enter C(F).

In order to find the period of a maximal context, we first define array DI[0..2|F|) so that, for
each node u € Vg, the value D[o(u)] = Dlc(u)] is the depth of node u (i.e., the distance to the root
of the corresponding tree). Recall that dy, is the number of unmatched opening parentheses in Pr,
the shortest period starting from o(u) which is stored in array Qp, and similarly dg is the number
of the number of unmatched closing parenthesis in Pr. The shortest period of a maximal context
is equal to lem(dy, dg), which can be found in O(log k) time.

dy, = Dlo(u) + qr] — D[o(u)], (1)
dr = Dlc(u) — qr] — Dle(u)]. (2)

To find the correct exponent, we query the LCA of two nodes in the tree which indicate the
end of Qr[o(u)] and Qr[c(u)]; this operation takes O(1) time after O(n)-time preprocessing of the
forest F' [ , ]. Once we have the LCA v*, we compute the exponent in O(1) time using
the D array. O

Once we compute the set of contexts of each node in forests F' and G, we next find which
contexts have 2k-synchronized occurrences that we should reduce. We can use 2-D range queries to
find such synchronized occurrences since we need to check both if the opening parentheses indices
and closing parenthesis indices are within 2k of each other.

Definition 7.7. Given a set of points S and a query rectangle () in the plane, orthogonal range
successor (ORS) is the problem of finding the point with smallest y-coordinate in S N Q. Given a
quadruple (u, qr,qr,e) € C(F) with context C = (P(F)[o(u)..o(u) + qr),P(F)(c(u) — qgr .. c(u)])
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we let ORS¢ (u) denote an ORS query which returns a node v € G such that (v,qr,qr,€') € C(G),
(P(G)[o(v)..0o(w) +q1), P(G)(c(v) — qr-.c(v)]) = C and |o(u) — o(v)| < 2k, |c(u) — c(v)| < 2k. If
no such query exists, we return (0,0,0,0).

Theorem 7.8 (Linear time ORS queries | D). Given a set of n points in the plane, a data
structure can be computed in time O(n+y/logn) to answer ORS queries in O(lglgn) time.

Definition 7.9. Given a string s, a fingerprint hash of s is a function hs : s — [|s|?] such that
hs(sli1 .. J1]) = hs(sliz .. jo]) if and only if s[iy .. j1] = s[iz.. j2].

Theorem 7.10 (Linear time fingerprint hash [ 1 ). Given a string s with n = |s|, after O(n)
preprocessing time, fingerprint hash values can be computed in constant time for substrings of s.

Lemma 7.11. Given forests F,G and quadruple (u,qr,qr,e) € C(F) with context
C = (P(F)[o(u)..o(u) +qL),P(F)(c(u) — qr .. c(u)]), ORSc(u) € G can be computed in O(1glgn)
time with O(n+/1gn) preprocessing.

Proof. We will build a separate ORS data structure D¢ for each context C' = (Cp,Cgr) that cor-
responds to a quadruple of C(F'). Any node v € G will be contained in data structure D¢ if
(v,qL,qR,€) € C(G) corresponds has context C. To determine which point belongs to which data
structure, we first preprocess P(F),P(G) and compute a fingerprint hash hrg in O(n) time by
Theorem 7.10. Then, given a quadruple (v,qr,qr,e) € C(G), determining which data structure v
belongs to can be done in constant time using hr . Since there is only one quadruple per node of
F and G in C(F'),C(G) and n nodes total per forest, we can construct all data structures of con-
texts in C(F) in time O(ny/Ign) according to Theorem 7.8. Input queries to these data structures
will be the 2k x 2k rectangle surrounding a point (o(u),c(u)) such that (u,qr,qr,e) € C(F) and
outputs will be quadruples (v, q1,, qr, €') € C(G) where (o(v), ¢(v)) is the orthogonal range successor
of (o(u),c(u)) in Deo. Again, by Theorem 7.8, these queries can be answered in time O(lglgn). O

Algorithm 6: VertPeriods(F, Q)

114+ —1;

2 S« 0;

3 C(F') < SortByStartingIndex(C(F));

4 for (uF,qf,qg,eF) € C(F) do

5 if o(up) > i then

6 | | C< (PF)o(ur) . o(ur) + qF), P(F)(c(ur) — . c(ur)]);
7 (v,qf,qg,e(;) < ORS¢ (u);

8 if eq # 0 then

9 ¢/ + min(ep, eq);

10 S« SU (up,ug,qf, gk, €);
11 i« o(u) + (¢/ — 8k)qk;
12 return S,

Algorithm 6 and Algorithm 7 identify and output forests F’, G’ with reduced vertical periodicity.
Algorithm 6 simply iterates through all nodes u of forest F' that are the beginning of a vertical
period with power at least 16k. Then using ORS queries, we find any nodes v in G with a matching
context to that of u and add the 2k-synchronized occurrence to set S to be reduced in Algorithm 7.
Algorithm 7 is fairly straightforward and simply outputs P(F’) and P(G’) by copying all characters
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of P(F),P(G) and skipping all but 14k repetitions of any 2k-synchronized vertical periods of set
S. We now show that these algorithms do correctly identify vertical periods and that reducing
vertical period powers does not change tree edit distance. Most of the following proofs mimic the
same structures as Section 6 with more details since each context C¢ = (Cr,CRr)® has a left Cf
and right C'; part we must consider rather than a single substring Q°.

Lemma 7.12. Given forests F,G and S = VertPeriods(F,G), then for any (u,v,qr,qr,e) € S
there is 2k-synchronized occurrences of C¢ at nodes u in F, v in G where C' = (P(F)[o(u) .. o(u) +
qr.), P(F)(c(u) — qr . .c(u)]) and e > 16k.

Proof. The proof of this lemma is fairly straightforward from the steps of Algorithm 6. First,
note that for any quintuple (u,v,qr,qg,€’) added to S in step 10, there must be some quadruple
(u,qr,qRr, er) € C(F) where by definition of C(F'), ep > 16k and C°F occurs at node u where context
C = (P(F)lo(u)..o(u)+qr),P(F)(c(u) — qr .. c(u)]). Furthermore, by definition of ORS¢ (u) any
quadruple (v, qf, qg, eg) returned in step 7 must also have an occurrence of C°¢ at node v where
lo(u) — o(v)| < 2k, |c(u) — ¢(v)| < 2k. Moreover, (v, qr,qr,eq) must be in C(G), and so, eq > 16k.
So, since in step 9 we set ¢/ = min(ep, ec), we have that ¢’ > 16k and there is a 2k-synchronized
occurrence of C¢ at nodes u in F and v in G. O

Algorithm 7: VertSyncReductions(F, )

1 S < VertPeriods(F, G);
2 8+ 0

3 for (up,uq,qr,qr,€) € S do

a | 8 S"U{(o(ur),0(uc),qr,e), (c(ur) —qr-e+1,c(ug) —qr-e+1,qr,€)} ;
5 S’ < SortByStartingIndex(S’);
6
7
8
9

SF,SG < &
ip,iq < 0;
for ({p,lg,q,e) € S" do
SF < SF - P(F)[ZF . KF),
10 Sg%SG'P(G)[Z’G”fg);

11 ip < lp + q(e — 14k);

12 ig<—fg—|—q 6—14]{7);

13 Sp < Sf - P(F)[ZF ‘P(F)D )
14 Sg < Sag - P(G)[ZG |P(G)|) )
15 return sr, sg;

—~ o~

Lemma 7.13. Consider forests F,G and a context C = (Cr,CR) such that 0 < |Cr|,|Cgr| < 4k
and, for some integer exponent e > 10k, the context C¢ has 2k-synchronized occurrences in F,G at
nodes u and v, respectively. This means that

P(F) =P(F)[0..0p(u)) - CL - P(F)lor(u) + €|CL| .. cr(u) — €|CRr[] - Ck - P(F)(cp(u) .. [P(F)]),

P(G) =P(G)[0..0¢(v)) - Cf - P(G)[og(v) + €|CL|..ca(v) — e|Crl] - Cf - P(G)(ca(v) .. [P(G)]).
We define F', G’ so that the following holds for some exponent ¢’ > 10k:
P(F") = P(F)[0..0r(u)) - C§ - P(F)or(u) +e|CL|..cp(u) — e|Cr[] - CF - P(F
P(G) =P(@)0..0a())-C§ - P(Q)og() +€|lCL|.. cg(v) — e|Crl] - C% - P(G)(ca(v) .. |P(Q)]).
Then, ted<(F,G) = ted<i(F',G").
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Proof. We assume without loss of generality that C' is primitive (if C' can be expressed as an integer
power of a smaller context, we should consider that context instead) and denote qr, := |C| < 4k
and gr := |[Cr| < 4k. For i € [0..e), let u; be the node of F with op(u;) = op(u) + igr (and
cr(u;) = cp(u) —igr) and let v; be the node of G with og(v;) = og(v) + iqr (and cg(v;) =
ca(v) —iqr). Moreover, let A be an optimal tree alignment such that ted(F,G) = ted4(F, G) < k.

Claim 7.14. There exist ip,ig € [0..5k] such that
(op(u) +ir-qr,0c(v) +ic-qr), 1 +crp(u) —ir - qr, 1+ ca(v) —ic - qr) € A.
Moreover, there ezist jr,jc € [0..5k| such that

(or(u) + (e — jr)qr, 06 (v) + (e — ja)qr), (1 + cr(u) — (e — jr)qr, 1 + ca(v) — (e — ja)qr) € A.

Proof. Let (xp,zc) € A be the leftmost element of A such that zp > op(u) and zg > og(v).
By symmetry between F' and G, we may assume without loss of generality that zp = op(u).
The context C' occurs at each of the nodes wuyg,...,u; and, since the occurrences are disjoint,
the alignment A (of cost at most k) must match one of these occurrences perfectly. We pick
the index ip € [0..k] of one such perfectly matched occurrence and denote the node matched
to wi, by w. In particular, P(F)[or(ui,)..or(ui,) + qr) ~a P(G)log(w)..oq(w) + qr) and
P(F)(cr(uip) — qr .- cr(uip)] ~a P(G)(ca(w) — qr..cq(w)]. Since (zr,zq) € A, we must have
oc(w) > og(v) by the non-crossing property of A. At the same time, og(w) < op(u;,) + 2k <
or(u) + kqr, + 2k < og(v) + kqr, + 4k < og(v) + bkqr. Similarly, cq(w) > c¢q(v) — 5kqr, which also
implies cg(w) < cq(v).

Our next goal is to show that w = v;,, for some i¢ € [0..5k]. For a proof by contradiction,
suppose that og(v;) < og(w) < og(viy+1) for some i € [0..5k). Due to cg(w) > cq(v) — bkqr,
this also implies that cg(v;) > cq(w) > cg(vit1), ie., that w is a node on the path between
v; and v;11. Suppose that the length of this path is ¢ and the node w is at distance ¢ from
v;. Hence, P(G)[og(v;)..oq(w)) has ¢/ unmatched opening parentheses out of the ¢ unmatched
opening parentheses in Cr. Moreover, P(G)log(v;)..oq(w)) - P(GQ)[og(w)..oc(vit1)) = Cp =
P(G)log(w)..og(vit1)) - P(G)log(v;) .. oc(w)), and thus there is a primitive string @ such that
P(G)log(w)..oq(vitr1)) and P(G)og(v;)..oq(w)) are both powers of Q. The number of un-
matched opening parentheses is Q7 must be a common divisor of ¢ and ¢, i.e., Cf can be ex-
pressed as a string power with exponent ¢/ ged(¢,¢'). A symmetric argument shows that Cr can
be expressed as a string power with exponent ¢/ ged(¢,¢). Overall, we conclude that C' can be
expressed as a context power with exponent £/ ged (¢, ), contradicting the primitivity of C. Hence,
w = v;, for some i¢ € [0..5k] holds as claimed and, in particular, og(w) = og(v) + igqr and
ca(w) = cq(v) —igqr.

The proof of the second part of the claim is analogous. O

Observe that P(F)[op(u)+ipqr . . or(u)+(e—jr)qr) = CgF and P(F)(cp(u)—(e—jr)qr .. cr(u)—
ipqr) = C’%F for dp := e — jp —ip. Symmetrically, P(G)[og(v) +igqr - - oc(v) + (e — ja)qr) = C’gG
and P(G)(cg(v)—(e—ja)ar - - ca(v)—igqr] = C’f{" for dg := e—jg—ig. We denote d = min(dp, dg),
observe that d > e — 10k > 0, and construct a tree alignment A’ so that it:

e aligns P(F)[0..o0p(u) +irqr) with P(G)[0..0c(v) + igqr) in the same way as A does;

e matches P(F)op(u) + irqr ..or(u) + (ip +d)qr) = C¢ with P(G)[og(v) + igqr .. oc(v) +

(ic + d)qr) = Cf;
o deletes P(F)op(u) + (ir + d)qr, .. op(u) + (e — jr)gr) = C =% and P(G)og(v) + (ic +
d)qr .. 06(v) + (e — ja)ar) = C{o%
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e aligns P(F)[or(u) + (e — jr)ar . . cr(u) — (e — jr)gr] with P(G)loc (v) + (e — ja)qr - - ca(v) —
(e — ja)qr] in the same way as A does;

e deletes P(F)(cp(u) — (e — jr)ar..cr(u) — (ir + d)gr] = Cff_d and P(G)(cg(v) — (e —
jo)ar .- cc(v) = (ic + d)ar] = CF# ™"

e matches P(F)(cr(u)—(ip+d)qg .. cp(u)—ipqr] = C% with P(G)(cg(v) — (i +d)qr . . ca(v) —

icar] = Cf;
e aligns P(F)(cp(u) —ipqr..|P(F)|) with P(G)(cq(v) —igqr .. |P(G)|) in the same way as A
does.

This definition makes it clear that A’ is an edit-distance (string) alignment. In terms of the forests
F and @G, the alignment A’ can be interpreted so that it:

e perfectly matches the occurrences of C' at nodes u;, ..., u;,+4—1 to the occurrences of C' at
nodes vj, . .. Vi +d—1, respectively;

e deletes the occurrences of C' at nodes w;, 44, - - - Uiptdp—1 a0d Vigid, - - - Vigtde—1i

e handles the remaining parts of F' and G in the same way as A does.

This interpretation makes it clear that A’ is a tree alignment. Moreover, A and A’ only differ in
how they align C% to C%¢  and A’ provides an optimum alignments of these contexts.

Now, if the exponent e of the context C¢ is modified to ¢/ > 10k, we can interpret this as
modifying the exponent d of the contexts C? matched perfectly by A’ to d = d+ €' —e > 0. Thus,
A’ can be trivially adapted without modifying its cost, and hence ted(F’,G’') < ted 4 (F,G) =
ted(F, G). The converse inequality follows by symmetry between (F,G) and (F',G’). O

Proposition 7.15 (Avoiding Vertical k-Periodicity). There exists an O(nlogn)-time algorithm
that, given labeled forests F,G of total size n and an integer k € Z ., produces forests labeled forests
F',G' that satisfy ted<i(F,G) = ted<ix(F’,G") and, moreover, avoid both synchronized horizontal
k-periodicity and synchronized vertical k-periodicity.

Proof. We consider Algorithm 7 to prove this proposition. First we find S = VertPeriods(F, G)
in step 1; by Lemma 7.12, any (u,v,qr,qgr,e) € S represents a 2k-synchronized occurrence of C*¢
where C, = P(F)[o(u)..o(u) 4+ qr),Cr = P(G)(c(u) — qr .. c(u)],C = (CL,CR) at nodes u and v.
In step 4, we identify the start of the specific periodic substrings we want to reduce the exponent of,
and construct a set S’ with quadruples containing these starting indices, the length of the periods,
and the exponent to be reduced. In step 5 we sort these quadruples by their indices and iterate
through them in order from left to right. For each quadruple (¢r,{q,q,e€), in step 11 and step 12,
we move the start of these synchronized occurrences ahead by ¢(e — 14k). Clearly, this is equivalent
to shortening the power e of the synchronized occurrences of C' to a power of 14k exactly since

(lr + qe) — ({r + q(e — 14k))
q

= 14k.

We also note that by construction in Algorithm 6, no two quintuples of S will represent overlapping
synchronized occurrences with more than 8k < 14k overlapping characters in either the left or right
part of the context (see step 11). Therefore, since C, - Cg is a balanced string, we can construct
forests F', G’ such that P(F') = sp,P(G’) = s¢ and by Lemma 7.13, ted<;(F, G) = ted<i(F',G").

Now, we want to show that F’, G’ avoid vertical k-periodicity. Assume for contradiction that
there is some 2k-synchronized occurrence C'%% in F’, G’. If the occurrence already was present in
F',G’', there must have been some maximal 2k-synchronized occurrence C¢ for e > 16k between
nodes u,w € F and v,z € G. Algorithm 6 iterates over all nodes of F' with a vertical period and
finds any synchronized occurrences of the period in GG. Note that when a synchronized occurrence
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with power €’ and context length qf is found, we skip the (e’ — 8k)qf nodes, i.e. we still check the
last 8% nodes of every vertical period. By Corollary 6.5, there is at most an 8k overlap between
any two maximal runs of period length at most 4k, we know that we will check node u since it is
the start of a maximal vertical period. Therefore, as shown previously, we will find the occurrence
of C¢ and reduce its power to 14k and so no such C'% will occur in F’,G'.

We have shown that if a 2k-synchronized C''%* occurs in F, G, we will reduce it. However, it is
possible that such an occurrence comes as a result of other reductions. In this case, by Corollary 6.5,
such a synchronized occurrence in F’, G’ can overlap at most two reduced vertical periods Cll4k, 214k
since both contexts had powers of at least 16k in F,G. Since the overlap with each context is at
most 8k and we leave 14k repetitions of C; and Cs in F’,G’, any context C'%% in F’ G’ must
have also occurred in F,G. As shown previously, C'% must have been reduced to C'** . which is
a contradiction. Therefore, all 2k-synchronized occurrences of vertical periods have been reduced
in F',G’ to a power of 14k. Note that by the same argument, no new horizontal periodicity can
occur in F’,G" as well.

Algorithm 6 takes O(nlogn) time to compute S by Lemmas 7.6 and 7.11. We add one quintuple
to S per node in F, so |S| < n. Therefore, Algorithm 7 takes time O(nlogn) to compute forests
F'.G. O

8 Full Periodicity Reduction

Lemma 8.1. Let A be a joint labeling of forests F,G resulting in labeled forests F,G, and let
A = C(L(\, 8K),2k) for some k € Z.. If F,G avoid both synchronized horizontal k-periodicity and
synchronized vertical k-periodicity, then P5(F) and P5(G) avoid 2k-synchronized (20k + 2)-powers
with root at most 4k.

Proof. For a proof by contradiction, suppose that there is a string Q of length ¢ € (0..4k] such
that Q20k+2 — Ps(F)lz..z + (20k +2)¢) = P5(G)[y ..y + (20k + 2)q) for some positions z,y with
|z—y| < 2k. Note that X is a refinement of L(\, 8%), which, in turn, is a refinement of X := L(), 4k).
In particular, Py (F)[z ..z + (20k +2)q) = Px(G)[y ..y + (20k + 2)q) is a string with period §. Let
q be the shortest period of this string and let ) be the underlying string period.

If Q contains the same number of opening and closing parentheses, then, since Q? occurs in
a balanced string P/ (F), we conclude that some cyclic rotation of @ is balanced, and therefore
F, G do not avoid synchronized horizontal k-periodicity (because A’ is a refinement of A). Thus, by
symmetry, we may assume without loss of generality that () contains more opening than closing
parentheses. Suppose that Q[0] is the leftmost unmatched opening parenthesis within @ and define
nodes wo, ..., ugr+1 € VF such that op(u;) = x + ¢ + iq and nodes vy, ..., v0r+1 € VG such that
oGg(vi) = y + d +iq. Observe that cp(ug) > -+ > cp(ugok+1) > of(ugor+1) and cg(vg) > -+ >
6 (v20k+1) > 0G(V20k+1)-

Next, we prove two claims regarding 2k-compatibility with respect to L(\, 8%), which we simply
refer to as compatibility in the remainder of the proof.

Claim 8.2. If there exists i € [0..20k] and a node ' € V& with op(u') € [or(uo) . . oF (ugox)] such
that A(u;) = A(u'), then v’ = uy for some i’ € [0..20k].

Proof. Note that A(u;) = A«) implies Py (subcgp(u/)) = Py(subegi(u;)) and Py (subegp(u')) =
P (sub<gk(u;)). We thus have Py (F)[op(u') .. op(v') + q) = Py (F)[or(u;) .. oF(u;) + q) because the
common size of sub_yx(u’) and sub_yr(u;) is at least 4k > ¢. Since ¢ is the shortest period of
Px (F)[or(uo) - . of (ugor) + ¢), we conclude that op(u’) — o (up) is a multiple of ¢, and hence v’ = wu;
for some i’ € [0..20k]. O
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Claim 8.3. For alli € [0..20k), we have cp(u;) < cp(uip1) + 4k and cg(vi) < cg(viyr) + 4k

Proof. We focus on the claim regarding F (the claim regarding G is symmetric). For a proof by
contradiction, suppose that cg(u;) > cp(u;y1) + 4k holds for some i € [0..20k). By construction,
the node u; shares the A-label with its descendant whose opening parenthesis is located at position
of(u;) + 4. Consider the underlying path in the compatibility graph, let v’ € Vg be the last node on
this path that is an ancestor of u; (possibly v’ = u;), and let v’ € Vg be the subsequent node of F on
this path. By definition of compatibility, we have |op(u’) — op(u”)| < 4k and |cp(u’) — cp(u”)| < 4k.
Moreover, since v’ is an ancestor of u;, we have op(u') < op(u;) and cg(u') > cp(u;). We conclude
the proof by deriving a contradiction for every possible location of og(u”).

o If op(u”) < op(u;), then either cg(u”) < op(u;), which implies cg(u”) < op(u;) < op(uit1) <
cr(uir1) < cp(w;) — 4k < cp(u') — 4k < cp(u”) (a contradiction) or cp(u”) > cg(u;), which
means that u” is an ancestor of u; and contradicts the choice of u'.

o If op(u”) € (0p(u;) .. 0p(uiv1)), then a contradiction follows from Claim 8.2

o If op(u”) € [op(uit+1) .. cp(uis1)], then w” is an ancestor of u;y1, which means that cg(u”) <
cp(uiyr) < cp(uy) — 4k < cp(u') — 4k < cp(u”) (a contradiction).

o If op(u”) > cp(uit1), then op(u”) > cp(uir1) > op(uiy1) + 4k > op(u;) + 4k > op(u') + 4k >
op(u”), which is also a contradiction. O

The nodes (ui);c(o. 206 and (v;);cpo. 20k share the same N-label, so the subtrees Py (suby(u;))
and Py (sub_4x(v;)) are all isomorphic. Consequently, by Claim 8.3, the context C' := (Cr,CRr) :=
(Px(F)[or(uo) .. oF(u1)), Px(F)(cr(u1) - . ce(up)]) satisfies 0 < |C|, |Cr| < 4k and occurs at all nodes
(ui)iefo. 20x) and (vi)ie(o. 20k)- 1ts power C?%F occurs in F at node ug and in G at node .

Observe that, for every i € [0..20k], the node v; must be compatible with some v € Vg. If
i € [4k..16k], then op(v') > og(v;) — 2k > op(u;) — 4k > op(u;_4) and op(u') < og(v;) + 2k <
oF (u;) + 4k < of(titak), s0 op(v') € [of(wi—ak) - . oF (Uitax)]. By Claim 8.2, this means that v’ = u;
for some j € [i —4k..i + 4k]. In particular, |op(u;) — og(vj)| < 2k and |cp(u;) — cg(vj)] <
2k. Since (o (ur))iefo. 20k) and (0G(v¢))ieo. 20x) form arithmetic progressions with difference |Cy|
and (cp(ut))icpo. .20) and (cg(vi))iefo. 20x) form arithmetic progressions with difference —|Cg|, we
conclude that there exists § := j — i € [—4k .. 4k] such that |op(us) — og(virs)| < 2k and |cp(ur) —
cG(virs)| < 2k hold whenever t,t + & € [0..20k]. This means that C'6* has 2k-synchronized
occurrences in F' and G (at nodes ug,vs if 6 > 0, and at nodes u_g, vy otherwise), contradicting
the assumption that F, G avoid synchronized vertical k-periodicity. O

Proposition 8.4. There exists a randomized algorithm that, given forests F,G and a threshold
k € Z, produces forests F',G' and an alignment A : P(F') ~ P(G") such that:

o ted<i(F,G) = ted<(F',G’), and
o |AAB| < 4928k* for every alignment B € TAL(F',G").

The running time is O(nlogn + k) and the algorithm is correct w.h.p.

Proof. The forests F',G' are produced by horizontal (Proposition 6.12) and vertical (Proposi-
tion 7.15) periodicity reduction; this guarantees ted<y(F,G) = ted<y(F',G’). Let F/,G’ be the
underlying unlabeled forests and let A’ be their joint labeling. We use Lemmas 4.3 and 4.7 to con-
struct A = C(L(\, 8k), 2k) and strings P;(F'), P5(G'). Note that the width of any B € TA(F',G")
does not exceed 2k and, by Lemma 4.2 and Observation 4.8, we have edg(P;(F'),P;(G)) <
2k - 8k < 16k*. Thus, B € Ajg29(P5(F'),P5(G')). We construct A in O(n + k?) time using
Lemma 3.3 as an arbitrary alignment in GAjgx2 9 (P (F'), P5(G')); if there is no such alignment,
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then Ajgp2 2, (P5(F'), P5(G')) = 0 and hence TA,(F',G’) = (). By Lemmas 8.1 and 5.3, we have
|AAB| < 7-2k - 16k% - (20k + 2) < 4928k, O

9 Main Algorithm

9.1 Partial Forest Matching

Let F' and G be labeled forests. We say that a set M C Vg x Vi is non-crossing if the set
Uw,nemi(or(u), 0r(v)), (cp(u),cr(v))} C© Z>o X Z>o is non-crossing. Furthermore, we say that
M C€ Vi x Vg is a non-crossing matching of forests F, G if U, yyenr{(0r (), 0p(v)), (cr(u), cr(v))}
is a non-crossing matching of P(F),P(G).

We say that a tree alignment A € TA(F,G) aligns u € Vp with v € Vi, denoted u ~4 v, if
P(F)or(u)] ~a P(G)[og(v)] and P(F)[cr(u)] ~a P(G)[cg(v)]. If, additionally, u and v have the
same labels, we say that A matches u and v, denoted u ~4 v. For a set M C Vg x Vg, we define
TAM(F,G) = {A € TA(F,G) : u ~4 v for each (u,v) € M}; note that TAM(F,G) = 0 unless M is
a non-crossing matching. Moreover, we denote tedM(F, G) = minAeTAM(Rg) ted 4(F, G).

In this section, we consider the problem of computing ted™ (F,G) given labeled forests F, G and
a non-crossing matching M C Vg x V. The following lemma provides a reduction that restricts
the heights of F, G and lets us assume that M C Lp X Lg, where Lr C Vg is the set of leaves of
F and Lg C Vi is the set of leaves of G.

Lemma 9.1. There exists a linear-time algorithm that, given labeled forests F, G and a non-crossing
matching M C Vg X Vg, produces labeled forests F', G’ and a non-crossing matching M’ C Lp: X Ley
such that:

o ted' (F', ') = ted™ (F, G);

o |F'| = M|+ |F|, |G| = [M| + |G|, and |M'| = 2|M];

e if the height of F' (G') is h > 1, then there is an (h—1)-node top-down path in F (respectively,
G) avoiding nodes participating in M.
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Figure 5: An illustration of the transformation implemented in Lemma 9.1. The non-crossing
matching is represented using colorful wavy lines. In the input forests F' and G, each node inherits
its color from the nearest marked ancestor.
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Proof. Let us denote M = {(u;,v;) : @ € [1..m]} and mark all nodes participating in M. We
decompose Vi = J", Vr, so that u € V, if u does not have any proper marked ancestor and, for
every i € [1..m], we have u € Vp, if u; is the nearest proper marked ancestor of u. We further
define forests Fp, ..., Fy, so that F; is obtained from F' by deleting all vertices in Vg \ V..

As far as the implementation is concerned, a top-down traversal of F' allows classifying each
node u € Vp into one of the classes Vp,. This is because every root node belongs to Vf,, every node
with a marked parent u; belongs to the class Vg, and every other node belongs to the same class as
its unmarked parent. Consequently, the forest F' can be decomposed into the forests Fy, ..., F,, in
linear time. Symmetrically, we decompose the forest G into analogously defined forests Gy, . .., Gp,.

Due to the fact that M is non-crossing, this yields a decomposition M = |J;~, M;, where
M; = M 0 (Vg x Vig,). Furthermore, if u ~4 v holds for an alignment A € TAM(F, @), then the
set M U{(u,v)} C Vp x Vi is non-crossing, and thus there exists i € [0..m] such that u € Vg, and
v € Vg,. Consequently, we have ted™ (F,G) = > ted™i(F;, G;).

In the second step of the algorithm, we create nodes 41, ..., U, and 01, ..., 0, all sharing the
same label. The forest F” is obtained as a (horizontal) concatenation F' := Fy -Gy - Fy - -ty - Fpp,
where each node 1; is interpreted as a single-node forest. Symmetrically, G’ := Go-01-G1 -+ O -G
Finally, we set M’ := M U {(4;,0;) : i € [1..m]}. The forests F’, G’ and the set M’ can be easily
constructed in linear time.

The construction trivially yields |F'| = |F| + |M|, |G'| = |G| + |M|, and |M'| = 2|M|. Since
the separator nodes are included in M’, we further have ted™' (F',G') = S ted"i(F;, G;) =
ted” (F,G). The separator nodes are leaves and M; C Ly, x Lg, holds for each i € [0..m] (by
definition of the decompositions of F' and G), so we have M’ C Lp: x L¢s. Finally, observe that if
the height of F” is h > 1, then one of the forests F; has an h-node root-to-leaf path. Trimming the
leaf, we obtain an (h — 1)-node top-down path avoiding marked nodes. By construction of Fj, this
path is also present in F'. A symmetric reasoning lets us characterize the height of G. U

The following reduction prunes unnecessary leaves. This is useful if M C L X Lq is very large.

Lemma 9.2. There exists a linear-time algorithm that, given labeled forests F, G and a non-crossing
matching M C Lg X Lg produces labeled forests F',G' and a non-crossing matching M’ C Ly x Ly
such that:

o IV and G’ are obtained by deleting some leaves in F' and G, respectively;
[ M/ =Mn (VF’ X VG/) =MnN (VF X VG/) =Mn (VF’ X VG) satz’sﬁes ‘M/‘ < %(’F/’ + ’G/‘ + 1),
o ted™' (F',@") = tedM (F, G).

Proof. The algorithm identifies a subset M of redundant leaf pairs and constructs (F',G', M') so
that M’ = M\ M whereas the forests F/ and G’ are obtained be deleting all nodes participating in
M. Specifically, M contains all pairs (4, d) € M such that @ and 9 have immediate left siblings u and
v, respectively, such that (u,v) € M. The construction trivially yields ted™'(F’, G') < ted™ (F,G).
As for the inverse inequality, we shall prove that every alignment A’ € ted™ (F',G’), can be
converted to an alignment A € ted™ (F,G) of the same cost. For this, we simply extend A" so
that @& ~4 © holds for all (4,9) € M. A simple inductive argument (reintroducing (4, %) € M in
the left-to-right order) shows that this does not introduce any crossings among the aligned pairs
of vertices. This is because any existing pair crossing (4,?) would also cross the pair (u,v) of
immediate left siblings.
Next, we note that if (u/,v") € M’, then one of the following cases holds:

e v or v’ is the leftmost root of F’ (resp. G’);
e u/ or v is the leftmost child of its parent (and the parent is not participating in M);
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e v/ or v/ has an immediate left sibling that is not participating in M’.

The number of nodes not participating in M’ is |F”|+|G’| —2|M’|, and each of them can be charged
twice (by its right sibling and by its leftmost child). Hence, |M’| < 2(1 + |F'| + |G'| — 2|M']|), and
this simplifies to |M'| < Z(|F'| + |G| + 1).

Finally, we observe that F’, G’, and M’ can be easily constructed in linear time. O

The last result of this section reduces computing tedjgk(F ,G) to computing ted<;(F',G’) for
some F’ and G’.

Lemma 9.3. There exists an algorithm that, given labeled forests F, G, a non-crossing matching
M C L x Lg, and an integer k € Z>o, produces labeled forests F',G' satisfying the following
conditions:

o ted<i(F',G') = ted) (F,G);

o [F'|=|F|+ (k+1)|M| and |G'| = |G| + (k + 1)|M];
e The height of F' (G') does not exceed the height of F (resp., G) plus one.

The running time of the algorithm is O(|F'| + |G'|).

Proof. Let M = {(u;,v;) : i € [1..m]}. For each i € [1..m], we attach k 4+ 1 new nodes,
U;0,---, Uk, as children of u; and k + 1 new nodes, v;0,...,v; %, as children of v;. The nodes
u; ; and v; ; share a unique label $; ; that is not present anywhere else in the constructed forests
F',G’. This completes the description of the constructed forests F’, G’. It is easy to see that F’, G’
can be constructed in time proportional to their sizes, which are |F'|+(k+1)|M| and |G|+ (k+1)| M|,
respectively. Moreover, the height of F’ (resp. G') may increase compared to the height of F' (G)
by at most one (since we attach new leaves only to existing nodes).

Thus, it remains to prove that ted, (F,G) = ted<,(F',G’). For this, let us first observe
that ted(F’,G’) < ted™(F,G). This is because, any A € TAM(F,G) can be extended to an
alignment A" € TA(F',G’) such that u; j ~4 v;; holds for all i € [1..m] and j € [0..k]. If any
of the newly matched pairs (u; ;,v; ;) crossed some other pair of vertices aligned by A’, already
(ui, v;), with u; ~4 v;, would cross that pair. As for the converse inequality, consider an alignment
A€ TA(F',G’) of cost at most k. By Proposition 4.4, we can choose A’ so that it can be
interpreted as a greedy alignment with respect to (unbounded) look-ahead labels. We shall prove
that, for each ¢ € [1..m], we have u; ~ 4 v; and u; j >~ v; j for j € [0..k]. As a result, a matching
A € TAM(F,G) of the same cost can be obtained by restricting A’ to the nodes of F and G.

Let us fix ¢ € [1..m]. As the cost of A" is at most k, this alignment must match the
node w; ; for some j € [0..%k]. The only vertex in G’ sharing the label with wu;; is v;; so we
must have w;; ~4 v;; and, in particular, P(F')[cp/(u;;)] ~a P(G')cer(vij;)]. Furthermore,
observe that the nodes (u;,v;) and the nodes (u; j,v; ;) for j € [0..k] not only share their reg-
ular labels, but also their (unbounded) look-ahead labels. Consequently, the greedy nature of
A’ yields P(F')[cpr(uij) .. cr(ui)] ~a P(G)[car(vij) .. cqr(vi)]. Since A’ is a tree alignment,
P(F")[epr(ui)] ~a P(G")[cer(v;)] implies P(F')[ops (u;)] ~a P(G")og(v;)]. Using the greedy na-
ture of A’ once again, we finally conclude that P(F")[opr(u;) .. cpr(u;)] ~a P(G")og: (vs) . . car(v;)].
Thus, u; >~ v; and u; j ~ 4 v;; for j € [0.. k] hold as claimed. O

We conclude with a corollary that applies Lemmas 9.1 to 9.3 one after another.

Corollary 9.4. There exists an algorithm that, given labeled forests F, G, a non-crossing matching
M C Vg x Vi, and an integer k € Z>o, produces labeled forests F',G' such that:

o ted<;(F',G') = ted) (F,G);
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o [F'|+|G'| = Omin(|F| + |G|+ kM|, 1+ (k+ 1)(|F| + |G| — 2|M])));
e if the height of F' (or G') is h > 2, then there is an (h — 2)-node top-down path in F
(respectively, G) avoiding nodes participating in M.

The running time of the algorithm is O(|F| + |G| + |F'| + |G'|).

Proof. As hinted above, the algorithm behind Corollary 9.4 simply chains the procedures underlying
Lemmas 9.1 to 9.3. Let us denote the intermediate results by (¥, G, M) and (F, G, M), respectively.

Due to ted<(F',G") = tedg[k(ﬁ, @) and ted™ (F, @) = tedV (F', G) = ted™ (F, @), we conclude that
ted<i(F",G") = ted]%/[k (F,G) holds as claimed. As for the heights, observe that if the height of F”

is h > 2, then the heights of F are F are at least h — 1 > 1. By Lemma 9.1, this means that F
contains a top-down path of at least h — 2 nodes none of which participate in M. A symmetric
argument can be used to bound the height of G'.

It remains to bound |F’|+|G’|. Applying Lemma 9.3, Lemma 9.2, and Lemma 9.1 in subsequent
steps, we obtain

[F| ]G < |F[+|Gl+2(k+1)[M] < [F[+|G+2(k+1)|M| < |F[+|M|+|G|+|M|+4(k+1)|M|
= O(|IF| + |G| + k| M]).

However, we further have

2QIM| < |F|+ |G| < |F|+ |G| = 10|M| 4+ 10|M| < |F| + |G| — 10|M| + 4(|F| + |G| + 1)

= 5(|F| + |G| = 2IM|) +4 = 5(|F| + |G| = 2|M|) +4 = 5(|F| + |G| - 2|M]) + 4,

and thus
[F'| + |G| < |F|+ |G+ 2(k + 1)|M| < (k+ 2)(|F| + |G]) = O(1 + (k+ 1)(IF| + |G| — 2|M])).

Consequently, we indeed have |F’'|+ |G| = O(min(|F|+|G|+k| M|, 1+ (k+1)(|F|+|G|—-2|M]))). O

9.2 Tree Edit Distance of Shallow Forests

Theorem 9.5. There exists a randomized algorithm that, given forests F,G of height at most
h € Zy and a threshold k € Z,., computes ted<i(F,G) in O(nlogn + h?k"log(hk)) time correctly
with high probability.

Proof. Let F and G be the underlying unlabeled forests and let A be their joint labeling. Using
Proposition 6.12, at the cost of O(n) time, we can assume without loss of generality that F, G avoid
synchronized horizontal k-periodicity, i.e., there is no balanced string @ of length |Q| < 4k such
Q'8 has 2k-synchronized occurrences in Py (F) and Py(G). In the next step, we construct a labeling
A equivalent to L(\, k) (using Lemma 4.3) as well as the strings P;(F) and P5(G). Since s a
refinement of \, we conclude that there is no balanced string @ of length |Q| < 4k such Q'®* has
2k-synchronized occurrences in P (F) and P;(G). Moreover, X assigns distinct labels to nodes in
any root-to-leaf path; thus, for any unbalanced string @, even Q? cannot occur in P 5(F) or P5(G).
Consequently, P (F) or P;(G) avoid 2k-synchronized 18k-powers of length at most 4k. This lets us
apply Lemma 5.4 to build a set Mp of size |Mp| > 2|F| — 15 - (18k) - (2hk)? - 2k > 2|F| — O(h?k*)
such that Mp € M4(P;(F),P;(G)) holds for every A € GAapk,2k(P5(F), P5(G)); the construction of
Mp costs O(n + hk?) time.
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Claim 9.6. Let M = {(u,v) € Vp x Vg : (op(u),0c(v)) € Mp and (cp(u),cq(v)) € Mp}. If
ted(F,G) < k, then M is a non-crossing matching of size |M| > |F| — O(h?k*) and, moreover,
ted™ (F,G) = ted(F, G).

Proof. By Proposition 4.4, there is an optimum alignment A € TA(F,G) of cost ted4(F,G) =
ted(F, G) such that A € GA(P;(F),P;(G)). If ted(F, G) < k, then the width of A is at most 2k and,
by Lemma 4.2, its cost ed 4(P;(F), P5(G)) does not exceed 2hk. Hence, A € GAgpp, 21 (P (F), P5(G)),
which means that Mp € M4(P;(F),P;(G)) and, in particular, A € TAM(F,G). Consequently,
ted” (F,G) = ted(F,G) and the number of vertices u € Vi not participating in M does not exceed
2|F| — |Mp| = O(R%k*). O

In the light of Claim 9.6, we construct M and check whether it is a non-crossing matching of
size |[M| > |F| — O(h?k*); if it is not, we report that ted(F,G) > k. The remaining task is to
compute tedjgk(F ,G). For this, we use Corollary 9.4, which reduces this problem to computing
ted<i(F',G"), where |F'| + |G'| = O(k - h?k*) because |F| + |G| — 2|M| = O(h?k*); this reduction
costs O(n+h?k5) time. As for the final step of determining ted<j(F”, G’), we employ the algorithm
of | ], whose running time is O(h2k® - k2 -log(h%k®)) = O(h%k" log(hk)). Overall, our procedure
takes O(n + h%k" log(hk)) time. O

9.3 Level Sampling

Theorem 1.1. There exists a randomized algorithm that, given forests F,G of total size n and
an integer k € Z,, computes ted<(F,G) in O(nlogn + k'®logklogn) time correctly with high
probability.

Algorithm 8: TreeEditDistance(F, G, k)
Input: labeled forests F, G, integer threshold k € Z,
Output: ted<(F,G)
(F',G', A) := FullPeriodicityReduction(F, G, k); // Proposition 8.4
d := oc;
h = 19716k*;
for i := 0 to O(log(|F| + |G|)) do
Pick r; € [0.. h) uniformly at random;
Mark nodes in F’,G" at depths = r; (mod h);
M; .= {(’LL,’U) € Vpr X Ve P(F,)[OF/(’LL)] ~A P(G,)[O(;/(’U)], and
P(F")[cpr(u)] ~4 P(G')[cer (v)], and w or v is marked};

if |M;| < }(|/F'| +|G'|) and all marked nodes participate in M; then

(F;,G;) ;= PartialMatchingReduction(F’,G’, M;, k); // Corollary 9.4
10 d; ;== ShallowTreeEditDistance(F;, G;, k); // Theorem 9.5
11 d := min(d, d;);
12 return d;

N O ks W N

© @®

Proof. As a first step, we apply Proposition 8.4, which produces forests F’,G’ and an alignment
A P(F') ~ P(G"). Next, we pick h := 19716k* and draw s = ©(logn) uniformly random values
r1,...,7s € [0..h). As described below, each of these values r; is either discarded or results in
an upper bound on ted<y(F’,G’). We mark all nodes in F’ and G’ whose depths are congruent
to r; modulo h. We then attempt using A to construct a non-crossing matching M; in which
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all marked nodes participate. For this, we add to M; every pair of nodes (u,v) € V@ x Vi
such that P(F')[op:(u)] ~4 P(G")]og (v)], P(F")[cp (u)] =4 P(G')[ce(v)], and u or v is marked.
By construction, this guarantees that M; is a non-crossing matching. However, we discard M; if
|M;| > £(|F'| +|G’|) or there exists a marked node that does not participate in M;. If M; is
not discarded, we use Corollary 9.4 to build forests Fj, G; such that ted<j(F;, G;) = ted]g]z (F', G,
and then we compute d; := ted<j(F;, G;) using Theorem 9.5. The final answer d is defined as the
minimum among the values d; computed for non-discarded matchings M;.

Let us analyze the correctness of this approach. Proposition 8.4 provides the following guaran-
tees with high probability:

° tedgk(F, G) = tedgk(F/, G),
e for every alignment B € TA,(F’,G’), we have |AAB| < 4928k*.

Due to ted™:(F',G") > ted(F’,G"), the reported value d must clearly satisfy d > ted<j(F',G’) =
ted<;(F,G). The main challenge is to prove the converse inequality. This task is trivial if
ted(F,G) > k. Otherwise, it boils down to showing that, with high probability, there exists
i €[l..s] such that d; < ted<;(F,G). Let us fix an optimum alignment B € TA(F',G’). We shall
first prove that d; < ted<y(F, G) holds conditioned on the following events:

o [Mi| < Z(IF'|+1G");
e the alignment B that does not make any edits on the marked nodes and the parentheses
corresponding to the marked nodes do not contribute to AAB.

Since B does not make any edits on the marked nodes, all the marked nodes participate in the
following non-crossing matching: {(u,v) € Vg X Vi : u ~g v and u or v is marked}. Furthermore,
this matching is equal to M; because the parentheses corresponding to marked nodes do not con-
tribute to AAB. Consequently, tedi(F' G") < tedg(F',G") < k, and thus d; = ted<;(F}, G;) =
ted%i(F’,G’) = ted<;(F’',G’") = ted<(F,G). It remains to prove that the favorable events hold
with high probability for at least one ¢ € [1..s]. For this, we analyze the complementary bad
events. For a random remainder modulo A, each individual node in Vg U Vi is marked with
probability +. Hence, in expectation, the number of marked nodes is #(|F’| +|G’|). Given that
each pair in M, contains a marked node, this means that E[|M;[] < +(|F’| + |G'|). By Markov’s
inequality, we conclude that |M;| > #(]F'|+|G’|) holds with probability at most . Moreover, there
are at most 2k nodes affected by the edits of B and at most 9856k* further nodes may contribute
to BAA. By the union bound, at least one of these nodes is marked with probability at most
w < % Overall, for each i € [1..s], the probability of the bad events does not exceed
2 +1 =3, Due to s = ©(logn), the probability that the bad events hold for all i € [1..s] does not
exceed (%)S = n~9W . Thus, the algorithm is correct with high probability.

Let us complete the proof with the running time analysis. Applying Proposition 8.4 costs
O(nlogn + k3) time. For each i € [1..s], the set M; can be constructed and verified in O(n)
time. If r; is not discarded, then [M;| = O($(|F'| 4+ |G'])) = O(:%) and neither F’ nor G’ contains
an h-node top-down path avoiding nodes participating in M;. Consequently, the application of
Corollary 9.4 takes O(n) time and produces forests of size O(n) and height at most h+1 = O(k*).
The final application of Theorem 9.5 thus costs O(n + k'®log k) time. Since all steps, except for
the preprocessing of Proposition 8.4, are repeated O(logn) times, the overall time complexity of
our algorithm is O(nlogn + k'%log klogn). O
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10 Conclusion

This paper gives an O(n + poly(k))-time algorithm for bounded tree edit distance, solving an
open problem posed in [ , ].  Multiple natural improvements and extensions of this
result might be feasible. An immediate direction for future work is to significantly reduce the
polynomial dependency on k, which currently stays at k'°, akin to the recent progress for Dyck
edit distance [ ].  Another open question is whether the weighted version of tree edit
distance admits an O(n + poly(k))-time algorithm (assuming that the cost of each edit is at least
one). To the best of our knowledge, no such algorithm is known even for weighted string edit
distance.
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