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Figure 1: Our method discovered these kinematic motion axes (and their ranges of motion) without any human supervision.
It works by finding motion parameters such that one shape can transform into another from the same category. Moving parts
are orange; static parts are blue; translation axes are green; rotation axes are red.

ABSTRACT

3D models of manufactured objects are important for populating
virtual worlds and for synthetic data generation for vision and ro-
botics. To be most useful, such objects should be articulated: their
parts should move when interacted with. While articulated object
datasets exist, creating them is labor-intensive. Learning-based pre-
diction of part motions can help, but all existing methods require
annotated training data. In this paper, we present an unsupervised
approach for discovering articulated motions in a part-segmented
3D shape collection. Our approach is based on a concept we call cat-
egory closure: any valid articulation of an object’s parts should keep
the object in the same semantic category (e.g. a chair stays a chair).
We operationalize this concept with an algorithm that optimizes
a shape’s part motion parameters such that it can transform into
other shapes in the collection. We evaluate our approach by using
it to re-discover part motions from the PartNet-Mobility dataset.
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For almost all shape categories, our method’s predicted motion pa-
rameters have low error with respect to ground truth annotations,
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1 INTRODUCTION

3D models of manufactured objects are important for many appli-
cations: populating virtual worlds for games, AR/VR experiences,
animation, interior design, and architectural visualization; creat-
ing synthetic training data for data-hungry computer vision mod-
els [Richter et al. 2016; Zhang et al. 2017]; simulated training for
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robots to learn to navigate or to detect and manipulate objects

before being deployed in the real world [Das et al. 2018; Kolve

et al. 2017; Manolis Savva® et al. 2019; Savva et al. 2017; Xiang et al.

2020; Yan et al. 2018]. Ideally, such 3D objects should be articulated:

each part should specify how it moves (e.g. cabinet drawers slide

open). Recognizing the value of such data, researchers have created
datasets of articulated 3D object models [Hu et al. 2017a; Wang
et al. 2019; Xiang et al. 2020]. However, annotating 3D objects with
kinematic motions requires human time and effort. One alterna-
tive approach is to use machine learning to predict kinematic part
motions for a shape, automating some manual annotation effort.

While such methods have been proposed, all rely on supervised

learning with 3D shapes that already have motion annotations.

In this paper, we present an unsupervised method that discov-
ers kinematic motions in a consistently part-segmented 3D shape
collection. What makes our method possible is an insight we call
category closure: given an object of category C (e.g. chairs), all valid
articulations of its parts will produce a shape that is still in category
C. While appealing in theory, this insight is challenging to apply
in practice, as it is non-trivial to determine without supervision
whether an articulated shape belongs to a category. We address this
challenge via the following observation: given a collection of shapes
of the same category, an articulation of one shape’s parts definitely
remains in the same category if that articulation can transform
the shape into other shapes from the collection. Implicit in this
observation is the assumption that the shape collection contains
some degree of part pose variation.

Based on these insights, we design an alternating optimization
scheme for discovering part articulations in a collection of shapes.
In one optimization phase, the system learns an embedding space in
which shapes which can transform to one another via articulation
are close. The learning signal is based on feedback from another
phase, in which groups of nearby shapes in the embedding space are
selected and articulation parameters are optimized to try to trans-
form one shape in the group into the others. As this optimization
problem is underconstrained, the system uses commonsense and
physically-inspired priors to avoid finding implausible part motions.
Our approach predicts the type of motion (rotational, translation,
or static) as well as the motion parameters (axes of motion, centers
of rotation, ranges of motion).

We evaluate our approach by predicting articulations for shapes
in PartNet-Mobility, a dataset of consistently part-segmented ob-
jects which have ground-truth kinematic motion annotations with
which we can compare [Xiang et al. 2020]. Our approach discov-
ers motion parameters which exhibit low error with respect to
the ground truth, outperforming two supervised motion predic-
tion approaches on almost all shape categories. In summary, our
contributions are:

o The concept of category closure as self-supervision for discover-
ing valid kinematic part motions.

e An alternating optimization scheme which implements this con-
cept by finding motion parameters which transform objects into
other objects of the same category.

Code and data for this paper are at https://github.com/xxh43/UKMD
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2 RELATED WORK

Articulated object datasets. Researchers have built datasets of
part-segmented shapes with kinematic motions. One includes an
unreleased dataset of 368 moving joints [Hu et al. 2017a], manually
annotated from ShapeNet [Chang et al. 2015]. The Shape2Motion
dataset [Wang et al. 2019] (no longer available) contained 2,240
3D objects from 45 categories, sourced from ShapeNet and the 3D
Warehouse [Inc. 2021] and manually annotated with kinematic
motions. PartNet-Mobility [Xiang et al. 2020] consists of over 2,000
objects in 47 categories, also from ShapeNet. All these datasets were
manually annotated, which is labor intensive. Other prior work
proposes a machine-learning-assisted interface for rapidly writing
simple programs to annotate shapes with kinematic motions [Xu
et al. 2020]. This system reduces human labeling effort but does not
eliminate it. We seek a method that require no human labeling.

Predicting part mobilities. Early work on automatic mobility
prediction includes illustrating the motions of mechanical assem-
blies [Mitra et al. 2010], analyzing multiple instances of an object
in a scene [Sharf et al. 2014], slippage analysis for deformable mesh
models [Xu et al. 2009], and inferring kinematic chains based on
motion trajectories [Yan and Pollefeys 2006]. These methods rely on
having high-fidelity, physically accurate joint geometry or access
to multiple observations of the same shape in different poses; in
contrast, large shape collections have widely varying geometric
quality and only contain a single observation of each shape. The
problem has also been studied in robotics for manipulating un-
known articulating objects [Hausman et al. 2015; Pillai et al. 2015;
Sturm et al. 2011]. In computer vision, machine learning has been
applied to unstructured point clouds to jointly segment them into
parts and predict their motions [Hu et al. 2017b; Wang et al. 2019;
Yan et al. 2019; Yi et al. 2019]. Closet to our work is the system
of Hu et al. [2017a], which also assumes consistently-segmented
manufactured object meshes. Given a new object, it retrieves the
best-matching example and transfers its motion to the input. These
methods require labeled examples; in contrast, our approach lever-
ages the principle of category closure as form of self-supervision.
In concurrent work, Kawana et al. [2021] jointly predict part seg-
mentation and part articulations via a neural network trained with
adversarial self-supervision. Training this network requires many
pose variations of each training shape. In contrast, our method
works with only one observation of each unique training object and
requires fewer unique training objects.

Estimating articulation from images. Estimating 3D articulation
from images and depth maps has been widely studied for hu-
mans [Alldieck et al. 2018; Ballan et al. 2012; Huang et al. 2020;
Joo et al. 2018; Kanazawa et al. 2018; Mehta et al. 2017; Mueller
et al. 2018; Shotton et al. 2011] and more recently for articulat-
ing objects [Abbatematteo et al. 2019; Li et al. 2020; Zhang et al.
2021], assuming a known kinematic structure. When the structure
is unknown, a recent method [Mu et al. 2021] has proposed to dis-
entangle shape and appearance using a neural network to estimate
parts, joints, and joint angles. Unlike these methods, ours requires
no kinematic structure or other supervision..
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Figure 2: Given a collection of consistently part-segmented shapes from the same semantlc category, our system first extracts a
set of candidate joints consisting of connected parts, one of which may move about the other. It then initializes an embedding
space in which two joints should be nearby if one can be transformed into the other through a valid hinge or prismatic motion.
For each candidate joint js, it samples nearby joints j; and optimize for motion parameters which approximately transform
js to each j; (producing js_,;). The reconstruction error is used as feedback to improve the embedding space, and the process
repeats. This results in multiple possible motions for each joint, so we heuristically select which motion (if any) is best. Best

viewed zoomed.

3 APPROACH

Figure 2 shows an overview of our system, which takes as input a set
of part-segmented shapes. We assume the segmentations are con-
sistent (i.e. shapes are segmented at the same granularity, though
some shapes may have parts that others do not) but do not require
part labels. Such data can be scalably produced from online 3D
model repositories [CGTrader 2020; Inc. 2020; Turbosquid 2020]
using e.g. machine-learning-assisted segmentation tools [Yi et al.
2016]. We also assume that input shapes exhibit some part pose
variations (i.e. parts are not modeled in exactly the same pose across
every shape in the dataset). We examine the impact of input pose
variation on our method’s performance in Section 7.

From the input shapes, we create a set of candidate joints: each
joint j consists of a moving part j and a base part jb, ie. the
fundamental unit of kinematic motion. For each part in each shape,
we create one joint in which that part is j and the largest other
part to which it is connected is j°. Part connectivity is automatically
inferred from geometry; see supplemental. For each joint, our goal
is to determine what type of motion (if any) applies to it, and what
its motion parameters are. We consider two types of joints: hinge
(rotational) joints, parameterized by an axis, a center of rotation, and
arange of angles; and prismatic (translational) joints, parameterized
by an axis and a range of displacements [Murray et al. 2017].

To solve this problem, we observe that a valid joint motion is
one that can transform the joint into other joints from the same
collection (assuming parts occur in different poses throughout the
collection); this is the concept of category closure. Our solution
is a two phase, alternating optimization scheme. The first phase,
for a given joint, identifies ‘target joints’ to which it should be
transformed. Not all joints are good targets, e.g. we do not want
to transform a cabinet door into a cabinet drawer. Our system
identifies good targets by building an embedding space in which
joints are nearby if they are good transformation targets for one

another. The more other joints into which we can transform one
joint through a motion, the more confident we can be that this
motion is correct.

To learn this embedding space, the system relies on feedback
from the second phase. Here, given a source joint, a set of target
joints, and a candidate motion type, the system optimizes for motion
parameters that transform the source into the target. This problem
is underconstrained and can produce implausible motions; thus, we
introduce commonsense and physically-inspired priors to steer the
system toward good solutions.

These two phases are iterated: feedback about how well a source
joint can be transformed to its targets is used to improve the em-
bedding space; the improved embedding space leads to new target
joints which help the system optimize for better motions. This it-
erative process produces multiple possible motions for each part.
Thus, the system uses a heuristic final phase to determine which
type of motion (or no motion) is most plausible.

4 IDENTIFYING TRANSFORMATION TARGET
JOINTS

Given a candidate joint, the goal of this phase is to construct a
set of ‘target joints’ to which that joint should be transformed
via a kinematic motion. The more other joints into which we can
transform one joint through a motion, the more confident we can be
in that motion. To solve this problem, we construct an embedding
space in which two joints are close by if one is a good target for
the other.

Initial embedding. Initially, the system has no information about
which joints can transform into other joints via valid motions.
Thus, we construct an initial embedding based on which joints can
transform into others through any affine transformation. For every
pair of joints (j1,j2), we optimize for a rotation, translation, and
scale (where we penalize the anistropy of the scale) for both ji” and



SIGGRAPH *22 Conference Proceedings, August 7-11, 2022, Vancouver, BC, Canada

ji’ to bring them as close as possible to j;' and jg by minimizing
bidirectional chamfer distance (assuming all objects are consistently
upright-oriented, j; s rotation reduces to a single rotation about
the up axis).

We then use the optimization residuals to produce a N X N
similarity matrix for a collection of N joints (N € [100, 200], in our
experiments). We set the similarities between joints that have a
different number of connected components in either their moving
part or base part to zero, to prevent these structurally-different
joints from being grouped as source-target pairs. An embedding
can be constructed from this matrix, but we do not need to do
so—for our purposes, it suffices to select, for a source joint js the
16 most similar joints as its set of potential target joints.

Iterative improvement. On each iteration of the system, for each
source joint and its target joints, we run the motion optimization
procedure described in Section 5. This produces a transformation
reconstruction loss £°G" for each pair of source and target joints
(js»j¢)- The system uses these losses to learn a new embedding
space, where the distance between two joint embeddings should be

proportional to their loss:

N
pembed = 52 D LIS~ allEG) ~EGolll (1)
s=1 " teTs

where N is the total number of joints, k = 5 is the number of target
joints per source joint, 75 is the set of k targets for source joint s,
and E is a PointNet encoder [Qi et al. 2017] whose parameters (and
«) are the variables of optimization. A joint is fed to the encoder as a
point cloud with a per-point one-hot indicator of whether the point
belongs to the moving part or base part. We minimize this loss using
Adam [Kingma and Ba 2014]. We then select k new target joints for
each source joint js by sampling j; ~ exp(—||E(js) — E(jz)||2). The
system then moves to the next iteration.

5 OPTIMIZING FOR JOINT MOTION
PARAMETERS

Given a source joint jg, a set of target joints {j; }, and a motion type
(hinge or prismatic), the goal of this phase is to optimize for motion
parameters that can transform the source joint to each of the targets.
As a pre-process, we first optimize for rotations 8,5 about the up
axis that bring each target joint j; into closest alignment with j
(via bidirectional chamfer distance).

5.1 Parameterized transformation model

We first define the parametric function by which one joint jg is
transformed into another joint j;:

Kinematic motion. We use Tsj to denote a prismatic (translational)
joint transformer for joint s (implicitly parameterized by a transla-
tion direction vector). We use TSJ (7, d) to denote articulating the
source joint js’s moving part j7* with translational displacement
d. Similarly, we use R{ to denote a hinge (rotational) joint trans-
former for joint s (implicitly parameterized by an axis and center of
rotation). We use R{ (&, 6) to denote articulating the source joint
js’s moving part j7* with rotation angle 6.
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Figure 3: How our transformation models for hinge and pris-
matic motions transform one joint js to another j;.

Additional pose transformations. In addition to kinematic motion,
we may need additional pose transformations to align the source
and target joint. We use TSGH ; and RSGH ; to denote a translation
and a rotation about world-up that are applied to the entire joint js
to help globally align it with the target joint j;. The moving part
sometimes also needs additional degrees of freedom relative to the
base part. For example, to transform the bottom drawer in a cabinet
into the top drawer, we need an additional upward translation.
For this, we also define a local alignment translation TL .
translational joints, to ensure that this local alignment translation
cannot become redundant with joint motion, it is projected into
the plane perpendicular to the axis of translation.

For

Geometric deformers. To transform a joint to a geometrically
different joint, we must also permit some deformation of joint ge-
ometries, in addition to pose variation. Bs—,; denotes a box deformer,
whose degrees of freedom are the scales of the 6 faces of a part’s
bounding box, which allows adjusting the bulk shape of a part.
This box is aligned with the part’s local coordinate frame, so its
deformations are independent of the part’s pose.

Final transformation model. Given the functions defined above,
we can now define the complete, optimizable transformation func-
tion that takes the moving part of a joint s to that of another joint ¢
via a prismatic motion:

3 = B ATO RO Ty TG ds) (@)
Similarly, for a hinge motion:
3T = BIL(TO RO T - RIGE.650) )
For both types of motion, the base part transforms as:
300 = B (T8 - ROYemr - 30) @)

Figure 3 illustrates these transformation sequences.

5.2 Loss functions

To produce plausible transformations from a source joint js to a
target j;, we optimize the parameters of the above transformation
model with respect to several loss functions:

Reconstruction loss. First and foremost, the transformed source
joint must approximately reconstruct the target joint:

Dchamfer(jg_)t ’Jlt))
diag(y_,,)

recon _ Dchamfer (J;n_> t j ;n)

sot dlag(}gn—ﬁ)

®)
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where D¢pamfer denotes bidirectional chamfer distance between
two point-sampled parts, and diag(-) is the diagonal length of a part
(to normalize these distances).

Many settings of the transformation model parameters will give
low reconstruction loss, most of which do not correspond to valid
kinematic motions. Thus, we design priors to encourage the opti-
mization to find plausible motions:

Small joint motion penalty. The optimization can find spurious
motions by setting the amount of motion (i.e. the displacement d
or rotation angle 0) to a small value. Thus, we propose to penalizes
motions smaller than a threshold 7. For prismatic joints,

joint
L% = Wioint - max(rg ~ |ds—¢1.0) ©)
and for hinge joints,
joint
L% = Wioint + max(zg — 0s—¢.0) )
This term is particularly important for finding correct motions
for parts whose geometry does not visibly change over the course
of articulation (e.g. a spinning wheel).

Large alignment transform penalties. While the global alignment
transforms TSG PR R?_) , and local alignment transform TE |, are
often necessary, the optimization should try to perform as much of
the transformation as possible using the joint motion. To this end,
we introduce loss terms to penalize the magnitude of the alignment

transforms:
align _ G |5G L L
'£3—>t - Walign|Rs—>t| + Walign|Ts—>t| (8)
Large deformation penalty. Similarly, we must also restrict the
box deformers Bs—,; from being responsible for more of the trans-
formation than is necessary:

defc b
Lse_:)trm = Wdeform(|B;n—>t| + |Bs—>t|) (9)
where |B| is the sum of all box face absolute displacements.

Collision penalty. For a joint motion to be physically valid, the
moving part must not collide with the base part. We define a colli-
sion penalty loss Lg‘ﬂ}itde which enforces this property. We sample
n equally-spaced values along the interval [0, ds—] for prismatic
joints ([0, 85— ;] for hinge joints) and transform the moving part
to that pose. The collision penalty for each pose is the mean pen-
etration distance of each point in the base part point cloud to the
moving part. The overall collision penalty is then the mean of these
per-timestep penalties.

For a hinge joint:

n
. Wonlls
reollide &‘blde Z Z max(0, do — sdf(x, RLG™. i - 0s_1)))
nlisl = xeib
Js
(10)
where sdf(x,j™) is the signed distance from the point x to the
minimum volume bounding box of the moving part j (negative
signed distance — the point is inside the box) and dy is the largest
penetration distance of any point x € jf ati = 0 (i.e. some joints
may initially have a small degree of interpenetration, which we
should not penalize). The loss for a prismatic joint is defined analo-

gously (replace R{(jg”, i-0s—y) with TSJ(jgn, i-ds—p)).
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Detachment penalty. In addition to not colliding with the base
part, a moving part should also not detach from its base part over
the course of its motion. For hinge joints, we minimize the distance
between the nearest 10 original contact points in the rotated moving
part R{g;" i 0s5—t) (denoted as Sjm) and the nearest 10 original

contact points in j? (denoted as Sjb):

n
detach _ Wdetach
L{" = TNR Y max(0, ) x—ylk-r) ()

i=1 x,yeSj;n,Sjb
S

where r = 0.01 is a distance penalty threshold. In addition to
the above term, we also add a term which penalizes the center of
rotation from non-physically falling outside of the moving part’s
bounding box.

For prismatic joints, we penalize the distance between the mov-
ing part j7 and the 50 points on the base part j° which are closest
to it (denoted as NVj, ):

n
w, h .m
LI = % > max(0, sdf(x, LG, i - 0s-1)) (12)
Ist =1 x€Njg

Hyperparameters. We empirically define two sets of values for
the various loss weights w: one set for optimizing hinge joints; one
set for optimizing prismatic joints. These weights are kept constant
across all shape categories in all of our experiments. Values for
weights and other hyperparameters can be found in supplemental.

5.3 Optimization procedure

To optimize the parameters of the transformation model, we com-
bine all the above losses together into one:

Loy = Lrecon +£101nt +£ahgn +£deform +£collide +Ldetach

st s—t s—t st st s—t
1 N
.E = W Z Z Lsat (13)
s=1teTs

We minimize £ using the Adam optimizer.

Multiple initializations. As this optimization problem is non-
convex, we solve it multiple times with different initializations to
avoid local minima. For hinge joints, we use the 3 axes of the mini-
mum volume bounding box of the moving part as the initial rotation
axes. We use the centroid of the moving part and the centers of 4/6
of its bounding box faces as the initial rotation centers (the four
with the largest distance to the part centroid). For prismatic joints,
we use the longest 2 axes of the minimum volume bounding box of
the moving part as the initial axes. This results in 2 initializations
for prismatic joints and 15 (3 X 5) initializations for hinge joints;
we choose the one which gives the smallest Ls_;.

Axis post-processing. The optimization often gives motion axes
that noisily oscillate around a good solution. Thus, we use a post-
processing step to ‘snap’ the axes. We check if the axis is close
to any of the three world axes or the three principal axes of the
moving part or base part. If the dot product of the optimized axis
and any of these axes is > 0.975, we snap the axis to it.
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Determining range of motion. Finally, given optimized motion
parameters for a joint js, we estimate its range of motion. For this,
we sample 16 nearby target joints from the embedding space (using
the sampling procedure from Section 4) and optimize for a transfor-
mation from js to each of these targets, holding motion parameters
fixed and only optimizing pose, deformation, and alignment trans-
forms. We estimate the joint’s motion range as the range of poses
for all of these target joints whose post-optimization L™ is less
than a threshold (see supplemental). We call these joints the ‘valid’
targets for a motion. This results in a motion range relative to the
initial pose of j7* (i.e. for a hinge joint, § = 0 is the initial pose).

6 DETERMINING JOINT MOTION TYPE

After multiple iterations of optimization, we are left with multiple
potential hinge and prismatic motions m for each candidate joint
j- In this section, we describe our procedure for determining (a)
which of these motions is the best for each joint and (b) whether a
part moves at all or should instead be labeled as static.

Selecting the best candidate motion. We start by considering the
set of ‘valid’ target joints for each potential motion m, as described
above. Intuitively, a motion is more likely to be correct if (a) it
allows the source joint to reach more valid targets, and (b) the
targets exhibit a wider range of poses. Let N\‘gh 4 e the number
of valid target joints for a motion, which addresses (a). For (b), we
discretize the predicted range of motion into a set of equally-sized
bins and let leiln be the number of these bins which contain the
pose of at least one of the valid target joints. We then define our
confidence in this potential motion as:

m _ m m
cm = Alealid + /12Nbin (14)

We select whichever potential motion m has the highest confidence
as the best motion m*. See supplemental for the values of A1, A3.

Distinguishing moving vs. static parts. To identify whether a part
p should be movable or static, we look at the number of candidate
motions m in which it is is used as a base or moving part, as well
as our confidence in those motions. Intuitively, a part used as a
moving part in many high-confidence motions is more likely to
be movable; a part used as a base part in many high-confidence
motions is more likely to be static. Let MP . and Mgase be the
set of candidate motions in which part p is used as a moving or
base part, respectively. Our confidences that this part is movable or
static are:

A3 -
Chov=——p— >, C™+LMbyl
Mhorl o 50
A N
P _ 3 m P
Cstatic - | P | Z (O /14|Mbase| (15)
base' e MP

base
If Cstatic /CP . is greater than a threshold, the part is labeled
static. We also always label the largest part of every shape as static.
See supplemental for A3, A4, and threshold values.
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Table 1: Comparing the performance of BaseNet (with and
without pre-alignment) vs. Our method on predicting the
motion attributes of shapes in PartNet-Mobility.

Method Type AccT  Axis Err (°)]  Center Err (%)]  Range IoUT
BaseNet 0.87 30.71 24.28 0.44
BaseNet + align 0.93 13.24 22.18 0.45
Ours 0.84 6.09 9.12 0.46

Table 2: Comparing the performance of Shape2Motion (with
and without pre-alignment) vs. Our method on predicting
the motion attributes of shapes in PartNet-Mobility. S2M
does not handle static motion type and does not predict mo-
tion range.

Method Type(w/o static) AccT  Axis Err (°)|  Center Err (%)|
S2M 0.91 33.65 25.58
S2M + align 0.92 15.80 16.67
Ours 0.80 6.09 9.12

Here we evaluate our system’s ability to discover accurate kinematic
motions without supervision.

Dataset. We evaluate our method on PartNet-Mobility, a dataset
of part-segmented 3D shapes annotated with ground-truth kine-
matic articulations [Xiang et al. 2020]. We run experiments on 18
categories of objects: Box, Bucket, Clock, Door, Fan, Faucet, Folding
Chair, Knife, Laptop, Pliers, Refrigerator, Scissors, Stapler, Storage-
Furniture, Table, Trash Can, USB, and Window. These categories
were chosen to give good coverage of the different types of motions
which occur in PartNet-Mobility. We perform various filtering steps
on this data: joints with invalid motion ranges, moving parts that
are extremely small relative to the overall shape (which are not
well-represented in point cloud from), etc. See supplemental for
details. Our final evaluation dataset contains 753 shapes with 1939
parts.

Our method assumes that the input shapes exhibit pose varia-
tions. Some shape categories in PartNet-Mobility have this property;
others have all shapes in a neutral pose. We normalize pose varia-
tion across categories by randomly sampling a pose from within
each movable part’s range of motion. In some of our experiments,
we examine the impact that the amount of pose variation has on
our method. Also, all shapes in a PartNet-Mobility category are
aligned to a common coordinate frame, but not all in-the-wild shape
collections exhibit this property. We randomly rotate each shape
about its up vector.

Comparison to baselines. There is no existing prior work which
performs unsupervised kinematic motion detection; thus, we com-
pare to existing supervised approaches. We stress that these ap-
proaches require training data, whereas ours can be applied on
categories of shapes that have never been seen before. We compare
our method to two supervised baselines:

o BaseNet: This network takes in a point cloud of a shape, where
each point carries an extra one-hot dimension indicating whether
it is a member of the part for which motion should be predicted.
This point cloud is passed through a PointNet encoder, the output
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Figure 4: Qualitative examples of our method vs. BaseNet on predicting motion parameters for PartNet-Mobility.

of which is fed into four separate fully connected branches which
predict motion type (hinge, prismatic, static), axis (R3), center of
rotation (R3), and range ([min, max] € R?). The entire network
is trained jointly, with cross entropy loss for the motion type
branch and MSE loss for the other branches.

o Shape2Motion (52M): A network which jointly predicts part seg-
mentations and part motions for point clouds [Wang et al. 2019].
For fair comparison with our method, we modify the network to
take ground truth part segmentations and only predict motions.

For both supervised methods, we evaluate them with and without a
pre-alignment step, in which objects are rotated above the up axis
to roughly align them via chamfer distance.

See supplemental for more details on these baselines. We split
our filtered collection of joints 60%/40% into train/test sets. The
supervised baselines are trained on the train set, our method is run
on all joints, and all methods are evaluated on the test set.

We evaluate test set motion predictions with these metrics:

e Motion type accuracy (Type Acc): percentage of joints whose
motion type (static, prismatic, hinge) is correctly predicted. Since
Shape2Motion does not handle ‘static’ parts, we omit that label
for its training and evaluation.

o Axis angular error (Axis Err): mean difference (in degrees) be-
tween predicted axis directions and their ground-truth values.

e Rotation center error (Center Err): mean distance (in percentage
of the part’s bounding box diagonal length) between predicted
centers of rotation and ground truth rotation axes.

® Range of motion accuracy (Range IoU): mean intersection over
union between predicted and ground truth ranges of motion.

Table 1 and Table 2 show quantitative results of this comparison; a

breakdown by category is in supplemental. Our method has com-

plementary strengths to BaseNet and Shape2Motion: These two
supervised methods are better at predicting motion type; ours is
better at motion parameters. BaseNet’s and Shape2Motion’s higher
type accuracy is not surprising: ternary motion type is the easiest
quantity for a network to learn to predict (given the limited training
data, it is harder to learn to regress continuous motion parameters).

Motion type is also the easiest information for a human annotator

to provide. A hybrid approach might be best in practice: combin-

ing weakly-supervised motion type labeling with our approach for
predicting motion parameters. Shape2Motion doesn’t outperform

Ours

GT/%

Figure 5: Typical failure cases (USB, Table, Faucet). The Ta-
ble and Faucet examples disagree with ground-truth anno-
tations but are still plausible.

L
G

BaseNet by a large margin, which we hypothesize is due to some
combination of (1) the network being complicated and requiring
more training data, (2) training on ground truth segmentations
rather than jointly inferring them resulting in a weaker learned
representation.

Figure 4 qualitatively compares our method to BaseNet. Our
physically-inspired approach degrades more gracefully than the
learning-based approach, which can produce nonsensical outputs
due to insufficient training data. Figure 5 additionally shows some of
the ways our method gracefully fails. For the table and faucet joints
shown, the motions found are different from PartNet-Mobility’s
ground truth but are nonetheless plausible: the table drawer could
slide side-to-side rather than front-to-back; the faucet handle could
rotate vertically rather than / as well as laterally. The USB failure
may be due to incorrect grouping of joints, not enough similar
joints to group, or suboptimal loss weight hyperparameters.

Sensitivity to amount of pose variation. Table 3 shows how our
method performs on Doors when the amount of pose variation is
increased (see supplemental for details) Results are poor with no
variation, but even a little increases performance dramatically.

Running time. Our method iterates complex optimizations on
multiple joint groups, so it can be time-consuming: one iteration on
a set of 100 joints with target joint number k = 5 takes our PyTorch
implementation about 1 hour on an 8-core Intel i9 machine with 32
GB RAM and a NVIDIA RTX 2080Ti GPU. However, compute time
can be small price to pay to avoid human annotation time.
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Table 3: Analyzing how the performance of our method on
Doors varies with amount of pose variation in the input
shape collection. The number of target joints k = 3 for this
experiment.

Pose variation level ~ Type AccT  AxisErr(°)] Center Err(%)| Range IoUT

0 0.54 39.21 12.70 0.03
1 0.89 0.02 16.33 0.25
2 0.91 0.03 10.09 0.42
3 0.91 0.09 10.48 0.49
4 0.91 0.09 4.59 0.37
5 0.91 0.00 6.34 0.43

Additional results. The supplemental contains additional quali-
tative results, a study on sensitivity to number of target joints, an
ablation study on model components, and a visualization of the
learned joint embedding space.

8 CONCLUSION

In this paper, we presented an unsupervised approach for discover-
ing part motions in part-segmented 3D shape collections. Our ap-
proach is based on category closure: a valid articulation of a shape’s
parts should not change the semantic category of that shape. We
operationalize this insight via an algorithm that finds motion pa-
rameters for a joints that transforms into other joints from the same
category. Our approach successfully rediscovers a large percentage
of motions in the PartNet-Mobility dataset, often outperforming a
supervised motion prediction network.

Our system has some limitations. It cannot handle moving parts
whose size is a small fraction of their base parts, due to point cloud
resolution limits. More fundamentally, our method assumes that
the input shape collection contains similar joints in different poses.
This is often true (e.g. lamp arms, swivel chair bases), but some
shapes are typically modeled in a canonical pose (e.g. cabinet doors
are usually modeled as closed). These shapes may pose a challenge
for our method (or any unsupervised method).

Finally, our method assumes the input part segmentation is fairly
consistent, e.g. it would not perform well on cabinets if each cabi-
net door was broken into a different number of segments. In the
future, we would like to extend our method to handle such data
by developing a system for proposing ways to group different part
fragments. Combined with an automatic shape over-segmentation
method, this would allow our method to discover shape parts as
well as their motions without any supervision.
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