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Abstract—FPGA-based SmartNICs offer great potential to
significantly improve the performance of high-performance com-
puting and warehouse data processing by tightly coupling support
for reconfigurable data-intensive computation with cross-node
communication, thereby mitigating the von Neumann bottleneck.
Existing work, however, has generally been limited in that it
assumes an accelerator model where kernels are offloaded to
SmartNICs with most control tasks left to the CPUs. This leads
to frequent waiting, reduced performance, and scaling challenges.

In this work, we propose a new distributive data-centric com-
puting framework, named FCsN, for reconfigurable SmartNIC-
based systems. Through a lightweight task circulation execution
model and its implementation architecture, FCsN allows the
complete detaching of NN kernel execution, control logic, system
scheduling, and network communication to the SmartNICs.
This boosts performance by: (i) avoiding control dependency
with CPUs and (ii) supporting streaming NN Kkernel execution
and network communication at line rate and in a very fine-
grained manner. We demonstrate the efficiency and flexibility
of FCsN using various types of neural network Kkernels and
applications including deep neural networks (DNN) and graph
neural networks (GNN); as these last are both irregular and
data intensive they offer an especially robust demonstration.
Evaluations using commonly-used neural network models and
graph datasets show that a system with FCsN can achieve 10x
speedups over the MPI-based standard CPU baselines.

I. INTRODUCTION

Network communication is increasingly becoming the per-
formance bottleneck for scaled-out HPC and warehouse ap-
plications, as enormous amounts of CPU cycles are devoted
to packet processing, contributing to long per-packet latency
(Figure 1(a)). To reduce this latency, advanced network in-
terface cards known as SmartNICs have been introduced to
handle networking functions such as TCP Segmentation [1]
and Generic Receive [2]. In cloud computing, SmartNICs
support SR-IOV that forwards packets directly to the Virtual
Machine bypassing the hypervisor (Figure 1(b)) [3] [4].

Lately it has been found that if an FPGA can be integrated
into the NIC, not only more complex network protocols, but
also some data-intensive computation can be efficiently real-
ized when processing network packets, often at line-rate, and
without introducing significant overhead (Figure 1(c)) [5]-[7].
With high-bandwidth and low-latency access to network data

through Multi-Gigabit Transceivers (MGTs), and program-
ming logic with embedded hard-cores, FPGA-based Smart-
NICs can be viewed as network-focused streaming-processing
accelerators, in addition to network support devices. This
is particularly useful for domain-specific computations, such
as in machine learning and streaming data analytics, as the
FPGAs can be reconfigured as customized accelerators.

Nevertheless, existing FPGA-based SmartNICs are con-
strained by three limitations. (i) Host-control: Although the
offloading of some simple compute kernels has been demon-
strated, this work generally assumes a host-device program-
ming model, leaving the majority of control, scheduling,
and management tasks to the host CPUs. This not only
incurs an extra burden on the host CPUs, but also leads to
poor utilization of the SmartNICs for handling the control-
dependencies with the host through PCle and software stacks.
(ii) Limited scalability. Existing SmartNIC applications rarely
involve offload of non-local tasks, missing opportunities for
system-level designs that can span a distributed cluster, elim-
inate unnecessary data-movement, and support more efficient
scheduling and workload balance. (iii) Programmability. As
the control is performed by the host, most existing SmartNICs
only handle relatively simple kernels. Little support is offered
to either system or application developers for designing flexi-
ble domain-specific acceleration solutions.

In this work, we address these problems by presenting
a user-friendly framework for neural network inference on
FPGA-Centric smartNIC (FCsN) that can perform computa-
tion, communication, and control altogether at the same time,
allowing flexible and fine-grained task creation, distribution,
execution, and finalization across multiple SmartNIC devices.
This results in maximally hiding the computation latency with
network communication for streaming applications at line-rate,
and achieving high FPGA utilization and high performance
at system level by avoiding CPU intervention (Figure 1(d)).
Figure 2 illustrates the design stack of FCsN. On the software
side, FCsN uses a data-centric programming model (Section
3 A) and is equipped with Python-based programming APIs
(Section 3 B); on the hardware side, FCsN is equipped with
a hardware-based SmartNIC runtime (Section 4 C) to achieve
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acts as a SmartNIC and an accelerator with partially offloaded CPU computations. However, extra overhead between CPU and FPGA-NIC is introduced by
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Fig. 2. Overview of FPGA-centric SmartNIC design

CPU-detached scheduling and support high-performance exe-
cution of NN kernels at line-rate (Section 4 D). The current
FCsN framework focuses on Neural Network applications,
but it has the potential of extending to a general framework
as many scientific applications share similar basic kernel
functions as NN applications. Contributions of this paper are
as follows:

e FCsN, a user-friendly and high-performance FPGA-
centric SmartNIC framework, which supports domain-
specific computation, low-latency communication, and
host-detached scheduling;

e A hardware-based FPGA-centric SmartNIC runtime that
enables asynchronous and fine-grained task scheduling
and so avoids the control dependency with CPUs;

o A series of streaming NN kernels that provide accelera-
tion at line rate and maximally overlap computation la-
tency with network communication for NN applications;

« Evaluations using neural network applications including
general DNNs and GNNs with commonly-used models
and datasets on systems with FCsN support and real-
ized on Alveo U280 FPGAs. These show that FCsN

can achieve 10x speedups over the standard MPI-based
system baseline.

II. BACKGROUND AND RELATED WORK

There has been much work utilizing SmartNICs to en-
hance communication and networking. Dozens of commercial
FPGA-based SmartNICs have been released, including from
AMD and Intel, e.g., [8]-[10]; surveys include [11], [12].
Other work has focused on near-network processing [13]-
[16]. Other FPGA-based network solutions, such as Catapult
[17], offload network applications. There has been much work
in FPGA-based scalable network stacks supporting TCP/IP,
RoCEv2, and UDP/IP [1], [18]-[22]. Work by [23] proposed a
configurable network protocol on intelligent NICs. NetFPGA
[24] has been invaluable in providing FPGA-based network
hardware development environments.

There is also prior art that uses SmartNICs as compute
resources [25], [26]. COPA [27] provides a software/hardware
framework that makes the underlying FPGA hardware (Smart-
NIC device) agnostic to middleware. INCA [28] provides
general-purpose compute capabilities for SmartNICs that can
be utilized when the network is inactive. SPIN [29] provides a
portable programming model to offload simple packet process-
ing. NICA [7] provides a framework for inline acceleration
of the application data plane on FPGA-based SmartNICs
in multi-tenant systems. Other work [2], [30]-[32] supports
collectives in FPGA-based hardware.

III. PROGRAMMING MODEL & SOFTWARE SUPPORT
In this section, we discuss programming models and intro-
duce FCsN’s Python-based programming interface.
A. Programming Models

We investigate two programming models: compute-centric
and data-centric. In the compute-centric programming model,
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a process is assigned to a processor or an entire node and
communication happens through message passing. Compu-
tations follow a series of steps: parallel computation (each
node participates in a portion of assigned tasks) and barrier
synchronization to align execution of nodes. This model works
well for BSP applications with easily partitionable data and
regular computation. However, many workloads have irregular
behavior with skewed data distribution, high synchronization
intensity, and irregular communication patterns [33].

The data-centric model [34] is an alternative. It brings com-
putation to the data, rather than the reverse, and so minimizes
data movement and reduces unnecessary communication. This
model follows a logical ring topology, i.e., the application
is partitioned into tasks that circulate around a logical ring
system and thereby exploit data locality. Each node can verify
whether a task should be executed locally based on the local
data range. The data-centric model suits applications with less
structured data and irregular behaviors, e.g., involving sparse
matrices, that introduce unpredictable data access. For exam-
ple, modern NN applications, which are ever more optimized
to reduce computation, are becoming correspondingly more
irregular and communication-bound, especially in large-scale
processing [35]. As these are our initial application targets for
FCsN, we consider using the data-centric model.

Figure 3 shows the data-centric workflow. Using the data-
centric programming model, applications can be split into two
parts, data and task. Data is distributed on each node in the
system initialization phase; localgstqr+ and locale,q indicate
the local data range. The RDMA handler fetches data when
the task demands remote data. Tasks are pre-registered and
dynamically spawned among the nodes. At runtime, tasks
circulate among nodes. A task confirms its required data
using the starting and ending addresses (T'ASKiq¢ and
TASKpq). Tasks can be replicated for remote nodes if the
required data range is wider than the local data range. In this
way, the data-centric approach can bring tasks to each node
asynchronously rather than sending possibly massive amounts
of data through the network.

B. FPGA programming interface

To support a user-friendly interface, a middle layer API
coordinates activity between the host CPU and underlying
hardware, including system and kernel initialization, hardware
status checking, data syncing, and hardware control. A list
of API functions with system initialization and finalization is
shown in Table 1.

FCsN supports most of the major kernels used in Neural
Network processing, including 2D convolution, dense and

TABLE I
SOFTWARE PROGRAMMING API AND NEURAL NETWORK KERNELS

Function [ Description

Software Programming API

Overlay_handler =
System_init (
Node_num)
Board_init(
Overlay_handler,
Bit_file)
Check_Kernel()
Data_handler =
Host_data_preprocess (data)
Mem_handler =
Board_MEM_init (
Overlay_handler,
Data_handler)
Spawn_MEM =
Board_MEM_init (
Overlay_handler,
Task_carrying_data)
Kernel_Start (
Overlay_handler,
Task_id,
Argv)
Sync_to_Host(
Overlay_handler,
Data_handler)
System_Finalize(
Overlay_handler)

FCsN multi-node environment
initialization setup

Configure network function, check
board status and program the board
with binary file

Check kernel status

Host preprocess data

Allocate on-chip Memory, sync and
distribute data from host to chip.

Allocate Task Spawner Memory
with task required data.

Start the kernel with Task_id and
control argument

Sync on-chip Memory data back to
host Memory

Free overlay

sparse matrix multiplication, graph aggregation, norm, and
non-linear element-wise activation functions. The APIs can
be easily and seamlessly integrated into PyTorch-based NN
applications. Based on the NN application’s need, corre-
sponding kernel function tasks can be configured. Before
an application’s execution, data that needs to be carried by
tasks are synced to on-chip ‘Spawn_MEM’. ‘Kernel_start’
starts the task spawner module based on task data from
‘Spawn_MEM’ and dynamically generates kernel tasks during
runtime based on ‘Task_id’. ‘argv’ indicates the task spawner
control arguments such as destination or data range required by
the task. After starting the kernel, the application is detached
from the CPU’s control and the hardware runtime handles the
control logic. ‘Sync_to_Host’ syncs the result back to the host
when the application finishes and with ‘System_Finalize’ frees
the board resources.

To associate the middle layer API with hardware, we use
Xilinx Pynq [36] as an API to program and interact with Xilinx
XRT [37] and Vitis platform FPGAs. Pynq is an open-source
Python-based library for programming both the embedded
processors and overlays. We use Vitis HLS to implement basic
hardware NN kernel functions. The Vitis compiler compiles
HLS kernel into an xo file, creating an overlay by linking
with other kernels, e.g. network function and DMA engine.

IV. FPGA-BASED SMARTNIC ARCHITECTURE
We describe the hardware architecture and supported basic
NN kernel functions with streaming execution capability.

A. Architecture Overview

The FCsN architecture is shown in Figure 4. The dynamic
user logic consists of network function, hardware runtime,
and NN kernel compute engines. The network function uses
TCP as the Layer 4 transport protocol [1]. Neural network
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kernel functions are configured according to the application’s
requirement during the initialization phase.

B. Hardware Runtime Support

The hardware runtime is split into two stages, runtime
initialization and runtime execution. Runtime initialization
enables the host to program the dynamic application chip
region with the user’s application binary and syncs data from
host memory to FPGA’s memory. Runtime execution handles
application task spawning, scheduling, application control
logic, and manages RDMA data.

1) Runtime Initialization: Runtime initialization loads the
binary, allocates resources, and prepares for runtime execution.
Distributed application kernel tasks are assigned to each node
and distributed data is preloaded onto the chip. Runtime execu-
tion invokes the corresponding task spawner and dynamically
generates tasks with preloaded information.

2) Hardware Runtime: After initialization, the runtime
task spawner dynamically generates tasks based on the
‘Spawn_MEM’ task info. In this design, each task is packaged
as a 512-bit packet with a 32-bit application header and 480-
bit payload. The header contains information on task type, task
ID, task destination, and task data range. After the hardware
runtime has parsed the packet, the task handler consumes the
task if current node is within the demanded data range (Figure
3). Packets have three types: Task, RDMA, and Data. Figure
5 shows the three types of runtime handlers.

Task Handler: The Task Classifier pops the first valid
packet and appends it to the corresponding handler. Within
each handler, the Task Responder checks the integrity of

the packet and whether the packet can be fully or partially
executed in the current node (Figure 3). (1) Partially executed
means the current node does not have all the data it needs. In
this case, the Task Splitter splits the packet, consumes the local
task and generates a remote packet with the rest of the data
range. The Task Packager wraps the remote task and pushes
it into the send queue. (2) The consuming task is sent to an
RDMA Detector to check if the task needs remote data. (i)
If no remote data is needed, it is appended to the pending
task queue and assigned to the compute unit. (ii) If the task
requests remote data, it is temporarily pushed to a freeze queue
and waits for the requested data to be available locally. The
RDMA Handler generates a corresponding RDMA task.

RDMA Handler: An RDMA task requests remote data.
It is analyzed in the RDMA Task Responder to determine
whether the requesting data are available on the local node.
After consuming the RDMA task, the task is pushed into a
data read queue and waits for the memory controller to issue
its requested data. When the data have been retrieved, they
are wrapped by the Data Packager and sent to the requesting
source node.

Data Handler: handles data packets when the requested
data from the current node’s RDMA task has been successfully
retrieved and informs the RDMA Detector whether there are
tasks ready to be compute.

C. Neural Network Kernel Support

In FCsN, non-conflict streaming kernel execution at net-
work line rate leverages the SmartNIC capabilities. Software-
hardware co-design of conflict-free kernel functions on the
FPGA-based SmartNIC guarantees that kernel execution is not
stalled and can be tightly combined with the network pipeline.
We provide kernel functions for Neural Network applications
including 2D Convolution, Matrix Multiplication, Function
Norms, Non-linear element-wise Activation, and Aggregation.

With the aim of achieving stream execution at line rate,
the compute pipeline is required to have the capability of
consuming one task packet each cycle. Within the pipeline,
sub-tasks in each packet should not have memory conflicts
or other hazards that stall the pipeline or cause packets to
be dropped. Also, the latency of each task needs to be fixed
with predetermined pipeline stages. Details of supported NN
function kernels are as follows:

1) 2D Convolution: In 2D convolution, a small matrix of
kernel weights slides over the 2D input data, performing an
element-wise multiplication with the part of the input it is
currently over, and then sums the results into a single output
pixel. The weight kernel and 2D input data are preloaded into
BRAM. The 2D input data is streamed into the kernel pipeline.
In FCsN, halo exchange happens between the edges of the
partitioned 2D input data and tasks carry corresponding data
to be exchanged.

2) Dense and Normal Sparse Matrix Multiplication: With
distributed matrix multiply between matrices A and B, in data-
centric programming model matrix B can be treated as ’‘data”
distributed in the system and matrix A decomposed into tasks.
We recommend generating tasks with the sparse matrix if there



is one. The task carries operation information and the non-zero
elements in the sparse matrix or a slot of dense matrix data.

3) Function Norms: Norms, such as layernorm and batch-
norm [38], are realized through vector dot product (to cal-
culate statistics such as sum and mean) and element-wise
multiplication and addition (to scale and add biases). Their
implementation can be modified from 2D Convolution and
Matrix Multiplication kernels to achieve line rate.

4) Non-linear element-wise activation functions: Activa-
tion functions add non-linearity to the neural network models
for improved prediction accuracy [39]. The activation function
can be inserted in the computation pipeline acting on the
output of the neuron.

D. Aggregation Function

Within GNN workloads, aggregation is an extreme case
of Sparse Matrix Multiply with irregular data accesses for
which it is hard to achieve streaming execution [40], [41].
Details of achieving streaming kernel execution at line rate
with aggregation are described in this section.

1) Aggregation Function Operation: Aggregation is a ma-
trix multiplication between an extremely sparse adjacency
matrix (>= 99%) and dense weight matrix. To facilitate
streaming compute kernels with the data-centric model, the
sparse adjacency matrix is decomposed into tasks carrying
non-zero elements traversing in the network acting on the
distributed weight matrix in the system. The equation Output
= AX illustrates the operation of aggregation with the sparse
matrix A and the dense matrix X. For each non-zero element
in the task packet, one row of dense matrix X using col_id
and one row of the output matrix using row_id is fetched.

2) Non-conflict Streaming Execution: Line-rate kernel ex-
ecution requires a non-conflict, non-stall pipeline with several
issues needing to be addressed. (1) Reading matrix X or
output matrix may have conflicts between non-zero elements
in each packet task. Each non-zero element needs to fetch
data in one cycle to avoid pipeline stalls. However, there
is no latency guarantee for memory accesses of multiple
elements. (2) Writing back to the output matrix may result in
conflicts between non-zero elements if more than one element
is updating the same row. (3) Read after write (RAW) hazards
may happen between reading and writing operation on the
output matrix among different task packets within the pipeline.

To overcome these issues, the task spawner in the hardware
runtime and BRAM optimizations in computing units coop-
erate. On-chip DDR access is slow and unpredictable, so the
dense matrix data is loaded to BRAM. However, since each
packet contains several non-zero elements, simply loading B
and the output matrix to BRAM can not guarantee that several
rows are fetched in one cycle. BRAM is therefore partitioned
into interleaved blocks and the task spawner dynamically
selects the corresponding element. Before generating tasks,
the adjacency matrix is tiled into blocks as the storage format
for sparse tensors where the data locality is improved. We are
tiling the sparse matrix column-wise and with a block size
of 20. This tiling helps the task spawner generate tasks with
simple logic and BRAM access without conflicts (Figure 6).

20

Tensor Block __---~" ©]

Fig. 6. Runtime Task Spawner

Accessing X Matrix: With a tensor block size of 20x20
(red block in Fig 6), the non-zero element in each column
block only accesses the first 20 rows of the matrix X. We
partition the BRAM cyclically so that every 20 rows of matrix
X can be fetched in parallel. The task spawner generate tasks
selecting non-zero elements within each block tile column-
wise as indicated by the orange arrow in Fig 6.

Accessing and Updating Output Matrix: The non-zero se-
lection needs to ensure non-conflicting Output access. The
row id of the non-zero element determines which row of
the output matrix will be read out and written to. As an
example let each packet have 4 elements. We then partition
the output matrix with a cyclic factor of 4 so every 4 rows of
the output matrix can be independently read and written. The
task spawner selects non-zero elements cyclic as factor of 4
to ensure interleaved data access on the output matrix BRAM.
In Fig 6 the same color circle indicates non-zero elements in
the same packet.

RAW hazard: To avoid RAW hazards, a RAW detector
temporarily holds the last cycle’s row id and vector value. If
the non-zero element demands the row that is written back, it
uses the stored vector in the RAW detector instead of fetching
it from the Output BRAM.

V. EVALUATION
A. Experiment setup

We evaluated the FCsN framework with NN kernel func-
tions and NN applications using an Alveo U280 cluster with
2-4 nodes; systems with 8 and 16 nodes are evaluate with
our cycle-accurate simulator with verified results collected in
real systems. The FCsN hardware runtime and NN kernels
are implemented in Vitis HLS. The baseline CPU results
are evaluated with a 16-core 32-thread Intel® Xeon® Gold
6226R CPU. Current state-of-the-art distributed Pytorch-based
NN applications use MPI as the backend. To eliminate the
communication overhead and variance of different NIC or
SmartNIC configurations, we implemented hand-tuned MPI
code mapped to the cores of the same CPU. We also added
a multi-node GPU with MPI using Nvidia Tesla V100s. The
evaluations are with respect to four models: compute-centric
(C-C) with MPI on CPU, GPU with MPI, computer-centric
(C-C) with FCsN, and data-centric (D-C) with FCsN.

B. Performance and Resource Utilization

The baseline CPU MPI results evaluate the distributed
Pytroch-based NN approach with the compute-centric model.



TABLE 11
RESOURCE UTILIZATION, FREQUENCY: 294MHZ
BRAM_18K | DSP FF LUT
NN Function 2,754 2,724 11,182,054 834,876
Kernels (66%) (30%)| (42%) | (60%)
Hardware 717 0 87,813 | 64,089
Runtime (15%) (0%) (3%) (3%)

We simplified and optimized the MPI code with the same
computation and communication pattern as Pytorch. The multi
GPU result is achieved by using MPI as the message passing
interface. Compute-centric FCsN model follows the same
computation and communication methods as the CPU baseline.
However, the computation, control logic, and communica-
tion are offloaded onto the SmartNIC, with no CPU control
involved. This result shows the improvement of the FCsN
framework with detached host control. Lastly, FCsN with
data-centric model indicates the performance of the data-
centric model of streaming kernel execution with tightly fused
computation and network pipeline detached from host control.
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Figure 7 shows the normalized speedups for these eval-
vation models with NN kernels and NN applications. CPU
with MPI and GPU with MPI have lower performance and
scalability because of the communication and software over-
head. The data-centric model gains more speedup than the
compute-centric model as the system size scales up since data-
movement and communication overhead increase. The FCsN
data-centric model shows better speedups and scalability due
to the streaming execution of task tokens that minimize data
movement, and the avoidance of PCle, software stack, host
control, and synchronization.

1) Kernel Performance: Figure 7(a) shows the speedups
of NN kernel functions with matrix size of 2048x2048. Since
2D convolution has less communication in 2D convolution and
GEMM has regular data access and computation, FCsN with
the data-centric model has limited speedup. However, in irreg-
ular kernels like SPMV, SPGEMM, aggregation, FCsN gains
more speedup due to the offloaded control, asynchronous tasks,
and streaming computation. In the 2D convolution function
kernel, the speedup with FCsN in data-centric model is 2.3 x
compared with the CPU version, 1.27x compared with GPU
and 1.1x compared with FCsN in compute-centric mode. The

distributed GEMM kernel requires data movement between
nodes. FCsN has less overhead handling communication than
the CPU and GPU approaches. Compute-centric FCsN has
a speedup of 2x compared to the CPU baseline. Data-centric
FCsN provides higher performance than CPU, GPU, and FCsN
in compute-centric with streaming computation with a speedup
of 2.3x over the CPU baseline and 1.7x over the GPU.
Sparse matrix-vector multiplication (SPMV), sparse matrix
multiplication (SPGEMM) and aggregation have similar data
distribution and execution. Computations are decomposed into
tasks and vector or dense matrix are distributed as data in data-
centric model. These kernels follow similar speedup trends
over the baseline. The average speedup over CPU is 3.8 x for
compute-centric FCsN and 6.7 for data-centric FCsN.

2) Application Performance: Figure 7(b) shows the per-
formance of neural network applications (VGG, RestNet,
Mobilenet, MLP [42]-[45]) using FCsN provided function
kernels. The speedups of VGG (2D-convolution), RestNet
(2D-convolution), MobileNet (GEMM) and MLP (GEMM)
are 3.36x, 3.55x%, 4.3x, and 2.9x, respectively, for FCsN
compute-centric over the CPU baseline. The speedup of FCsN
data-centric over CPU baseline is 4x, 3.6, 4.6x and 3.3x.
We evaluated GNN models using the aggregation kernels
with five datasets in Figure 7(c), Cora, CoraFull, Pubmed,
CoautherPhysics, and Reddit [46], [47]. The size of datasets
increases in order. The speedups of FCsN compute-centric
over CPU are 1.52x, 1.86x, 4.82x, 5.08x and 8.5x. The
speedup of FCsN data-centric over baseline are 5.38x, 5.08x,
6.04x, 6.64x and 10.13x.

3) Resource Utilization: Table II shows resource utilization
of NN function kernels and the FCsN hardware runtime. The
BRAMs and LUT resources are used largely to avoid memory
access conflicts.

VI. CONCLUSION

We provide a user-friendly FPGA-Centric SmartNIC frame-
work (FCsN) for Neural Networks, with a light-weight
distributed hardware runtime and data-centric programming
model that is completely detached from the CPUs. With
the task circulation execution model, communication and
computation are tightly fused and distribute kernel execution
in a streaming manner at network line rate. A hardware-
based FPGA-centric SmartNIC runtime enables asynchronous
and fine-grained task scheduling which allows FCsN to be
detached from host. FCsN leverages these characteristics to
achieve high performance and efficiency for irregular and data-
intensive neural network applications.
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