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Abstract. Analysis description languages are declarative interfaces for HEP data analysis that
allow users to avoid writing event loops, simplify code, and enable performance improvements
to be decoupled from analysis development. One example is FuncADL, inspired by functional
programming and developed using Python as a host language. FuncADL borrows concepts
from database query languages to isolate the interface from the underlying physical and logical
schemas. The same query can be used to select data from different sources and formats
and with different execution mechanisms. FuncADL is one of the tools being developed
by IRIS-HEP for highly scalable physics analysis for the LHC and HL-LHC. FuncADL is
demonstrated by implementing example analysis tasks designed by HSF and IRIS-HEP. Another
language example is ADL, which expresses the physics content of an analysis in a standard and
unambiguous way, independent of computing frameworks. In ADL, analyses are described
in human-readable text files composed of blocks with a keyword-expression structure. Two
infrastructures are available to render ADL executable: CutLang, a runtime interpreter written
in C++; and adl2tnm, a transpiler converting ADL into C++ or Python code. ADL/CutLang
are already used in several physics studies and educational projects, and are adapted for use
with LHC Open Data.

1. Introduction

An analysis description language is a domain-specific language (DSL) that is sufficient to
completely specify a collider physics analysis. Such a language presents an analysis in an
unambiguous, declarative manner. Emphasis is placed on the physics content of the analysis
and not algorithmic design of its execution. Details that are not essential to the analysis are
abstracted away. This leads to code that is easier to write and review, and optimization of
performance and resource utilization can be decoupled from the analysis description. In the
following sections, we present two examples of analysis description languages: FuncADL and
ADL/CutLang.

2. FuncADL

FuncADL (Functional Analysis Description Language) is an embedded DSL that has been
implemented within Python [1, 2]. It incorporates features from both functional programming
and database query languages. In FuncADL, a dataset of collision events is viewed as an object
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that can be queried against in order to filter and transform data as desired. Much of the
functionality of FuncADL was based on LINQ (Language INtegrated Query), a part of the C#
language [3]. LINQ-like query operators act on sequences of objects, which could be the sequence
of collision events or a sequence that exists within each event, such as a collection of jets.

Most of the query operations can be categorized as projection, filtering, or aggregation
operators. Projection operators transform the elements of a sequence by applying the same
function to each element. This can be used to pick out only the properties of an event that are
relevant for a given analysis. Filtering operations drop certain elements of a sequence based on
defined criteria. Aggregation operators map an entire sequence to a single value. Most of the
basic native Python types and operators retain their functionality in FuncADL as well.

In general, queries are composed of several different operations. These can be applied in
succession on the same sequence, or they can be nested such that some of the query operations
are run on sequences within each event. The level of nested queries can increase to any depth
of object structure present in the data. FuncADL utilizes lazy evaluation, so that constructing
queries does not execute any resource-intensive code until the results are explicitly desired.

As a query language, FuncADL is naturally limited to data extraction and transformation.
It is not intended for FuncADL to be used to run an entire physics analysis. Calculating and
applying scale factors, systematic variations, and creating histograms from selected data are
examples of analysis tasks that are not well suited to FuncADL. However, FuncADL is intended
to be highly modular, such that it provides a uniform interface for querying data, either manually
or via other analysis software. This can reduce the burden on other software that can instead
focus on driving high-level analysis tasks.

When evaluated, a FuncADL query is interpreted by a backend implementation that is
appropriate for the underlying data. The backend library translates the FuncADL operations
into lower-level code that will actually execute the query. Multiple backend libraries exist for
running queries on different data formats. This separation between the query interface and the
execution decouples the FuncADL frontend from any particular framework or file format.

FuncADL queries are represented internally by an abstract syntax tree (AST). An AST is
composed of nodes corresponding to semantic elements of Python and FuncADL, such as equality
comparisons or query operators. Each node contains links to its child nodes, corresponding to
the components of that semantic element (for example, the name of a query operator and its
arguments). The backend converts each AST node into a native representation in the language
or framework being used and then executes the generated code. The result is seamlessly passed
back to the analysis user via the frontend interface.

Currently three FuncADL backend libraries have been fully developed: an xAOD backend, a
CMS Run 1 backend, and an Uproot backend. The xAOD backend can be used to run queries on
data in the xAOD format from the ATLAS experiment [4]. Similarly, the CMS Run 1 backend
can run queries on data files that were produced by the CMS experiment during Run 1 of the
LHC. These two backends both produce C++ code that is compiled against the appropriate
experiment-specific libraries. The Uproot backend can operate on any flat ROOT ntuples and
uses the Python packages Uproot and Awkward Array [5, 6]. Here a “flat ntuple” refers to a
ROOT TTree that does not require any external schema to interpret its data structures [7].

Additional FuncADL backends can easily be created to extend its use to new data formats.
This only requires writing a package that will translate a FuncADL query AST into a script or
executable that can apply the described transformations to data in a file of the target format.
There can also be multiple backends that operate on the same format.

Even with a particular backend, the are multiple ways to run a FuncADL query. One option
available is to execute the queries locally. This still provides the benefits of the declarative
interface of FuncADL for specifying a selection of data. A more practical option for running
on large datasets is for the query to be submitted to a cluster. The most important use case
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targeted by FuncADL so far is execution via ServiceX.

ServiceX is a flexible, high-performance data delivery service for high energy physics [8]. It
is also possible to run ServiceX itself locally, although it is intended to be run on a cluster as a
highly scalable platform. ServiceX consists of several services that perform dataset resolution,
code generation, and data transformation. A frontend package allows constructing queries via
the FuncADL interface that when executed will be sent to a ServiceX endpoint. ServiceX handles
the data retrieval and starts parallel workers that run a FuncADL backend implementation. The
results are then sent back to the analysis user. Communication between the frontend that parses
a user’s query and the backend that generates and executes code occurs through a language called
Qastle [9]. Query AST Language Expressions (Qastle) is a method of specifying data queries
that is not tied to any host language. Qastle is a plain text format that consists of LISP-like
[10] expressions that correspond to nodes of a query AST.

FuncADL’s modular design allows easily adding alternative models of execution. It is also
possible to drop in a replacement for the FuncADL frontend. Any package that produces the
Qastle format can be used together with the FuncADL backend implementations. This makes it
possible to use the FuncADL backends to run queries that were not even originally written in the
FuncADL query language. Such a strategy has already been implemented by the tcut_to_gastle
package [11], which translates ROOT TCut-formatted strings to Qastle so that these TCut queries
can be executed with ServiceX.

In order to produce concrete examples of FuncADL queries, a set of eight ADL benchmark
tasks were used [12]. This list was inspired by discussions in the HEP Software Foundation Data
Analysis Working Group on simple data transformations representative of those required in an
analysis. The tasks were run on CMS open data with the Uproot backend. For simplicity and
because of the relatively small size of the example dataset (16 GiB), the queries were run via
local execution.

The full code and output for the benchmark task implementations can be found in a GitHub
repository [13]. The selections for the first six tasks were fully implemented with FuncADL. The
last two tasks could not readily be directly implemented with FuncADL due to functionality
limitations of the current version. However, it is possible to apply intermediate selections via
FuncADL and then implement the remaining portion of each benchmark task by using the
FuncADL query output together with other Python packages. It is planned to extend future
versions of FuncADL to make implementations of these last two tasks easier.

The following snippet is an example of the FuncADL query for the fourth benchmark task:

from func_adl_uproot import UprootDataset

UprootDataset (’Run2012B_SingleMu.root’)\

.Where(lambda event: event.Jet_pt.Where(lambda pT: pT > 40)\
.Count () >= 2)\

.Select(lambda event: event.MET_pt)

The UprootDataset object represents the sequence of collision events in the data sample.
The argument to UprootDataset is the path of the data file. The Where operator is used
to filter events based on how many jets with pp > 40 GeV are present (via the Where and
Count operators). Finally, the Select operator is used to extract only the missing transverse
momentum (MET_pt) from the events passing the filter.

3. ADL/CutLang

Analysis Description Language (ADL) is a declarative language designed as an external DSL
with its dedicated syntax. It aims to describe the physics content of a collider analysis in a
standard and ambiguous way. In this approach, description of the analysis physics algorithm
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is completely decoupled and independent from software frameworks. ADL can be parsed and
processed by any tool or framework capable of recognizing its syntax.

The idea of a DSL for use by LHC physicists was thoroughly discussed first time at the
Les Houches Physics at TeV Colliders Workshop in 2015, where a group of experimentalists
and theorists agreed that a standardized way to describe LHC analyses could greatly benefit
the HEP community. Motivations and design features of such a language were debated and
an first prototype of a DSL called the “Les Houches Analysis Description Accord (LHADA)”
was created [14]. LHADA included the main analysis operations such as physics object and
event selection definitions. In parallel, another DSL called CutLang was being designed with a
focus on exploring the capabilities of runtime interpretation. CutLang had started as a project
to provide a practical way for beginner students with minimal experience in programming to
perform complex analyses. Since both the LHADA and CutLang languages were based on the
same design principles, and have similar syntax, in 2019 they were merged, under the name
ADL, combining the best of both into a single language.

The domain scope of ADL focuses on event processing. It includes definitions of simple
and composite objects (jets, electrons, Z bosons, etc.), event variables (hadronic transverse
momentum Hr, aplanarity, etc.) and event selections (njers > 2, Hr > 500, etc.). Histogram
operations are also included. Expression of systematic uncertainties is intended to be within the
ADL scope, however the syntax for these is still under development. ADL at its current state
can also host expressions of analysis results, such as counts and uncertainties.

A plain, easy-to-read text file called the ADL file hosts the analysis physics algorithm
transcribed with the ADL syntax. The ADL file consists of multiple varieties of blocks separating
object, variable and event selection definitions. Blocks are built based on a keyword-expression
structure, where keywords specify analysis concepts and operations. Current ADL syntax
includes mathematical and logical operations, comparison and optimization operators, reducers,
4-vector algebra and standard HEP functions (e.g. d¢, 0R). 1- and 2-dimensional fixed or
variable bin histograms for object and event quantities can also be defined. Existing selection
results including counts and uncertainties (e.g. published by experiments) can be documented
in the ADL file. Further details on the ADL syntax can be found in [19]. Some analyses may
contain variables with complex algorithms non-trivial to express with the ADL syntax (e.g.
stransverse mass, aplanarity) or non-analytic variables (e.g. machine learning models). Such
variables are encapsulated in self-contained, standalone external functions that can be referenced
from within an ADL file. Figure 1 shows an excerpt from a simple analysis written with the
ADL syntax.

ADL itself is only a description and requires accompanying tools to be rendered executable.
The framework-independence signifies that analyses written in ADL can be processed with any
tool or framework that can recognize and parse the ADL syntax. A typical ADL analysis
workflow can be seen in Figure 2. The system takes as input the ADL file, external functions
(when required) and events in ROOT format. The output includes cutflows, counts, histograms,
and optionally, selected events. Two approaches have been studied so far. One is the transpiler
approach, where an analysis written in ADL syntax is converted into a general purpose language.
An example is the prototype adl2tnm transpiler, where a Python script translates ADL into C++
code that can be compiled into an executable program [15].

The other approach is that of runtime interpretation, where ADL can be directly executed,
without the need of intermediate translation or compilation of the analysis description. This
approach was explored via the CutLang runtime interpreter. [17, 18, 19]. CutLang is written
in C++ and works in any modern Unix environment. It is based on ROOT classes for Lorentz
vector operations and histogramming. CutLang performs automatic ADL parsing through the
state-of-the-art tools Lex & Yacc. CutLang interpreter is extended with a framework to manage
input/output operations. It can automatically recognize and process multiple input event
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formats regularly used in HEP, such as Delphes fast simulation, CMS NanoAOD, ATLAS/CMS
Open Data, LVLO, FCC, while more formats can be easily added. CutLang produces output in
ROQT files, which contains cutflows, bins and histograms for each event selection region in a
separate TDirectory, as well as the ADL description itself for provenance tracking. CutLang is
available in multiple platforms including Docker and Conda. A Jupyter kernel is available for
processing ADL syntax directly via CutLang through binder or Conda.

ADL and CutLang are already being used for physics studies. They are employed for
implementing various physics analyses for experimental and phenomenological studies [20, 16]. A
growing LHC ADL analysis database is available in GitHub [22], which contains both complete
and simplified analyses that can be processed using CutLang. The database can be used as
a physics information source, serve reinterpretation studies, analysis queries, comparisons and
combinations. It is intended a first step towards long term analysis preservation. ADL and
CutLang are also used in schools for training students in HEP analysis [21]. Moreover, work
is in progress to establish ADL/CutLang as an accessible analysis model for ATLAS and CMS
Open Data.

4. Conclusions
We presented two examples demonstrating the use of domain specific languages for high energy
physics data analysis, which aim to describe an analysis in a completely unambiguous way. These

# OBJECTS # EVENT VARIABLES
object goodJet defi HT = fHT(jets)
take jet erine jets

select pT(jet) > 30 define MT1 = Sqrt( 2*pT(goodLep[0]) * MET*(1-cos(phi(METLV[0]) - phi(goodLep[0]) )))

select abs(eta(jet)) < 3
# EVENT SELECTION

region SR
select size(goodJet) >= 2
select MET > 300
select HT > 500
select MET / HT <= 1.1
select Size(goodLep ==
select dphi(METLV[O], goodJet[0]) > 0.5
select dphi(METLV[O], goodJet[1]) > 0.3
select size(goodJet) >= 3 ? dphi(METLV[0], goodJet[2]) > 0.3 : ALL
select size(goodJet) >= 4 ? dphi(METLV[0], goodJet[3]) > 0.3 : ALL
histo hgoodJet , "number of jets", 15, 0, 15, size(goodJet)
histo hMETHT , "MET vs HT (GeV)", 20, 300, 1300, 40, 500, 2000, MET, HT

object goodMuon
take Muon
select pT(Muon) > 20
select abs(eta(Muon)) < 2.4

object goodEle
take Ele
select pT(Ele) > 20
select abs(eta(Ele)) < 2.5

object goodLep
take union(goodEle, goodMuo)

Figure 1. Description of a simple analysis selection (inspired by supersymmetry searches) with
the ADL syntax. This ADL can be directly processed over events with CutLang.

adl2tnm generic c++

* ADL file | (transpiler) analysis code || Cutflows,

" self- counts
contained .
functions CutLang Histograms

—— . . N
for complex (runtime interpreter) « Selected
variables events

y i « Other
events with transpiler / interpreter for any results

any format exp/pheno analysis framework

(earlier prototypes exist for
Rivet and Checkmate)

Figure 2. ADL analyses flow with different tools. Inputs to and outputs from a typical ADL
analysis.
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languages typically provide a declarative interface to specify the physics content of an analysis
without the details of its execution. FuncADL is an embedded DSL within Python, inspired by
functional programming and query languages. ADL is an external DSL with its own runtime
interpreter (CutLang) and transpiler (adl2tnm). Such declarative interfaces make analyses
easier to write, understand and communicate, along with simplifying their long-term analysis
preservation. FuncADL and ADL show the feasibility of the declarative DSL approach, which
will be particularly relevant as we move towards the high-luminosity LHC era with increasing
data and ever more complex physics analyses.
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