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ABSTRACT

Hardware Description Language (HDL) is a common entry point
for designing digital circuits. Differences in HDL coding styles and
design choices may lead to considerably different design quality
and performance-power tradeoff. In general, the impact of HDL
coding is not clear until logic synthesis or even layout is completed.
However, running synthesis merely as a feedback for HDL code is
computationally not economical especially in early design phases
when the code needs to be frequently modified. Furthermore, in late
stages of design convergence burdened with high-impact engineer-
ing change orders (ECO’s), design iterations become prohibitively
expensive. To this end, we propose a machine learning approach
to Verilog-based Register-Transfer Level (RTL) design assessment
without going through the synthesis process. It would allow de-
signers to quickly evaluate the performance-power tradeoff among
different options of RTL designs. Experimental results show that our
proposed technique achieves an average of 95% prediction accuracy
in terms of post-placement analysis, and is 6 orders of magnitude
faster than evaluation by running logic synthesis and placement.
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1 INTRODUCTION

Hardware Description Language (HDL), such as Verilog and VHDL,
is the universal entry point for most digital designs including ASICs
and IP blocks. For a given design specification, a designer can take
multiple approaches for writing the corresponding RTL code. These
include, but are not limited to different state encodings for finite-
state machines, choice of procedural assignment types, multiple
style definitions of conditional logic and more. Moreover, the choice
of micro-architecture can be considerably different between two
RTL solutions that implement the same design. These differences
can significantly impact the circuit performance and power. This
is illustrated in Figure 1, where post-placement timing and power
results from two RTL solutions of the same AES encryption IP are
compared. The AES IP consists of around 12K gates and the two
versions of the RTL have been developed by modifying the state
machine encoding and increasing the depth of FIFO units used in
sub-modules. The total negative slack (TNS) vs. dynamic power
distribution of the two RTL solutions provides clear feedback on
the relative design quality and challenges towards convergence. For
applications that prioritize power over performance, RTL solution 1
is preferable whereas solution 2 offers more performance headroom
from its lower TNS values.

Quite often, the impact of RTL design choice on the quality of
results (QoR) becomes known only once the implementation results
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are available from synthesis, placement and routing (PnR). Although
performance and power estimates are most accurate at the post-
routing stage compared to the post-synthesis or post-placement
stage, this knowledge comes at the cost of significant runtime. Even
the runtime of mere logic synthesis can be very long if it is fre-
quently invoked to assess the impact of RTL changes. Indeed, an
RTL design needs to be evaluated with different synthesis parame-
ters. For modern SoC design, it is not uncommon to spend a week
in evaluating the quality of results (QoR) of an HDL design [12].
The long feedback time from implementation stages makes the
evaluation of the RTL rather expensive, especially in the early
stages of development where changes are frequent. Also for de-
sign IPs which are sourced externally, assessing their performance
and power quality at an early stage is crucial for successful SoC
integration. Furthermore, late RTL design changes introduce costly
engineering effort across the chain of hierarchy from RTL designer
to physical design (PD) feedback in an industry scenario. Therefore,
the ability to gain early RTL design feedback has immense potential
for improving design QoR, as well as for reducing turn-around time.
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Figure 1: Impact of different Verilog codes for an AES encryp-
tion IP design. TNS and dynamic power values for each code
are obtained through different synthesis parameter settings.

Most of the recent works utilize synthesis and PnR resources
along with machine learning (ML) techniques to estimate power
and or timing metrics[4, 6, 19, 20]. In these works, the features
are derived from different stages of design implementation flow
to leverage the ML prediction tasks. Among these works, RTL in-
strumentation techniques and simulation activities were studied
for real-time power estimation in [20] and [6]. Both of these work
achieve more than 90% accuracy in projecting workload specific
dynamic power by automatic identification of representative RTL
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signals for a given design. Although these approaches provide valu-
able power results, the models are not transferable to a new RTL
design due to the requirements of design specific instrumentation.
Another approach seen in the industry is to enhance the EDA tools
in order to efficiently execute the design feedback cycle [2, 12].
These RTL power estimation and analysis tools rely on calibrated
models to estimate power with claimed error margin of 5% - 10%.
The runtime of these tools, although faster than legacy approaches,
still consumes hours for each run and multiple days for explor-
ing optimal implementation options. Machine learning-based PPA
(Performance, Power and Area) modeling were developed in [4].
However, the chosen model features include only some RTL param-
eters instead of entire RTL code and therefore cannot capture the
impact of different RTL coding styles. One related research explores
design parameter tuning [19]. However, its machine learning model
features consider only tool parameters and do not include RTL code
or design information. Other related work explores delay prediction
using RTL in [7], where statistics of internal cell connectivity is
extracted as features to predict post-synthesis critical path delay.
However, the prediction scheme has only been explored for combi-
national circuits such as adders and trained using synthetic design
variations generated by a RTL generator. A former research[15]
explores the idea of extracting the area and delay parameters from a
subset of the design and uses a polynomial function based predictor
to obtain estimates for the overall design. However, the approach
is not transferable to unseen designs without manual refinement
of model parameters. Also this work only focuses on the critical
path delay estimation and doesn’t report total negative slack (TNS),
which is more useful when comparing the timing characteristics of
two designs. To the best of our knowledge, no previous work can
provide fast RTL code QoR assessment models that can be reused
across different designs.

We propose a machine learning based approach to quickly pre-
dict post-placement total negative slack (TNS) and dynamic power
without having the need to run synthesis and placement flow. The
predictive models are trained offline and can be applied to unseen
new designs outside of the training data set. Two prediction formu-
lations are studied. In the first formulation, called value prediction,
the total negative slack (TNS) and dynamic power for a specific set
of synthesis parameter settings is predicted. This prediction addi-
tionally helps explore the synthesis parameter values that yield best
performance-power tradeoff. The second formulation, called Pareto
front prediction, predicts the Pareto front curve for the TNS-power
tradeoff. Our proposed approach aims to deliver predictive analysis
to help designers gauge the following:

e Assess the TNS and dynamic power trade-off of a given
RTL design under a specific synthesis parameter setting.

o Assess the Pareto front of TNS and dynamic power tradeoff
across multiple RTL sources.

o Compare quality differences between equivalent RTL IPs.

The results on a set of benchmark designs show that our approach
canreach an average of 95% accuracy with respect to post-placement
TNS and dynamic power. For evaluating timing and power for a
single synthesis recipe, our approach is 6 orders of magnitude faster
than running synthesis and placement flow. Here, a single synthesis
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recipe corresponds to specific values for a set of synthesis param-
eters which are used during a single synthesis run. For assessing
the TNS-power tradeoff for multiple synthesis recipe, our proposed
method performs 8 orders of magnitude faster than the synthesis
and placement flow, i.e., our method can reduce the runtime from
days to less than a second. Since our models can be directly applied
to designs different from training data, the training cost is easily
amortized. This is the first work that simultaneously achieves such
high accuracy, fast speed and model reusability.

2 OVERVIEW

We take a two step approach to deliver the predictive analysis for
any given RTL design. The first step decomposes the Verilog RTL
code to AST (Abstract Syntax Tree) and graph structures and ex-
tracts important features from the design. The second step involves
building and training machine learning models using these features
collected from a wide range of designs along with synthesis pa-
rameters. Figure 2 shows the overview of the process to build the
predictive model.
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AST Parsing
RTL Feature Vectors

Figure 2: Overview of creating and training our model.

Building any reliable predictive model requires a representative
training set, high fidelity feature extraction and careful model se-
lection. In the proposed method in Figure 2, a wide set of designs
from established benchmarks and multiple open source IPs are used
for training and validating the models. For each of these designs, a
novel AST based feature extraction method is applied to extract a
set of features that can successfully represent and differentiate the
characteristics of the RTL designs. To construct the spread of possi-
ble performance and power outcomes, each design is synthesized
with a combination of multiple synthesis recipe parameters and
placed using industry standard EDA tools. This implementation
provides a cluster of data points which can be used to assess the
TNS and dynamic power trade-off capability of a given design as
well as to compare the tradeoff between two candidate IPs with
equivalent functionalities. The predictive model uses the reference
implementation data as target and is trained using a combination
of extracted RTL features and synthesis parameters as input. A set
of designs are kept detached from the training process to test the
universal applicability of the Machine Learning models for any
unseen design.
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3 PROBLEM FORMULATION

In this work, we focus on the prediction of total negative slack
(TNS) and dynamic power as these metrics align with the industry
standard practice of performance and power optimization. TNS
represents the ability of design to meet a specific operating fre-
quency. A design with a low absolute TNS value implies that the
RTL is suitable in quality with regards to timing. Often time, a trade-
off between timing and dynamic power is decided based on the
intended application of the design at hand. The trade-off character-
istics between TNS and dynamic power is an inherent property of
the design, which is dictated by the RTL coding style and also by the
chosen micro-architecture. The two different predicted measures of
TNS and dynamic power are described in the sections below. Our
prediction is targeted to the accuracy of post-placement analysis
as the first order layout effects on timing and power are mostly
captured in a placed circuit. Our framework can be easily extended
to handle other metrics, such as area, worst case slack and static
power. In this work, we study two different formulations for the
prediction.

3.1 Formulation 1: TNS and Power Value
Prediction

In this formulation, TNS and dynamic power values are predicted
for unseen Verilog RTL designs for specific settings of logic syn-
thesis parameters (listed in section 6.1.1). This is because the same
Verilog code may lead to different TNS and power results depending
on the synthesis tool parameters. The dynamic power in focus is
reported at a 20% average activity factor. When provided with RTL
features and synthesis parameter sweeps, the predictor is trained to
generate a set of dynamic power and TNS values. These predicted
values closely resemble the outcomes from an actual implementa-
tion, as shown in Figure 3. Early prediction of the TNS and dynamic
power allows longer headroom to optimize the RTL to achieve the
desired trade-off.

3.2 Formulation 2: Pareto Front Prediction

Although the value prediction can provide an estimate of TNS and
power, the estimate is for a single synthesis recipe. In order to have
an overall assessment of quality for a Verilog code, one needs to run
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Figure 3: Post-placement solutions and the Pareto front curve
for a lightweight graphics processor core.

the model several times with the desired synthesis recipe parameter
values. In the second formulation, our model will predict the TNS-
power Pareto front curve among all results from a Verilog code
independent of synthesis recipe parameters. In Figure 3, the Pareto
front curve is indicated by the dotted line. A Pareto front curve can
be described by a regression function. Based on our empirical study,
we choose the function listed in equation 1.

y=aln(x-b)+c (1)

Where x denotes dynamic power and y represents TNS. The values
of coefficients a, b and c are obtained by fitting the training data.
Since the Pareto does not relate directly to the synthesis tool param-
eters, we anticipate the Pareto curve coefficients to be established
by the source RTL code features alone.

4 VERILOG RTL FEATURE EXTRACTION

Although Verilog is a hardware description language, it closely
resembles C/C++. Therefore, we leverage a common programming
language parsing technique called Abstract Syntax Tree to represent
the Verilog source code as a tree structure that can facilitate the
end goal of design feature extraction.

4.1 Verilog Abstract Syntax Tree (AST)

Abstract Syntax Tree is a tree like representation of any program-
ming language with each node of the tree representing a language
construct or keyword. The tree follows the hierarchy established in
the source code starting from a root element and ending in many
leaf nodes. Multiple open source tools exist for generating the AST
from Verilog, namely Verilator [14], PyVerilog [16], Verible [1]
among multiple others. In this work, we rely on Verilator to convert
the source verilog of the benchmark designs to their respective
AST representation. The AST generated from Verilator is saved
in the XML format which is a markup format used to represent
hierarchical data. Verilator also allows flattening the design during
AST generation, which is beneficial as it resolves all the references
to defined parameter and populates the logic from multiple module
and function instances directly into the AST. The AST is provided
as an input to the AST parsing engine which is one of the novel
contributions of this work.

4.2 Parsing AST for Features

The AST generated from source RTL is parsed in two different
approaches depending on the target machine learning model. For
certain graph based ML models, the features need to be arranged in
a graph format, whereas for the other non-graph based models the
features need to be represented as a one dimensional vector. For
both of these approaches, we discuss the parsing procedure and
processing flow shown in Figure 4 and Figure 5.

4.2.1 Vector Based Feature Extraction: In our goal to build a predic-
tive model, we explored a set of non-graph based ML models which
expect a feature vector as input. For this mode of feature extraction
every register assignment is identified in the AST and back-traced
to build the logic tree responsible for driving the register. Once
all register logic trees are created, a feature extraction procedure
computes the distribution of multiple design features across all the
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Figure 5: Processing flow for Graph based feature extraction from Verilog

logic trees. The design features of choice are: 1) Total Input bits and
Output bits, 2) Total Register Bits, 3) Total Logic Operator Bits, 4)
Total Adder/Subtractor Bits, 5) Total Multiplier Bits, 6) Total Com-
parator Bits, 7) Total Boolean Logic Bits. 8) Average Tree Depth
and 9) Average Wire Width The features are computed for each
logic tree and the distribution of these features across all the logic
trees in the design is saved as a two dimensional feature vector. The
processing flow for vector based feature extraction is presented in
Figure 4.

4.2.2  Graph Based Feature Extraction: In this work we explore two
different methods of graph feature extraction from AST.

The first type of feature graph back-traces the assignments to
each register in order to acquire the cone of driving logic. All regis-
ter components in the design are used to create unique nodes. All
procedural assignments to these registers are identified in the AST
followed by a search for logic operations, arithmetic operations
or conditional logic that affect the assignment to the register in
focus. The tracing method is continued until all inter-register con-
nections are visited and appropriate edge connections are formed.
In the resulting graph, nodes can be registers, arithmetic operators,
boolean logic, constant register, input/output pins or muxes to rep-
resent two way conditional blocks. Edges are formed from direct
assignments or dependency between two node elements. e.g. an
arithmetic node will have edges connecting to its operators.

The second type of feature graph is constructed by tracing the
control and data-flow graph (CDFG) of a given design. In this mode
of graphs, the flow of data and intermediate controls are followed to

construct the graph. The graph starts off with defined data elements
or ports as nodes, such as input/output, registers and constant
values. The progression of each data element within the design
is traced out as a variable may get used in conditional operation,
arithmetic operation or more. At the end of the control and dataflow
tracing, the leaf node is often a data element that can be attached
back to the root nodes. This element wise tracing procedure creates
a single design graph which is exported as the design feature. Once
a single graph for the design is constructed, a feature annotation
procedure is executed to compute the following set of features for
each node and edge - Node Features: 1) Total input bits, 2) Total
output bits, 3) Encoded logic type (xor, and, add, sub, shifter etc),
4) Encoded node type (Arithmetic, Boolean, Data etc), 5) Number
of neighboring nodes. Edge features: 1) Edge bit width, 2) En-
coded source-destination pair type (reg>reg, reg>logic, logic>reg,
logic>logic), 3) Edge type (data or logic). The processing flow for
graph based feature extraction is presented in Figure 5.

5 MACHINE LEARNING MODEL SELECTION

In both modes of prediction, Value and Pareto Front, the output
of the model is a numeric value representing either a metric value
or a curve parameter. This implies the need for a regression based
machine learning model. Multiple different machine learning re-
gression schemes were evaluated against the prediction task. The
ML models that were tested can be categorized into two main cate-
gories: models that expect a RTL feature vector as the input and
models that expect an annotated design graph as its input.
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5.1 Vector Based Regression Models:

Multiple ML models were tested that require a vector based input
feature for prediction. The model types and their configuration is
listed below:

e Linear Regression: We chose Linear Regression model [10]
to understand the linearity of the data set.

e Random Forest Regression: In this work, a Random Forest
model [8] with 100 estimation trees with a limited depth of
10 was used to ensure generalization across designs.

e Neural Network: In this work, a Neural Network model [18]
was built consisting of three hidden layers with 256, 132
and 16 nodes respectively to predict the required numeric
value of the prediction task.

e XGBoost Regressor: The XGBoost model [3] used in this
work consisted of 80 tree estimators with a max depth of 7.

The feature vector extraction previously discussed in 4.2.1 gen-
erates a two-dimensional vector containing the distribution of fea-
tures in a RTL design. This feature vector is flattened to a single
dimension and normalized before providing as an input to the mod-
els mentioned above.

5.2 Graph Based Regression Models:

Graph Neural Network (GNN) [11] are a different branch of machine
learning models that learns from graph like data and make graph
level or node level predictions. We test two types of graph as input
to our model:

e AST Based Graph Input
e CDFG Based Graph Input

In the TNS and dynamic power prediction task, we configure the
GNN models to perform graph level numeric prediction. We focus
mainly on GAT (Graph Attention Network) [17] for building the
graph based regression model. The implementation of GNN and
GAT models in Spektral [5] were used in this work.

6 EXPERIMENTAL RESULTS

6.1 Data Generation

A total of 51 Verilog RTL designs from the IWLS 2005 benchmark
[9] and OpenCores were used to generate the training and testing
data. Table 1 lists the design names and their size in terms of gate
count that were considered to obtain the TNS and dynamic power
values. It should be noted that the reported gate-count should only
be used for relative size comparison between designs, as the abso-
lute gate count may vary depending on the synthesis parameter
settings. In order to familiarize the ML models with the parameter
dependent variations, a large set of implementation data are gener-
ated using commercial synthesis and placement tools and used as
the model target data. The target data to predict TNS and dynamic
power values are collected from post-placement to capture any
overhead from physical layout. The spread of these data values are
obtained from synthesis recipe variations to construct 416 synthesis
runs for every design. The designs were synthesized using a 45nm
technology library with access to low, typical and high VT cells.
The designs used for testing were kept separate from the training
set to ensure confidence in the prediction models.

Table 1: 51 benchmark designs used for training data genera-
tion and testing.

45 Training Designs Seq. Cells Comb. Cell Total Gates

Ss_pcm 87 173 260
uart2bus 157 611 768
wb_dma 523 1,728 2,251
mem_ctrl 1,065 3,296 4,361
aes_core 530 11,887 12,417
fpu 663 31,881 32,544
Xge_mac 13,301 33,366 46,667
scdma_viterbi 68,393 164,236 232,629

6 Testcase Designs Seq. Cells Comb. Cell Total Gates

ethernet 2,344 7,232 9,576

vga_led 17,057 35,791 52,848
des3_perf 29,496 67,854 97,352
nova 29,083 90,870 119,953
gfx 48,490 148,475 196,965
jpegencode 39,113 223,411 262,524

6.1.1  Synthesis Parameters: Commercial synthesis tools provide a
wide range of tune-able parameter that can impact the outcome of
the netlist’s timing and power characteristics. We leverage impor-
tant tool parameters e.g Max Fanout, Max Transition, Max Capaci-
tance, Max Leakage, High Fanout Net and Fanout Load to construct
a combination of different values to generate the target data points
for each design.

As mentioned earlier in section 3, two prediction approaches
were considered in this work. The first one is for TNS and power
value prediction and the second one is for Pareto front prediction.
The training data collected from the 45 aforementioned RTL designs
of varying sizes and functionalities are then used to evaluate each
of these prediction tasks. 6 test designs listed in Table 1 were used
for the testing.

6.2 Total Negative Slack (TNS) and Power: Value
Prediction

In order to predict the values of TNS and dynamic power, six dif-
ferent types of ML models, mentioned in section 5, were trained
for TNS and power separately. The RTL feature vectors extracted
from the training designs are the primary input to these ML models.
For every sample pair (input, target) the input feature vector F is
appended with the specific synthesis parameter values p that were
used to generate the target values y, (Power) or y; (TNS). For graph
based models, p is appended to the feature vectors of every node.
R? correlation coefficient has been used to measure the accuracy of
the prediction models and is defined in equation 2.

2 (Ypred = Ytrue)®
Z(ytrue - ytrue)z

The prediction results across different ML models for each test
case design in Figure 7 show that our proposed method achieves an

RP=(1 (2
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Figure 6: Prediction vs ground truth for the XGBoost prediction model for three testcases.
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prediction.

average of 95% accuracy and the XGBoost Regressor preforms best
for the TNS and power value prediction. The best score possible for
a model is 1.0 and for a constant model that always predicts a fixed

value regardless of the input features would get a score of 0.0[10].

It was observed that simpler models such as Linear Regression
are unable to fully capture the non-linear relation between RTL
features and their corresponding impact on TNS and power. Also
the generalization characteristics of Neural Network and Graph
based models yield a narrower spread of predicted values compared
to ground truth. Both Random Forest and XGBoost rely on tree
based parameter segmentation and successfully learns not only
the feature-to-target relation, but also the effect of inter-feature
interaction as observed. The prediction quality vs ground truth for
three testcases of increasing size, small, medium and large can be
observed in Figure 6.

6.3 TNS vs. Power: Pareto Front Prediction

For predicting the Pareto front of each test design, the same six
different ML models were trained with the prediction target being
the a, b and ¢ parameters in equation 1 required to fit the Pareto front
curve. For each design, the post-placement solutions at the Pareto
front of TNS-power tradeoff need to be fitted with the formulation
listed in equation 1. However, this approach yields only one set

of a, b and ¢ value for each design which equates to only 45 sets
of training samples. To avoid over-fitting to this small data set,
we choose to increase the training data set using augmentation
[13]. By adding a marginal amount of noise to the a, b, ¢ parameters
of the original Pareto curve, 20 new synthetic Pareto lines were
constructed. Each of these lines are tightly coupled to the original
Pareto curve. After augmentation, the training data consisted of 900
training samples. It should be noted that for the Pareto prediction,
only the RTL feature vector F or design graph Dg is used as the
input. The synthesis parameters p does not need to be appended to
the input, which differs from the value prediction approach.

The metric of accuracy for this prediction task was set to be the
Average Distance from Reference Set (ADRS) [19]. A lower ADRS
value indicates that the data points along the predicted Pareto curve
are closer to the data points on the reference Pareto curve. Assuming
the set of data points along the true pareto-front is denoted by G
and the predicted points are in I. Data points in G and I contain
power and TNS value pairs (Py, Ty) and (P, T) respectively. The
ADRS between G and I is defined as:

1 .
ADRS(G,I) = i Z min d(y, 2) 3)
yeG
Py, —P;
8(r = (P, Ty). A = (B Ty) = max(0, |15, @)

The best possible score for ADRS is 0.0, indicating the closeness
of the predicted Pareto front line to the reference Pareto front.
The achieved ADRS for the test designs are summarized in Figure
9 which shows that the proposed method is successfully able to
predict the pareto curve coefficients with minimal ADRS of 4.4. In
this case, the Neural Network model performs the best followed
by Graph Attention(GAT) Network model due to their ability to
resolve compound features and discover non-linearity.

6.4 Runtime Comparison

One of the significant achievements of this work is the runtime
savings of 6 orders of magnitude in the TNS and dynamic power
prediction and 8 orders of magnitude in the Pareto front curve
prediction. Table 2 compares the runtime for single prediction of
TNS-power values and the pareto curve coeflicients with respect
to the traditional synthesis and placement. Each of the single value
predictions represent the true TNS and dynamic power expected
from a single set of synthesis parameter setting as mentioned in
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Figure 8: Pareto Front prediction using Neural Network prediction model for three testcases.
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Table 2: Runtime comparison for single synthesis recipe.

Synthesis and Value Pareto

Model Placement Inference Inference
Runtime Time! Time?

ethernet 2820 Seconds  0.014 Seconds ~ 0.05 Seconds
vga_led 19500 Seconds ~ 0.014 Seconds  0.05 Seconds
des3_perf 9180 Seconds ~ 0.014 Seconds  0.05 Seconds
nova 26220 Seconds ~ 0.014 Seconds  0.05 Seconds
gfx 22320 Seconds ~ 0.014 Seconds  0.05 Seconds
Jpes_en- 27720 Seconds  0.014 Seconds  0.05 Seconds
code
Average 17960 Seconds ~ 0.014 Seconds  0.05 Seconds
Speedup 1X ~1240000X ~360000X

! For best value prediction model: XGBoost Regressor

2 For best Pareto prediction model: Neural Network

section 6. Figure 10 compares the average runtime between 416
synthesis runs with different parameter settings, the runtime of the
proposed method for predicting TNS and dynamic power and for
predicting the Pareto front of TNS-power tradeoff. In this scenario,
the runtime of Pareto front prediction is significantly faster due
to the fact that it has to predict the Pareto curve coefficients only
once, in contrast with the 416 predictions needed from the value
prediction model.

The training time of the models that were studied fall in the range
of 7~27 minutes depending on the model being trained. Although,
generating the training target data takes considerable machine
time, it is a one time effort that can be used universally once com-
pleted. The synthesis, placement and inference times in table 2 were
collected on a 10 Core Intel(R) Xeon(R) CPU E5-2680 (2.80GHz).
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Figure 10: Average runtime comparison for capturing the
effect of multiple synthesis recipe.

6.5 Application: RTL Comparison Study

One of the key application of our proposed prediction method is
the inspection of two RTL codes that implement the same function-
ality. The coding style and the micro-architecture chosen during
development can vary between RTL design teams or individual
developers and affect the post-placement performance and power
significantly. To evaluate the sensitivity of the prediction model
to coding style and micro-architecture variations, the RTL of the
test-cases were modified to specifically inject coding style changes
and micro-architectural changes.

6.5.1  Effect of RTL Coding Style: Verilog HDL offers multiple ways
to achieve the same logic, e.g one can use either blocking or non-
blocking statements in the procedural blocks to assign values to
register elements. Similarly, both if-else code blocks and switch-
case code blocks can be used for implementing multi-criteria con-
ditional logic. These coding style differences can introduce minor
movement to the timing and power results. Figure 11 shows the
sensitivity of the prediction models between a given design and
its style varied version. In each of its sub-figures, the left part are
the post-placement results and the Pareto front fitting of two RTL
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Figure 11: Prediction vs ground truth for three testcase with
RTL Coding Style Variation.

codes with style differences. The right part are predicted values
prediction and Pareto front from our method for the same two
RTL variants. One can tell that the left and right charts show the
same trend and relative comparison. As such, our method can help
designers to compare two Verilog codes in an accuracy similar
to post-placement analysis but 6 orders of magnitude faster, i.e.,
reducing the evaluation time from days to less than a second.

6.5.2  Effect of Micro-Architecture Choice: The micro-architecture
of a design defines low level details of the design, including but not
limited to: state encoding of finite state machines, arrangement of
data muxes and configuration of FIFO depths. These choices cast a
direct effect on the TNS and dynamic power that can be achieved
from the design. Figure 12 shows the sensitivity of the prediction
models between baseline testcase design and a modified version
where several micro-architectural changes have been made. The
similarity of the true values and Pareto fronts (in left charts) and
predicted results (in right charts) shows the ability of the predictive
model to successfully adjust the predictions considering the effects
of micro-architectural changes. In each chart, the ADRS between
the two Pareto front curves of the two RTL variants is labeled. Both
the ground truth and the prediction lead to the same ADRS ranking:

Prianka Sengupta, Aakash Tyagi, Yiran Chen, and Jiang Hu

Design: des3_perf (98K Gates)
Micro Arch. Variation Ground Truth Micro Arch. Variation Prediction

nS)

—0.5k

|
e
o
~
!

—1k-

1k ~1.5k

Total Negative Slack (TNS) (nS)
Total Negative Slack (TNS)(

g
—1.5k
o | & i 2.5k o °
|| [O Baseline Verilog__ O Baseline Verilog
-2k ADRS: 4.1 Micro Arch. Variation =3k | ADRS: 6.0| | Micro Arch. Variation
6 7 8 9 10 11 12 13 4 é g lb ll2

Dynamic Power (mW) (a Dynamic Power (mW)

=

Design: nova (119K Gates)

Micro Arch. Variation Ground Truth Micro Arch. Variation Prediction

=)
=
1
=)
3
H

-3k —10k-|

s

S

=
f

—20k |

Total Negative Slack (TNS) (nS)

Total Negative Slack (TNS) (nS)

o -]
: O Baseline Verilog —30k-| O Baseline Verilog
~20k-{| ADRS: 3.2| | ('] Micro Arch. Variation | |ADRS: 4.3 Micro Arch. Variation
- U= —
6 8 10 12 14 4 6 8 10 12
Dynamic Power (mW)

Dynamic Power (mW) (b)

Design: gfx (180K Gates)

@ Micro Arch. Variation Ground Truth Micro Arch. Variation Prediction

= 10k 3\ 10k

|2 1%2)

z

=) E 20k |

< <

2 —20k-

S g

= & 30k

L 30k L2 )

2 2 o

b g .

& —40k - 5

) - - g‘n

E oo¥n g iz, —50k]

8 -50k- 2 = - E T ofm B 8 |

S © Baseline Verilog S —60k | O Baseline Verilog

ADRS: 4.0 Micro Arch. Variation = ADRS: 5.8 Micro Arch. Variation

= T

20 30 40 50 6 70 8 9% 0 30 40 S0 6 70

Dynamic Power (mW) (c) Dvnamic Power (mW)

Figure 12: Prediction vs ground truth for three testcases with
RTL Micro-architecture variation.

ADRS(des3_perf) > ADRS(gfx) > ADRS(nova). Therefore, our
predictive model provides good fidelity in not only understanding
which RTL variant may dominate the other in power-TNS trade-off
but also the difference between two Pareto front curves.

7 CONCLUSION

In this paper, we have presented a machine learning based total
negative slack (TNS) and dynamic power prediction method from
Verilog RTL code which utilizes a novel RTL code parsing mecha-
nism. The proposed method successfully provides the assessment
of a given RTL design in 6 orders of magnitude faster turn-around
time in terms of TNS vs. dynamic power values for a given synthe-
sis recipe (parameter setting) and the Pareto fronts. This enables a
quick comparison feedback of equivalent RTL design qualities. The
proposed work can be easily ported to other HDL languages and
can be extended to predict workload specific power profiling.
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