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In this paper, we present Giallar, a toolkit that helps pro-
grammers write quantum compiler passes and formally ver-
ify their correctness in a push-buttonmanner. Giallar requires
no manual annotations, invariants, specifications, or proofs
about the implementation of the quantum compiler pass.
Giallar performs verification to check if the compiler pass
preserves the semantics of quantum circuits. An executable
pass implementation is produced if the verification succeeds.
If there is a bug, Giallar produces a counterexample to help
identify and fix the cause.
The main challenge in applying formal verification to

building correct quantum compilers is to minimize proof
burden. Recent efforts [2, 15] have shown that it is feasi-
ble to manually verify the correctness of quantum compiler
passes using interactive theorem provers such as Coq [5].
However, writing such proofs requires a significant time
investment from formal verification experts, and the size
of proofs can be several times or even more than an order
of magnitude larger than that of the compiler implementa-
tion, making the proofs expensive to develop and maintain.
For example, Hietala et al. [15] reported that verifying cir-
cuit mapping, a single transformation pass consisting of 70
lines of code, requires writing 2,100 lines of proofs. These
verification frameworks are impractical for verifying fast-
moving and frequently changing quantum compilers such
as Qiskit, which has 683 commits on the main branch from
64 contributors in the first 10 months of the year 2021 [38].
To allow non-formal-verification-experts to develop cor-

rect quantum compilers without such a proof burden, Giallar
provides fully automated reasoning. Conceptually, showing
that a quantum compiler pass is correct involves proving
that it preserves the semantics for any input quantum circuit
in all possible execution paths. In practice, automating such
a proof faces classical and quantum challenges.
On the one hand, a quantum compiler is a classical pro-

gram that intensely uses unbounded loops and complex util-
ity functions (containing nested loops and recursions) to
perform transformations and optimizations based on the in-
formation of the whole circuit. These program features in
general are hard to reason about automatically. For example,
automated verification frameworks such as Alive [23] and
Hyperkernel [33] require the input program to be loop-free
and recursion-free, or only have bounded loops.
On the other hand, the correctness of a quantum com-

piler pass is usually defined as the semantics preservation
property for quantum circuits, while efficient equivalence
checking for general quantum circuits is still beyond reach.
Previous quantum verification works [1, 4, 15] rely on users
manually reasoning about the equivalence of quantum cir-
cuits either using the denotational semantics [34] (i.e., the
matrix representation), which requires exponential time and
memory to compute, or using the path-sum semantics [1],
which only supports a restricted subset of quantum states.

Neither of these approaches is feasible for automated verifi-
cation of quantum compilers.

Our Giallar toolkit addresses the above challenges by lever-
aging domain-specific knowledge of quantum compilation.
First, most of the unbounded loops in quantum compilers
follow one of a few specific patterns to traverse the input
quantum circuit. Giallar abstracts these patterns into three
loop templates for users to write unbounded loops, whose
loop invariants can be automatically inferred without any
user input. The compiler pass containing unbounded loops
then becomes symbolically executable by reducing the loops
with the inferred invariants. For each loop, Giallar will also
generate a separate proof goal that the symbolic execution of
the loop body indeed retains the inferred invariants. Giallar
formulates such proof goals as SMT problems and invokes
Z3 [8] to solve them. Our three loop templates cover all the
unbounded loops in all verified Qiskit passes, while new
loop templates can be easily introduced to meet future needs.
As for complex utility functions that contain nested loops
and recursions, Giallar provides a verified library of utility
functions that is shared by multiple passes, such that their
invocations can be replaced by their specifications during
the symbolic execution.

Second, instead of directly using the matrix representation
to check the equivalence of the input and output quantum cir-
cuits, Giallar shows that the output quantum circuit can be
obtained from the input circuit through a sequence of equiva-
lent rewrites. To define such rewrite rules, we define symbolic
representation and execution for quantum circuits, which
are different from the symbolic execution of the compiler
implementation mentioned above. All rewrite rules operate
the symbolic quantum circuit and preserve the results of
the symbolic execution. The set of rewrite rules provided
by Giallar is general enough to cover common quantum
compilations and small enough to enable efficient checks.
The rewrite rules are manually verified in the Coq proof
assistant [5], and the verification is done once and for all.

Third, in contrast to existing automated verification frame-
works [23, 32, 44] that require users to provide specifications,
Giallar introduces a set of Python virtual classes for different
types of passes in Qiskit. Giallar can automatically generate
proof obligations for the pass implementations inheriting
these virtual classes.
We have used Giallar to implement and verify 44 out of

56 compiler passes in 13 versions (from v0.19 to v0.32) of
the Qiskit compiler. Among 12 failed passes, eight passes
deal with pulse-level behaviors, two passes rely on external
solvers, one pass involves a randomized routing algorithm,
and one pass produces an approximated circuit within a
given error bound. These passes are not supported by Gi-
allar, and are also costly or infeasible to manually verify
using existing quantum verification frameworks [1, 2, 4, 15].
During the verification, we found three critical bugs in (and
confirmed by) the Qiskit team, two of which are unique to
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Figure 1. Circuit diagram symbols (top) and the denotational se-

mantics (bottom) for several 1-qubit and 2-qubit gates.

quantum computing. Our evaluation shows that most of
the Qiskit compiler passes can be automatically verified in
seconds and the verified compiler passes only have modest
performance overhead compared with the unverified Qiskit
implementation.
This paper makes the following contributions:

• The Giallar toolkit that allows non-formal-verification-
experts to build provably correct quantum compilers
in the face of frequent changes and new features.

• A domain-specific approach using loop templates, vir-
tual classes for passes, and verified utility library to
fully automate the verification of quantum compilers.

• A set of verified rewrite rules that enables the efficient
equivalence checking for quantum circuits.

• A case study of implementing and verifying the com-
piler passes of Qiskit, the most widely-used quantum
compiler, using Giallar. Three critical bugs have been
found during the verification and confirmed by Qiskit.

2 Background

We first introduce the necessary background on the verifica-
tion of quantum computing and quantum compilation. For
more details of quantum computing, please refer to [27].

2.1 Quantum Basics

Quantum states are represented as 2-dimensional complex
vectors, named qubits, e.g., |0⟩ = (1, 0)𝑇 and |1⟩ = (0, 1)𝑇 .
Quantum gates are operations of quantum states that can be
represented by unitary matrices (see Figure 1). In contrast
with classical computing, an n-qubit state (or gate) is rep-
resented by a 2𝑛-dimensional vector (or a 2𝑛 × 2𝑛 vector),
leading to the exponential cost in space and time required to
directly simulate quantum programs using matrix and vector
representations.

2.2 Quantum Program

Quantum programs process quantum states with quantum
gates. They are often represented graphically with gates as
nodes and qubits as wires (see Figure 1). The most widely-
used quantum programming language is OpenQASM [6].

|0⟩ 𝐻 •

|0⟩ •
|0⟩

//GHZ circuit

OPENQASM 2.0;

include "qelib1.inc";

qreg q[3];

h q[0];

cx q[0],q[1];

cx q[1],q[2];

Figure 2. Circuit diagram (left) and the OPENQASM IR (right) of a

simple GHZ circuit [10].

JskipKnqreg := 𝐼qreg

J𝑈 Knqreg := matrix(𝑈𝑞1,...,𝑞𝑛 ) ⊗ 𝐼qreg\{𝑞1,...,𝑞𝑛 }
J𝐶1 ;𝐶2Knqreg := J𝐶1Knqreg × J𝐶2Knqreg

Figure 3. Denotational semantics of quantum circuits in Giallar,

where matrix denotes the unitary matrices of the quantum opera-

tions and qreg denotes the set of qubit registers.

Figure 2 shows an example of a 3-qubit circuit in graphical
representation and in OpenQASM.
Programs considered in Giallar follow a variant of the

OpenQASM language as below.

𝑃 := skip

| 𝑈 (𝑞1, . . . , 𝑞𝑛)
| 𝑃1; 𝑃2

Empty circuit is denoted as skip; applying an n-qubit gate on
selected qubits 𝑞1, ...𝑞𝑛 is denoted as𝑈 (𝑞1, . . . , 𝑞𝑛); concate-
nation of two circuits 𝑃1 and 𝑃2 is denoted as 𝑃1; 𝑃2. Features
in OpenQASM that are not supported by existing hardware
such as classical control flow are not included in our syntax.
Nevertheless, this syntax is general enough to support a wide
range of gate representations, circuit transformations, and
various targeting hardware. This restriction on syntax is also
a common practice in previous work on manual verification
of quantum compilers [15]. The input and output of each
quantum compilation pass are both quantum programs.

Denotational semantics. Figure 3 shows the denotational
semantics of a quantum circuit𝐶 , which is defined as its cor-
responding unitary matrix and is denoted as J𝐶Knqreg, where
nqreg is the number of qubits in the quantum register used
in the circuit. The denotational semantics of an empty circuit
with nqreg qubits is the identity matrix of size nqreg. The
semantics for a quantum gate is the tensor product of its
matrix representation on its qubit operands and the identity
matrix on other unrelated qubits. The semantics of the con-
catenation of two quantum programs is the multiplication
of their matrix representations.
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Figure 4. An example of layout selection and routing passes acting

on a quantum circuit. (a) The original quantum circuit. Each line

represents a logical qubit. (b) The target quantum computer’s qubit

arrangement, lines denote that two-qubit gates are allowed between

the qubit pair. (c) After layout selection, the logical qubits in the

circuit get mapped to physical qubits. At this point, the circuit is

still not runable on the target quantum computer because there is

a 2-qubit gate between a and c. (d) After routing, swap gates are

added into the circuit so that all 2-qubit gates are allowed.

2.3 Quantum Compilation

Quantum compilation is the process of translating high-level
quantum circuit descriptions into optimized low-level cir-
cuits that are executable on hardware. Most quantum compil-
ers follow a design philosophy resembling that of LLVM [18]:
circuit IRs are sequentially fed into a cascade of compiler
components, called passes, to be transformed and optimized.
The Qiskit compiler has seven types of compiler passes: lay-
out selection, routing, basis change, optimizations, circuit
analysis, synthesis, and additional assorted passes.

Layout selection and routing passes. A layout selection
pass maps logical qubits in the program to physical qubits
on a specific hardware. A routing pass ensures that the quan-
tum circuit conforms to the topological constraints of the
quantum hardware. For example, in Figure 4, the quantum
hardware has 3 physical qubits 𝑎, 𝑏, and 𝑐 with the topology
constraints that 2-qubit gates can only be preformed between
𝑎 − 𝑏 and 𝑏 − 𝑐 . The layout selection pass first assigns the
three logical qubits in the circuit to 𝑎, 𝑏, and 𝑐 . The routing
pass then inserts swap gates so that all 2-qubit gates satisfy
the topological constraints. Because CNOT gates cannot be
preformed between 𝑎 and 𝑐 , a swap gate between 𝑏 and 𝑐

is inserted before the first CNOT gate. To perform the last
CNOT gate, 𝑏 and 𝑐 need to be swapped back.

Other passes. A basis change pass helps with the decom-
position of quantum circuits into the gate set supported by
a target hardware backend. An optimization pass includes
various circuit-rewriting-based optimizations such as gate
cancellation [24], scheduling optimization [42], noise adap-
tation [28], and crosstalk mitigation [29]. A circuit analysis

1 import giallar

2 class SimpleCXCancellation(GeneralPass):

3 def run(self, input):

4 remain = input.copy()

5 output = QCircuit()

6 while remain.size() != 0:

7 gate = remain[0]

8 if gate.isCXGate():

9 next = next_gate(remain, 0)

10 g = remain[next]

11 if g.isCXGate() and

12 g.qubits == gate.qubits:

13 remain.delete(next)

14 else:

15 output.append(gate)

16 else:

17 output.append(gate)

18 remain.delete(0)

19 return output

Figure 5. A simplified implementation of the CXCancellation pass.

pass does not modify the circuits but returns important in-
formation about the circuits. A synthesis pass performs large
unitary matrix decomposition. Additional assorted passes
perform miscellaneous tasks such as circuit validation.

2.4 The Z3Py Tool

Z3Py supports the symbolic execution of sequential Python
code without loops and branches, and introduces two primi-
tives assume(cond) and assert(cond). The assume(cond)
primitive adds the condition cond into the assumption list.
The assert(cond) primitive calls the Z3 SMT solver to check
whether the current symbolic execution state satisfies cond
given the assumption list. For example, given the code snip-
pet below,

assume(x >= 3)

y = x * x

assert(y > x)

z = y + 1

assert(z > 10)

x >= 3 added to assumptions

Symbolic execution: y = x * x

SMT check x >= 3 -> x * x > x success

Symbolic execution: z = x * x + 1

SMT check x >= 3 -> x * x + 1 > 10 fail

Z3Py will output łverifiedž for the first assertion and a coun-
terexample ł𝑥 = 3ž for the second assertion.

3 The Giallar Workflow

The goal of the Giallar toolkit is to allow quantum program-
mers without much formal verification background to write
provably correct quantum compiler passes, which can be
readily integrated into the open-source Qiskit compiler and
used in real-world quantum experiments.
Giallar consists of five major components (see Figure 6):

1) The Giallar preprocessor that translates the compiler im-
plementation into symbolically executable code; 2) A set of
loop templates that can be used to infer loop invariants for
unbounded loops in the pass implementation; 3) A verified
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To validate the inferred loop invariant, Giallar will gen-
erate a separate proof goal that the invariant holds on the
symbolic execution results of the loop body.

Expand branch statements. To support branches in the
Z3Py tool, Giallar generates the sequential code for each
branch. As for the loop body in the CXCancellation pass,
three pieces of sequential code will be generated: 1) gate
is a CNOT gate and a matching gate is found to perform
the cancellation; 2) gate is a CNOT gate and no matching
gates are found; and 3) gate is not a CNOT gate. The branch
conditions will be added as assumptions to the generated
sequential code. For example, the transformed code for the
first branch is as follows:

gate = remain[0]

assume(gate.isCXGate())

next = next_gate(remain, 0)

g = remain[next]

assume(g.isCXGate() and g.qubits == gate.qubits)

remain.delete(next)

remain.delete(0)

Replace utility functionswith specifications. TheQiskit
compiler implementations rely on many utility functions,
which are shared by different passes and may contain code
that is hard to automatically verify. Giallar extracts a library
of utility functions and manually verifies all the functions
with respect to their specifications. A compiler pass can then
be retrofitted to invoke utility functions in Giallar’s verified
library. Such invocations will be replaced by the correspond-
ing specifications of the utility functions during the symbolic
execution. Take the next_gate utility function that is used
in four optimization passes of Qiskit as an example. This
function scans through the circuit and returns the index of
the next gate that shares a qubit with the current gate. In-
stead of repeatedly verifying this function whenever it is
invoked, Giallar replaces its invocations with the verified
specification. For example, its invocation at line 9 in Figure 5
will be replaced by the following specification about the re-
turned integer x of next_gate(remain, 0): 1) x is a valid
index of the remain circuit, i.e., 0 ≤ x < remain.size(); 2)
x is after the gate 0, i.e., x > 0; 3) there is no gate between
gates 0 and x that shares a qubit with gate 0; and 4) gate x
shares a qubit with gate 0.

Verify proof goals with rewrite rules. The Giallar veri-
fier first symbolically executes the transformed code using
the Z3Py tool. The Z3 SMT solver will then be queried to
solve the proof goals using the symbolic execution results.
As for the CXCancellation pass, we need to prove that all
three branches will preserve the equivalence of circuits, i.e.,
[[output; remain]]nqreg ≡ [[input]]nqreg. The only non-trivial
case is the branch where a cancellation happens.
Because the circuits are equivalent before executing the

branch, and the input and output circuits remain unchanged
in this branch (since CNOT gates are cancelled out and will

not be appended to output), we only need to prove that the
remain list of gates has the same denotational semantics after
cancelling out two adjacent CNOT gates. Such a proof goal
can be stated using the following matrix representations:

(
matrix(𝐶𝑁𝑂𝑇𝑞1,𝑞2 ) ⊗ 𝐼 {1,...,nqreg}\{𝑞1,𝑞2 }

)2
= 𝐼2nqreg

For a quantum circuit of 𝑛 qubits, the above proof goal re-
quires the equivalence check of matrices with a size 2𝑛 × 2𝑛 ,
which is impractical to solve using any existing solvers. The
fact that 𝑛, 𝑞1, and 𝑞2 are arbitrary makes such a check even
harder.

Giallar introduces a set of rewrite rules to enable the equiv-
alence check for quantum circuits at the symbolic level with-
out the need to reason about their denotational semantics.
These rules are also qubit-based, meaning that we only need
to prove that the two related qubits (𝑞1 and 𝑞2) are equivalent
and do not need to worry about 𝑛 and the relative location
of 𝑞1 and 𝑞2. For example, Giallar provides the following
two rewrite rules to cancel out two adjacent CNOT gates,
with which the equivalence check for remain can be solved
automatically and efficiently by Z3.

app(𝐶𝑁𝑂𝑇 𝑞1 𝑞2;𝐶𝑁𝑂𝑇 𝑞1 𝑞2, 𝑞1) ≡ 𝑞1

app(𝐶𝑁𝑂𝑇 𝑞1 𝑞2;𝐶𝑁𝑂𝑇 𝑞1 𝑞2, 𝑞2) ≡ 𝑞2 .

4 The Giallar Preprocessor

The Giallar preprocessor aims to soundly transform the com-
piler source code, with complex control flow and external
function calls, into simple sequential code with verification
conditions, thus symbolically executable and verifiable using
Z3Py. A verification condition is defined as a Hoare triple
{𝑃}𝐶{𝑄}, with a pre-condition list 𝑃 and a post-condition
list 𝑄 [16]. The Hoare triple means that if the program state
before executing the code 𝐶 satisfies 𝑃 , then after executing
𝐶 , the resulting state must satisfy𝑄 . Giallar uses assume and
assert primitives in Z3Py to represent the pre- and post-
conditions respectively. The Giallar preprocessor parses and
transforms the pass implementation with complex control
flows into sequential code and corresponding verification
conditions.

Branch statements. The Giallar preprocessor expands all
branch statements. The verification condition of a branch
is expanded into two separate verification conditionsÐone
for each branch. The branch condition will be added to the
list of pre-conditions for the transformed sequential code
representing the łtruež branch, while the negation of the
branch condition will be added to the list of pre-conditions
for the łfalsež branch. These pre-conditions are then used
to generate further verification conditions. Note that Giallar
requires that all branch conditions must be representable
as SMT formulas to enable the push-button verification. Al-
though this expansion approach may lead to an exponential
number of verification conditions, fortunately, the number
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of branches in real Qiskit compiler passes is usually smaller
than nine and remains tractable.

Loop statements. Unbounded loops are hard to automat-
ically verify since their verification requires a sufficiently
strong loop invariant, which is generally undecidable to
compute and usually provided by the user. Fortunately, in
the domain of quantum compilation, this problem can be
practically solved as loops in quantum compiler passes often
follow one of a few fixed patterns. Giallar provides three loop
templates as library functions, which can be used to rewrite
all the loops in the Qiskit compiler passes. Giallar then stati-
cally analyzes the loop implementation and automatically
determines how the placeholders in the loop template can
be mapped to the variables in the loop implementation.
Each of Giallar’s loop template pre-defines one shape of

the loop invariants. For example, iterate_all_gates(circ,
func) is a template for loops that iterate over all the gates in
circ and apply the same function func (i.e., the loop body) to
each gate to generate the new circuit, denoted as new_circ.
Since this compiler pass preserves the semantics of the cir-
cuits, the generated new_circ should be equivalent to a pre-
fix of the original circuit. Thus, the invariant for this loop
template is that, at the 𝑖-th iteration of the loop, new_circ
should be equivalent to the first 𝑖 gates in the original circuit.
This loop template is implemented as follows:

1 def iterate_all_gates(circ, func):

2 # subgoal

3 assertion.push()

4 i = Int("i")

5 n = circ.size()

6 cur_circ = QCircuit()

7 assume(i >= 0)

8 assume(i + 1 < n)

9 assume(equiv_part(cur_circ, circ, i))

10 new_circ = func(cur_circ, circ[i])

11 assert(equiv_part(new_circ, circ, i+1))

12 assertion.pop()

13

14 ret_circ = DAG()

15 assume(equiv_part(ret_circ, circ, circ.size()))

16 return ret_circ

Lines 7-12 check if the loop body (i.e., func) preserves the
loop invariant. In the verification process, when Giallar in-
vokes this loop template, it will generate and try to prove
the subgoal that if the current circuit cur_circ is equiva-
lent to the first 𝑖 gates of the original circuit circ before
the 𝑖-th iteration, the newly generated circuit new_circ af-
ter this iteration must be equivalent to the first 𝑖 + 1 gates
of circ. Once this subgoal is proved, the loop invariant is
valid and a new pre-condition stating that the result of the
loop is a circuit that is equivalent to circ will be added into
the pre-condition list (see line 15). To synthesize the exact
loop invariant from the code, Giallar will infer the variable
name in the loop body that should be mapped to the circ
argument of iterate_all_gates(circ, func).

The other two loop templates provided by Giallar are
while_gate_remaining and collect_runs. The unbounded
loop in the CXCancellation pass (see Section 3) can be imple-
mented using the while_gate_remaining template, which
maintains a remaining gate list to be scanned. The loop
invariant for this template is that at each iteration of the
loop, the concatenation of the currently built part of output
circuit and the remaining gates is equivalent to the input
circuit. The collect_runs template is the batch version of
the iterate_all_gates template and is used in passes such
as commutative_cancellation (see Section 7.2). In this tem-
plate, the input circuit is partitioned into several batches and
each loop round will transform one batch of the circuit into
an equivalent circuit. The invariant for this template is that
the currently built output circuit in the 𝑖-th iteration of the
loop is equivalent to the combination of first 𝑖 batches of the
input circuit.

Utility function calls. Many compiler passes are imple-
mented using some shared utility functions, including circuit
manipulating functions such as next_gate, gate optimiza-
tion functions such as merge, and coupling map related func-
tions such as shortest_path. To enable the push-button
verification for Qiskit compiler passes without the need to
unfold and repeatedly verify these shared utility functions at
all their invocations, Giallar pre-verifies all these functions
with respect to their specifications and replaces their invoca-
tions with the specifications during the symbolic execution.
Take the next_gate utility function invoked by four passes
(CXCancellation, MergeAdjacentBarriers, RemoveFinalMea-
sure and RemoveDiagBeforeMeasure) as an example. Giallar
models a quantum gate as a record type with two fieldsÐan
operation name and a qubit list (analogous to the opcode
and operands in classical computing) and model a quantum
circuit as a list of gates. Giallar verifies that the next_gate
function meets the specification that scans through the cir-
cuit list and finds the index of the first gate that shares a qubit
with the given gate. Although the library of utility functions
is verified manually, this verification effort is done once and
for all can be re-used in future Qiskit compiler passes.
Note that Giallar’s verified utility library implements a

quantum circuit as a list of gates, while the original Qiskit li-
brary implements a circuit as a directed acyclic graph (DAG)
of gates. Giallar’s design significantly simplifies the library’s
verification since lists are much easier to reason about in
Coq than DAGs. To integrate passes implemented using our
verified library into the Qiskit platform, Giallar provides con-
version functions to convert circuits implemented in different
data structures, as well as a Qiskit wrapper that performs
the following steps: 1) it first converts the input DAG circuit
from the Qiskit compilation flow to the OpenQASM IR; 2)
then it invokes the compiler pass written using Giallar to
compile the converted circuit represented as a gate list; and
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number of gates, their soundness can also be proven easily
using the matrix representation. We also prove in Coq that
the equivalence guarantee of the rewrite rules on a subset of
qubits can be extended to the global circuit with an arbitrary
number of qubits. Again, although these soundness proofs
are developed manually in Coq, they only need to be done
once.

6 The Giallar Verifier

The Giallar verifier generates proof obligations for compiler
passes as SMT problems and invokes Z3 to solve them with
the rewrite rules.

Proof obligations for a compiler pass. Giallar does not
require the user to explicitly provide the specifications to
the compiler pass, which is usually required by other auto-
mated verification frameworks such as Yggdrasil [44] and
Serval [32]. Instead, Giallar pre-defines the proof obligations
for all seven types of quantum compiler passes. Aside from
routing passes, the other six types of compiler passes share
the same specification that the input and output circuits are
equivalent, defined using the following virtual class:

class GeneralPass():

@classmethod

def test(cls):

optimizer = cls()

init_circ = QCircuit()

out_circ = optimizer.run(init_circ)

assert(equivalent(out_circ, init_circ))

print(cls.__name__ + " verified")

In the above test() method, Giallar first generates a sym-
bolic circuit init_circ to represent the input quantum cir-
cuit, then symbolically executes the pass implementation
through optimizer.run to get the symbolic representation
of the output circuit, and finally attempts to verify that these
two circuits are equivalent.

To enable the automated generation of proof obligations,
Giallar requires the user to retrofit the compiler passes (in
the above six types) with the GeneralPass virtual class as
the parent class. For example, the class definition for the
CXCancellation pass is shown as follows:

class CXCancellationPass(GeneralPass):

#implementation omitted

#...

Different from the other six types, the routing passes may
insert swap gates to make the circuit satisfy the qubit con-
nectivity constraint (see Section 2.3), such that the output
circuit may not be strictly equivalent to the input circuit.
However, the output circuit is equivalent to the input cir-
cuit up to a permutation that represents all inserted swaps.
Giallar provides a RoutingPass virtual class for users to im-
plement routing passes, whose proof obligations will then
be automatically generated by Giallar.

Verification for a compiler pass. We will use the CXCan-
cellation pass (see Section 3) as a running example to show
how the Giallar verifier works. This CXCancellation pass
is an optimization pass and contains an unbounded loop
maintaining two circuit variables output and remain. The
variable output contains gates that have been scanned, while
remain contains gates that have not been scanned yet. Each
loop iteration will attempt to find two CNOT gates with the
same pair of input qubits in remain and cancel them out.
The CXCancellation pass inherits the GeneralPass vir-

tual class and the proof obligation generated by Giallar is
to show that the input and output circuits are equivalent,
which can be derived using the while_gate_remaining loop
template. Giallar will then attempt to solve the following
subgoal generated for the loop body:

P1 : app (output𝑜𝑙𝑑 ; remain𝑜𝑙𝑑 , 𝑄) ≡ app (input, 𝑄)
G1 : app (output𝑛𝑒𝑤 ; remain𝑛𝑒𝑤, 𝑄) ≡ app (input, 𝑄) ,

where the new symbolic values for variables output and
remain are produced by the loop body from the old ones. To
generate the relation between the old and new variables, the
Giallar verifier uses Z3Py to symbolically execute the loop
body, getting the following preconditions:

P2 : output𝑛𝑒𝑤 = output𝑜𝑙𝑑

P3 : remain𝑜𝑙𝑑[0] = 𝐶𝑋

P4 : remain𝑜𝑙𝑑[x] = 𝐶𝑋

P5 : remain𝑛𝑒𝑤 = remain𝑜𝑙𝑑[1:x]; remain𝑜𝑙𝑑[x+1:],

where x is the return value of next_gate(remain, 0). For
convenience, we use𝐶1 and𝐶2 to represent remain𝑜𝑙𝑑[1:x]
and remain𝑜𝑙𝑑[x+1:] respectively, and thus we have

remain𝑜𝑙𝑑 = 𝐶𝑋 ;𝐶1;𝐶𝑋 ;𝐶2

remain𝑛𝑒𝑤 = 𝐶1;𝐶2 .

Using P1 ∼ P5, we can rewrite the proof goal G1 as:

G2 : app (𝐶𝑋 ;𝐶1;𝐶𝑋 ;𝐶2, 𝑄
′) ≡ app (𝐶1;𝐶2, 𝑄

′) ,
where 𝑄 ′ is the quantum state after applying output𝑜𝑙𝑑 or
output𝑛𝑒𝑤 to 𝑄 . Giallar then performs symbolic execution
on both sides of G2, shown as follows:

Left: app(𝐶𝑋 ;𝐶1;𝐶𝑋 ;𝐶2, 𝑄
′)

⇀ app
(
𝐶1;𝐶𝑋 ;𝐶2, app(𝐶𝑋,𝑄 ′)

)

· · ·
⇀ app

(
𝐶2, app(𝐶𝑋, app(𝐶1, app(𝐶𝑋,𝑄 ′)))

)

Right: app(𝐶1;𝐶2, 𝑄
′) ⇀ app(𝐶2, app(𝐶1, 𝑄

′)).

Thus, after removing the same application of 𝐶2 on both
sides of G2, the proof goal becomes:

G3 : app (𝐶𝑋, app(𝐶1, app(𝐶𝑋,𝑄 ′))) ≡ app(𝐶1, 𝑄
′).

Note that the specification of next_gate(0) also adds the
following precondition that the gate x can be reordered to
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the second gate of remain𝑜𝑙𝑑 :

P6 : ∀𝑄1, app (𝐶𝑋, app(𝐶1, 𝑄1)) ≡ app (𝐶1, app(𝐶𝑋,𝑄1)) .
Besides, Giallar’s rewrite rule set contains a cancellation

rule to cancel out two adjacent𝐶𝑋 gates, which is introduced
as the following precondition to the proof goal:

P7 : ∀𝑄2, app (𝐶𝑋, app(𝐶𝑋,𝑄2)) ≡ 𝑄2

The Giallar verifier finally encodes the preconditions and
goals into the following formula and invokes Z3 to solve:

P6 ∧ P7 ∧ ¬G3,

which is expanded into qubit-local formulas containing app2𝑞
of symbolic representation for quantum circuits (see Sec-
tion 5). If the above formula is satisfiable, the compiler pass is
incorrect and a counter-example is generated by the verifier.
Otherwise when Z3 proves the above formula is unsatisfi-
able, we successfully verify that the compiler pass correctly
preserves the semantics using Giallar.
The above formula is unsatisfiable, i.e., P6 and P7 imply

G3, and can be proven using Z3. We show why P6 and P7

imply G3 as follows. By instantiating 𝑄1 with app(𝐶𝑋,𝑄 ′)
and rewriting the left side of G3 using P6, the proof goal
becomes:

G4 : app (𝐶1, app(𝐶𝑋, app(𝐶𝑋,𝑄 ′))) ≡ app(𝐶1, 𝑄
′).

After removing the same application of 𝐶1 on both sides of
G4, the proof goal becomes:

G5 : app (𝐶𝑋, app(𝐶𝑋,𝑄 ′)) ≡ 𝑄 ′,

which can be directly proven using the cancellation rule P7.

Requirements of the Giallar verifier. For a pass to be ver-
ified using Giallar, it needs to be written in a way that 1)
each loop in the pass follows one of the three loop patterns
introduced in Section 4; 2) it uses Giallar’s verified library to
represent quantum programs; and 3) the transformation of
quantum gates must be expressible using the given rewrite
rules. Note that new loop templates, verified library func-
tions, and rewrite rules can be easily added.

7 Case Studies

In this section, we will present three case studies to show
howwe use Giallar to discover quantum-specific bugs during
the push-button verification of the Qiskit compiler.

7.1 The optimize_1q_gate Pass

We first focus on the verification of the optimize_1q_gate
pass and show that, using Giallar, we can reveal bugs that
only arise in quantum software.
The optimize_1q_gate pass invokes the utility function

merge_1q_gate to collapse a chain of 1-qubit gates into a
single, more efficient gate [25], to mitigate noise accumu-
lation. It operates on 𝑢1, 𝑢2, and 𝑢3 gates, which are native
gates in the IBM quantum devices. These gates can be nat-
urally described as linear operations on the Bloch sphere;

Table 1. Matrix representation of physical gates 𝑢1, 𝑢2 and 𝑢3,

where 𝑢1 is a Z rotation on the Bloch sphere.

𝑢1 (𝜆) =
(
1 0

0 𝑒𝑖𝜆

)
, 𝑢2 (𝜙, 𝜆) =

√
2
2

(
1 −𝑒𝑖𝜆
𝑒𝑖𝜙 𝑒𝑖 (𝜆+𝜙)

)

𝑢3 (𝜃, 𝜙, 𝜆) =
√
2
2

(
cos(𝜃 ) −𝑒𝑖𝜆sin(𝜃 )

𝑒𝑖𝜙 sin(𝜃 ) 𝑒𝑖 (𝜆+𝜙)cos(𝜃 )

)

𝑢1 (𝜆1) 𝑢3 (𝜃2, 𝜙2, 𝜆2) m1g
−−−−→ 𝑢3 (𝜃2, 𝜆1 + 𝜙2, 𝜆2)

(a) A correct merge of gates 𝑢1 and 𝑢3. The cuicuit is equiv-

alent before and after merging.

•

𝑢1 (𝜆1) 𝑢3 (𝜃2, 𝜙2, 𝜆2) m1g
−−−−→ 𝑢3 (𝜃2, 𝜆1 + 𝜙2, 𝜆2)

(b) An incorrect merge. The new curcuit is not equivalent

because 𝑢3 was a controlled gate before merging.

Figure 8. Correct execution (top) and incorrect execution (bottom)

of merge_1q_gate.

for example, 𝑢1 gates are rotations with respect to the Z axis.
For clarity, we list their matrix representations in Table 1.

The optimize_1q_gate pass has two function calls. First,
it calls the collect_runs method to collect groups of con-
secutive 𝑢1, 𝑢2, and 𝑢3 gates. Then it calls merge_1q_gate to
merge the gates in each group. The merge_1q_gate method
(see Fig. 8a) first transforms the 1-qubit gates from the Bloch
sphere representation to the unit quaternion representa-
tion [9] and then applies the merge() function to that repre-
sentation to merge the rotations.
In Qiskit, all gates can be modified with a c_if or q_if

method to condition its execution on the state of other clas-
sical or quantum bits. When proving that merge() does not
change semantics of the quantum program, we found that
in some cases the compiler pass attempts to optimize these
gates without noticing that the gate is controlled by other
(qu)bits, leading to an incorrect execution as in Figure 8b. For
this reason, in our retrofitted implementation of this pass, we
inserted checks that gate1.q_if == False and gate1.c_if
== False before merging the 1-qubit gates.

Bugs similar to the one described above, which relates to
how quantum circuit instructions can be conditioned, have
been observed in Qiskit in the past [37, 39]. In the absence of
the rigorous verification provided by tools like Giallar, such
bugs are hard to discover. In practice, this is usually done via
extensive randomized testing of input and output circuits,
which does not provide any guarantee of finding faulty code.
The results of merge_1q_gate here demonstrate that Giallar
is effective for detecting quantum-related bugs.
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8 Evaluation

To demonstrate its effectiveness at verifying quantum com-
piler passes, we implemented and evaluated Giallar on 56
compiler passes in 13 versions (from v0.19 to v0.32) of the
Qiskit compiler that are listed on the Qiskit website [36].
The implementation consists of 3.6k lines of code for the
Giallar framework, including quantum circuit-related data
structures, loop templates, virtual classes, the Giallar pre-
processor, and the Qiskit wrapper, and 168 lines of code for
utility functions.
Using Giallar, we have successfully verified 44 out of the

56 compiler passes. Among all 12 passes that Giallar fails
to verify, eight passes are scheduling passes that deal with
pulse instructions which are at a lower abstraction level than
quantum gates. Same as the previous verification frameworks
for quantum computing [1, 15], Giallar only supports the
abstraction at the quantum gate level and cannot reason
about pulse-level behaviors. The other four passes that we
do not verify are StochasticSwap, CrosstalkAdaptiveSchedule,
BIPMapping, and UnitarySynthesis passes. StochasticSwap
uses a randomized routing algorithm that Giallar does not
yet support. CrosstalkAdaptiveSchedule and BIPMapping are
passes that invoke Z3 and CPLEX solvers respectively to find
the output circuit. Giallar does not have formal semantics
for solvers and therefore cannot model these two passes.
UnitarySynthesis is a synthesis pass that produces an ap-
proximated circuit when the exact circuit includes gates
that cannot be performed on the given quantum hardware.
This cannot be verified without a proper way to specify and
reason about the error bound of the approximated compi-
lation. Note that all the above failed passes are also costly
or infeasible to manually verify using previous verification
frameworks for quantum compilers [1, 15].

Experiment setup. Our evaluation only focuses on the 44
verified passes. We have evaluated the performance of veri-
fying these 44 passes, as well as running verified passes to
compile real quantum circuits compared with the unverified
Qiskit passes. The system ran with Python 3.8.7 and Z3 4.8.12.
All verification and compilation tasks ran on a Dell Precision
5829 workstation with a 4.3GHz 28-core Intel Xeon W-2175,
62GB RAM and a 512GB Intel SSD Pro 600p.

Verification performance. Table 2 gives the result of the
verification for all 44 Qiskit passes. The verification of all
passes completed in less than 30 seconds.

Table 2 also lists the number of subgoals to be proved after
preprocessing each pass. We can see that even if theoretically
there may be an exponential number of subgoals when there
are many branch statements, there are at most eight subgoals
for all Qiskit passes.

Compiler performance. We have also evaluated our veri-
fied compiler and the original unverified Qiskit compiler on a

Table 2. Verification result of the 44 verified passes in Qiskit.

Pass Pass #sub- Verif.

name LOC goals time(s)

ApplyLayout 11 2 0.7

SetLayout 8 1 0.7

TrivialLayout 10 1 0.7

Layout2qDistance 19 1 0.7

DenseLayout 77 1 0.7

NoiseAdaptiveLayout 192 1 0.7

SabreLayout 62 1 0.7

CSPLayout 52 1 0.7

EnlargeWithAncilla 8 1 0.8

FullAncillaAllocation 8 1 0.7

BasicSwap 36 4 2.4

LookaheadSwap 100 3 3.5

SabreSwap 96 3 3.8

Unroller 23 3 1.5

Unroll3qOrMore 23 3 1.4

Decompose 23 3 2.0

UnrollCustomDefinitions 22 3 1.5

BasisTranslator 119 3 1.5

Optimize1qGates 32 3 25.1

Optimize1qGatesDecomp 32 3 25.2

Collect2qBlocks 9 1 0.7

ConsolidateBlocks 19 3 1.4

CXCancellation 24 4 4.2

CommutationAnalysis 6 1 0.7

CommutativeCancellation 17 3 1.3

RemoveDiagBeforeMeasure 24 3 18.1

RemoveReseatInZeroState 16 3 1.3

Width 8 1 0.6

Depth 8 1 0.6

Size 9 1 0.6

CountOps 8 1 0.7

CoutOpsLongestPath 8 1 0.7

NumTensorFactors 8 1 0.7

DAGLongestPath 8 1 0.9

CheckMap 19 1 0.7

CheckCXDirection 19 1 0.7

CheckGateDirection 19 1 0.7

CXDirection 29 4 2.3

GateDirection 55 8 5.6

MergeAdjacentBarriers 24 4 4.1

BarrierBeforeFinalMeasure 22 4 19.7

RemoveFinalMeasure 20 3 2.9

DAGFixedPoint 17 1 0.6

FixedPoint 17 1 0.6

Sum 1,366 95 145.4

series of quantum circuits fromQASMBench [20]. The bench-
mark includes 48 quantum circuits with various near-term
quantum applications, including quantum state preparation
(cat_state, bell, ghz_state), quantum arithmetic (adder), quan-
tum chemistry simulation (ising), quantummachine learning
(dnn), and other famous quantum algorithms (deutsch, qft,

652



Giallar: Push-Button Verification for the Qiskit Quantum Compiler PLDI ’22, June 13ś17, 2022, San Diego, CA, USA

grover, qaoa). These quantum circuits contain up to 27 qubits
and up to 5,000 quantum gates.
We ran all 48 circuits in the benchmark using the (most

computationally expensive) lookahead swap pass for the
Qiskit implementation and the Giallar implementation. Fig-
ure 11 summarizes the running time of all 31 benchmark
circuits that Qiskit succeeded. We can see that Giallar suc-
cessfully compiled all these 31 circuits as well. For smaller
circuits, the performance overhead of Giallar was at most 0.5
seconds, while for larger circuits, the performance overhead
was at most 10%. The overhead mainly came from loading
the verified library in Python, the data structure conversion
between Qiskit DAG and Giallar list representations, and the
Qiskit wrapper. The results show that the formal correctness
guarantee of Giallar introduces only a modest compilation
performance overhead.

Reusability. Most of Giallar’s rewrite rules and utility func-
tions are shared across passes. Among all three classes of
rewrite rules shown in Figure 7, the cancellation rules are
used by optimization passes including CommutativeCancel-
lation, CXCancellation, Optimize1qGates, and Consolidate-
Blocks. The commutativity rules are used in the Commuta-
tiveAnalysis and CommutitiveCancellation passes. The swap
rules are used in all routing passes. The utility functions in
Giallar include: 1) the circuit manipulating operations (e.g.,
next_gate) which are used among all passes; 2) the coupling
map related operations (e.g., shortest_path) that are used
in all routing passes; and 3) the circuit merging and gate
expanding operations merge which are used in the Consoli-
dateBlocks and Optimize1qGate passes.

Adding new passes. Our experience shows that many new
passes introduced can be verified automatically. Giallar was
first developed for Qiskit 0.19 (see our technical report [43]).
When we applied Giallar to verify the 16 new passes intro-
duced by Qiskit 0.32, 15 out of 16 were verified automatically.
The failed one uses an ECR gate that Giallar did not model.
We added the symbolic execution and the corresponding
rewrite rule for this new gate feature to enable its verifica-
tion.

Limitations. Compared with the manual verification frame-
work [15], Giallar has a larger trusted computing base, in-
cluding the Giallar implementation, the Z3 SMT solver, the
Coq proof checker, the symbolic execution of Z3Py, and the
equivalence of data structures defined in Python, Coq and
Z3. We note that such a larger trusted computing base is
common in prior work on push-button verification [32, 33].
Giallar matches loops against a pre-defined set of loop

templates. While applicable to the current Qiskit compiler,
Giallar may fail to handle future compiler versions with new
patterns of loops. We would like to explore how to integrate
previous work on loop invariant learning [41, 47] to remove
the loop templates in the future.

Giallar’s rewrite rule set is incomplete and may not be
able to prove the equivalence for some future passes. The
symbolic execution for quantum circuits is also incomplete
and does not model some gate features. New rewrite rules
and more gate support may be needed to support future
Qiskit passes. Besides, the rewrite rules for quantum circuits
in Giallar only supports local equivalence of quantum states.
It does not support non-local quantum circuit optimizations
that are implemented using other quantum state representa-
tions, such as the phase polynomial representation [1, 2, 30]
and the state vector quantum assertion [14].

Besides, Giallar is only designed to prove that the compiled
quantum circuits preserve the semantics of the input circuits
and satisfy the topological constraints given by the coupling
map. Non-critical statements and function invocations which
do not affect the generated circuits will be discarded dur-
ing the preprocessing, such that the correctness of these
statements and the generated debugging information is not
verified.

9 Related Work

Verified quantum compilation. Following the approach
of verifying classical compilation [11, 12, 19], previous efforts
on verifying quantum compilation mainly rely on interactive
theorem provers to construct manual proofs. ReVerC [2] is
a verified compiler for reversible circuits, a subset of quan-
tum circuits that are easier to reason about. The verification
is done in 𝐹 ∗ [26]. ReQWire [40] verifies ancillae uncom-
putation, one specific step of quantum compilation, using
Coq [5]. VOQC [15] verifies several quantum optimization
passes such as circuit mapping and gate cancellation using
Coq. Compared with Giallar, these frameworks have the ben-
efit of a smaller trusted computing base, and may support
more complicated compilation passes whose proof goals are
not provable by an SMT solver. However, these frameworks
require both formal verification expertise and a significant
proof burden. Moreover, all these works only verified one
static version of their passes, and their proofs cannot adapt
to the fast changing real-world quantum compilers such
as Qiskit. In contrast, Giallar is a push-button verification
toolkit, allowing developers without much formal verifica-
tion background to write and verify compiler passes. With
Giallar, newly developed or modified passes can be easily
introduced and automatically verified.

Equivalence checking for quantum circuits. Algorithms
to perform efficient equivalence checking for quantum cir-
cuits have been discussed from the view of quantum algo-
rithms [46], quantum communication protocols [3], and ver-
ification of compilation [1]. Given two concrete quantum
circuits 𝐶1 and 𝐶2, these checking algorithms can answer
if 𝐶1 and 𝐶2 are equivalent. However, to verify a quantum
compiler, we must prove that for any quantum circuit 𝐶 ,
the compiled circuit 𝐶 ′ is equivalent to 𝐶 . This is beyond
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