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ABSTRACT
Recently, point cloud (PC) has gained popularity in modeling vari-
ous 3D objects (including both synthetic and real-life) and has been
extensively utilized in a wide range of applications such as AR/VR,
3D reconstruction, and autonomous driving. For such applications,
it is critical to analyze/understand the surrounding scenes properly.
To achieve this, deep learning based methods (e.g., convolutional
neural networks (CNNs)) have been widely employed for higher ac-
curacy. Unlike the deep learning on conventional 2D images/videos,
where the feature computation (matrix multiplication) is the major
bottleneck, in point cloud-based CNNs, the sample and neighbor
search stages are the primary bottlenecks, and collectively con-
tribute to 54% (up to 80%) of the overall execution latency on a
typical edge device. While prior efforts have attempted to solve this
issue by designing custom ASICs or pipelining the neighbor search
with other stages, to our knowledge, none of them has tried to
“structurize” the unstructured PC data for improving computational
efficiency.

In this paper, we first explore the opportunities of structuriz-
ing PC data using Morton code (which is originally designed to
map data from a high dimensional space to one dimension, while
preserving spatial locality) and observe that there is a huge scope
to “skip” the sample and neighbor search computation by operat-
ing on the “structurized” PC data. Based on this, we propose two
approximation techniques for the sampling and neighbor search
stages. We implemented our proposals on an NVIDIA Jetson AGX
Xavier edge GPU board. The evaluation results collected on six
different workloads show that our design can accelerate the sample
and neighbor search stages by 3.68× (up to 5.21×) with minimal
impact on inference accuracy. This acceleration in turn results in
1.55× speedup in the end-to-end execution latency and saves 33%
of energy expenditure.
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1 INTRODUCTION
Point Cloud (PC), a representation of objects in 3D space using a
huge collection of points, primarily used for terrain scanning bymil-
itary and space agencies and various industrial applications (e.g.,
engineering, architecture, archaeology, etc.) has gained tremen-
dous attraction over the past few years. Especially, the recent ad-
vent of various emerging applications requiring hyper-realistic
visualizations of objects such as 360-degree or volumetric video
streaming [32, 73] in Virtual Reality (VR), virtual object and real-
world interaction in Augmented Reality (AR) [74], cultural heritage
modeling and rendering [51], as well as applications demanding
high-fidelity version of the physical world such as object detection
in autonomous driving and robotics, have put PC in the forefront.
Additionally, research advancements in point acquisition technolo-
gies (such as 3D scanning [61], photogrammetry [2], etc.) as well as
the availability of affordable and convenient PC acquisition devices
such as LiDAR, RGB-Depth cameras (e.g., Microsoft Kinect [41],
Intel RealSense [25], etc.) and, more recently smartphones (e.g.,
iPhone 13 Pro[1], Samsung Galaxy S20 [53]) equipped with LiDAR
Depth Camera have fuelled its widespread adoption. According to
a Straits Research report, the PC market is forecasted to reach 6.93
Billion USD by 2030 [21].

The rising interest in PC has led to increase in PC data avail-
ability, thus making it feasible to leverage deep learning-based
techniques such as classification, segmentation, and detection for
PC data, thereby facilitating the machines with a better under-
standing of the scene to make more accurate decisions. Especially,
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PC deep learning analytics can provide more useful inputs to au-
tonomous cars, drones, robots, etc. by assisting with better visual
perception to detect and measure the distance of objects precisely,
failing which can result in devastating consequences. Moreover, the
availability of LiDAR cameras and neural processing units (NPUs)
on the commodity mobile/edge devices have made on-device PC
inference an attractive option, thus eliminating the need for offload-
ing computations to server which can potentially incur significant
communication latency or energy consumption [4, 29, 38, 40].

However, unlike the deep learning analysis on 2D image data,
which are structured (where neighboring pixels can be simply found
by using indexes), deep learning on PC faces several challenges as
the raw PC data are irregular (i.e., points are unevenly sampled
across different regions) and unstructured (i.e., distances between
neighboring points are not fixed). Due to these inherent properties
of the PC data, two additional steps are employed on inferencing
the raw PC data – sample and neighbor search. However, since the
off-the-shelf deep learning acceleration works like [24, 54, 57, 69]
are not tailored for such operations, the PC analytics applications
do not run efficiently on existing hardwares. Our profiling data
reveal that just the sample and neighbor search stages contribute to
more than 50% of the overall PC inference latency on a typical edge
device. So, it is imperative to optimize these two stages, and thereby
decrease the latency and energy consumption of PC inference on
the edge devices with limited resources and battery life.

While most prior works along this direction primarily focus on
improving the PC inference accuracy [23, 28, 36, 63], only few ef-
forts to reduce the inference latency and energy consumption [18,
35] on edge devices. Mesorasi [18] accelerated the feature computa-
tion stage and pipelined the neighbor search stage to some extent,
but did not address the sample stage. Albeit, PointAcc[35] devel-
oped custom hardware accelerator for PC inference, but did not
consider leveraging potential software-level optimization opportu-
nities by taking into consideration the unique characteristics of the
PC data. We want to emphasize that the primary bottlenecks in PC
inference – sample and neighbor search stages – are stemmed from
the irregular and unstructured nature of the PC data. Hence, driven
by insights from 2D image data, where sampling and neighbor
search is faster due to its structured representation, “structurizing”
or “re-ordering” the unstructured 3D PC data can provide potential
opportunities for accelerating PC inferences.

Morton Code [27], a geometrical data representation method for
mapping a multi-dimensional data to one-dimension while keeping
the locality among data in tact, can be a potential candidate to
achieve such structured representation. However, it is not straight-
forward to employ Morton Code to speedup the PC inference due
to following challenges: 1) how to effectively structurize the PC
data using Morton code ? ; 2) how to efficiently utilize the Morton re-
ordered data ? ; and 3) what are the trade offs between performance
benefits, memory overheads as well as the inference accuracy?

Towards this, in this work, we present and evaluate EdgePC, a
framework to accelerate the PC inference pipeline as well as im-
prove its energy efficiency on edge devices, with minimal accuracy
loss. The key idea is to leverage Morton Code to re-arrange the raw
points (which are irregular and unstructured) and eventually maxi-
mize the “structuredness” of point cloud frame. In an ideal scenario,
the point cloud frames can be as structured as 2D images. As the

re-ordered point cloud frame is more structured, the neighborhood
property of the points can be directly inferred by the indexes of
each point. In other words, we can treat the re-arranged 3D point
cloud similar to a 2D image when performing the CNN inference.
Therefore, instead of optimizing the SOTA sampler and neighbor
searcher to reduce the execution latency (which have been the focus
of prior works [17, 35, 71]), in this paper, we decide to intelligently
“skip” these two stages by approximating the sampled points as
well as their neighbors by simply picking the points with proper
indexes from the “structured” point cloud frame, with minimal
computation. Note however that, such approximation will yield
sub-optimal samples and false neighbors (more details in Sec. 5),
resulting in the accuracy drop in CNN inference. Therefore, to
avoid such accuracy loss, we integrate the aforementioned Morton
Code-based approximations into the CNN models and retrain the
networks.

In summary, our major contributions are listed below:
• We first perform a detailed “end-to-end” (E2E) characterization

of the typical PC inference application on the state-of-the-art
(SOTA) PC analytics workloads and identify the sample and
neighbor search stages to be the primary bottlenecks, due to
their inefficient execution on the existing hardware. Furthermore,
we demonstrate that this inefficiency stems from the inherent
irregular and unstructured nature of the PC data.

• To address such inefficiencies, we propose a mechanism for us-
ing the Morton Code to structurize the raw PC data. Both our
qualitative and quantitative analysis show the advantages of
using Morton code in structural data representation. Next, we
propose two complementary approaches to efficiently utilize this
structured PC data to speedup inference: 1) approximate the sam-
ple stage by uniform sampling on structured PC data, and 2) an
index-based neighbor searcher to approximate the SOTA neighbor
searchers. Finally, to minimize the impact of these approxima-
tions on the CNNmodel precision, we conduct a thorough design
space exploration to find an optimal design point to strike the
right balance among inference accuracy, performance improve-
ment and memory consumption, which is particularly critical
for the limited compute-energy budget edge devices. We also
incorporate our approximations for sample and neighbor search
stages into the PC CNN models and retrain the weight matrices
to minimize the inference accuracy drop.

• We implement our design on an edgeGPU development board [43]
and evaluate it on six different PC workloads. Our experimental
results show that, EdgePC can speedup the sample and neighbor
search stages by 3.68× which in turn translates to 1.55× speedup
of the end-to-end PC inference latency. It also saves 33% of the
original overall inference energy consumption with a negligible
impact on inference accuracy (compared to the baseline setup).

2 BACKGROUND AND RELATED WORK
2.1 Background
2.1.1 Point Cloud and its Applications. Point cloud (PC), typically
captured by the LiDAR cameras, consists of a set of unordered
points, with each point associated with a 3D coordinate and its
attributes like RGB colors, normals, reflectances, etc. Note that PC
is being widely used to represent the 3D models due to its simplicity
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(a) Example application. (b) 2D CNN Vs. PC CNN.

Figure 1: (a) PC CNN application example: autonomous driv-
ing car; (b) Comparison between 2D CNN and point cloud
CNN.

(it does not require triangle mesh generation to construct surface)
and high accuracy (it can preserve the original geometric informa-
tion [30]). Such representation is essential for many applications
like VR/AR [5, 49, 62], 3D reconstruction [8, 34, 37], autonomous
driving [7, 9, 19], etc. Recently, deep learning has been utilized in
these applications as it can achieve very high accuracy [10]. Fig. 1a
shows an example to detect objects for autonomous vehicles using
a PC-based CNN model. Specifically, the LiDAR camera first scans
the surroundings and constructs the PC, following that the underly-
ing compute engine (CPUs, GPUs or NPUs, etc.) performs the CNN
inference on the captured PCs. Finally, the detected results (e.g., the
cars, pedestrians, trees, etc.) are forwarded to the decision-making
engine for the next steps. Such applications not only need high
inference accuracy, but also execution efficiency in terms of faster
execution for real-time updates, as well as low energy consumption
when performed on edge devices. Therefore, the PC CNN inference
needs to be carefully designed to meet the above requirements.

2.1.2 PCCNNPipeline. Unlike CNN inference on 2D images, where
the inputs are "well-structured" and each pixel and its neighbors can
be easily located via "indexes", 3D PCs are essentially unstructured
data, and thus, cannot be directly fed into the convolution layers.
Given a PC frame, the first step in a PC-based CNN is sampling
(obtain a global coverage for the PC frame) and followed by neigh-
bor searching (find local neighbors for each sampled point). For
example, as shown in Fig. 1b, first, points 𝑃2 and 𝑃5 (green color)
are sampled from a PC frame. Then, their corresponding neighbors
(the points within the dotted circle boundary) are determined. Next,
these sampled points and their neighbors (𝑃2,𝑃1,𝑃3; 𝑃5,𝑃4,𝑃6) form
a 2D matrix (similar to the input shown in Fig. 1b for 2D CNN) and
then the convolution layers are employed to extract the features.
While the feature computations (FC) (which fundamentally perform
matrix multiplications) can be accelerated using the off-the-shelf
specialized accelerators like TPUs or NPUs, there are no such cus-
tomized hardware for sample and neighbor search stages (primary
bottlenecks). Thus, minimizing the execution time of these two
critical stages and thereby reducing the overall PC CNN execution
and energy consumption is the focus of this work.

2.2 Related Work
2.2.1 PC Analysis. Since Charles et al. proposed the PointNet [47]
(the first/leading work that directly handles 3D PC data using deep

(a) PointNet++ (b) DGCNN
Figure 2: Architecture for (a) PointNet++(s) and (b) DGCNN(s).

learning CNNs), deep learning on PCs have been extensively stud-
ied in various domains, like 3D shape classification [64, 67, 70],
object detection [33, 46, 56, 75] and tracking [20, 55, 59] or seg-
mentation [11, 31, 47, 48]. While most of these prior works focus
on improving the inference accuracy by designing better CNN ar-
chitectures, there are also a few targeting to reduce the inference
latency and/or improving the energy efficiency, as discussed next.

2.2.2 Accelerating PC CNN. To accelerate PC CNN, Mesorasi [18]
proposed a delayed-aggregation technique to minimize the fea-
ture computation (FC) latency and pipelined the FC and neighbor
search stages, while PointAcc [35] proposed a specialized accel-
erator for mapping and memory management units. In [71], the
authors minimized the data movement overheads by increasing the
spatial locality of the PC data. Crescent [17] solved the irregular
memory accesses in k-d tree-based neighbor search by splitting
the tree into top- and bottom-trees. While these techniques can
improve the performance of PC CNN to some extent, they have
their own limitations. For example, [18] and [17] can only benefit
the neighbor search step, but ignore the optimization opportunities
for the sample stage, whereas [71] only targets graph-based CNNs,
which has a limited application scope. Finally, PointAcc customizes
specialized accelerators, which not only involves complex design
and tuning cycles, but also misses the potential software-level opti-
mizations, and therefore, could not fully exploit the off-the-shelf
hardware such as edge GPUs.

Thus, to the best of our knowledge, there is no prior work inves-
tigating the optimization opportunities for the two critical stages
in PC pipeline - sample and neighbor search - to minimize the
execution time of PC inferences on edge devices.

3 MOTIVATION
We first study two widely-used PC CNN pipelines, and then break-
down their latencies to understand their inefficiencies.

3.1 PC CNN Latency Characterization
Fig. 2 shows the model architectures of two popular PC CNNs used
for semantic segmentation tasks – PointNet++ [48] andDGCNN [72].
Primarily, PointNet++ consists of two basic modules, namely, SetAb-
straction (SA) and FeaturePropagation (FP), with 4 consecutive SA
modules followed by 4 consecutive FP modules. In each SA module,
the input PC (𝑁×𝐶 matrix, where 𝑁 is the number of points and 𝐶
is the feature dimension of each point) is first down-sampled into 𝑛
points, which can serve as a good coverage of the original input PC.
An efficient sampling algorithm for PC CNNs is the farthest point
sampling (FPS) [16] , which iteratively selects the farthest point
from a set of unsampled points until all the 𝑛 points are sampled
(more details in Sec. 5.1). Next, in the SA module, neighbors for
each sampled point are searched. Two commonly-used neighbor
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search methods for this step are ball query [45] and k-nearest neigh-
bor (k-NN) [15]. Finally, the features for these sampled points and
their neighbors are grouped into a feature matrix (of dimension
𝑛×𝑆×𝐶 , where 𝑆 is the number of neighbors for each sampled point)
which is subsequently fed into the feature computation (FC) stage
for feature extraction. The FP module can be viewed as reverse-SA,
where the given 𝑛 points are first up-sampled/interpolated into 𝑁

points and then convolved with the convolutional kernels in the
FC step. Similar to PointNet++, DGCNN consists of 3 successively
connected basic modules (𝐸𝑑𝑔𝑒𝐶𝑜𝑛𝑣 (𝐸𝐶)), as depicted in Fig. 2b.
Since the number of points is fixed throughout this network, there
is no sampling stage in 𝐸𝐶 (i.e., same number of input points are
fed into its subsequent stages).

To better understand the performance implication of these stages,
we plot the inference latency of these two CNN models on four
datasets using a typical edge SoC (NVIDIA AGX Xavier [43]) in
Fig. 3. Specifically, the execution latency is characterized into two
main components: sample & neighbor search and feature compute.

0%

25%

50%

75%

100%

 S3DIS  ScatNet  ModelNet  ShapeNet  S3DIS  ScanNet
PointNet++ DGCNN

Sample (PointNet++ Only) and Neighbor Search Feature Compute Other

Figure 3: Latency breakdown for
PointNet++ [48] and DGCNN [72].

Overall, across the stud-
iedworkloads, the sam-
ple and neighbor stage
can take from 38%
to 80% of the end-to-
end inference latency.
Also, as the number of
points increases, these
stages take even more
time. For example, compared to the ModelNet [66] dataset (with
1024 points/PC), the sample and neighbor search execution latency
with the ScanNet [13] dataset (with 8192 points/PC), increases to
80%, making these two stages the primary bottlenecks in the entire
inference pipeline. Driven by these observations, we next investi-
gate the reasons behind such inefficiencies, and further explore the
potential opportunities for speeding up these stages.

3.2 Reasons for Inefficiencies and Potential
Opportunities

As discussed earlier, the sampling and/or neighbor search stages
are the main bottlenecks in the PC CNN inference pipeline. How-
ever, considering a 2D image as shown in Fig. 4 a -i, sampling
and neighbor searching can be easily achieved by selecting the
pixels with proper indexes with negligible overheads (Fig. 4 a -ii).
Unfortunately, due to the inherent properties (i.e., unstructured-
ness and randomness) of PCs, simply performing uniform sam-
pling for PC data will result in loss of information. For example,
as shown in Fig. 4 b -i, given a PC frame that contains 12 points
(i.e., {𝑃1, ..., 𝑃12}), by the uniform sampling approach, the selected
points would be {𝑃2, 𝑃4, ..., 𝑃10, 𝑃12} (yellow colored points). As,
these sampled points cover only half of the input PC, which is not
a good representation of the original PC, this would hurt the CNN
models’ accuracy. Further, as shown in Fig. 4 a -iii, for a given pixel
(e.g., 𝑝2) in a 2D image, its neighbors can be found simply via index-
ing (e.g., 𝑝1, 𝑝3, 𝑝6). However, for the point 𝑃2 in PC (Fig. 4 b -iii),
simply choosing the points with its nearby indices {1, 3, 4} would
return 2 “false neighbors”.

Hence, due to the unstructured nature of PC data, we cannot
directly employ the sample and neighbor search techniques used

Figure 4: Sample and neighbor search for a 2D image (e.g.,
pixel p2) in (a); 3D PC (e.g., point P2) via indexing in (b); Re-
organized 3D PC (e.g., point Q2) via indexing in (c).

in 2D images (e.g., index-based approaches) for raw PC data. There-
fore, 3D PC data uses FPS (for down-sampling), ball query or k-NN
(for neighbor search) in order to avoid the loss of important infor-
mation, at the expense of doubling the execution latency ( Fig. 3).
However, if we can make the PC data more “structured” (a best case
would be similar to a 2D image, i.e., 100% structured), then the 2D
image sampling and neighbor search techniques can be applied for
3D PC analysis with negligible overheads (e.g., comparing to FPS,
ball query or k-NN, etc.), while maintaining an reasonable accuracy.
Fig. 4 c -i shows such an example, specifically, after the PCs are re-
arranged into a more structured shape, simply performing uniform
sampling can return a good coverage for the input PCs (Fig. 4 c -ii).
Similarly, the index-based neighbor search accurately determines
the neighbors on this structured PC ( Fig. 4 c -iii). Compared to the
original PC data, this re-organized data is more structured, thus
providing the opportunity to utilize the index-based sampling and
neighbor search techniques. Note however that, it is not trivial to
achieve such conversion. Specifically, this conversion technique
should meet three requirements: 1) low complexity to minimize the
overheads; 2) high parallelism to fully exploit the existing parallel
hardware platforms like GPUs; and 3) high accuracy to avoid CNN
inference accuracy drop. Fortunately, Morton code, which describes
the geometrical relationship between points and can map multi-
dimensional data to one dimension while preserving the spatial
locality of the data points, is a perfect candidate to achieve such
conversion [68].

In fact, Morton code has been applied to optimize the neighbor
search for 3D data in prior works or software libraries. For instance,
RTNN [76] has proposed to sort the query points spatially by using
the Morton codes (i.e., group the points that are spatially close
together), in order to reduce the control flow divergence and better
utilize the hardware. In comparison, works like [22, 26, 39, 50] have
proposed/implemented grid-based solution strategies for neighbor
searching and utilize Morton code to reduce the search space by
skipping the searching process for the grids which are far away from
the query point. We want to emphasize however that these works
focus on “non-approximate” neighborhood search and/or have lim-
ited applicability scope. For example, [26] only targets at the ball
query-like neighbor search. [12] proposes a (1 + 𝜖)-approximate
nearest neighbor search technique on Morton-sorted points, how-
ever, additional computations are required to achieve the specified
error bound (i.e., 𝜖). On the other hand, as demonstrated later in
Sec. 5.2.3, our design is an approximation-based solution with no re-
strictions on the type of neighbor searcher and even further reduces
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search space/computations and can trade off accuracy for better
performance/latency. In other words, while these prior efforts aim
to enhance the efficiency for neighbor search with negligible to no
accuracy loss, our work prioritizes achieving higher performance
with acceptable searching errors, which is more applicable/suitable
to PC CNN inference in the context of edge devices.

4 STRUCTURIZING POINT CLOUDWITH
MORTON CODE

In this section, we first introduce the Morton code and explain how
to generate and utilize Morton code for the PC analysis (Sec. 4.1).
Next, we demonstrate the effectiveness of applying Morton code
for structurizing the PCs using both the qualitative (Sec. 4.2) and
quantitative (Sec. 4.3) results.

4.1 What is Morton code?
Morton code (also known as Z-curve [27]), maps data from an
n-dimensional space to one dimensional by performing bitwise
interleaving on 𝑛-d integer coordinates. For example, a point with
coordinate (2, 3, 4) = (010, 011, 100)𝑏 translates to Morton code
282 = 100, 011, 010𝑏 due to bitwise interleaving. Such mapping can
preserve the spatial locality of data points and has been applied
in many operations like texture mapping[14], N-body problem[52]
and matrix multiplication[6]. However, considering our application
(PC), where each point is stored as 3 floating-point coordinates, one
critical question is, how to generate Morton code for non-integer data
points? Simply quantizing the coordinates to the nearest integers
might result in information loss. For example, all the points within
the [0, 0.5)×[0, 0.5)×[0, 0.5) bounds would be quantized as (0, 0, 0).
To avoid this, we first divide/voxelize the PC data space (the cuboid
of dimension 𝐿×𝑊×𝐻 ) into several smaller cubes (SC)/voxels of di-
mension 𝑟×𝑟×𝑟 , where 𝑟<min(𝐿,𝑊 ,𝐻 ) is the predefined grid_size.
Next, each SC/voxel can be indexed by 3 integers – (𝑖, 𝑗, 𝑘) where
0≤𝑖<𝐿/𝑟 , 0≤ 𝑗<𝑊 /𝑟 and 0≤𝑘<𝐻/𝑟 . Given a point, its coordinates
can be voxelized into 3 integers depending on which SC/voxel it
belongs to, and then the Morton code can be generated by bitwise
interleaving. Such transformation from 3-D to 1-D space (3 x, y,
z-indexes to 1 Morton code) can simplify the subsequent compu-
tations. Due to the spatial locality preservation, the points nearby
in space will have similar Morton codes. Thus, to “structurize” the
input PC, we re-order the points as their Morton codes. Especially,
if the original indexes for input points are 𝐼={0,..., 𝑁−1} where 𝑁
is the number of points, after sorting, the new indexes will become
𝐼 ′={𝑖0,..., 𝑖𝑁−1}, where 𝑖0 and 𝑖𝑁−1 are the indexes of the points
with minimum and maximum Morton code values, respectively.
The re-arranged points are more structured (e.g., like the pixels in
2D image), and thus, can enable index-based sampling and neighbor
searching.

4.2 Sampling Structurized Point Cloud
To demonstrate the effectiveness of using “structurized” PC for
sampling, in Fig. 5, we plot the (down-)sampling results on different
PC data (raw PC [58] and “structurized” PC) using two sampling
approaches: farthest point sampling (FPS) and uniform sampling.
In general, both the FPS on raw data (Fig. 5 a ) and the uniform
sampling on ”structurized” PC (Fig. 5 c ) provide a good coverage

for input PC (the sampled points are uniformly distributed across
the PC model). While the distribution of the uniformly sampled
points on raw PC (Fig. 5 b ) is either too dense (almost become a
continuous line) or too sparse (very few points in certain regions).
This “uneven distribution” of points becomes more apparent on
further zooming into the PC. On the other hand, although FPS can
achieve very good sampling quality, its overhead is too high. Based
on our profiling on an edge device (Nvidia AGX Xavier board),
sampling 1024 points from the Bunny model [58] (which contains
40256 points) with FPS takes ≈ 81.7𝑚𝑠 , while the uniform sampling
consumes only ≈ 1𝑚𝑠 . Clearly, such performance gap between FPS
and uniform sampling is expected to further widenwhen employing
larger models (with more points). Fortunately, with the Morton
code serving as the bridge to “structurize” the PC data, we can
directly perform uniform sampling on the “re-ordered” PC data
with minimal sampling overhead, while still maintaining a very
good quality (similar to the FPS sampling results), as depicted in
Fig. 5 c .

a b c

Figure 5: Sampled Bunny [58] model via (a) FPS on raw PC;
(b) uniform sampling on raw PC; and (c) uniform sampling
on sorted/structurized PC data with Morton code.

4.3 Neighbor Search for Structurized Point
Cloud

Apart from sampling, the other time-consuming stage in PC CNN
inference pipeline is the neighbor search stage. This is mainly be-
cause of the randomness of PC data, due to which we have to iterate
through the whole point set when searching the neighbors for any
given point. In this section, we discuss the potential opportunities
of “skipping” the neighbor search stage by utilizing the “structured”
PC data. For example, given the re-arranged points as well as the
new indexes (𝐼 ′ = {𝑖0, ..., 𝑖𝑁−1} as discussed in Sec. 4.1), we do
not need to use complex state-of-the-art (SOTA) neighbor search
algorithms (e.g., ball query or k-nearest neighbor (k-NN) which
have been widely used in current SOTA PC CNNs). Instead, we can
bypass the search process by directly selecting 𝑘 consecutive points
near the target data point, where 𝑘 is the number of neighbors. This
means, the 𝑘 neighbors for the point with index 𝑖𝑝 would be the
points with indexes {𝑖𝑝−𝑘/2, ..., 𝑖𝑝 , ..., 𝑖𝑝+𝑘/2}. By doing so, we can
deploy a neighbor search technique similar to the ones used with
2D images (e.g., index-based approach), for 3D PC data as well.
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Figure 6: False neighbor ratio on dif-
ferent datasets.

To show the effec-
tiveness of the index-
based neighbor search-
ing, Fig. 6 plots the
false neighbor ratio (de-
fined by the ratio of
the “neighbors” picked
by our above-mentioned
scheme but are not iden-
tified as neighbors by the
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SOTA techniques) , where the x-axis is the configurations (i.e., ap-
plying different SOTA neighbor search algorithms on different
datasets), while the y-axis shows the false neighbor ratio. As we
can observe, the false neighbor ratio can be as low as 23%. Further-
more, if we increase the search window (that is, search 𝑘 neigh-
bors from {𝑖𝑝−𝑊 /2, ..., 𝑖𝑝 , ..., 𝑖𝑝+𝑊 /2} instead of directly selecting
the {𝑖𝑝−𝑘/2, ..., 𝑖𝑝 , ..., 𝑖𝑝+𝑘/2}, where𝑊 is the search window size
and𝑊 >𝑘), the false neighbor ratio can be further decreased to 5%
(shown later in Sec. 6.3).
Takeaways: While such index-based solutions are efficient and
fast, they often lead to suboptimal samples and false neighbors.
Therefore, simply utilizing the pre-trained PC CNN models will
result in decreased inference accuracy; instead, it is required to
include the approximations when retraining the models.

5 MORTON CODE-BASED SAMPLER AND
NEIGHBOR SEARCH DESIGN

We observed in Sec. 4 that Morton code can be employed to structur-
ize the PC data, thus providing the opportunities to use index-based
sampling and neighbor searching (the technique used in 2D image).
Thus, unlike prior works [17, 35] which try to optimize the sam-
ple and/or neighbor search stages by customized accelerators or
by choosing specific data structures (e.g., k-d tree, where the tree
construction process itself brings non-negligible overheads), in this
work, instead of optimizing these two stages, we choose to “skip”
them by approximating the complex computations on raw PC data
(performed by the SOTA PC CNNs) with the simple index-based
methods on “structured” PC data.

5.1 Morton-code-based Sampler
We first present the SOTA down-sampling technique, farthest point
sampling (FPS) [16] and its inefficiencies. We then introduce our
proposed design utilizing the Morton code to “structurize” the PC
data and our design considerations.

5.1.1 Inefficiencies of the SOTA Sampler. To understand the SOTA
sampling technique (FPS) for PC data, we illustrate its processing
steps in Fig. 7 and Fig. 8(a). Given a PC data containing𝑁 points (𝑃 =

{𝑝1, ..., 𝑝𝑁 }) and the desired number of sampled points (𝑛) as inputs,

Output: (sampled pts)p ( p
Initialize ( , , )( , , )
Sample & Update()p p (
For in

Sample farthest 
point from S’
Update() [O(n)]

Output: (sampled pts)
Input: (original pts); 

Figure 7: Farthest point
sampling (SOTA).

the FPS first initializes the un-sampled(𝑆 ′)
and sampled(𝑆) sets as input PC and
empty set, respectively, while the el-
ements in array 𝐷 (which stores the
distances between un-sampled points
and sampled set) are initialized to be
inf . Next, the first sampled point is ran-
domly picked (e.g., 𝑠0), and then both
the un-sampled set 𝑆 ′ and the sampled
set 𝑆 , as well as the distance array 𝐷

are updated accordingly . For the next
𝑛−1 points, each time a new point is
sampled, all the un-sampled points are
traversed and the point with maximum
distance to the sampled set is picked . Based on the distance array
𝐷 , the next sampled point can be decided. Note that each time
a new point 𝑠𝑖 is sampled, the distance array is updated . The

Figure 8: Examples: (a) Farthest point sampling on raw PC
data; (b) Index-based sampling on Morton code structured
PC data.

time complexity for such update is 𝑂 (𝑁 ), and considering that
we need to sample 𝑛 points in total, the time complexity becomes
𝑂 (𝑛𝑁 )≈𝑂 (𝑁 2) (where 𝑛=𝑂 (𝑁 ) in practical scenarios). Moreover,
all the points in 𝑆 are inserted sequentially, meaning that there is
limited parallelism in FPS, which further adds to the inefficiencies.

Fig. 8(a) shows an example using the FPS to sample 3 out of 5
points. First, the sampled and un-sampled sets and the distance
array are initialized. Then, 𝑃0 is sampled, and thus, the (squared)
distance array becomes {0, 14, 10, 49, 33} . Next, the point 𝑃3 is
sampled as its distance to the sampled set is maximum (49). The
new distance array is {0, 11, 10, 0, 26} and finally the point 𝑃4 with
maximum distance value (26) is sampled.
Takeaway: Although the FPS can yield a good coverage for the
input PC data, its compute complexity is too high: 𝑂 (𝑁 2) for 𝑁
input points, where 𝑁 is in orders of 106 considering a PC frame
with millions of points. Also, due to the data dependency in the
sampled set (𝑆) when sampling a new point, all the points must
be sampled one-by-one, which limits the performance boosting
scope through parallelism. To improve performance, we explore
the opportunities by directly operating on “structured” PC data (not
considered in prior works), and accelerate both the down-sampling
and interpolation/up-sampling stages using approximation oppor-
tunities.

5.1.2 Optimizing the Sampling Stage.
Optimizing Down-sampling: Since Morton code can make the
PC data more structured, we can perform uniform sampling (with
negligible overhead compared to FPS), while still obtain a near-
optimal coverage of the input PC data (see Fig. 5). Driven by this
observation, we design the Morton code-based PC (down-)sampler
as shown in Algo. 1 and Fig. 8(b). Overall, our proposal consists of
3 steps, 1) Morton code generation; 2) Morton code sorting; and 3)
uniform sampling of the re-ordered/re-organized points. For the
Morton codes generation (shown in Algo. 1), we need two more
inputs, i.e., 𝑟 for the predefined grid_size (discussed in Sec. 4.1) and
{𝑥𝑚𝑖𝑛, 𝑦𝑚𝑖𝑛, 𝑧𝑚𝑖𝑛} array for storing the minimum bounds of PC
data. The Morton code generation process can run in a fully-parallel
manner, where for each point 𝑝𝑖=(𝑥𝑖 , 𝑦𝑖 , 𝑧𝑖 ), we first calculate which
voxel it belongs to (line#4 in Algo. 1), then the Morton code can be
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obtained by (bitwise) interleaving the indexes for that SC (line#5 in
Algo. 1). Due to the high parallelism, generating MC for 8192 points
using an edge GPU only takes 0.1ms (0.07% of end-to-end latency).
The next step sorts the generated Morton code and outputs the new
indexes 𝐼 ′=[𝑖0, ..., 𝑖𝑁−1] in Morton order (line#10 in Algo. 1), where
𝑝𝑖0 has minimum the Morton code while 𝑝𝑖𝑁 −1 has the maximum
Morton code. The final step uniformly samples the points with the
new indexes with a step size of 𝑁 /𝑛 (line#11-13 in Algo. 1). Given
a PC frame with 𝑁 points, the time-complexity of this algorithm is
𝑂 (𝑁 log𝑁 ) (due to the sorting stage). Note that, for most cases we
have 𝑛=𝑂 (𝑁 ) ≫log𝑁 .

Therefore, with our proposal, we can decrease the compute-
complexity from quadratic to logarithmic-time. Further, as observed
from line#11 in Algo. 1, all the points can be sampled in paral-
lel, which resolves the data dependency issue observed in the
FPS technique, as discussed in Sec. 5.1.1. Similar to Fig. 8(a), in
Fig. 8(b), we sample 3 points from the input PC (consisting of 5
points). Specifically, given these 5 input points in this example
where {𝑥𝑚𝑖𝑛, 𝑦𝑚𝑖𝑛, 𝑧𝑚𝑖𝑛}={0, 0, 0}, with a predefined grid_size 𝑟=1,
we can obtain the Morton codes ({185, 23, 114, 0, 67}) using the Mor-
ton code generation algorithm described in Algo. 1. Sorting these
Morton codes outputs the new index array ({3, 1, 4, 2, 0}), and we
can simply perform uniform sampling and pick points 𝑃3, 𝑃4 and 𝑃0,
which are exactly the same points (when using the FPS algorithm).
However, if we increase the grid_size 𝑟 , the sampled results might
differ from the baseline (FPS) results. For example, if the grid_size is
defined as 𝑟=4, then the Morton codes would become {2, 0, 1, 0, 1},
for which the sorted indexes are {1, 3, 2, 4, 0} and finally the sampled
points are {1, 2, 0}. In such cases, simply approximating the FPS
results with the results of the Morton code-based sampler might
degrade the inference accuracy. Thus, we have to carefully decide
the grid_size when using the Morton code-based sampler to achieve
a good balance between the inference accuracy and the memory
overheads for storing theMorton codes (note that a higher grid_size
value means having fewer small cubes, and therefore would need
fewer bits to represent the indexes for these SCs; more details in
Sec. 5.1.3).

Algorithm 1: Proposed Morton Code-based Sampler
Input :𝑃={𝑝0, ..., 𝑝𝑁 −1}:input points; {𝑥𝑚𝑖𝑛, 𝑦𝑚𝑖𝑛, 𝑧𝑚𝑖𝑛 }
Input :𝑛: number of sampling points; 𝑟 : preset resolution
Output :𝑆 = {𝑠0, ..., 𝑠𝑛−1}: sampled points

1 procedure MC_Gen(𝑃 ,𝑟 ,{𝑥𝑚𝑖𝑛, 𝑦𝑚𝑖𝑛, 𝑧𝑚𝑖𝑛 })
2 Init:𝑀𝐶= [0] × 𝑁

3 for 𝑝𝑖 in 𝑃 do // fully parallel
4 𝑥=(𝑥𝑖 -𝑥𝑚𝑖𝑛 )/𝑟 ; 𝑦=(𝑦𝑖 -𝑦𝑚𝑖𝑛 )/𝑟 ; 𝑧=(𝑧𝑖 -𝑧𝑚𝑖𝑛 )/𝑟
5 𝑀𝐶 [𝑖 ]=𝑏𝑖𝑡𝑤𝑖𝑠𝑒_𝑖𝑛𝑡𝑒𝑟𝑙𝑒𝑎𝑣𝑒 (𝑥, 𝑦, 𝑧 )
6 return𝑀𝐶

7 procedure MC Sampler(𝑃 ,𝑛,𝑟 ,{𝑥𝑚𝑖𝑛, 𝑦𝑚𝑖𝑛, 𝑧𝑚𝑖𝑛 })
8 Init: 𝑆=∅
9 𝑀𝐶=MC_Gen(𝑃 ,𝑟 ,{𝑥𝑚𝑖𝑛, 𝑦𝑚𝑖𝑛, 𝑧𝑚𝑖𝑛 })

10 [𝑖0, 𝑖1, ..., 𝑖𝑁 −1 ] =𝑚𝑒𝑟𝑔𝑒_𝑠𝑜𝑟𝑡 (𝑀𝐶 )
11 for 𝑘 in [0, ..., 𝑛 − 1] do // fully parallel
12 𝑖𝑛𝑑𝑒𝑥 = 𝑘 × 𝑁 /𝑛; 𝑆 = 𝑆 ∪ {𝑝𝑖𝑖𝑛𝑑𝑒𝑥 }
13 return 𝑆

Optimizing Up-sampling: As discussed in Sec. 3.1, the interpo-
lation/ up-sampling stage in PC CNN (e.g., PointNet++) can be
viewed as the “reverse” of the down-sampling stage. Thus, the Mor-
ton code-based down-sampling proposal is also applicable for the
up-sampling stage. Specifically, the goal of interpolation stage is to
“recover” the feature of the original points ({𝑓 (𝑝0), ..., 𝑓 (𝑝𝑁−1)})
from the sampled points ({𝑓 (𝑠0), ..., 𝑓 (𝑠𝑛−1)}). For example, the fea-
ture for point 𝑝𝑡 can be obtained by 𝑓 (𝑝𝑡 )=𝑔[𝑓 (𝑠𝑖 ), 𝑓 (𝑠 𝑗 ), 𝑓 (𝑠𝑘 )],
where 𝑠𝑖 , 𝑠 𝑗 , and 𝑠𝑘 are the 3 closest points to 𝑝𝑡 in space where 𝑔[]
is a predefined function like weighted average. As all the points
in 𝑆 are uniformly sampled from the “structured” PC by picking
the points {𝑝𝑖0 , 𝑝𝑖𝑠𝑡𝑒𝑝 , 𝑝𝑖2𝑠𝑡𝑒𝑝 , ..., 𝑝𝑖 (𝑛−1)𝑠𝑡𝑒𝑝 }, where 𝑠𝑡𝑒𝑝 is the step
size (𝑁 /𝑛). Therefore, for any given point with index 𝑖 𝑗 (𝑝𝑖 𝑗 ) where
𝑗 ∈ {0, ..., 𝑁 − 1}, its 4 (approximately) closest points from 𝑆 should
be {𝑝𝑖 𝑗 ′−2𝑠𝑡𝑒𝑝 , 𝑝𝑖 𝑗 ′−𝑠𝑡𝑒𝑝 , 𝑝𝑖 𝑗 ′+𝑠𝑡𝑒𝑝 , 𝑝𝑖 𝑗 ′+2𝑠𝑡𝑒𝑝 } where 𝑗 ′= 𝑗- 𝑗%𝑠𝑡𝑒𝑝 . With
this knowledge, we only need to pick 3 closest points out of these 4
points to perform the interpolation, instead of searching through
the entire sampled point set 𝑆 . Therefore, with our Morton code-
based up-sampler, the compute-complexity can be decreased by
𝑛/4 = 𝑂 (𝑛).
Takeaway: Our Morton code-based sampler’s output can serve
as a good approximation for the sampling results obtained from
the SOTA, and thus enables fast and efficient uniform sampling for
PC data. However, due to such approximation, the sampled points
are sub-optimal (especially for a large predefined grid_size value),
which may degrade the precision of CNNmodels. Also, as this work
targets edge devices with limited resources, we need to carefully
configure our designs such that we can achieve a good balance
between performance improvement, memory usage, and inference
accuracy.

5.1.3 Design Considerations. In this subsection, we discuss how
our design can consider tradeoffs between the performance im-
provement, inference accuracy and memory overheads.
Performance improvement vs. inference accuracy: As the
proposed Morton code-based sampler can boost the PC CNN per-
formance by enabling uniform sampling and the PC CNNs always
have multiple sampling layers (recall from Sec. 3.1, PointNet++ [48]
consists of 4 down-sampling and 4 up-sampling layers), one may
consider to apply such optimization to all the sampling layers.
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Figure 9: Down-sample (in SA mod-
ules) and up-sample (in FP modules)
latency in PointNet++(s).

However, as observed
in Sec. 5.1.2, due to the
sub-optimal sampled re-
sults, the precision of
CNN model might be
degraded. So, instead
of applying our Mor-
ton code-based approx-
imation to all the sam-
pling layers, we only op-
timize the critical sam-
pling layer(s), i.e., the
ones contributing most to the execution latency. Next, we use Point-
Net++ on ScanNet dataset as an example and discuss the details of
our design. Fig. 9 (black bars) plots the execution latency for all the
8 sampling layers in PointNet++. As can be observed, the down sam-
pling layer in the first SA module and the up-sampling layer in the
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last FPmodule are themost time-consuming sampling layers. There-
fore, we choose to apply the Morton code-based sampling for these
two layers and use the the state-of-the-art samplers for the rest sam-
pling layers. As shown in Fig. 9 (yellow bars), we can accelerate the
down-sampling layer by 10.6× and the up-sampling/interpolation
layer by 5.2×.
Memory overheads vs. inference accuracy: As depicted in
Algo. 1, in order to utilize the index-based sampler, first we need to
generate the Morton code for each point to structurize the PC data.
However, to store these Morton codes, we need to allocate extra
space. Considering a PC frame which contains 𝑁 points, with each
point corresponding to a 𝑎-bits Morton codes, 𝑁𝑎/8 Bytes more
space will be used. On the other hand, as the PC data contains the
3D coordinate information, these 𝑎 bits need to be further split into
3 parts (⌊𝑎/3⌋ bits for each dimension), meaning that the entire
space can be divided into 2⌊𝑎/3⌋ × 2⌊𝑎/3⌋ × 2⌊𝑎/3⌋ small cubes (SCs),
which will further translate to a grid_size value of 𝑟=𝐷/2⌊𝑎/3⌋ ,
where 𝐷 is the dimension of the PC’s bounding box. Intuitively, the
inference accuracy of the CNN models can benefit from a larger 𝑎
(corresponding to a smaller 𝑟 ), at the expense of higher memory
overheads, and vice verse. In this work, we choose 𝑎=32 to achieve
a good balance between the memory overhead and the inference
accuracy degradation.

5.2 Morton Code-based Neighbor Search
In the previous section, we have explored the opportunities of
using Morton code to structurize the raw PC data and thus boost
the performance for sample stages. Recall from Sec. 4.3 that, the
neighbor search stage can also benefit from the “structured” PC data.
Before diving into the details of our proposed optimizations, let us
first understand the state-of-the-art neighbor search approaches
and their inefficiencies.

5.2.1 Inefficiencies of the SOTANeighbor Search. Ball-Query (BQ) [45]
and k-NN [15] are two of themost commonly used neighbor searchers.
Specifically, given a point 𝑝𝑖 and the number of neighbors to be
searched (e.g., 𝑘), the BQ algorithm searches through the candidate
points set (e.g., 𝑃={𝑝0, ..., 𝑝𝑁−1}) and returns the points inside the
ball with center 𝑝𝑖 and a predefined radius 𝑅. To achieve this, the
distance between 𝑝𝑖 and any other points (𝑑𝑖𝑠𝑡 (𝑝𝑖 , 𝑝 𝑗 )) for any 𝑗 in
{0, ..., 𝑁 -1} needs to be computed in 𝑂 (𝑁 ) time. Thus, searching
the neighbors for all the 𝑁 points would take𝑂 (𝑁 2) time. Fig. 10(a)
shows an example using the BQ algorithm to search 3 neighbors
for 𝑃2, which takes the same PC data in Fig. 8 as input, and defines
the radius (𝑅) as 11. Following the above-mentioned flow, first, it
computes the distance between 𝑃2 and the other points. Next, 𝑃0,
𝑃1, and 𝑃4 are picked as their distance to 𝑃2 is less than 𝑅. Simi-
larly for k-NN, the first step is also obtaining the distance matrix
(with a time complexity of 𝑂 (𝑁 2)1; next, the 3 points with green
background are selected as they have minimum distances.
Takeaway: As the PC data contains up to millions of points, any
algorithm with 𝑂 (𝑁 2) complexity would be too costly for edge
devices. So, an efficient neighbor searcher needs to be designed to

1Although prior ball-query or k-NN implementations – like the kd-tree-based ap-
proaches, have lower complexity (𝑂 (𝑁𝑙𝑜𝑔𝑁 )), both tree construction and traversal
have limited parallelism, and hence, are inefficient.

Figure 10: Examples for (a) ball-query and kNN; (b) index-
based neighbor search with Morton code structured PC data.

reduce the computation complexity, while still maintaining a high
parallelism and inference accuracy.

5.2.2 Optimizing the Neighbor Search Stage. Motivated by the
index-based neighbor searcher used for 2D images and by the ob-
servation that Morton code can be used to structurize the PC data
from Sec. 4 and Sec. 5.1.2, in this section, we propose to approximate
the SOTA neighbor search process by simply selecting/searching
the points whose indexes are near the target point (the point for
which we search the neighbors) in the “structured” PC data. For
example, after we obtain the new index array (𝐼 ′={𝑖0, ..., 𝑖𝑁−1}, by
sorting the Morton codes, as discussed in Sec. 5.1.2), for any given
point 𝑝𝑖 𝑗 , instead of searching its neighbors from the entire space
(which is the case in SOTA works), now we only need to search
through the points with indexes of {𝑖 𝑗−𝑊 /2, ..., 𝑖 𝑗+𝑊 /2} (𝑘≤𝑊 ≤𝑁
is a predefined search window size), by which the time complexity
is reduced from 𝑂 (𝑁 ) to 𝑂 (𝑊 ). Note that,𝑊 is normally set to be
much smaller than 𝑁 , meaning that the performance improvement
brought by our proposal is expected to be high. In the example
shown in Fig. 10(b),𝑊 is defined as 𝑘+1 (4=3+1), within which 𝑃1,
𝑃4, and 𝑃0 are selected.
Takeaway: Our index-based neighbor searcher on “structured” PC
data can reduce the time complexity of the neighbor search stage
by 𝑂 (𝑁 /𝑊 ) ≈ 𝑂 (𝑁 ), thus improving the performance. However,
similar to the issue of the proposed sampler discussed before, since
the the Morton code cannot make the PC data 100% structured,
the searched neighbors using this proposal is also sub-optimal and
might contain “false neighbors”. This can potentially lead to quality
degradation of CNN models. Therefore, in next section, we explain
our design considerations on how to maximize the performance
improvement, while minimizing the impact (caused by the proposed
approximations) on CNN models.

5.2.3 Design Considerations. Similarly, the first question we want

0
0.1
0.2
0.3

0
2
4
6

SA1 SA2 SA3 SA4 Fa
ls

e 
N

ei
gh

bo
r 

R
at

io

Sp
ee

du
p 

(x
)

Module

False Neighbor Ratio
Speedup

Figure 11: Our neighbor searcher
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for 4 modules in PointNet++(s).

to ask here is: for which
layer(s) should we apply
our approximations? Recall
that, PointNet++ [48] has
4 neighbor search layers.
We plot the performance
improvement and the ratio
of false neighbors for each
layer in Fig. 11 to show the
impact of our proposal on
these layers. As observed,
layer1 has the most signifi-
cant speedup and the least false neighbor ratio. As a result, it is a
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perfect candidate for applying our optimizations. Moreover, since
we also apply the Morton code-based approximations for the first
sample layer (Sec. 5.1.3), and the neighbor search is right after the
sample stage, we can simply reuse theMorton code for our neighbor
searcher without any extra overhead. However, for the rest layers,
we can only obtain limited performance boost at the expense of
much larger false neighbor ratios, which may further result in CNN
model degradation. Also, generating the Morton codes for these
layers would introduce extra overheads and further decrease the
benefits of our proposal.

Therefore, similar to the design for sampler discussed in Sec. 5.1.2,
we only apply the optimization for the first neighbor search layer. As
opposed to PointNet++ where all the modules use the x, y, z coordi-
nates of input PC for neighbor searching, in DGCNN [72], only first
module uses the geometry coordinates for determining the near-
est neighbors. For the next several modules, the distance between
points are measured using the features (i.e., 𝑑𝑖𝑠𝑡 (𝑝𝑖 , 𝑝 𝑗 )=𝑑𝑖𝑠𝑡 (𝑓𝑖 , 𝑓𝑗 )
where 𝑓𝑖 is the feature vector of 𝑝𝑖 and always has higher dimen-
sionality (e.g., 64)). Due to this, our Morton code-based optimization
can only be applied for the first module as it cannot process higher-
dimensional data. For the following neighbor search layers, instead
of performing the SOTA computations, we decide to interleave the
“reuse” and “compute”. For example, with the reuse distance of 1,
we reuse the neighbor search results from layer1 for layer2, and
employ the SOTA algorithm for layer3. The intuition behind this is
that, during the propagation the the CNN model, the neighborhood
of points would not vary much across consecutive layers.

Note that, both the reused Morton codes and search results are
stored in the GPU memory. As the PC data is processed in batches
(shown later in Table. 1), the per-batch size of the Morton code and
reused search data are only up to 32KB and 160KB, respectively,
leading to reduced memory access overheads. Further, our opti-
mization reduces the neighbor search computations, resulting in
fewer GPU memory accesses and also reducing the overall data
request stalls by 4-5%.

After deciding the layer where approximation will be applied,
the next question is: how to decide the search window size, which is
the key parameter to trade off between execution latency and model
precision? In fact, with our proposal, the user can adaptively se-
lect proper search window size to accommodate the application
requirement. We further investigate how different search window
sizes shape the behavior of our approach in a sensitivity study in
Sec. 6.3.

5.3 What are the Pros and Cons of
Approximation?

As discussed in Sec. 5.1.2 and 5.2.2, compared to the SOTA sampling
and neighbor search techniques, our proposal first uses the Mor-
ton codes to structurize the unordered PC data, thereby enabling
the index-based operations. This is expected to be much faster. In
fact, we show later in Sec. 6.2, with our proposal, the sampling
and neighbor search can achieve up to 5.2× speedup. However, as
discussed earlier, due to the suboptimality of the sampled points
and the existence of false neighbors as well as the reuse of neighbor
indexes across CNN modules, the inference precision of CNN mod-
els is expected to be degraded. To address this issue, we must retrain

the CNN models taking into consideration the Morton code-based
approximation (discussed further in Sec. 6.2).

5.4 Architectural Insights – Optimizing the
Shifted Bottlenecks

Our Morton code-based approximation techniques can accelerate
the sample and neighbor search stages by 3.68x(shown in Sec. 6.2).
In this section, we explore further opportunities to improve perfor-
mance/energy efficiency and provide some architectural insights
as future research directions.

5.4.1 Increase Tensor Core Utilization for Feature Computation. Re-
call from the execution latency breakdown in Fig. 3 that, after our
optimizations, now the main bottleneck for PC inference shifts
to the feature compute (convolution) stage. Fortunately, as recent
edge devices are equipped with the tensor cores [44], which are
customized for accelerating matrix multiplications, as shown later
in Sec. 6.2, by employing the tensor cores, the inference can be
further accelerated by 27%. However, we observe that the tensor
core utilization is basically zero for several layers. This is mainly be-
cause the channel dimension of the input matrix is below a certain
threshold, and the tensor cores are not invoked. In fact, based on
our profiling, with an input matrix of dimension 32×1000×12×32
and the weight matrix of dimension of 12×64×1×1, the convolu-
tional layer takes 40.4ms to execute with no tensor core utilization.
However, if we resize the input matrix into 32×100×120×32 shape
and convolve it with a 120×64×1×1 dimensional weight matrix,
although the compute complexity remains the same, the execu-
tion latency reduces to 18.3ms, with a 40% tensor core utilization.
Driven by this observation, one optimization direction might be
extending the input feature dimension by gathering the features of
several nearby points. For example, given an input matrix of 𝑁x𝑘x𝐶
where 𝑘 is the number of neighbors for each of the 𝑁 points, and𝐶
is the original feature dimension, instead of performing the feature
computation for each point 𝑃𝑖 , we can first merge the features of
several (𝑡 ) nearby points (like [𝑓𝑖𝑡 ,...,𝑓(𝑖+1)𝑡−1], by which the feature
dimension is increased to 𝐶𝑡 ) and then perform the FC. Finally, we
can split the convolution result back for these 𝑡 points (e.g., by
averaging). With our Morton code based reordering, the points
which are nearby in the input matrix are also close to each other
in the space. Therefore, such approximation (merge and split) is
not expected to degrade the model quality much. To make this
work, the data layout and the approximation techniques have to
be carefully designed to avoid any memory access overheads and
maintain the CNN model precision.

5.4.2 Decreasing the Data Movement Overheads in Grouping. An-
other time-consuming operation in the optimized PC CNN pipeline
is the grouping, which gathers the features of each sampled point
and that of their neighbors to form a new feature matrix. For exam-
ple, given an input feature map of shape 𝑁x𝐶 and a neighbor index
matrix 𝐼𝑀 of shape 𝑛x𝑘 , where 𝑁 and 𝑛 are the number of points
and the number of sampled points, respectively, while 𝐶 is feature
dimension of each point, after the grouping stage, the dimension
of new feature matrix is 𝑛𝑘x𝐶 . In practice, 𝑛𝑘 is larger than 𝑁 (e.g.,
for PointNet++, 𝑛𝑘=8𝑁 ), assuming that each GPU thread gathers
the feature for one index (out of 𝑛𝑘 in total), there must be some
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threads reading exactly the same data from memory. Driven by
this observation, we want to ask, can we properly schedule the GPU
threads such that there are data sharing/reuse opportunities across
them? In fact, based on our profiling, with simply sorting the index
matrix (after which the indexes in each row of 𝐼𝑀 is in ascending
order), the amount of data transferred/read from L2 cache and sys-
tem memory can be decreased by 53.9% and 25.7%, respectively.
These initial results are encouraging to pursue Morton code-based
architectural design space exploration in future.

6 EXPERIMENTAL EVALUATION
We implement and evaluate our proposals against the SOTA PC
inference across three metrics critical for PC CNN application:
execution latency (for both sampling and neighbor search stages
as well as the E2E inference pipeline), energy consumption, and
model precision (accuracy). We first describe our experimental
platform, PC CNN workloads (the CNN models and the datasets),
and the design configurations (Sec. 6.1). Next, we analyze the results
(Sec. 6.2) and vary the design points to present the sensitivity study
(Sec. 6.3). Finally, we compare our proposal to prior works (Sec. 6.4).

6.1 Methodology
6.1.1 Experimental Platform. WeuseNVIDIA JetsonAGXXavier [43],
an edge development board (Fig. 12), which consists of a 512-core
Volta GPU with 64 Tensor cores, a 8-core ARMv8 64-bit CPU, and
16GB LPDDR4x memory.

6.1.2 Workloads. To demonstrate the effectiveness of our propos-
als, we use two popular PC CNNs, namely, PointNet++ [48] and
DGCNN [72] and four datasets as listed in Table. 1. Specifically, both
S3DIS [3] and ScanNet [13] are indoor scene datasets, on which the
PointNet++(s) [48] and DGCNN(s) [72] are employed to perform
the semantic segmentation. ModelNet40 [66] and ShapeNet [65]
are two synthetic datasets. We use DGCNN(c) and DGCNN(p) to
perform classification and part segmentation on these two datasets,
respectively. All PC frames in these datasets are preprocessed into
several mini-batches, with each batch having a fixed number of
points, as shown in Table 1.

Figure 12: Experimental setup.

6.1.3 Configurations.
Baseline: We evaluate the baseline inference on the Volta edge
GPU and implement the CNN inference using PyTorch [60] with

Table 1: Workloads used in this work.

Workload Model Dataset #Points/Batch Task
W1
W2 PointNet++(s)[48] S3DIS[3]

ScanNet[13]
8192
8192

Semantic
Segmentation

W3 DGCNN(c)[72] ModelNet40[66] 1024 Classification

W4 DGCNN(p)[72] ShapeNet[65] 2048 Part
Segmentation

W5
W6 DGCNN(s)[72] S3DIS[3]

ScanNet[13]
4096
8192

Semantic
Segmentation

cuDNN (for feature compute stage). The sampling and neighbor
search stages are optimized using CUDA kernels.
S+N:We implement the proposed Morton code-based approxima-
tion techniques with custom CUDA kernels and apply them to both
Sample and Neighbor search stages (step- 2 in Fig. 12). We use 32
bits for the Morton code because based on our sensitivity study, as
the number of bits required to store Morton code increase, the false
neighbor percentage (in neighbor search stage) reduces till 32 bits
and further increasing the bits does not yield much benefit.
S+N+F: To further boost the end-to-end inference pipeline, we
deploy the Feature compute (FC) stage to Tensor cores available on
the Volta GPU (step- 3’ in Fig. 12).

6.2 Performance Results
We present and compare the normalized execution latency (left
axis) and speedup (right axis)of our proposals w.r.t. to baseline
and energy consumption (via the built-in tegrastats[42] tool on the
Jetson board) for each workload, as well as the accuracy to evaluate
our proposals’ effectiveness, and plot the experimental results in
Fig. 13 and observe the following:
Execution Latency: Overall, our optimizations can accelerate the
sampling (SMP) and neighbor search (NS) stages by 3.7×, on aver-
age, w.r.t. the baseline, as shown in Fig. 13a. Across the workloads
using the PointNet++ model, W1 can benefit more from our propos-
als compared to W2 (e.g., 5.21× vs. 3.44× speedup). This is mainly
because the inference is performed at batch-level as mentioned
in Sec. 6.1.2, and the batch size of W1 is fixed (32) and is usually
larger than that of W2 (ranging from 4 to 41 depending on the
PC frame, with an average batch size of 14). Recall that, as men-
tioned in Sec. 5, the baseline sampler and neighbor searcher have
quadratic-time compute complexity, as a result, each batch is pro-
cessed sequentially due to lack of available compute resources on
the resource-constrained edge device. As a result, the execution
time for the SMP and NS stages increases from about 33ms/batch
for ScanNet to 76ms/batch for S3DIS. On the other hand, as our
proposal can decrease the computational complexity of the down-
and up-sampling stages by𝑂 (𝑁 /𝑙𝑜𝑔𝑁 ) and𝑂 (𝑁 ), respectively, and
thus enabling to process multiple batches in parallel, the gap be-
tween the execution latency for the SMP and NS stages on ScanNet
and S3DIS reduces to only 4.9ms/batch (it takes 9.7ms/batch for
ScanNet and 14.6ms/batch for S3DIS), which is the main reason for
the performance gains observed in W1 and W2. The speedup for
the rest of the workloads with DGCNN are ≈3 or 4. Specifically, for
both W3 and W4, our proposal can achieve around 3.7× speedup.
Such acceleration comes from two sources: 1) due to the approxi-
mation of the SOTA neighbor searcher with our proposal for first
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Figure 13: Performance of six workloads w.r.t. the baseline: (a) sample and neighbor search, and (b) E2E speedup; (c) energy
saving.
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Figure 14: (a). Accuracy; (b). Demo: part segmentation with
the baseline inference and our proposal.

EC module (described in Sec. 3), the NS stage can get 29× (W3)
and 14.2× (W4) speedup (due to the reduction in time complexity
as explained in Sec. 5.2.3); 2) owing to the reuse of the neighbor
indexes, the NS computation can be skipped for the second and
fourth EC modules. A similar trend can be observed in W5 and W6
as well. The performance improvement for the SMP and NS stages
can further translate to a 1.55× average speedup in terms of the
end-to-end (E2E) latency as shown in Fig. 13b. Moreover, when the
tensor cores are employed for accelerating the FC stage, the E2E
inference can be further accelerated by up to 2.25× (W6).
Energy Consumption: Furthermore, the computation reduction
for the SMP and NS stages when using our Morton code-based
schemes can reduce the energy consumption as well. As shown in
Fig. 13c, with our design, the energy consumption for inferencing
one PC frame is decreased by 33% on average, and 13% more energy
can be saved by deploying the feature compute stage (comprising
of matrix multiplication operations) into the tensor cores (instead
of just using the CUDA cores). For W1 and W2 which employ the
PointNet++, our proposal can achieve 38% and 31% energy savings,
respectively. Apart from the reduced execution latency as discussed
above, another reason for such savings come from a lower power
consumption when applying our approximation techniques (e.g.,
power consumption decreased from 4.5𝑊 to 4.2𝑊 for W1). For the
remaining four workloads, however, the energy savings are slightly
lower compared to their corresponding execution latency reduction.
For example, the 1.32× speedup observed with W3 (Fig. 13b), only
translates to 16% energy savings (Fig. 13c). This is due to our reuse
proposal which induces an increased memory pressure when the
neighbor index array from the previous EC module is cached/stored
for later reuse. Based on our measurements, the power consumption

of the memory increases from 1.35𝑊 for the baseline setting to
1.63𝑊 in our proposal.
Accuracy: Due to the suboptimality of our Morton code-based
sampler and neighbor searcher, directly using the pretrained CNN
models to perform the inference can cause an accuracy drop. So, to
maintain the accuracy, we need to retrain the CNNmodels with our
proposed approximations. Fig. 14a shows the accuracy comparison
of our retrained models with the baseline. As observed, the accuracy
drop is within 2%, thereby having a minimal impact on the inference
quality, as shown in Fig. 14b. Moreover, for the accuracy-sensitive
applications, we can opt to trade the performance for accuracy. For
example, for workload W3, with a larger search window size, our
accuracy drop can be as low as 0.7% while simultaneously achiev-
ing 4.2× speedup. This reflects the "flexibility" of our proposal in
adapting to different application-level requirements and execution
environment constraints (accuracy- vs latency-sensitive).
6.3 Sensitivity Study
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Figure 15: Sensitivity study.

We study the sensitivity of our proposal by varying the design
points discussed in Sec. 5. Fig. 15a shows the tradeoffs between
false neighbor ratio (FNR) and speedup for the neighbor search (NS)
stage when varying the search window size (where 𝑘 is the number
of neighbors), thus providing insights into efficiently choosing the
proper search window size. For example, the accuracy-sensitive
applications can use a larger search window for preserving the
accuracy, while the high throughput demanding applications can
prefer a smaller search window to boost the performance. Another
design consideration is the number of layers/modules to apply
our MC-based optimization. As shown in Fig. 15b, with only the
first SA module (and the corresponding FP module) being opti-
mized, the sampling and neighbor search stages can be sped up
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by 2.9× with only 1.2% accuracy drop. However, when we apply
the MC-based approximation to more layers, the performance only
improves slightly with the significant accuracy drop. This demon-
strates the effectiveness of our proposal. To summarize, given new
workloads, the developer can first perform the characterization
(like the one in Sec. 3) to identify the bottleneck layer(s), for which
the MC-based optimizations will be applied and the parameters
(e.g., search window size) can be adaptively chosen to accommodate
the application’s requirement.
6.4 Comparison against Prior Works
We compare our proposal with the prior works from both the quanti-
tative and qualitative perspectives. We first implemented the delay-
aggregation (DA) technique in [18] for PointNet++ [48] and tested
on S3DIS [3]. The feature compute (FC) stage can be accelerated
by 2.1× with DA (88.2ms to 42.2ms per batch). However, as also
depicted in [18], since the feature dimension usually increases after
convolutional layers, the aggregation/feature grouping stage will
become the primary bottleneck. For example, after applying DA,
the latency for feature grouping stage increases by 2.73×. Further,
as it has no optimization for sampling stage, DA can only achieve
1.12× speedup for the E2E inference latency. PointAcc [35] is an-
other work which optimize the PC CNN by customizing specific
accelerators (e.g., mapping unit and memory management unit).

Table 2: Qualitative comparisons.

AccuracyGeneralityDesign Overhead
Crescent [17] ✓ ✓ ✗

PointAcc [35] ✓ ✓ ✗

Point-X [71] ✓ ✗ ✗

EdgePC ✓ ✓ ✓

Note however that,
our work is orthogo-
nal to PointAcc. Es-
pecially, the key
module in the map-
ping unit in [35] is
the distance calcu-
lation (with𝑂 (𝑁 2)
time complexity).
With our work, we only need to calculate the Morton codes for each
point (with𝑂 (𝑁 ) time complexity), meaning that, by deploying our
proposal in the mapping unit in PointAcc [35], the performance of
PC CNN inference can be further boosted. Point-X [71] increases
the energy efficiency for graph-based PC CNNs by extracting the
spatial locality via a SBFS graph traversal algorithm. However, we
want to emphasize that, compared to graph traversal, Morton code
is a better candidate for capturing the spatial locality of PC data
due to its simplicity and has also been proven to be efficient in a
recent work [68]. Furthermore, Point-X [71] has very limited appli-
cation scope and lacks generality as shown in Table. 2 since it is
only targets the graph-based PC CNNs. Recently, [17] addresses the
irregular memory access issue in neighbor search stage by splitting
the k-d tree into top- and bottom-trees. This work, however, over-
looks the sampling stage. Finally, all these prior works introduce
extra design overheads for hardware customization, while EdgePC
favors the commercially available hardwares and can boost the
performance without any overheads.

7 CONCLUSION
Point Cloud (PC) has recently gained huge attention with the in-
creasing availability of low-cost PC acquisition devices like smart-
phones with LiDAR cameras. In particular, the availability of spe-
cialized accelerators (e.g, NPU, TPU) on smartphones/handhelds

have made PC inference on edge devices an attractive option. In 3D
PC deep learning analytics, sampling and neighbor search stages
contribute to more than 50% of the end-to-end inference latency,
thus are the primary bottlenecks in the entire PC inference pipeline.
Although few prior works have either designed custom PC ac-
celerators in hardware or proposed software optimizations, they
have missed opportunities to optimize these two critical stages,
especially considering the unique characteristics of the PC data
(irregular and unstructured). In this paper, we present a novel tech-
nique to utilize Morton code to “structurize” the raw PC data and
minimize the sampling and neighbor search latencies by intelli-
gently skipping computations on the structured PC data. Towards
this, we design EdgePC, which is an edge-friendly framework with
two complementary approximation techniques for the sampling
and neighbor search stages in order to accelerate the PC inference
as well as improve its energy efficiency. Our evaluations of six
different PC workloads on an NVIDIA Jetson Xavier edge board
demonstrate that the proposed design does not only achieve an
average speedup of 3.68× for the sampling and neighbor search
stages (which translates to 1.55× speedup of the end-to-end PC
inference latency) with minimal accuracy loss, but it also saves 33%
of the overall PC inference energy.
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