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Abstract

The notion of replicable algorithms was introduced in [ILPS22] to describe randomized algorithms
that are stable under the resampling of their inputs. More precisely, a replicable algorithm gives the
same output with high probability when its randomness is fixed and it is run on a new i.i.d. sample drawn
from the same distribution. Using replicable algorithms for data analysis can facilitate the verification of
published results by ensuring that the results of an analysis will be the same with high probability, even
when that analysis is performed on a new data set.

In this work, we establish new connections and separations between replicability and standard no-
tions of algorithmic stability. In particular, we give sample-efficient algorithmic reductions between
perfect generalization, approximate differential privacy, and replicability for a broad class of statistical
problems. Conversely, we show any such equivalence must break down computationally: there exist
statistical problems that are easy under differential privacy, but that cannot be solved replicably without
breaking public-key cryptography. Furthermore, these results are tight: our reductions are statistically
optimal, and we show that any computational separation between DP and replicability must imply the
existence of one-way functions.

Our statistical reductions give a new algorithmic framework for translating between notions of sta-
bility, which we instantiate to answer several open questions in replicability and privacy. This includes
giving sample-efficient replicable algorithms for various PAC learning, distribution estimation, and distri-
bution testing problems, algorithmic amplification of § in approximate DP, conversions from item-level
to user-level privacy, and the existence of private agnostic-to-realizable learning reductions under struc-
tured distributions.
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1 Introduction

Replicability is the principle that the findings of an empirical study should remain the same when it is
repeated on new data. Despite being a pillar of the scientific method, replicability is extremely difficult to
ensure in today’s complex data generation and analysis processes. Questionable research practices including
misapplication of statistics, selective reporting of only the findings that appear most statistically significant,
and the formulation of research hypotheses after the results are already known have been identified as causes
of an ongoing “crisis of replicability” across the empirical sciences. Toward formulating solutions in the
context of machine learning and algorithmic data analysis, Impagliazzo, Lei, Pitassi, and Sorrell [ILPS22]
recently put forth a new definition of replicability for statistical learning algorithms.'

Definition 1.1. A randomized algorithm A : X™ — Y is p-replicable if for every distribution D over X, we

have
Pr[A(S1;r) = A(S9;7)] =1 —p,

where S1,So € X™ are independent sequences of i.i.d. samples from D, and r represents the coin tosses of
the algorithm A.

That is, an algorithm (capturing an end-to-end data analysis process) is replicable if with high probability
over the choice of two independent samples from the same distribution, it produces exactly the same output.
If one research team shares both their replicable analysis process (A) and the random choices made along
the way (), then another research team can independently verify their conclusions by performing the same
analysis on a fresh dataset.

Replicability is an extremely strong stability constraint to place on an algorithm. Informally, an algo-
rithm is stable if its output is insensitive to small changes to its input. Nevertheless, replicability is achievable
for many fundamental data analysis tasks, including statistical query learning, heavy hitter identification, ap-
proximate median finding, and large-margin halfspace learning [ILPS22, GKM21].

Replicability is not the first definition of algorithmic stability aimed at ensuring the utility and safety of
modern data analysis. Others have played central roles in relatively mature areas such as differential privacy
and adaptive data analysis. Some of the aforementioned replicable algorithms were, in fact, motivated or
inspired by differentially private counterparts. Is there a systematic explanation for this? What can we learn
about the capabilities and limitations of replicable algorithms by relating replicability to other notions of
algorithmic stability?

Let us briefly recall the types of algorithmic stability that arise in these other areas:

Differential privacy. A randomized algorithm is differentially private [DMNS16] if changing a single
input record results in a small change in the distribution of the algorithm’s output. When each input record
corresponds to one individual’s datum, differential privacy guarantees that nothing specific to any individual
can be learned from the output of the algorithm. (See Section 2.4.) Differential privacy comes with a rich
algorithmic toolkit and understanding of the feasibility of fundamental statistical tasks in query estimation,
classification, regression, distribution estimation, hypothesis testing, and more.

Generalization in adaptive data analysis. Generalization is the ability of a learning algorithm to reflect
properties of a population, rather than just properties of a specific sample drawn from that population. Tech-
niques for provably ensuring generalization form a hallmark of theoretical machine learning. However, gen-
eralization is particularly difficult to guarantee in settings where multiple analyses are performed adaptively
on the same sample. Traditional notions of generalization do not hold up to downstream misinterpretation

'[ILPS22] stated this definition under the name “reproducibility.” See Section 2.6 for a discussion of why we refer to it as
“replicability” instead.



of results. For example, a classifier that encodes detailed information about its training sample in its lower
order bits may generalize well, but can be used to construct a different classifier that behaves very differently
on the sample than it does on the population. Interactive processes such as exploratory data analysis or fea-
ture selection followed by classification/regression can ruin the independence between the training sample
and the method used to analyze it, invalidating standard generalization arguments.

Adaptivity in data analysis has been identified as one contributing factor to the replication crisis, and
imposing stability conditions on learning algorithms offers solutions to this part of the problem. A variety
of such stability conditions have been studied [DFH*15a, DFH' 15b, BNS*16a, RZ16, CLN* 16, BF16,
RRT*16, BMN 18, LS19, SZ20], each offering distinct advantages in terms of the breadth of their appli-
cability and the quantitative parameters achievable. Two specific notions play a central role in this work.
The first is perfect generalization [CLNT 16, BF16], which ensures that whatever can be inferred from the
output of a learning algorithm when run on a sample S could have been learned just from the underlying
population itself:

Definition 1.2. An algorithm A : X" — Y is (B,¢,d)-perfectly generalizing if, for every distribution D
over X, there exists a distribution Simp such that, with probability at least 1 — 3 over S consisting of n
i.i.d. samples from D, and every set of outcomes O < ),

e (Praim,, [0] — 6) < Pr[A(S) € O] < ¢ Prgim,[O] + 6. (1)

The second is max-information [DFH" 15a] which constrains the amount of information revealed to an
analyst about the training sample:

Definition 1.3. An algorithm A : X™ — Y has (g, §)-max-information with respect to product distributions
if for every set of outcomes O < (Y x X™) we have

Pr[(A(S),S) € O] < e“Pr[(A(S),S") € O] + 6,
where S and S’ are independent samples of size n drawn i.i.d. from an arbitrary distribution D over X .
As with differential privacy, both perfect generalization and max-information are robust to post-processing.

Each stability definition described above is tailored to model a distinct desideratum. At first glance,
they may all appear technically incomparable. For instance, differential privacy is stricter than the other
definitions in that it holds in the worst case over all input datasets without any assumptions on the data-
generating procedure. On the other hand, it is weaker in that it only requires insensitivity to changing one
input record, rather than to resampling the entire input dataset as in max-information, perfect generalization,
or replicability. Meanwhile, differential privacy, max-information, and perfect generalization quantify the
sensitivity of the algorithm’s output in a weaker way than replicability; the former three notions only require
that the distributions on outputs are similar, whereas replicability demands that precisely the same output
realization is obtained with high probability.

Nevertheless, the (surprising!) technical connections between these definitions have enabled substantial
progress on the fundamental questions in their respective areas. For example, it was exactly the adaptive
generalization guarantees of differential privacy that kickstarted the framework of adaptive data analysis
from [DFH " 15b]; the definition of max-information was subsequently introduced [DFH" 15a] to unify ex-
isting analyses based on differential privacy and description length bounds. As another illustration, variants
of replicability were introduced in [BLM20, GGKM21, GKM21] for purely technical reasons, as it was
observed that such algorithms could be immediately used to construct differentially private ones. This con-
nection was essential in proving the characterization of private PAC learnability in terms of the Littlestone
dimension from online learning [ALMM 19, BLM?20]. In fact, this characterization shows, that, in principle
a private PAC learner using n samples can be converted to a replicable PAC learner using a number of sam-
ples that is an exponential tower of height n, but it is non-constructive and does not suggest what such a
learner looks like in general.



1.1 Our Main Results
1.1.1 Equivalences

Our main result is a complete characterization of the relationships between these quantities. We prove that
all four central stability notions — replicability, differential privacy, perfect generalization, and bounded
max-information w.r.t. product distributions — are equivalent to one another via constructive conversions
that incur at most a near-quadratic overhead in sample complexity.

Our equivalences apply to an abstract and broad class of statistical tasks that capture learning from i.i.d.
samples from a population. An instance of such a task is obtained by considering a distribution D from
a pre-specified family of distributions. Given i.i.d. samples from D, the goal of a learning algorithm is
to produce an outcome that is “good” for D with high probability. This formulation of a statistical task
captures problems such as PAC learning, where a sample from D is a pair (x, f(x)) € X x {0,1} where z
is drawn from an arbitrary marginal distribution over X, and f is an arbitrary function from a fixed concept
class H. A “good” outcome for such a distribution D is a hypothesis h : X — {0, 1} that well-approximates
f on D. Many other objectives such as regression, distribution parameter estimation, distribution learning,
hypothesis testing, and confidence interval construction can be naturally framed as statistical tasks. (See
Section 6.4 for other examples.)

Figure 1 illustrates the known relationships between the various stability notions that hold with respect
to any statistical task.

n— n - 2800 Thm 3.1 [GKM21]

[ (0.1)-replicability ]- ------------ e -)[ (e, §)-differential privacy]
non by s - BOlylog(1/e.1/0) L e
Thm. 3.17 ! Thm. 3.19 * Cor. 3.13 [RRST16]
oy v
(3,¢,0)-one-way | ( (¢, 6)-max-information
perfect generalization ‘ Lem. 3.14 Lw.r.t. product distributions

Figure 1: The solid arrow from A to B means that every algorithm satisfying A also satisfies B. A dashed
arrow means that for every statistical task, a solution satisfying A can be computationally efficiently trans-
formed into a solution satisfying B with the stated blowup in sample complexity. The thin dotted arrow
means an explicit transformation exists, but is not always computationally efficient, and assumes the out-
come space is finite.

This figure suppresses constant factors everywhere and polynomial factors in J, assumes ¢ is below a suffi-
ciently small constant, and assumes that ¢ is a sufficiently small inverse polynomial in n.

From these equivalences we obtain the following consequences, resolving several open questions.



Sample-efficient replicable algorithms. Any differentially private algorithm solving a statistical task
(with a finite outcome space) can be converted into a replicable algorithm solving the same task with a near-
quadratic blowup in its sample complexity. Thus, the wealth of research on private algorithm design can be
brought to bear on designing replicable algorithms. We illustrate this algorithmic paradigm by describing
new replicable algorithms for some PAC learning, distribution parameter estimation, and distribution testing
problems in Section 6.4.

Equivalence between perfect generalization and differential privacy. For simplicity, the relationships
summarized in Figure 1 are stated in terms of a one-way variant of perfect generalization, where only the
inequality on the right of (1) is required to hold. But the original two-way definition turns out to be statis-
tically equivalent for tasks with a finite outcome space. This is because a one-way perfectly generalizing
algorithm can be converted to a replicable algorithm using Theorem 3.17, and Theorem 3.19 actually yields
the stronger conversion back to a two-way perfectly generalizing algorithm (See Theorem 6.3). Thus, an
(¢, 0)-differentially private algorithm (with a finite outcome space) can be converted to a perfectly generaliz-
ing one solving the same statistical task with a near quadratic blow-up in sample complexity. This resolves
an open question of [CLNT16]. Their work also gave a conversion from perfectly generalizing algorithms
to differentially private ones with no sample complexity overhead, and while their transformation preserves
accuracy for (agnostic) PAC learning, it is not clear how to analyze it for general statistical tasks. Our con-
version from perfect generalization to replicability and then to differential privacy holds for all statistical
tasks with a finite outcome space.

Converting item-level to user-level privacy. Consider a “user-level” learning scenario in which n indi-
viduals each hold m training examples drawn i.i.d. from the same distribution. When is (¢, §)-differentially
private learning possible if we wish to guarantee privacy with respect to changing all of any individ-
ual’s samples at once? Ghazi, Kumar, and Manurangsi [GKM21] showed that this is possible when n >
O(log(1/0)/e) and the task admits a replicable learner. For the special case of PAC learning a concept class
H, they argued that this implies a user-level private learning algorithm whenever H is privately PAC learn-
able with respect to changing a single sample. They posed the open problem of extending this result beyond
PAC learning, e.g., to private regression [JKT20, Gol21]. Our conversion from any differentially private
algorithm to a replicable one implies that such a transformation is possible for any statistical task with a
finite outcome space (Section 6.1). Moreover, one can always take each indvidual’s number of samples m
to be nearly quadratic in the sample complexity of the original item-level private learner.

Amplifying differential privacy parameters. While almost all (g, 0)-differentially private algorithms
enjoy a mild oc log(1/6) dependence in their sample complexity on the parameter ¢, it was not known how
to achieve this universally, say by amplifying large values of ¢ to asymptotically smaller ones. [BLM?20]
showed that for private PAC learning, such amplification is possible in principle, but posed the open question
of giving an explicit amplification algorithm. By converting an (e, §)-differentially private algorithm with
weak parameters to a replicable one, and then back to a differentially private one with strong parameters, we
resolve this question for the general class of statistical tasks with a finite outcome space, and with a much
milder sample complexity blowup (Section 6.2).

Agnostic-to-realizable reductions for distribution-family learning. [HKLM?22] introduced a simple
and flexible framework for converting realizable PAC learners to agnostic learners without relying on uni-
form convergence arguments. The framework applies to diverse settings such as robust learning, fair learn-
ing, partial learning, and (as observed in this work) replicable learning, with differential privacy providing a



notable exception.” While an agnostic-to-realizable reduction for private PAC learning is known [BNS16b,
ABMS20], it relies on uniform convergence and is only known to hold in the distribution-free PAC model.
By converting a realizable private learner to a realizable replicable learner, then to an agnostic replicable
learner, and back to an agnostic private learner, we obtain a reduction that works in the absence of uniform
convergence (Section 6.3). In particular, this reduction applies to the distribution-family learning model,
where one is promised that the marginal distribution on unlabeled examples comes from a pre-specified
family of distributions.

1.1.2 Separating Stability: Computational Barriers and the Complexity of Correlated Sampling

All of the transformations appearing in Figure 1 preserve computational efficiency, with the lone exception
of the transformation from perfectly generalizing algorithms to replicable ones. This transformation makes
use of the technique of correlated sampling from the distribution of outputs of a perfectly generalizing
algorithm A when run on a fixed sample S (elaborated on more in Sections 1.2 and 2.5). This step can
be explicitly implemented via rejection sampling from the output space of A, with the rejection threshold
determined by the probability mass function of A(.S), but in general it is not computationally efficient.

We show that under cryptographic assumptions, this is inherent (Section 4). Specifically, we show that
under standard assumptions in public-key cryptography, there exists a statistical task that admits an efficient
differentially private algorithm, but does not have any efficient replicable algorithm. The task is defined in
terms of a public-key encryption scheme with the following rerandomizability property: Given a ciphertext
Enc(pk, b), there is an efficient algorithm producing a uniformly random encryption of b. Fixing such a
rerandomizable PKE, the statistical task is as follows. Given a dataset consisting of random encryptions of
the form Enc(pk, b) where pk is a fixed public key and b € {0, 1} is a fixed bit, output any encryption of b.

One can solve this problem differentially privately, essentially by choosing a random ciphertext from
the input dataset and rerandomizing it. On the other hand, there is no efficient replicable algorithm for this
task. If there were, then one could use the public key to produce many encryptions of 0 and 1 and run the
replicable algorithm on the results to produce canonical ciphertexts ¢y and ¢, respectively. Then, given an
unknown ciphertext, one could repeatedly rerandomize it, run the replicable algorithm on the results, and
compare the answer to ¢y and to ¢; to identify the underlying plaintext.

We also show that cryptographic assumptions are necessary even to separate replicability from perfect
generalization. Recalling again that the bottleneck in computationally equating the two notions is in imple-
menting correlated sampling, we show in Section 4.2 that if one-way functions do not exist, then correlated
sampling is always tractable. In addition to addressing a natural question about the complexity of correlated
sampling, this shows that function inversion enables an efficient transformation from perfectly generalizing
algorithms into replicable ones. (See Section 2.5 for more discussion.)

1.1.3 Separating Stability: Statistical Barriers

Our equivalences show that the sample complexities of perfectly generalizing and replicable learning are
essentially equivalent. Moreover: (1) An approximate-DP algorithm can be converted to a perfectly general-
izing/replicable algorithm with near-quadratic blowup; and (2) A perfectly generalizing/replicable algorithm
can be converted to an approximate-DP one using roughly the same number of samples. We prove that both
of these conversions are optimal by showing:

1. Quadratic separations between differential privacy and perfect generalization/replicability. We
first consider the problem of estimating the parameters of a product of d Bernoulli distributions. By

2We note the technique we introduce to adapt [HKLM22] to the replicable setting has no clear translation to the private setting.



simply taking the empirical mean of an input dataset, this problem can be solved using O(logd)
without any stability constraints. However, with differential privacy, it is known that é(\/&) samples
are necessary and sufficient. By adapting the “fingerprinting” method underlying these privacy lower
bounds [BUV 18, DSS ™15, BSU19] to perfect generalization, we prove that any perfectly generalizing
or replicable algorithm for this problem requires Q(d) samples (Section 5.1).

By reducing from a variant of this one-way marginals problem, we also show a general lower bound
for replicable agnostic learning. Namely, we show that every concept class H requires Q(VC’ (H)?)
samples. For concept classes of maximal VC dimension VC(H) = log | H|, this too gives a quadratic
separation between replicable learning and both private and unconstrained learning (Section 5.2).

2. No separation between differential privacy and perfect generalization/replicability. Comple-
menting our lower bounds, we also show that every finite class H can be replicably PAC learned
(in the realizable setting) to error o with sample complexity OH(l/a) (Section 5.3). Up to logarith-
mic factors, this matches the learning rate achievable for both unconstrained and differentially private
learning. Our learner works by selecting a random threshold v, and selecting a random concept from
H whose error with respect to the sample is at most v. A more involved random thresholding strategy
also yields an agnostic learner with sample complexity O u(1/a?).

1.2 Overview of Proofs of Equivalences

Perfect generalization is equivalent to replicability. Recall that an algorithm is replicable if it is likely to
produce exactly the same output when run on two independent samples from any given population. Replica-
bility appears to be a dramatic strengthening of perfect generalization, which only requires the distributions
of A(S) and A(S’) to be statistically close. Nevertheless, we prove that perfectly generalizing algorithms
can always be converted to replicable ones whenever the output space ) is finite (Theorem 3.17). This
can be done via a primitive called correlated sampling (See Section 2.5). A correlated sampling algorithm
for a class of distributions P = {P} is a procedure C'S(P,r) such that 1) C'S(P,r) produces a sample
distributed according to P when provided a uniformly random input r, and 2) Whenever P, () € P satisfy
drv (P, Q) < n, wehave Pr[CS(P,r) = CS(Q,r)] = 1— O(n). That is, applying correlated sampling to
two similar distributions results in the same output with high probability — exactly what is needed for replica-
bility. We actually prove a stronger theorem, showing that the larger class of one-way perfectly generalizing
algorithms (where only the right-hand inequality in 1 holds) are replicable via correlated sampling.

Conversely, we show how to convert replicable algorithms to perfectly generalizing ones (Theorem 3.19).
While a p-replicable algorithm is automatically also a (8 = O(p),e = 0,0 = O(p))-perfectly generalizing
one, these parameters are too weak for applications where one wants to take 3, ¢ to be inverse polynomial
in the dataset size n (e.g., to prove the lower bounds in Section 5). To obtain a perfectly generalizing
algorithm with stronger parameters, we repeatedly run the replicable algorithm using & = O(log(1/9))
different sequences of coin tosses 71, . .., 'y, and using O(l /€?) independent samples for each sequence of
coin tosses. Using the exponential mechanism from differential privacy [MTO07], we select an outcome y;
that appears approximately the most frequently amongst these repetitions in a manner that ensures (8 =
d,e,d)-perfect generalization. This strategy allows us to obtain inverse polynomial 3, parameters with
only a logarithmic multiplicative overhead in the number of samples.

Bounded max-information implies perfect generalization. In Lemma 3.14, we show that bounded max-
information implies one-way perfect generalization with similar parameters. Namely, if an algorithm A has
(e, §)-max-information with respect to product distributions, then it is also (v/§, 2¢, /9)-one-way perfectly
generalizing. The idea is to take the simulator distribution Simp to be the distribution of A(S’), where
the randomness is taken over both the coin tosses of A and the randomness of a sample S’ ~ D. A similar



argument is implicit in [BF16, Proof of Lemma 4.5]. Then by combining Theorems 3.17 and 3.19, it follows
that bounded max-information also implies perfect generalization for finite outcome spaces (Theorem 6.3).

Replicability implies differential privacy. In Theorem 3.1 we show that replicability implies differential
privacy. Given a replicable algorithm, one can run it & = O(log(1/4)/<) times using the same sequence
of coin tosses, but on independent samples, producing outcomes ¥1,...,y,. Replicability ensures that
most of these outcomes are the same with high probability, and so this common outcome can be selected
in a standard differentially private way. This argument appears in the differential privacy literature as a
conversion from “globally stable” and “pseudo-globally stable” learners to private ones [BLM20, GGKM?21,
GKM21]. Our presentation of Theorem 3.1 includes an additional amplification step that avoids union
bounding over correctness, making the conversion suitable for a broader range of parameters.

Differential privacy implies bounded max-information. The final conversion in Figure 1 is from dif-
ferentially private algorithms to algorithms with bounded max-information. This argument is implicit in
[RRST16] and we show how it follows from their work here (Corollaries 3.12 and 3.13).

1.3 Further Discussion of Related Work

Several elements of our approach were inspired by Ghazi, Kumar, and Manurangsi’s study of the relationship
between user-level and item-level differentially private learning [GKM21]. They introduced a notion of
“pseudo-global stability” that is essentially the same as replicability, and showed that it implies differential
privacy. Correlated sampling also played a crucial role in their work by allowing individuals to use shared
randomness to reach consensus on a learned hypothesis. In fact, it provided a key step in their conversion
from “list globally stable” algorithms [GGKM?21] (learning algorithms that output a short list of hypotheses,
one of which is almost guaranteed to be canonical for the given distribution) to pseudo-globally stable ones.

Stability in learning has a long history as a tool for ensuring generalization. Early work [RW7S,
DW79, BE02, SSSSS10] showed that the stability of a learning algorithm with respect to a specific loss
function could ensure strong generalization guarantees with respect to that loss. A more recent litera-
ture has focused on stability notions that are not tied to a specific loss, and which ideally are robust
under post-processing and adaptive composition. This includes understanding the generalization guaran-
tees of differential privacy [DFH™*15a, DFH*15b, BNS*16a, RRST16, RRS"20, ZH19, JLN*20] and
other constraints on the information-theoretic relationship between the input and output of a learning algo-
rithm [RZ16, BMN*18, XR17, RRT' 16, LS19, SZ20]. A related line of work [CLN' 16, BF16, NSS*18]
considers more “semantic” notions of stability, defining it in terms of the difficulty of inferring properties
specific to the sample rather than of the underlying distribution. Perfect generalization, one of the main
definitions we study in this work, was introduced by [CLN" 16] and is a special case of rypical stability that
was introduced in independent work of Bassily and Freund [BF16].

Independent of this work, [KKMV23] study similar relationships between notions of stability. They
focus on the PAC-learning setting, where they show a statistical equivalence between differential privacy,
replicability, and a notion called “TV-indistinguishability” which can be thought of as a special case of
perfect generalization with € = 0. To clarify the differences between our work and [KKMV23], first recall
how we obtain replicability from differential privacy:

* First, we exploit existing connections between privacy and bounded max-information from [RRST16]
to obtain an algorithm with bounded max-information from a differentially private one.

* We prove that bounded max-information implies perfect generalization.
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* We then show that we can obtain a replicable algorithm from a perfectly generalizing one by applying
correlated sampling to its distribution over outputs. The relevant output distribution is induced by
fixing an input sample of the perfectly generalizing algorithm and redrawing its internal randomness.

Recall that the correlated sampling procedure may not be efficient, and that we assume the output domain
of the differentially private algorithm is finite.

The work of [KKMV?23] follows a different approach. First, they start from a differentially private
PAC learner, rather than a differentially private algorithm for a general statistical task, and factor through
TV-indistinguishability and Littlestone dimension. More specifically:

* They first observe a similar equivalence of TV-indistinguishability and replicability for general statis-
tical tasks.

* They then show that a private PAC learner implies the existence of a TV-indistinguishable learner,
leveraging results from [ALMMI19] showing that private PAC learning implies finite Littlestone di-
mension, and results from [GKM21, GGKM?21] showing that finite Littestone dimension implies list
global-stability.

Our approach gives us a constructive procedure for converting a private algorithm for a general statistical
task into a replicable algorithm, so long as the private algorithm has finite range. Our transformations induce
a modest sample complexity increase, resulting in a replicable algorithm with sample complexity n?, given
a private learner with sample complexity n. By contrast, the results of [KKMV23], while non-constructive,
apply to countably infinite domains (and therefore to some uncountably infinite ranges). However, their
results go through Littlestone dimension, which may be an exponential tower in n, and so they obtain
sample complexity bounds which are an exponential tower in n as well.

1.4 Open Problems

We highlight several directions and open problems for future work.

1. Is a transformation from (one-way) perfectly generalizing algorithms to replicable algorithms possi-
ble for infinite output spaces in general? While correlated sampling introduces no sample complexity
overhead in terms of the output space, it is only known to be possible when the output space is
finite or the class of distributions to be sampled from is structured. (E.g., the distributions in the
class all have uniformly bounded Radon-Nikodym derivative with respect to some fixed base mea-
sure).? In independent work, [KKMV23] make progress towards this goal by giving a transformation
from TV-indistinguishability to replicability when there are only countably many options for the TV-
indistinguishable algorithm {A(S)}sexn. It follows from Lemma 3.8 that (53, ¢, 0)-one-way perfect
generalization implies (4¢ + 26 + 23)-TV indistinguishability, and so the result of [KKMV23] gives
the following corollary.

Corollary 14. Fixn € N, 5,e,0 € (0,1]. Let X be a countable domain and A : X" — )
be a (B,¢e,d)-one-way perfectly generalizing algorithm for a statistical task. Then there exists an

algorithm A" : X" — )Y that is (%’)p)-replicable for p = 4e + 2§ + 20, and for all S € X",
A(S) = A'(S).

3Formally, such a case would fall into a restricted notion of correlated sampling over a subset of distributions, similar to the
multiple coupling of [AS19].
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Whether a transformation exists for general measure spaces remains open.* In Section 6.3.1 we dis-
cuss the list heavy-hitters problem that may be a candidate for separating perfect generalization from
replicability over infinite output spaces.

2. What are the minimal cryptographic assumptions under which a computational separation between
replicability and differential privacy exists? Our results in Section 4 show that one-way functions are
necessary, while public-key assumptions are sufficient.

3. [ILPS22, Lemma A.7] showed that replicable algorithms compose adaptively. That is, a sequence
of k adaptively chosen p-replicable algorithms yields a transcript that is O(kp)-replicable. One way
to interpret this result is as follows: Given a sequence of & analyses that are each (0.01)-replicable
using a sample of size n, one can amplify their individual replicability parameters to O(1/k) at the
expense of increasing their sample complexity to O(k?n). This yields a (0.01)-replicable algorithm
for performing all & analyses at a sample cost of O(k?n).

Our conversions between replicability and differential privacy yield a different tradeoff, at least for
simulating non-adaptive composition. Given k analyses that are each (0.01)-replicable using a sam-
ple of size n, one can convert them to O(l/ \/E)-differentially private algorithms each using a sam-
ple of size O(vkn). “Advanced” composition of differential privacy [DRV10] yields an (0.01, §)-
differentially private algorithm using ON(\/En) samples, which can then be turned back into a (0.01)-
replicable algorithm using O(kn?) samples.

What is the optimal sample cost for conducting, or at least statistically simulating, the (adaptive)
composition of & replicable algorithms? Is it possible to do so at a cost of O(kn) samples?

4. In Section 5.3, we give a direct replicable algorithm for the task of realizable PAC learning of finite
classes with sample cost inverse linear in the accuracy parameter .. (As opposed to inverse quadratic,
which is what applying the reduction from replicability to approximate DP gives — see Theorem 6.13
and the following discussion.) Are there other natural problems for which there are (perhaps more
dramatic) separations between what’s achievable via directly constructing a replicable algorithm for
a task, and what’s achievable using our reduction to approximate DP? For example, can discrete
distributions over [k] be replicably estimated using O (k) samples (as opposed to quadratic in &, which
is what is obtained through our reduction)? Can the mean of a d-variate Gaussian with unknown
covariance be estimated directly using O(d) samples (as opposed to quadratic in d, which is what is
obtained through our reduction)? Even more ambitiously, is it possible to characterize the types of
problems for which our reduction from replicability to approximate DP gives tight bounds?

5. To what extent is replicability preserved under distributional shift? In Appendix C, we give a simple
argument showing that a p-replicable algorithm is p(1 — §)?™-replicable across two close distribu-
tions. Are there tighter replicability and non-replicability bounds for specific families of distributions,
problems, and algorithms under distributional shifts?

2 Preliminaries

We start by formally defining a statistical task.

Definition 2.1. A statistical task with data domain X and output space Y is a set of pairs T = {(D,Gp)},
where D is a distribution over X and Gp S Y is a “good” set of outputs for distribution D. A randomized

“We note that in the PAC-setting one can resolve this issue via factoring through Littlestone Dimension and [ILPS22]’s heavy-
hitters, but this results in tower sample complexity.
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algorithm A solves statistical task T using m samples and with failure probability (3 if for every (D,Gp) €
T,
Prg.pm A[A(S)eGpl=1—5.

2.1 Notions of Distributional Closeness
We recall the definition of total variation distance, that will be crucial in this work.

Definition 2.2 (Total Variation Distance). Let P and () be probability distributions over some domain S.
Then
dryv(P,Q) := sup |Prp[E]| — Prg[E]|.
EcS
We also define the notion of (e, §)-indistinguishability, the notion of closeness that is used in differential
privacy.

Definition 2.3 ((¢, §)-indistinguishability). Let P and Q) be probability distributions over some domain Y.
Then, we say that P is (¢, 0)-indistinguishable from Q) (denoted as P ~. 5 Q) if for all O < Y,

e ‘[Prp[O] — 8] < Prg[O] < ePrp[O] + 6.

We will frequently talk about random variables being (e, §)-indistinguishable, which means that their
distributions are (e, §)-indistinguishable.

2.2 Differential Privacy

We say that two datasets S, S’ € X™ are neighboring if they differ for the data of one individual, i.e., their
Hamming distance is one. Differential privacy is formulated as a notion of indistinguishability between the
results of an algorithm when run on neighboring datasets.

Definition 2.4 (Differential Privacy [DMNS16]). A randomized algorithm A : X" — Y is said to be
(e, 0)-differentially private if for every pair of neighboring datasets S, S’ € X™, we have that for all subsets
0c),

Pr[A(S) € O] < e - Pr[A(S") € O] + 4.

That is, we have A(S) ~. 5 A(S") for all neighboring S, S'.

One important property of differential privacy is that it is closed under post-processing by arbitrary
functions.

Lemma 2.5 (Post-Processing [DMNS16]). If A : X — Y is (g, 0)-differentially private, and B : Y — Z
is any randomized function, then the algorithm B o A is (g, §)-differentially private.

Differential privacy can be achieved by adding some carefully chosen noise to a function and calibrating
the noise to the sensitivity of the function: a measure of how different can the results of the function be
when run on adjacent datasets.

Definition 2.6 (¢;-Sensitivity). Let f : X™ — R< be a function. Its {1-sensitivity is

Ay = glélfgién 1f(S) = £(S)]a-
S,S;neighbors

There are many techniques that can be used to design differentially private algorithms. One important
technique that we will use in some of our applications is the exponential mechanism.
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Lemma 2.7 (Exponential Mechanism [MTO07]). Let L be a set of outputs and g : L x X" — R be a function
that measures the quality of each output on a dataset. Assume that for every m € L, the function g(m,.) has
{1-sensitivity at most A. Then, for all € > 0, there exists an (g,0)-DP mechanism that, on input S € X™,
outputs an element m € L such that, for all a > 0, we have

In|L|+a

P i, S) — S)=2A— | <
r[gg[aﬁg(% ) —g(m, S) 6 e

Standard (¢, §)-differential privacy automatically protects the privacy of groups of individuals.

Lemma 2.8 (Group Privacy [DMNS16)). Let k € N* and let A : X™ — Y be an (£,6)-DP algorithm.
Then for all datasets S, S’ € X™ such that |S — S'|o < k,

A(S) ey A(S).

m
ke, 0=

Another property of differential privacy that we will use in many of our algorithms is privacy amplifica-
tion by subsampling. This says that we can have a stronger privacy protection when we run a differentially
private algorithm on a subsample of a dataset.

Lemma 2.9 (Secrecy of the sample, [KLN11, BBG18]). Ler A : X™ — Y be an (e, 9)-differentially
private algorithm. Consider the algorithm A’ : X™ — Y that, given a dataset of size m, randomly samples
n items without replacement and runs A on the resulting subsample. Then A’ is (€', 0")-differentially private
for

r_ M r_ ]
E—m(e 1), o 0.

n
m
2.3 Replicability

Replicability is a strong stability property for randomized algorithms, requiring that the algorithm produce
the exact same output with high probability when invoked on two i.i.d. samples from the same distribution,
so long as the internal randomness is held fixed. We recall the definition of replicability given in [ILPS22].

Definition 2.10 ([ILPS22]). Let D be a distribution over domain X. Let A be a randomized algorithm that
takes as input samples from D. We say that A is p-reproducible if

Prg g, [A(Sir) = A(S"s7)] = 1 - p,
where S, S’ are sets of samples drawn i.i.d. from D and r represents the internal randomness of A.

We will sometimes use the alternative 2-parameter definition of replicability defined in [ILPS22]. Here
we assume that the auxiliary inputs described in their original definition are empty.’

Definition 2.11 ([ILPS22]). Let A(S;r) be an algorithm operating on a sample set S € X™ and internal
coins r. We say that coin tosses r are n-good for A on distribution D if there exists a “canonical output” z,
such that Prg.pn|A(S;7) = 2] = 1 —n. We say that A is (n,v)-replicable if, for every distribution D,
with probability at least 1 — v, the coin tosses v are n-good on distribution D.

[ILPS22] observed that the two parameter and the original single parameter definition (Definition 1.1)
are essentially equivalent:

Claim 2.12 ([ILPS22]). Forevery0 < p <wv < 1,

3See Section 2.5 for an explanation of our renaming of this definition to “replicable.”
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1. Every p-replicable algorithm is also (p/v,v)-replicable.
2. Every (p,v)-replicable algorithm is also p + 2v-replicable.

It was proved in [ILPS22] that we can amplify the replicability parameter at an inverse quadratic cost in
the desired replicability parameter. We state a version of this theorem with slightly different constants.

Lemma 2.13 (Amplification of Replicability, Theorem A.3, [ILPS22]). Let 0 < n,v, 8 < % and m > 0.
Let A be an (n, v)-replicable algorithm for distribution D with sample complexity m and failure probability
B. If p >0, and v + p < 0.25, there exists a p-replicable algorithm A’ for D with sample complexity
m' = O(m(log1/6)3/p*(1/2 — n)?) and failure probability at most 4(3 + p).

2.4 PAC-Learning

We start by defining PAC Learning, which is a canonical definition of supervised learning proposed by
Valiant [Val84] and Vapnik and Chervonenkis [VC74]. We first consider the realizable setting.

Definition 2.14 (Realizable PAC learning, [Val84, VC74]). A learning problem is defined by a hypothesis
class H. For any distribution D over the input space X, consider m independent draws x1,x2, - - - Ty, from
distribution P. A labeled sample of size m is the set {(x1, f(x1)), (x2, f(z2)), -, (Tm, f(zm))} where
f € H. We say an algorithm A is an («, 3)-accurate PAC learner for the hypothesis class H if for all
functions f € H and for all distributions D over the input space, A on being given a labeled sample of size
m drawn from D and labeled by f, outputs a hypothesis h such that with probability greater than or equal
to 1 — (B over the randomness of the sample and the algorithm,

Pryeplh(x) # f(2)] < a.

We also consider a variant called agnostic PAC learning, where the labels of the input dataset can be
noisy.

Definition 2.15 (Agnostic PAC learning, [Hau92, VC74]). A learning problem is defined by a hypothesis
class H. We say an algorithm A is an («, )-accurate PAC learner for the hypothesis class H if for all
distributions D over input, output pairs, A on being given a sample of size m drawn i.i.d. from D outputs
a hypothesis h such that with probability greater than or equal to 1 — (8 over the randomness of the sample
and the algorithm,
errp(h) < inf errp(f) + a.
feH

where errp(h) = Pr(, )eplh(x) # yl. In this context, we will sometimes refer to PAC-learning as the
realizable setting.

We will need uniform convergence for several of our results.

Theorem 2.16 (Uniform Convergence, e.g., [ BEHWS89)). Let H be a binary class of functions with domain
X. Let its VC dimension be d. Then, for any distribution D over X, for all m > 0,

1[h.(x;) = 1] = Pryplh.(z) = 1]
i=1

Prxlwwxm’”D Sup
h,eH
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2.5 Correlated Sampling

In the correlated sampling problem, two (or more) players are given probability distributions P, Q over the
same finite set, and with access to shared randomness. The players (without communicating) want to sample
from their respective distributions, while minimizing the probability that their outputs disagree.

More formally, let Y = {0, 1}, and for a set €2, 2€ denotes the set of all functions from 2 to Y, and
Aq denotes the set of all sampleable distributions on 2. For two distributions P, Q over €2, let dry (P, Q)
denote the total variational distance between P and O.

Definition 2.17. (Correlated Sampling) A correlated sampling strategy for a finite set ) with error ¢ :
[0,1] — [0, 1] is an algorithm C'S : Aq x R’ and a distribution R’ on random strings such that:

* (Marginal Correctness) For all P € Aq and w € Q, Pr. g/ [CS(P,r') = w] = P(w).
e (Error Guarantee) For all P, Q € Aq, Pr.. .z [CS(P,r") # CS(Q,r")] < e(drv (P, Q))

Several independent papers [KT02, Hol09, Bro97] give correlated sampling strategies over finite sets,
with €(0) = %. These algorithms use consistent sampling strategies, which are also used in several other
contexts such as sketching algorithms, approximation algorithms, and parallel repetition theorems. However,
despite the many uses of correlated sampling, some basic questions remain open. Notably, it is not known
whether or not correlated sampling is possible for infinite domains, or whether correlated sampling can be
made efficient. (All known algorithms run in exponential-time in the worst-case.) For a nice discussion as
well as new results on the optimality of these constructions see [BGH™ 16]. In Section 3.3, we give another
application of correlated sampling, showing how any perfectly generalizing algorithm can be transformed
into a replicable one, via correlated sampling. As noted in the introduction, this is the only implication that
does not preserve computational efficiency, due to the inefficiency of the correlated sampling strategy.

In Section 4.1, we prove that this is inherent: under standard cryptographic assumptions any such trans-
formation is intractable, and therefore under the same cryptographic assumption, correlated sampling is
intractable. Moreover, we show in Section 4.2 that some assumption is necessary: if one-way functions do
not exist (that is, all poly-time computable functions can be efficiently inverted), we show that this implies
a polynomial-time algorithm for correlated sampling.

2.6 Terminology: “Reproducibility” and “Replicability”

[ILPS22] introduced a mathematical definition referring to a particular stability notion of a randomized
learning algorithm which they originally called “reproducibility” (reproducible algorithms). In this paper,
we use the term “replicability” (replicable algorithms) to refer to the same mathematical definition.

This terminology choice is more in line with the most current Association for Computing Machinery
(ACM) guidance regarding artifact review and badging [Ass20], version 1.1, updated on August 24, 2020.
This update changed the ACM’s definitons of the terms “reproducible” and “replicable” to be more agreeable
with the terminology currently used by the National Academies of Sciences, Engineering and Medicine (see
Chapter 3: Understanding Reproducibility and Replicability, page 46, in [Nat19]).

According to both the ACM’s and National Academies’ current definitions, “reproducibility” refers to
the ability of a second experimental group to obtain similar results using the same input data. Meanwhile,
“replicability” refers to the ability of a second experimental group to obtain similar results using input data
and methods that may be different than those used by the original experimental group.

The mathematical definition introduced in [ILPS22] is a guarantee that, with high probability, two exe-
cutions of the same algorithm with the same randomness and different sample sets will produce the same
answer. Since this guarantee is over different sample sets, the mathematical definition does not fit the “same
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input data” condition in the above definitions of reproducibility. Instead, the mathematical definition is a spe-
cific type of replicability — if the second experimental group runs the same algorithm with the same random
string (but on a new sample), the two groups’ results are guaranteed to be identical with high probability.

3 Equating Stability: Differential Privacy, Perfect Generalization, and Repli-
cability

3.1 Replicability implies Approximate-DP

In [GKM21], the authors show a sample-efficient reduction from differentially private PAC learning to repli-
cable PAC learning. In this section, we show their technique generalizes to arbitrary statistical problems.®

Recall the definition of a statistical task in Definition 2.1. We will show that any statistical task with
a “good” replicable learner can also be solved privately, without substantial blowup in runtime or sample
complexity.

Theorem 3.1 (Replicability — DP). Let T be a statistical problem. For all 5§ > 0, if there is a 0.01-
replicable algorithm solving T using ngr samples and with failure probability 3, then for any 0 < £,0 < 1

there is an (g, 8)-DP algorithm for T using npp samples with failure probability O (6 log %) where

log 6~ log 1
€

npp(€,0,8) <ngr-O < + log” ﬁl)

This conversion relies on the following private algorithm for selecting an approximate mode.

Theorem 3.2 (DP Selection [KKMNQ09, BNS16¢c, BDRS18]). There exists some ¢ > 0 such that for every
€,0 > 0and m € N, there is an (g,9)-DP algorithm that on input S € X™, outputs with probability 1

clog 6!

an element x € X that occurs in S at most fewer times than the true mode of S. Moreover, the

algorithm runs in poly(m,log(|X|)) time.

The idea, as in [GKM?21], is to use replicablity to construct a sample over the output space where some
correct solution appears many times. In particular, given a replicable algorithm A on n samples, consider
the following simple procedure adapted from [GKM21]: partition a larger data set, run A on each part, and

The argument remains similar to [GKM21], but requires a few changes to avoid union bounding over failure probability which
can be costly in settings beyond PAC learning.
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privately output a commonly repeated element.

Algorithm 1: DP-to-Replicability Reduction
Result: Privately ouputs solution to (X, R)

Input: Statistical Problem (X', R). Distribution D over X', Replicable algorithm .4 on n samples
Parameters:

* Privacy and Correctness 3,£,9 > 0

* Seed Number k; = O(log 5—1)
¢ Partition Number ko = O (% + log 5—1) -k

Algorithm:

ko n

1. Forevery j € [k1] and i € [$2] sample 5 ; ~ X
2. Sample k; random strings {r;}.

3. Lety; j = A(Si ;7).

4. Run (g, 0)-DP Selection on {y; ;} and denote the output by y*.

return y*

Recalling the two-parameter definition of replicability (2.11 and 2.12), since our subroutine is 0.01-
replicable and [-correct, it is also (0.1, 0.1)-replicable and 3 correct. Therefore, the proof of Theorem 3.1
is an immediate consequence of the following proposition.

Proposition 3.3. For all sufficiently small B,¢,6 > 0, if Ais (0.1,0.1)-replicable and has failure probability
B, then Algorithm 1 is (e, §)-private and has failure probability O(flog 1/3).

Proof. Privacy is essentially immediate from DP Selection. This follows because the input to selection
based on a neighboring input database 7" differs in at most one of the {y;} (as we’ve partitioned the sample
disjointly). Thus the reduction automatically inherits (¢, §)-privacy from DP Selection. The main interest in
the reduction, then, is maintaining correctness which we argue next. The proof breaks into two parts:

1. With probability 1 — 3/2, some y* € {y;} appears at least t; = 2¢ (% + log 5_1) times.

2. With probability 1 — $log 1/f, any element appearing at least to = ¢ (% + log B*1> times is
correct.

The result then follows from observing that by a union bound both conditions hold with probability at least
1 — O(Blog 1/p), and conditioned on this fact DP-Selection always outputs an element that occurs at least
t1 — c% = to times (which is then guaranteed to be correct).

It remains to prove the claims. For the first, note that since A is (0.1, 0.1)-replicable, there exists some
.1-good random string 7* € {r;} with probability at least 1 — /4. By a Chernoff bound, the probability
that the canonical element corresponding to r* appears fewer than ¢, times is at most 3/4, which proves the
claim (for a large enough choice of ks).

Finally, we argue any common element is correct. Since A is a S-correct algorithm, in expectation, the
number of incorrect outputs is Sks. Hence, by Markov’s inequality, the probability that there are more than
b= O(logk#) incorrect outputs is at most 3 log 1/3. For small enough choice of constant in the correctness
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of our replicable algorithm,” we can make b < to, so no element appearing at least ¢, times can be incorrect
as desired.
O

3.2 Approximate-DP Implies One-Way Perfect Generalization
3.2.1 Preliminaries about Perfect Generalization

Perfect generalization (Definition 1.2) is a notion of stability that captures the idea (like differential privacy)
that an algorithm .4 does not depend on its input samples too much.

We also consider the following “two-sample” version of this definition. This is frequently easier to work
with for symmetry reasons.

Definition 3.4. An algorithm A : X™ — Y is said to be (53, ¢, 0)-sample perfectly generalizing, if for every
distribution D over X, with probability at least 1 — 3 over the draw of two i.i.d. samples S1,S2 ~ D™,
A(Sl) %575 A(Sg)

Cummings et al. [CLN*16] prove the following lemma relating perfect generalization to sample perfect
generalization.

Lemma 3.5 ((CLN"16)). If algorithm A : X™ — Y is (83,¢,08)-perfectly generalizing, then it is also
(B, 2¢,30)-sample-perfectly generalizing.

We can also prove a partial converse to this result; this will be frequently useful since it allows us to
prove sample perfect generalization and invoke this result to get perfect generalization.

Lemma 3.6. Fix 3,¢,0 € (0,1]. If algorithm A : X™ — Y is ((,¢,0)-sample perfectly generalizing, then
it is also (v/B,,8 + +/B)-perfectly generalizing.

Proof. Since A is (8, ¢, d)-sample PG, we have that for any distribution D over X, with probability at least
1 — /3 over the draw of two i.i.d. datasets S, S2 ~ D™, we have that A(S1) ~. s A(S2). This guarantees
by the reverse Markov inequality that for d = 1 — /3,

Eg, [Prs,(A(S1) ~c5 A(S2))] =1 -8 =
1-8-d
1—-d

Prs, [Prs,(A(S1) ~c 5 A(S2)) =1 — /8] =1 /8.

Prg, [Prg, (A(S1) R § A(S2)) = d] =

Now, set Simp to be the distribution of .4(S2) where the randomness of the distribution is taken over both
the randomness of the algorithm and the dataset.

For any fixed dataset 1, let G's, be the set of datasets Sy such that A(S1) ~. 5 A(S2).

Then, we get that with probability at least 1 — /3 over the draw of Sy, forany O € Y,

< e“Pr4[A(S1) € O] + 6 ++/B.

"Note this choice can be taken universally with respect to all parameters and the statistical problem itself.
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Similarly, we can also argue that

Prgim,[O] = Prg, 4[A(S2) € O]
= Prg, 4 [A(S2) € O | Sy € Gg,|Pr[Sy € Gg, | + Prg,, A[A(S2) € O | Sy ¢ Gg, |Pr[Ss ¢ Gg, |

== Prs, a[A(S2)] € O] Sz € G, )(1 - V/B)
> e (PralA(S1) € 0] = 6) (1 - V/B)
>e° <PrA(A(Sl c0]-6-+/8 )
Hence, with probability at least 1 — 4/ over the draw of S7,
Simp ~e s A(S).
O

We also define a notion of “one-sided” perfect generalization which only requires the probability of
events under A(S) not to increase too much relative to their probability under the simulator distribution
Simp. This new definition will be crucial to show the equivalence between replicability and perfect gener-
alization, as well as for some of our applications.

Definition 3.7 (One-way perfect generalization). An algorithm A : X™ — Y is said to be (B, €, 0)-one-way
perfectly generalizing if for every distribution D over X, there exists a distribution Simp such that with
probability at least 1 — 3 over the draw of an i.i.d. sample S ~ D™, for every output set O < Y we have
that

Pr[A(S) € O] < €*Prgim, [O] + 0.

Next, we prove a simple lemma relating the parameters achievable with perfect generalization.

Lemma 3.8. Fixm € N, 5,e,0 € (0,1]. Let A: X™ — Y be a (8,¢,))-one-way perfectly generalizing
algorithm. Then, Ais also (3,0, 2¢ + §)-perfectly generalizing.

Proof. By the definition of one-way perfect generalization, we have that for all distributions D over X, there
exists a distribution Sim p, such that with probability 1 — 5 over the draw of .S, for all O < ),

Pr4[A(S) € O] < e®Prgjp,,[O] + 4.
Using the fact that for e < 1, e® < 1 4 2¢, we get that
Pr4[A(S) € O] < Prgim, [O](1 + 2¢) + 4,

which gives us that
Pr4[A(S) € O] < Prgim,,[O] + 2¢ + 6.

Now, since this works for any set O, consider applying it to O°. Then, we get that
Pr4[A(S) € O°] < Prgjm,[O°] +2¢ + 4,

which implies (by writing Pr 4[.A(S) € O°] = 1 — Pr4[A(S) € O] and likewise for Simp and doing
some algebraic manipulation) that

Prgim, [O] < Pra[A(S) € O] + 2¢ + 6.

Hence, the lemma is proved. U
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[CLNT16] also proved a strong relationship between (e, 0)-differential privacy and perfect generaliza-
tion. Specifically, they proved the following.

Theorem 3.9 ((CLN*16]). If algorithm A : X™ — Y is (¢,0)-differentially private, then for all 3 > 0, it
is (B,e4/2m1n(2|Y|/B),0)-perfectly generalizing.

They left establishing similar relationships between (e, §)-differential privacy and perfect generalization
as an open question. We resolve this question for finite outcome spaces. Our argument is indirect and
involves showing that any approximate differentially private algorithm is one-way perfectly generalizing.
We will later use this to prove that any approximate differentially private algorithm can be compiled into
another algorithm that is perfectly generalizing (under the original definition). We do this through the tool
of max information, that we discuss next.

3.2.2 Preliminaries about Max Information

The notion of max information was formulated in work on the connection between differential privacy and
adaptive data analysis. It quantitatively captures the degree of correlation between two random variables,
by comparing the joint distribution of the random variables to the product measure. Intuitively, if the joint
distribution and the product measure are “close”, then the random variables are not too correlated with each
other.

Definition 3.10 (Based on [DFH " 15a]). The 3-approximate max information between two correlated ran-
dom variables X and Z, denoted Io%(X ,Z), is defined as the minimum (infimum) value k such that for all
output sets O, we have that

Pr(,p)~(x,2)[(a,0) € O] < 2°Pr(, 4 xgz[(a,b) € O] + B 2)
where X & Z represents the product measure of the 2 random variables.

In this paper, we will be concerned about the degree of correlation between a randomly sampled dataset,
and the output of an algorithm run on that dataset. Intuitively, replicability requires that an algorithm’s
output does not depend too much on the specific input sample it gets, so the max information between these
two random variables will be a useful quantity to analyze.

3.2.3 Approximate Differential Privacy to Bounded Max Information

Connections between max information and differential privacy have been previously studied. Rogers, Roth,
Smith and Thakkar [RRST16] give a bound on the max information between an approximate DP algorithms’
outputs and its inputs (Theorem 3.1 in their paper). In fact, they prove the following general statement that
can be seen by examining their proof of Theorem 3.1.

Lemma 3.11 (RRSTI6]). Fixm e N, ¢ € (0,1/2] and 6 € [0,¢/15). Let A : X™ — Y be an (&, 8)-DP
algorithm. Then, for any distribution D over X, if S ~ D™, for all t > 0, I5(S; A(S)) < mv + 6tey/m,

where 8 = e /2 4 cm\/g, andv = C(e% + \/g ) for some sufficiently large constants c, C.
We instantiate this lemma with parameters that are suitable for our application.
Corollary 3.12. Fix m € N, sufficiently small p € (0,1). Lete = —L——§ < inis. Let A: X™ - Y

4/ 8mlog(1/p) )
be an (g, 6)-DP algorithm. Then, for any distribution D over X, if S ~ D™, I%, (S; A(S)) < O(p).
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Proof. Substituting the value of ¢, , and setting ¢ = 4/8log(1/p) in the expression for 4 in Lemma 3.11,

we get
6
8= e—4log(1/p) + Cm\/z2 _ O(pg)'
m

Substituting in the expression for v in Lemma 3.11 gives

2 3 2
V=C<€2+\/§><C<p—+p—>=0<p—>.
€ m o m m

Substituting the values of v, ¢, and ¢ in the upper bound for max information gives
Igj(S;A(S)) < mv + 6tey/m = p? + 6p = O(p).
O
In general, one can convert an (e, 0)-differentially private algorithm with ¢ = O(1) and § = 1/ poly(n)
into a bounded max-information algorithm by first amplifying the privacy parameters:

Corollary 3.13. There are constants c,C' > 0 such that the following holds. Let v > 0. Suppose A : X" —

YV is an (e, d)-differentially private algorithm solving a statistical task up to some failure probability 3 such
that € € (0,1) and § < min{y?/c?, p?/C?}p* /643 (2Cp + +/721log(2/7))*n’. Then there is an algorithm
A+ X™ — Y solving the same statistical task with the same failure probability (3, such that

m = 4e’n? - <E + @)
p? ’

p

and for every distribution D over X, if S ~ D™ we have 1,(S; A(S)) < p. Moreover, the conversion from
A to A’ preserves computational efficiency.

Proof. The algorithm A’ simply samples n items without replacement from S and runs A on the result.
This perfectly preserves correctness with respect to any statistical task. By Lemma 2.9, we have that A’ is
(¢/, &' )-differentially private for

m S Vm N 20 rlse) | m

Note that these parameters ensure that

o’ 0 - ) . 72 p?
— = < -<min{ ——5,—5——5 /.
e ee—1 ¢ 4c2m?2’ AC?2m?

Now set t = 4/21og(2/7) in the statement of Lemma 3.11, which ensures that

2

22 o _ v gl
+omy/— < =+ ——— < 7.
e cm o 5 cm 4c2m2 Y

Then the lemma implies that
5/
I7(S;A(S)) < Cm ((6/)2 + «/§> + 6te’\/m
p p p
< LI .
< Om (35— + 35 +6v/210g(2/7)

72log(2/7)
< p.
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3.2.4 Bounded Max Information to One-Way Perfect Generalization

Next, we prove a key lemma relating bounded max-information to one-way perfect generalization. The ap-
proach we follow is similar to that used to derive relationships between pointwise (&, ¢)-indistinguishability
and (g, 0)-indistinguishability in Lemma 3.3 of [KS14].

Lemma 3.14. Fixme N, k > 0, € (0,1) and B = T 2 —E—. Let A : X™ — Y be an algorithm. Then,

for every distribution D over X and S ~ D", iflg (S; A(S)) < k, then A is (ﬁ, 2k, ﬁ)—one—way perfectly
generalizing.

Proof. The canonical distribution Simp we will consider is the distribution of A(S”), where the randomness
is over both S’ ~ D™, and the internal randomness of A.

We start by defining a set of ‘bad’ outputs for each fixed dataset S, i.e. outputs on which the probability
mass of A(S) is substantially larger than that of the canonical distribution Sim p. Formally, for each dataset
S, let

Bs = {y € ¥ : Pra[A(S) = y] = 2 Prg.pm a[A(S") = y]}.

Next, we define a set of ordered pairs consisting of datasets and their corresponding ‘bad’ outputs.

Formally, let
© = {(S,y) : S € supp(D™),y € Bs}.

Our goal will be to prove that with high probability over a draw of a dataset S, A(S) lands in the bad
set Bg with small probability. This can then be used to establish one-way perfect generalization.

With this in mind, consider the expression Eg[Pr 4[.A(S) € Bs]| = Eg[Pr4[(S,.A(S)) € ©]]. By the
law of total probability, this is equal to Prg..pm 4[(S,.A(S)) € ©]. Using the definition of max-information,
we get that

Prs.pm 4[(5, A(9)) € O] < 2"Prg gropm 4[(S, A(S")) € O] + 5. 3)
Now, analyzing the term Prg o/ pm 4[(S5, A(S")) € ©], we get
Progpmal(S,A(S) €0l = > Pr[S=T]Prg.pm a[A(S) € Br]

Tesupp(D™)

< D> Pr[S=TJ27""Pru[A(S) € Br]
Tesupp(D™)

=272 3 Pr[S=T|Pras.pn[A(S) € Bs| S =T]
Tesupp(D™)

= 272kPI'S~Dm7A[(S,A(S)) € @],

where the first inequality is by the definition of Br and the last equality is by the law of total probability.
Substituting the above in (3), we get that

Prs.pm a[(S, A(S)) € ©] <27 FPrgpm 4[(S, A(S) € O] + .

Rearranging, this gives us that

ES[PrALA(S) € Bs]] = Prs_pr al(S.A(5)) € €] < > = 32 @)
Finally, by Markov’s inequality and the above equation, we can write the following.
~ _ Eg[Pra[A(S)e B .

Prg[Pr4[A(S) € Bs] > 8] < sIPralA(S) € Bsl] _ 5 (5)

5
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This implies that with probability 1 — Bover S ~ D™, Pr4[A(S) ¢ Bs] > 1 — 3. Finally, we can write
with probability 1 — S over S ~ D™, for every O < ),

Pra[A(S) € O] = Pra[A(S) € O | A(S) € Bs|Pr[A(S) € Bg]
+Pry[A(S) € 0, A(S) ¢ Bg]
<18+ Pra[A(S)e0,A(S) ¢ Bs]
< B+ 2%Prgpm a[A(S") € 0, A(S") ¢ By
< B+ 2%Prg.pm 4[A(S) € O].

This completes the proof. O

We note that the above proof sets the failure probability due to data sampling and that due to bad
coins of the algorithm to be the same. Other tradeoffs between these can be obtained by using Markov’s
inequality with different parameters in Equation 5. We chose them to be equal to each other for simplicity
of presentation and because that is the setting of interest in our applications.

Observe that combining Lemma 3.11 and Lemma 3.14 above gives the following connection between
differential privacy and one-way perfect generalization.

Corollary 3.15. Fixm e N, e € (0,1/2] and 6 € [0,e/15). Let A : X™ — Y be an (e, )-DP algorithm.
Then, for sufficiently large constants ¢,C, for all t > 0, A is (',&',0")-one-way perfectly generalizing,

’_ 2 ) ’_ 8 _ 122 )
where e’ = Cm/(e” + \/;) + 6tey/m, and 8" = L5, where B = e 2+ em 2.
As an example of the kind of result this can give, we show what we’d get if we instantiated it with our
parameters of interest (as in Corollary 3.12).

Corollary 3.16. Fix m € N, sufficiently small p € (0,1]. Let A : X™ — Y be an (¢,6)-DP algorithm,

p

where ¢ = Tomies J < inis. Then, Ais (O(p),O(p), O(p))-one-way perfectly generalizing.

Proof. From Corollary 3.12, we get that I&S(S;A(S)) < O(p). Substituting k = p and B = p% in
Lemma 3.14, we get that 3 = 4/% < O(\/p?) = O(p) (where the first inequality is since

1 _ 200 2 C : cp _ ,cpln2 x
50 = 3000 S 0609 S 5 for some constant C, since 2% = e and e > 1 + z for all

real ). This gives us from Lemma 3.14 that A is (O(p), O(p), O(p))-one-way perfectly generalizing. O

3.3 Perfect Generalization Implies Replicability

In this section will show that the class of one-way perfectly generalizing algorithms, which includes the
special case of (two-way) perfectly generalizing algorithms, can be transformed to replicable algorithms.

Let CS(Q, Y, ") represent a correlated sampling procedure over domain ) sampling from a distribution
Q over ) with public randomness . (See Section 2.5 for background on correlated sampling). We now
describe our transformation.

Algorithm 2: Transformation from one-way perfectly generalizing algorithm to replicable algo-
rithm

1 Input: dataset S = (s1,...,sy,), description of one-way perfectly generalizing algorithm
A: X™m Y
2 Output: i e U
1: Let Qg represent the distribution of A(S).
2: Output C'S(Qgs, Y, ") where 1’ is the random string drawn in the correlated sampling algorithm.

24



The key idea is that correlated sampling converts total variation distance into collision probability, which
is the notion that is used in the definition of replicability.
We now use this to prove the main theorem of this section.

Theorem 3.17. Fixm € Nand 3,¢,0 € (0,1). Let A : X™ — Y be a (S, ,0)-one-way perfectly generaliz-
ing algorithm with finite output space. Then, for any distribution D over X, if S ~ D™, Algorithm 2 when
run on dataset S and with access to A is 4(5 + 2 + §)-replicable.

Proof. By Lemma 3.8, we have that A is also (3,0, 2¢ + 0)-perfectly generalizing. For any distribution D
over X, let Simp be the canonical distribution witnessing the perfect generalization property. Then, by the
definition of (0,2e + 0)-indistinguishability, we have that with probability at least 1 — 3 over a draw of a
random dataset S ~ D™,

dry (A(S), Simp) < 2e + 6.

From the guarantee of correlated sampling, we have that
PPT/NR[CS(Qs, Y, 7’/) #* CS(SZTH,D, Y, 7’/)] < 2dT\/(Qs, Ssz)

Using the bound on TV distance from perfect generalization, we get that with probability at least 1 — 23
over the draw of two datasets S1, 59 ~ D™, we have that

Pr,  g[CS(Qs,,V,r") # CS(Simp,Y,r")] < 2(2¢ +9)
and
Pr,. _g[CS(Qs,,V,7") # CS(Simp,Y,r")] < 2(2¢ + §).

Consider the event C'S(Qg,, V,7") # CS(Qs,, YV, ). Itis clear that this implies that either C'S(Qs,, Y, ') #
CS(Simp,Y,r")or CS(Qs,, V,r") # CS(Simp,),r"). Hence, we can write that with probability 1—20
over draws of S7 and So,

Pr,..r[CS(Qs,,V,7") # CS(Qsy, V,7")] < 4(2¢ +9).
Taking the expectation with respect to the draws of S; and So gives us

Pry<pr.s,,5,~0m[CS(Qs,, V") # CS(Qs,, Y, 1")] < 4(2e + 6 + B)

which proves the result. ]

Combining the above result and Corollary 3.16, we get a transformation from approximate differentially
private algorithms to replicable algorithms.

; ; — p ep® L ym o
Corollary 3.18. Fix m € N, sufficiently small p € (0,1). Let € = Jomlogs)’ 0< L Let A X y

be an (e,0)-DP algorithm with finite output space. Fix a distribution D over X, and let S ~ D™. Then,
Algorithm 2 run with inputs S and algorithm A is O(p)-replicable. Additionally, on any fixed dataset, the
output distribution of Algorithm 2 is the same as that of A.

Proof. From Corollary 3.16, we have that Algorithm A is (O(p), O(p), O(p))-one-way perfectly general-
izing. Then, applying Theorem 3.17 proves that the transformation in Algorithm 2 gives a O(p)-replicable
algorithm. Correlated sampling does not change the marginal distribution of the algorithm applied to a
dataset and hence the second part of the corollary is proved. O
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3.4 Replicability Implies Perfect Generalization

In this section, we show how to convert a replicable algorithm to a perfectly generalizing algorithm at a
poly-logarithmic cost in 1/0 (where 0 is the additive perfect generalization parameter).

It’s straightforward to show that (4, §)-replicability can be used to obtain (O(9), 0, O(6))-perfect gener-
alization by translating from collision probability to total variation distance. However, since we typically
want ¢ to be very small (often inverse polynomial in the number of samples m), obtaining such small
parameters starting from, say, 0.1-replicability comes at a significant cost. This is because amplifying 0.1-
replicability to (8, )-replicability incurs a multiplicative sample complexity overhead of O(1/§%), which
is tight by known lower bounds for replicability [ILPS22, Theorem 7.1], and prohibitively large for many
applications. For example, our lower bounds showing tasks where replicability has quadratically higher
sample cost than differential privacy (see Section 5) follow from proving such lower bounds on perfectly
generalizing algorithms with J polynomially small in the dataset size, and then applying our conversion
from replicability to perfect generalization. If such a conversion required 1/6% samples, then this would not
give us any non-trivial lower bounds on the sample cost associated with replicably solving these problems.

However, this idea still leaves hope, because it achieves € = 0. Hence, by settling for larger ¢, we hope
to avoid this problem.

Our approach is inspired by a natural attempt to amplify weak replicability parameters into strong pa-
rameters. Suppose we wish to turn a (0.01,0.01)-replicable algorithm A into a (0.01, §)-replicable one.
We know that with probability at least 0.99 over the choice of the randomness r for A, there is a canon-
ical output z such that A(S;r) = z with high probability over the sample S. Consider running A using
k = O(log(1/0)) independent sequences of coin tosses, 71, . . . , Tx, then with probability 1 — 4, at least one
of these sequences will have such a canonical output. Moreover, when such a canonical output exists, we
can identify it by running A(-;7;) on many independent samples S and choosing the plurality outcome if it
appears enough times. Unfortunately, there is an obstacle here to directly designing a replicable algorithm.
The problem is that there may be many good sequences of coin tosses, each with their own canonical outputs,
and it is unclear how to replicably identify a single one.

By relaxing our goal to achieving perfect generalization instead of replicability, we can instead use the
exponential mechanism to sample from the set of plurality outcomes. We define the score of the plurality
output ¢; for coin r; to be the number of datasets .S on which A(S;7;) = ¢;, and sample such a ¢; with
probability proportional to exponential in its score. We are able to show that the resulting algorithm is
(0, e, 0)-perfectly generalizing with € > 0, but there are several technical nuances that make our analysis
not quite straightforward from the standard guarantees of the exponential mechanism. For instance, we need
to deal with the fact that the sets of plurality outputs could differ when our algorithm is run on two i.i.d.
datasets drawn from the same distribution. Another interesting feature of this proof is that unlike standard
uses of the exponential mechanism to obtain differential privacy or perfect generalization, we need to invoke
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the accuracy of the exponential mechanism in our proof of perfect generalization.

Algorithm 3: Transformation from replicable algorithm A to perfectly generalizing algorithm .4’

1 Input: Sample access to distribution D, description of (0.01,0.01)-replicable algorithm
A X* — Y, sample complexity parameter m, perfect generalization parameters ¢, 9, 3
2 Output: y e Y

1: Let k = O(log(1/6)),and t = O <M).

22
2: Draw uniformly random coins 71,79, . .., rg for algorithm A.
3: Draw k sets S;, each of ¢ samples S; ; ~ D™.
4: for all j € [k] do
5. forallie€ [t] do
6: Run A with coins r; and sample S; ; to get output z; ;.
7. end for
8 Letc; = argmax,ey >._, 1[z;; = 2], and let
score ((4,¢), (S1,Sa,---,Sk)) = 20, L[z = ¢;].
9: end for
10: Let C' = {(1,¢1),..., (k,cr)}. Run the exponential mechanism on the set C' with the score function

score(., .), sensitivity parameter 44/t log(8kt/[3), and privacy parameter ¢ to get value (j*, ¢;x).
11: return output c;x of the previous step.

We prove that the above algorithm is sample perfectly generalizing. Note that this can be converted to
a perfectly generalizing algorithm with asymptotically the same parameters (for both perfect generalization
and accuracy) by setting the & parameter to be 62 instead and invoking Lemma 3.6.

Theorem 3.19. Fix sufficiently small 6,y > 0 and 0 < ¢ < 1. Every (0.01,0.01)-replicable algorithm

A with m samples that succeeds on a statistical task with probability at least 1 — v? can be converted to

mlog(1/e)
£2

succeeds on the statistical task with probability at least 1 — O(d) — ~ylog(1/9).

a (20,e,28)-sample perfectly generalizing algorithm A’ taking O < poly log(l/&)) samples, that

Proof. Fix a distribution D over the input set X'. Our proof is constructive; the corresponding algorithm is
given in Algorithm 3 (A’), and we feed it with the following inputs: a description of algorithm A, sample
complexity parameters m, and perfect generalization parameters (J, ¢, d). (We also give it sample access to
distribution D). We will start by proving sample perfect generalization of Algorithm 3.

Claim 3.20. Algorithm A’ (represented in Algorithm 3) with the input parameters specified in the previous
paragraph is (20, €, 20)-sample perfectly generalizing.

Proof. Consider two samples S and S’ drawn independently from D™**, We consider Algorithm 3 run on
both of these samples and argue that their output distributions are close in the sense required by sample
perfect generalization.

Step 1: At least one coin sequence is good w.h.p. We say that a choice of the random coin tosses of
Algorithm A is “good” if it has a 0.99-canonical output and call it “bad” otherwise. Then by the two
parameter definition of replicability, a random coin sequence is “bad” with probability at most 0.01. Hence,
the probability that all k coins sequences drawn in Step 2 of Algorithm 3 are bad is at most (0.01)* < 62 for
kE = O(log(1/6)). Let Ecqir, represent the event that there is at least one good coin. We will now condition
on E.,y, occurring; fix any set of coins rq,...,7; that has non-zero probability of occurring under this
conditioning. We will first consider A run on the two independent datasets S and S’ with the same random
coins fixed above.
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Step 2: Empirical output frequencies are close on two independent datasets. We define stage j of
Algorithm 3 as the process involved in generating c; (i.e., one iteration of the outer loop in Step 4). We now
use uniform convergence to argue that with high probability over the samples, the empirical frequencies of
the outputs of all stages, i.e. all values of Score ((j, c;j), (S1,S2,...,S)), are close to their expectation.

Start by defining H to be the function class consisting of point functions, i.e., functions of the form
he(x) = 1if x = £, and hy(z) = 0 otherwise, for every ¢ € ). It is easy to prove that the VC dimension of
H is equal to 1. Let Q; be the distribution of the output of the replicable algorithm .4 when run with coin
rj on a random sample.

Then, using uniform convergence (Theorem 2.16), we get for every fixed j and for every v > 0, that

t

%Z L[he(zi5) = 1] = Provg;[he(2) = 1]

h(EH i=1

2
Pr., ;. .z~q, [sup > ’y] < 8te VU8,

Observe that 1 St Lhe(ziy) = 1] = %25:1 1[z; ; = £]. Similarly, Pr,.g[h¢(2) = 1] = Pr..q,[2 =
?]. Hence, we get that

~+ | =

t
D1z =] = Prog,[z = (]
i=1

Setting v = 24/ w, we get that

t

D 1lziy =] — tPr. [z = (]
=1

2
Pre, z,~Q; [sup > ’y] < 8te VB,

ey

52
> 24/tlog(8kt/8) | <

Przl’j,...,zt7j~Qj lsup %

ey

Using a union bound over all k stages of the algorithm, this guarantees us that the empirical frequen-
cies (and in particular, the values score ((4,¢;), (S1,S2,...,Sk)) are all within 24/t log(8kt/d) of their
expectations with probability at least 1 — §2/2.

Note that since we conditioned on a fixed random coin sequence, all the randomness in z; ; comes from
the data sample. Hence, if we consider another sample S’ = (S}, S5,...,S}) drawn i.i.d .from D™ we
have that with probability at least 1 — 62 over the draws of S and S’ that for all j € [k] and all £ € Y that
score ((4,€), (S1,S2,...,8g)) and score ((5,), (S}, S5, ..., S})) are both within 24/¢log(8kt/¢) of their
expectations, and are hence within 4/t log(8kt/¢) of each other. We call this event Fgppie, and fix any
sample pairs (S, S’) that occur with non-zero probability conditioned on this event. This allows us to argue
that with probability at least 1 — §2, for all j € [k],

|SCOI‘€ ((]7 Cj)a (Sla So, .. 7Sk)) — score ((]7 C;—),( /17S/27 SRR S;{)) | <4 \% t10g<8kt/5) (6)

This follows directly from the above argument if ¢; = c;-, but if they are not equal, it also holds since other-
wise either c; or c;- would not be a plurality output in stage j of the corresponding runs (since there would
be an output that occurs more times in stage j). This is because uniform convergence guarantees us that if ¢;
occurs a times in stage j when the algorithm is run on dataset S, then ¢; occurs atleast a — 44/t log(8kt/d)
times in stage j when the algorithm is run on dataset S’. Hence, if c;. occurs less than a — 44/t log(8kt/6) in
stage j, then we’d get that ¢; would be the plurality output of stage j in the run on dataset S” and not c;-, which
is a contradiction. This shows that score ((j,¢;), (S1,S2,...,Sk)) — score <(j, ), (S1,85, .., S;)) <

44/tlog(8kt/0); the other direction can be proved similarly.
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Step 3: Arguing that there is at least one canonical output c; with high score. Conditioned on E.y;,,
we know that the run of Algorithm 3 on S has at least one coin sequence with a 0.99-canonical output z.
Suppose r; is such a coin sequence. From the settings of k and ¢, we get that 24/t log(8kt/d) < 0.09¢.
Hence, conditioned further on Ey;y,p1¢, we know that this canonical output z is equal to the plurality output
c; in stage j, and that score ((j,¢;), (S1,S2,. .., Sk)) is at least 0.9¢. Hence, there exists an candidate (j, ¢;)
with score at least 0.9¢.

Step 4: Arguing that probable outputs (j*, c;«) are in both output sets C and C’. By the accuracy
guarantee of the exponential mechanism (Lemma 2.7), we have that

Ink+k
Pr {maxscore ((4,¢;), (S1,82,...,Sk)) — score (5%, ¢;*), (S1,S2,...,Sk)) = 2A ni ] <e =y,

Jelk] €

where A = 4./t log(8kt/5). Hence, for the settings of ¢ and k, we get that 2A 2 k:k = O(k tloi(gkt/é)) =

o(t). Hence, we have that

—k
<e "=,

Ink + k
Pr {Score ((j*,cj*),(Sl,Sg,...,Sk)) 20.9t—2An * ]

which implies that for sufficiently small 9,
Pr [score ((j*,cj*), (S1,S9,..., Sk)) > O.St] <eF=4.

Let’s consider any such c;«. By the conditioning on FEjg,pe, We have that cjx occurs more than 0.8 —
4+/tlog(kt/d) > 0.5t times in the output set of stage j* when Algorithm 3 is run on the sample S’. Hence,
Cj s also equal to cjx.

Step 5: Proving that A'(S,r) ~.5 A'(S’,r) wh.p. We exploit the fact that two random variables C
and D are (e, d)-indistinguishable if w.p. > 1 — ¢ over a draw o from the distribution of C, we have
e “Pr[D = o] < Pr[C = o] < e®Pr[D = o], and vice versa for a draw from the distribution of
D [KS14, Lemma 3.3, Part 1].

We proved in Step 4 that fixing any coins and sample pairs that have non-zero probability of occurring
conditioned on E.y, and Egqpmpre, With probability at least 1 — 0 from a draw of A'(S,r) (where the
randomness is only that of the exponential mechanism), the output (j*, c;«) occurs in both the sets C' and
C'. For all such outputs, our idea is to use the differential privacy analysis of the exponential mechanism.

A technical obstacle we need to surmount is that the output sets C' and C’ might be different, and so the
normalizing factors used in the exponential mechanism will vary accordingly. We deal with this by invoking

Inequality 6, which points out that even though the output sets are different, the scores score ((7, ¢;), (S1, Sa, . ..

and score <( Js¢;), (81,85, .+, S;)) can differ by at most the sensitivity specified in Step 10 where the ex-

ponential mechanism is invoked.

Hence, exactly mimicking the differential privacy analysis of the exponential mechanism (see e.g.,
[DR14], Theorem 3.10) conditioned on E .y, and Fggmpie, With probability at least 1 — 0 from a draw
(7%, ) of A'(S,7), we get that

e “Pr[A(S,7) = (j%, ¢jx)] < Pr[A(S',r) = (%, )] < e“Pr(A(S,r) = (5%, ¢j*)]

and, moreover, c;.* = ¢;*. By symmetry (since S and .S’ are both independent samples from the distribution
with the same properties), conditioned on E;, and Fggpppie, We get that with probability at least 1 — 0 from
adraw (j*, ¢;+) of A'(S,r),

e “Pr[A(S,r) = (7%, ¢c%)] < Pr[A(S',r) = (7%, ¢%)] < eEPr[A(S,r) = (7%, cj+)].
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Hence, we have proved that conditioned on any fixed coins and sample pairs with non-zero probability of
occurring conditioned on Eepin, and Esgppie, we have A'(S,7) ~. 5 A’'(S’, 7). Now, using the law of total
probability, we get that

Pr., ., [Pr&S,NDmkt [A/(S; Ty ooy r) e A (S5, ,rk)] >1-— 52] >1- 5% @)

Step 6: Switch quantifiers to get sample perfect generalization: Now, we switch the quantifiers in
equation 7.

Prg g pmkt py.ms [,4/(5; 1) mes A(S T T )] >1 - 24
—— ES,S”»D’”M |:Prr17___77nk |:A,<S, T1y... 77“k) Xe,d A ( Ty ... :|:| =1- 262
, o 1—-26%—d
e PrS7S/~Dmkt [PI‘TL___,W [A (S;Tl, e ,Tk) %6,5 A (S Ty ... 7Tk):| = d:| = ﬁ

Here, the last inequality holds by the reverse Markov inequality. Setting d = 1 — §, we get that
Prg g pmkt [Prrl,m,,«k [.A/(S; Ty Tg) Ao A (S, ,rk)] >1- 5] >1-26.

Now, using the fact that if X ~. ;Y and M ~.5 N, then aX + (1 — )M ~.5 oY + (1 —a)N for every
a € [0,1] (i.e., (g, d)-indistinguishability is preserved under convex combinations), we get that

PrS7S’~Dm}9t [.A/(S) Xe,26 A/(S,)] >1-26.

This proves that A" with the specified inputs is (24, ¢, 26)-sample perfectly generalizing, as required. Next,
we deal with accuracy. U

Claim 3.21. If Algorithm A succeeds at a statistical task with probability at least 1 — ~2, Algorithm A’
succeeds at the same statistical task with probability at least 1 — O(J) — vlog(1/9).

Proof. Recall the definition of success for a statistical task. The statistical task is defined by a set of dis-
tribution, set pairs. For every distribution D, there is an associated good set of outputs Op. An algorithm
succeeds at this task with probability at least 1 — -+ if it outputs a member of this good set with at least that
probability (taken over random samples from D and any internal coins of the algorithm).

If A succeeds at the task with probability at least 1 —~?, by using reverse Markov’s inequality as in Step
6 of the previous proof, we have that

Pr, [PrSNDm [A(S;r) e OD] >1- ’y] >1-~ ®)

We say a coin sequence r; is “accurate” if the inner inequality under the probability is satisfied. Recall
that we call a coin sequence r; “good” if it has a 0.99-canonical output. By the analysis in Step 1 of the
previous proof, we have that with probability at least 1 — §2, there is a good coin sequence among the
runs 74, ..., 7. Now, the probability that all k coin sequences are “accurate” is equal to (1 — y)bg(l/ 0) >
1—~log(1/9). (This follows from Bernoulli’s inequality (1+a)* > 1+ ak for all @ > —1 and non-negative
integers k.) Hence, by a union bound, the probability that the set of runs r1, ..., r; both contains a good
coin sequence and that all the coin sequences in the set are accurate is at least 1 — ylog(1/5) — §2. Call this
event Feyin—qcc and condition on it. Additionally, condition on Egp1e as defined in Step 2 of the previous
proof. Then, by the analysis in Step 4 of the previous proof, we have that

Pr [score ((j*, ¢;x), (S1,S2,...,Sk)) = 0.8t] <e " =4,
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which implies that the exponential mechanism outputs a plurality output that occurs at least 0.8¢ times in
its stage with probability at least 1 — ¢. Since we have conditioned on E;,., We have that empirical
frequencies are close to their expected values, and hence the exponential mechanism outputs the canonical
output of a coin sequence that is at least 0.25-good with probability at least 1 — §. Using the law of total
probability to remove the conditioning on Ej,y, ., We get that the exponential mechanism outputs the
canonical output of a coin sequence that is at least 0.25-good with probability at least 1 — § — 42 (since
event Egqp,pe happens with probability at least 1 — 9%). Note that since all the drawn coin sequences
are accurate, we get that the canonical output for every such sequence is in the good set Op (otherwise,
the inequality inside the outer probability in equation 8 would not be satisfied). Hence, conditioned on
Eoin—ace>» We have that A’ outputs an element of the good set with probability at least 1 — § — 52, Using
the law of total probability, we then get that A" outputs an element of the good set with probability at least
1—0—26%—~log(1/6) = 1 —O(8) — ylog(1/6). O

Hence, combining the two claims on perfect generalization and accuracy, we complete the proof of the
theorem. U

4 Separating Stability: Computational Barriers

In this section, we show that standard cryptographic assumptions imply there cannot exist computationally
efficient transformations from differentially private algorithms to replicable ones. Moreover, such crypto-
graphic assumptions are necessary: if one-way functions do not exist, there exists an efficient algorithm for
correlated sampling (and therefore for converting DP to replicability as well via Corollary 3.18).

In Section 4.1, we define Ilg,,qEnc, a statistical promise problem. Given a public key pk and a dataset
of ciphertexts encrypting the same bit b under pk, a solution to Ilgsugg, iS any encryption of b under
pk. In Section 4.1.1, we give a simple algorithm DPRandEnc solving Ilguuien.. DPRandEnc is (e,d)-
differentially private and runs in polynomial time. In Section 4.1.2, we show that the existence of an efficient
replicable algorithm for Ilg,uqe.,. Would violate the security guarantee of the encryption scheme. Thus,
assuming randomizable encryption schemes exist, there is no efficient transformation from DP algorithms
to replicable algorithms for Ilgunaenc. Hranaene can be instantiated with any PKE satisfying the requirements
of Definition 4.2, but to demonstrate that these requirements are not unreasonable, in Section 4.1.3 we
show that they are satisfied by the Goldwasser-Micali public-key encryption scheme [GMS82]. Therefore
the hardness of quadratic residuosity is sufficient to show hardness for the transformation from differential
privacy to replicability.

In Section 4.2, we give an algorithm for correlated sampling that is efficient so long as no one-way
functions exist. This algorithm can in turn be used in Algorithm 2, to implement the correlated sampling
step of the transformation from a one-way perfectly generalizing algorithm to a replicable one, giving an
efficient transformation.

4.1 Cryptographic Hardness of Replicability

We define a promise problem Il e, (Definition 4.3) for a public-key encryption scheme. Ilg,uec 1S
parameterized by a public-key pk for a public-key encryption scheme £ with message space {0,1} and
ciphertext space C. An instance of Ilg,,e. consists of a sample of m elements ¢;, drawn i.i.d. from an
unknown distribution D over C. Promised that either

1. D is supported entirely on encryptions of 0 under pk or

2. D is supported entirely on encryptions of 1 under pk,
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Problem Ilg,,qknc asks the algorithm to output an encryption of O under pk in the first case and an encryption
of 1 under pk in the second case.

We show that if the public-key encryption scheme supports a strong form of rerandomization, Problem
I ganaene can be efficiently solved with a differentially private algorithm. At the same time, I1g,;,4g,. cannot
be efficiently solved using a replicable algorithm, assuming the security of the underlying encryption scheme.
Thus, in this setting, there cannot be an efficient black-box reduction from DP algorithms to replicable
algorithms.

For our construction, we use a standard definition for public-key encryption.

Definition 4.1 (Public-Key Encryption Scheme). Let A € N be a security parameter and € = (KeyGen, Enc, Dec)
be a tuple of algorithms running in time poly (\), with KeyGen : 1* — I, x ICg, Enc : IC,, x {0,1} — C, and
Dec: Ks x C — {0,1} u L. We say £ is a public-key encryption scheme if it has the following properties.

 Correctness: Let (sk, pk) < KeyGen(\) and ¢ < Enc(pk, b) for b € {0, 1}. Then Dec(sk, ¢) = b.

o Security: There exists a negligible function €(\), such that for all adversaries A running in time
poly(X), letting (sk, pk) < KeyGen(\) we have

|Pr[A(pk,c) =1 |c¢ < Enc(pk,1)] — Pr[A(pk,c) =1 | ¢ < Enc(pk,0)]| < e(X).

We also require that a public-key encryption scheme allows for efficient, publicly computable ciphertext
verification and rerandomization procedures.

Definition 4.2 (Randomizeable Encryption Scheme). Let &€ = (KeyGen, Enc, Dec) be a public-key encryp-
tion scheme. We call £ a randomizeable encryption scheme if it supports the following additional proce-
dures.

* (Perfect) Verification of Ciphertexts: There exists a deterministic polytime algorithm V such that, for
an honestly generated key pair (sk, pk) < KeyGen(\) and value c,
— If Dec(sk, ¢) € {0,1}, then V(pk,c) =1
— IfDec(sk,c) = L, then V(pk,c) =0
* (Perfect) Randomization of Ciphertexts: There exists a randomized polytime algorithm Rerandomize
such that, for all honestly generated key pairs (sk, pk) < KeyGen(\), and all ciphertexts ¢y, co such
that Dec(sk, c¢1) = Dec(sk, c2),
- dry(Rerandomize(pk, 1), Rerandomize(pk, ¢2)) = 0
— Dec(sk, Rerandomize(pk, ¢)) = Dec(sk, ¢)
Consider the following search problem Ilg,,4e.c. Given a public key pk for an encryption scheme &,

and an i.i.d. sample of m elements from a distribution D supported on encryptions under pk of a fixed bit
b € {0, 1}, output an encryption of b under pk.

Definition 4.3 (Ciphertext Identification Problem). An instance of Ugunagnce is defined as follows. Let £ =
(KeyGen, Enc, Dec) be a randomizeable encryption scheme (Definition 4.2). Let \,m € N, and let D be
a distribution over the ciphertext space C of £. Given public key pk, honestly generated as (pk,sk) «—
KeyGen(A), and a sample S ~ D™ drawn i.i.d. from D, output an element ¢* € C U L such that

1. If Dec(sk, c) = 1 for all c € supp(D), Dec(sk,c*) =1

2. If Dec(sk, ¢) = 0 for all ¢ € supp(D), Dec(sk,c*) =0
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4.1.1 DP Algorithm for [1g.,aEnc

In this subsection, we present a differentially private algorithm DPRandEnc for Ilgsugen.. Our algorithm
removes from the dataset S all ¢; for which verification fails, i.e., V(pk, ¢;) = 0. It then pads the remaining
elements with k encryptions of O under pk and k encryptions of 1 under pk. An element ¢; from the new
dataset is then chosen uniformly at random, and the algorithm outputs Rerandomize(pk, ¢;).

Padding the dataset with additional ciphertexts, balanced between encryptions of 0 and 1, guarantees
privacy by ensuring that exchanging any element of S for another will not significantly change the probabil-
ity that the ciphertext chosen for rerandomization encrypts a particular bit. If the distribution D is supported
on one of the two promised distributions, DPRandEnc will be correct unless it chooses to rerandomize an
inserted ciphertext which encrypts the incorrect bit. So long as the input sample is of size m much larger
than £, this will happen only with small probability.

Algorithm 4: DPRandEnc
Result: Outputs a ciphertext c € C

Input: Sample S of m elements drawn i.i.d. from D
Parameters:

» Privacy e, failure probability /3, padding length k = 1

€
* Sample Complexity m = m(e, ) € O (%)
Algorithm:
1. For i € [m], remove ¢; from S if V(pk,¢;) = 0
2. Add k ciphertexts Enc(pk, 0) to the dataset
3. Add k ciphertexts Enc(pk, 1) to the dataset

4. Choose c uniformly at random from the new dataset

return Rerandomize(pk, c)

Lemma 4.4. Let ¢, € (0,1/2). Then for m € Q(1/(eB)) and k = 1/e, Uranaene (Algorithm 4) runs in
time poly (X, 1/e,1/), is e-DP, and correct except with probability at most (3.

Proof. We begin by showing DPRandEnc is e-DP. Note that the last step of DPRandEnc calls Rerandomize
on a ciphertext ¢ that is guaranteed to be a valid encryption of a bit b € {0,1}, since all inputs failing
verification are removed from S before ¢ is drawn, and only valid ciphertexts under pk are added to the
input dataset.

We will bound how much the probability that ¢ encrypts a fixed bit b can differ across neighboring data
sets. Let ¢ be a random variable denoting the ciphertext chosen for rerandomization. For all b € {0, 1}
and neighboring datasets .S, S’, let S, S—p, and S| denote the subsets of S such that Dec(sk,c) = b,
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Dec(sk,c) = —b, and Dec(sk, ¢) = L respectively, and let S;, S” ;, and S’, be defined analogously. Then

Pr[Dec(sk,c) =b|S]  [Sy|+k m— S| + 2k
Pr[Dec(sk,c) =b| S|  m—|Si[+2k  |Sj|+Fk
LIS h IS ISl 2k
ISl S+ 2k S+ K
|Sb| +k |Sb‘ + ‘S_.b| + 2k
SIS F 1Ssl 2k Sy —1+k
_ 1S+
Sy -1+
k41
o
where the first inequality follows from S, S’ neighboring, and the fact that for a > b, e > %1, SO
assuming |Sp| = 1 and |S}| = |S,| — 1 maximizes the rightmost fraction. Because the output distribution of

Rerandomize(pk, c) is the same for all ciphertexts encrypting the same bit under pk, it follows that for all
subsets 1" < C,

Pr[DPRandEnc(S) € T'] = Pr[Rerandomize(pk, c) € T' | Dec(sk, ¢) = 1] - Pr[Dec(sk,c) = 1| 5]
+ Pr[Rerandomize(pk, ¢) € T' | Dec(sk, ¢) = 0] - Pr[Dec(sk,c) = 0| S].

Using py, to denote Pr[Rerandomize(pk, ¢) € T' | Dec(sk, ¢) = b], for b € {0, 1}, we then have that

Pr[DPRandEnc(S) € T'| = p; - Pr[Dec(sk,c) = 1| S] + po - Pr[Dec(sk,c) =0 S]

kE+1
< % (p1 - Pr[Dec(sk, ¢) = 1| S'] + po - Pr[Dec(sk,c) = 0] 5'])
_ % - Pr[DPRandEnc(S’) € T']

< ¢° - Pr[DPRandEnc(S’) € T']
where the final inequality follows from taking k = 1/ and observing 1 + = < e”.

It remains to argue correctness of DPRandEnc when the sample S is drawn from one of the promised
distributions. In this case, the input sample .S consists of m valid encryptions of the same bit b under pk.
Because Rerandomize(pk, ¢) is plaintext-preserving, the probability that I1g,qe. i incorrect given S, i.e.,
outputs a ciphertext encrypting —b, is exactly the probability that one of the inserted ciphertexts encrypting

k

—b is chosen for rerandomization. This happens with probability %, so taking m > k/B = 1/(ep)

ensures ggnqenc 18 correct except with probability 5. |

4.1.2 Cryptographic Adversary from Replicable Algorithm for I1z.,qm4c

In this subsection, we show that if there exists a replicable polytime algorithm, B, for Ilg,,qEnc, instantiated
with a randomizable encryption scheme &, then there exists an adversary breaking the security guarantee of
E. To break security, the adversary must be able to distinguish whether a ciphertext ¢ encrypts a 1 or a 0
with probability noticeably better than a coin flip.

The high level idea is as follows. The adversary can first use the ciphertext rerandomization procedure
to generate a dataset of ciphertexts encrypting the same bit as c. It can then generate a dataset of ciphertexts
encrypting 0 by encrypting 0 under the public key and rerandomizing the resulting ciphertext. The adversary
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will then invoke B on both datasets, fixing the same randomness for both invocations. If the outputs of both
invocations are equal, the adversary will guess that c encrypts a 0, and guess c encrypts 1 otherwise.

Because rerandomization is perfect and B is a replicable algorithm for Ilgsuqg.c, if ¢ encrypts a 0, B
will with high probability produce the same output ciphertext for both invocations. If ¢ encrypts a 1, B will
can only output the same ciphertext for both invocations if one of the two invocations is incorrect, and so
with good probability, the two outputs will differ. This implies the adversary will have good distinguishing
probability, breaking the security of the underlying cryptosystem.

Algorithm 5: Adversary A

Result: Outputs a bit &’
Input: public key pk, ciphertext ¢
Algorithm:

1. Draw a random string r

2. ¢p < Enc(pk,0)

3. Generate a set Sy of m ciphertexts by running Rerandomize(pk, ¢y) m times
4. ¢y «— B(pk, So;T)

5. Generate a sample S of m ciphertexts by running Rerandomize(pk, ¢) m times
6. ¢ — B(pk, S;r)

7. if ¢y = ¢, then b’ = 0, otherwise b’ =

return b’

Lemma4.5. Let & be a randomizeable encryption scheme, let Hgan dEnc denote the instantiation of Uganagne
with E. Let B be a p-replicable algorithm for ngeundEnc with failure probability (3, running in time poly (X, p, 3),
and with sample complexity m € poly(\, p, B). Then there exists an adversary A running in time poly (X, p, 3)
such that

Pr[A(pk,c) = 1| ¢ < Enc(pk,1)] — Pr[A(pk,c) = 1| ¢ < Enc(pk,0)] =1 —25 — p.

Proof. The adversary A(pk, c¢) outputs 1 whenever ¢y # c. The distribution from which Sy is drawn is
supported entirely on encryptions of 0 and, conditioned on ¢ « Enc(pk, 1), the distribution from which S
is drawn is supported entirely on encryptions of 1. Then ¢y # ¢ except when one of the two calls to B is
incorrect, which happens with probability at most 2/3. Conditioned on ¢ < Enc(pk, 0), Sy and S comprise
i.i.d. samples from the same distribution over encryptions of 0. In this case, ¢y # c if either call to B fails to
be replicable, which happens with probability at most p. Therefore

Pr[A(pk,c) = 1| ¢ < Enc(pk,1)] — Pr[A(pk,c) =1 | ¢ < Enc(pk,0)] > 1—25 —p.
U

In particular, taking [, p to be constant in Lemma 4.5 gives an adversary breaking the security of &,
yielding the following theorem as a corollary.

Theorem 4.6. Let £ be a randomizeable encryption scheme, and let HiandEnc denote the instantiation of
Rrandene with E. Then there does not exist a p-replicable algorithm for 1% .- with failure probability B,
running in time poly(1/X), for p < 1/4 and B < 1/8.
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Proof. 1f there exists a p-replicable algorithm 5 for H,gean JEne With failure probability 5 < 1/8 and replica-
bility parameter p < 1/4 running in time poly(\), then by Lemma 4.5, there exists an adversary .4 running
in time poly(\) such that

Pr[A(pk,c) = 1| ¢ < Enc(pk,1)] — Pr[A(pk,c) = 1| ¢ < Enc(pk,0)] = 1/2 > negl()),

and therefore .4 breaks the security of &. O

4.1.3 Instantiating I1g,,qse.. With the Goldwasser-Micali Cryptosystem

Here we recall the high-level structure of the Goldwasser-Micali public-key cryptosystem, introduced in [GMS82].
The security of the cryptosystem relies on the hardness of deciding quadratic residuosity for integers mod-
ulo a semiprime N. Informally, encryptions of 0 are quadratic residues modulo /N, while encryptions of 1

are non-residues. Because multiplying an integer c by a quadratic residue modulo /N preserves quadratic
residuosity of ¢, Goldwasser-Micali ciphertexts can be efficiently rerandomized with only a public key. The
rerandomization procedure will pick a quadratic residue 72 uniformly at random, and output its product with

the given ciphertext modulo N.

Definition 4.7 (Goldwasser-Micali Cryptosystem ([GM82])). The Goldwasser-Micali cryptosystem is de-
fined over a plaintext message space M = {0, 1} and ciphertext space C = 7%, for N a semiprime. The
cryptosystem comprises the following routines.

* KeyGen(\): Sample p,q distinct primes of bit-length O(\) and let N = pq. Choose x to be a

T

quadratic non-residue modulo N with Jacobi symbol <%> = (E) = —1. Let sk = (p,q), pk =
(N, x), and output (sk, pk).

* Enc(pk,b): To encrypt a bit b € {0, 1}, sample u <y Z% and output u*>z® mod N.

* Dec(sk,c): To decrypt a ciphertext ¢, output L if gcd(c, N) # 1, 1 if ¢ is not a quadratic residue
modulo N and 0 otherwise.

We now show that the Goldwasser-Micali cryptosystem satisfies the strong rerandomization property
described above. We define the verification procedure V(pk, ¢) to output 1 if gcd(c, N) = 1 and 0 otherwise.
We define Rerandomize(pk, c) to be the procedure that samples 7 uniformly at random from Z%; and outputs
(pk,7?c mod N).

Lemma 4.8. The Goldwasser-Micali cryptosystem is a rerandomizeable encryption scheme (definition 4.2),
for the rerandomization procedure described above.

Proof. Because Dec(sk, c) = L if and only if gcd(c, N) # 1, and V(pk, ¢) = 0 if and only if ged(c, N) #
1, V satisfies the requirement of definition 4.2. The rerandomization procedure multiplies a ciphertext ¢ by
a random quadratic residue modulo N, and therefore preserves quadratic residuosity of c. This in turn pre-
serves the plaintext message encrypted by ¢, and so Rerandomize satisfies Dec(sk, Rerandomize(pk, ¢)) =
Dec(sk, c).

To show that for all ¢, ¢’ such that Dec(sk, ¢) = Dec(sk, ¢), dry (Rerandomize(pk, ¢), Rerandomize(pk, ¢')) =
0,letb e {0,1}, c = %z mod N and ¢ = v?2® mod N be honest encryptions of b under pk = (N, ).
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It follows that

Pr[Rerandomize(pk, ¢) = a] = Pr[Rerandomize(pk, u?z® mod N) = a]

r[r?u?2® = a4 mod N]

[
Pr[r?y
Pr[r2 — 4 227% mod N]
Pr[(utvr)? = v 227% mod N]
Pr(r

Pr|

2

r[r?v?2® = a mod N]

r[Rerandomize(pk, ¢') = a],

where the fourth equality follows from r being chosen uniformly at random from Z;. O

4.2 Correlated Sampling via One-Way Function Inverters

As we saw in Section 3.3, correlated sampling gives a generic way for converting a perfectly generalizing
algorithm into a replicable one. In this section, we show that the existence of efficient one-way function
inverters implies the ability to efficiently perform correlated sampling on arbitrary distributions over {0, 1}".
Specifically, we show that if there are no non-uniform one-way functions, then there is polynomial time
implicit correlated sampling.

Theorem 4.9. Assuming uniform one-way function inverters exist (Definition 4.11), Algorithm CorrSamp is
an (m, n,v)-implicit correlated sampling algorithm that runs in time polynomial in m, n, and 1/v.

Proof. The distributional accuracy property is shown in the proof of Lemma 4.14. The correlated sam-
pling property is shown in the proof of Lemma 4.16. The runtime of CorrSamp is shown in the proof of
Lemma4.17. U

4.2.1 Relevant Definitions

We model samplable distributions by considering the distribution induced by giving random inputs to cir-
cuits. Furthermore, we allow for a distributional error parameter v, giving some slack in the correctness of
a correlated sampler.

Definition 4.10 (Implicit Correlated Sampling Algorithm). Let m,n € Z*, and let C : {0,1}™ — {0,1}"
denote a circuit. Let distributional error parameter v > 0. B(C,v;r) is an (m,n,v)-implicit correlated
sampling algorithm if the following conditions hold:

1. Inputs/Outputs: B takes as input a circuit C' : {0,1}"™ — {0, 1}", a distributional error parameter v,
and a random string r. B outputs a string in {0, 1}".

2. v-distributional accuracy: For all circuits C : {0,1}"™ — {0, 1}", the distributions D¢ and Dp(c.)
satisfy drv (Dc, DB(Q,,)) < O(v).
Here, D¢ denotes the distribution over {0, 1}" induced by querying C(r) on uniformly random inputs
7, i.e., probability density function pp.(x) = Pr..ynm[C(r) = x]. Similarly, Dp(c,) denotes the
distribution over {0, 1}" induced by querying B(C, v;r) with uniformly random strings r.

3. Correlated sampling: For all pairs of circuits C1,Cy : {0,1}" — {0,1}", Pr,[B(C1,v;r) #
B(CQ, v, T)] € O<dTV<D01;DC’2) + I/).

We assume we can invert any one-way function on almost all inputs. Specifically, we assume that there
is no non-uniform one-way function family, so that there is a uniform way of inverting any circuit computing
a function via a polynomial-time inverter.
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Definition 4.11 (Uniform One-Way Function Inverters). Let v’ > 0. Z,,(C,y) is a uniform one-way func-
tion inverter with error v’ if, for any circuit C' : {0, 1} — {0,1}", Pr. (o 1ym[C(Z/(C,C(1"))) =
C(r")] = 1=/, and T runs in randomized polynomial time in m, n, and 1//'.

In this argument, we will choose »’ to be inverse polynomially small in m,n, and 1/v. In addition, we
assume that C(r) can be efficiently computed.® Thus, we can check if and when the inverter succeeds. For
notational convenience, we say that the inverter Z returns “_L” if it does not succeed.

Our correlated sampler randomly samples from pairwise-independent hash families in its subroutines.

Definition 4.12 (Pairwise-Independent Hash Family). A family of Boolean functions H = {H|H : {0,1}" —
{0,1}™} is pairwise-independent if, for all r1 # ro € {0,1}" and x1,x9 € {0,1}", Pryey[H(r1) =
1 A H(ry) = z9] =272

4.2.2 Algorithm Overview

A correlated sampling algorithm B accomplishes two goals. First, B(C,v;r) needs to accurately sample
from the distribution D¢. Second, B must convert a random string r into the same output when run on
distributionally close circuits C'; and C', with high probability. In other words, B must choose a consistent
way to map random strings r to elements in the support of Dc.

For intuition, consider a restricted case of correlated sampling problems in which the distributions D¢
induced by random inputs to circuits C' : {0,1}™ — {0, 1}™ are promised to be uniformly supported on 2
elements x € {0, 1}" for some fixed ¢. Let k be a small slack parameter, and consider the following sampler:

1. Draw a random hash function H : {0,1}" — {0, 1}¢*+*
2. Draw a random string u € {0, 1}¢**

3. Run the inverter on u: r = Z,,(C o H,u)

4. If r = L (i.e. u is not in the support of C o H), repeat. Else return y* = C(r)

Step 3. Step 4. Step 1. Step 2.
r=17,(CoH,u) y* =C(r) Draw H u ~ U({0, 1}Z+k)

C supp(D¢) H

Hash range
{0’ 1 }€+k

Randomness
{0, 1}3™

I,,/(CO H,~)

Figure 2: High-level structure of correlated sampler for uniform D¢

The high level idea is that k& can be chosen large enough such that supp(D¢) has few collisions with
good probability (for random H), but small enough s.t. 2¥ (and therefore the runtime) remains polynomial

8Note that if there is no such efficient circuit C' that produces a sample from a distribution D¢ (on a uniformly random input),
then D¢ is hard to sample from, and designing an efficient correlated sampling algorithm whose marginal distribution is D¢ (when
given circuit C) is hopeless.
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in the relevant parameters. Assuming no collisions occur, it is easy to see this process is a correlated
sampler since each element in the support of D¢ is sampled uniformly at random, and moreover applied
to distinct circuits C7 and C, y* only differs if the sampler hits a hash value u that contains an element
in the symmetric difference supp(C7)Asupp(Cs). Since there are no collisions, this occurs exactly with
probability dpry (D¢, , D¢, ) as desired.

Moving to the general case, our algorithm CorrSamp applies this idea as follows. CorrSamp divides
the distribution D¢ into “levels” ¢, such that each level contains elements in the support with probability
density near 2~ (specifically, those in the range (271, 27¢]). We now pick a level uniformly at random,
and hope to apply the above process. Intuitively, the main challenge is that given the output y*, we need
to ensure y* actually belongs at level ¢. This is done through the introduction of a second hash function
Hy : {0,1}™ — {0, 1} “**_In particular, fixing u and y* as in the simplified variant, we wish to estimate

|C~Y(y*)| = |(H o C)~1(u)]| (assuming no collisions). To do this, we call the inverter on the concatenated

function Fey g m,(7) def H(C(r)) | Ha(r)° on many pairs of the form (u||v), where v € {0,1}¢+F

is chosen uniformly at random. Since we have fixed u, the inverter can only succeed on this call when
v = Hy(r) for some r € (C o H)~!(u). Since v is chosen uniformly at random, the success probability of
the inverter is then directly proportional to the density of y*, allowing us to determine whether or not y* is
in level ¢ with high probability.!® We can then return y* if it is in the chosen level, and repeat the process
from the beginning if not. Because we have chosen u uniformly at random from {0, 1}***, for any it holds
that x = H ! (u) with probability 2=~ (assuming no collisions). Then this approach allows us to sample
uniformly from level ¢, where every z in level / is output with probability proportional to 2¢. Note that
since the true density may be a constant factor away from 2¢, this is not yet quite enough to achieve our
true target distributional accuracy—we will address this detail in the next section.

4.2.3 Algorithm Description and Pseudocode

We now give pseudocode for the CorrSamp algorithm and its subroutines, in addition to a more detailed
description. The main algorithm CorrSamp takes as input a circuit C' and an error parameter v. As described
in Section 4.2.2, at each iteration of the main loop, CorrSamp picks a level £ uniformly at random, and then
tries to sample an element that has probability roughly 2~¢ under D¢. In addition to drawing a hash function
H, with range {0, 1}***, and an element u from that range, it will also sample a random threshold parameter
$ € (1,2], and invoke the subroutine ElemFindc , ¢ 3(H1,u) with these parameters and inputs. We will
properly motivate this new parameter 5 shortly, but looking ahead, it will help us avoid the distributional
accuracy issues present in Section 4.2.2.

In the pseudocode for CorrSamp (Algorithm 6), k is chosen to be large enough that we will be able
to avoid problematic collisions for all hash functions with high probability, but small enough to ensure
polynomial runtime. The value 7} is chosen to be large enough that CorrSamp returns z # L with high
probability, but also small enough such that we can guarantee certain simplifying assumptions will hold with
high probability across all rounds of CorrSamp.

“We use ‘|| to denote concatenation of strings.
190f course this only holds assuming few collisions. To handle the general case, we actually draw a new H> with every choice v
to ensure this holds across all rounds.
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Step 1.

D
Pick ¢ Su{%p(l}f)
( 0=0|z:ppla)e (1/21] )
_ (=1lepp@e/41/2]
Step 7. Step 2.
If pp(y*) in chosen ¢ Pick H,
return y*, [[ =m—-1 | @ PD(QC) e [27m727m+1]j

owgotoStepl. C Hy

Step 5.
Sample many
U(i) ~ U({O, 1}m—€+k)

Step 3.
u ~ U{0,1}14F)

H, range
{07 1}€+k

Randomness
{0, 1}

H> range
{O, 1}m—€+k

Step 6.
Estimate pp(y™*)
by inverting F' on
all (u, v®) pairs

Figure 3: High-level structure of correlated sampler for general D¢

Algorithm 6: CorrSamp(C, v;r)
Input: Circuit C' : {0,1}™ — {0, 1}", distributional error parameter v, and random string
Output: An element z € {0, 1}"

k «— ©(log(m) + log(1/v))
Ty < ©(mk2¥log(1/v))
fort =1tot =17 do
B [17 2]
0 —,.{0,1,...,m}
H; <, pairwise independent hash function from n bits to ¢ + k bits
U —, {07 1}€+k
x «— ElemFindc , ¢ g(H1,u;7)
if x # L then
return
end if
end for
return L
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The subroutine ElemFindc ¢ 3(H1, u;r) follows the approach described in Section 4.2.2, estimating
the probability of y* = H; '(u) under D¢ by drawing many pairs (Hz,v) of hash functions with elements
from their range, and invoking the subroutine HashCheckc ¢ 7, o (Ha2,v) to invert H(C(r))||Hz2(r) on
each (u,v). This procedure approximates the density of random strings r mapped to y* by C. If y* is in
or nearly in level /, then ElemFind will obtain an estimate §(y*) that is close to pp(y*)2¢~". It will then
return y* only if 52_’“ < q(y*) < B27F, i.e. roughly when 32741 < pp(y*) < 27,

We now reach the core reason for choosing our threshold S randomly. As in Section 4.2.2, if we did fix 3,
then any y* at level ¢ will be sampled whenever y* € H; ! (u), which happens with probability proportional
to 27¢. Since this occurs for any pp(y*) € [$27¢!, 327¢], this is not a good enough estimate. The key is
to observe that choosing 5 randomly allows us to avoid this kind of uniform sampling over any particular
level. Instead we sample from “fuzzy” levels, where the choice of (3 shifts the boundaries while maintaining
that the fuzzy levels partition [0, 1]. In slightly more detail, observe that for any y* there is some j such
that pp(y*) = 27971 + (1 — a)277 for @ € [0, 1]. This means we want y* to belong to ‘level’ (j + 1)
with probability «, and to level j with probability (1 — «). We will show in Lemma 4.14 that choosing
uniformly at random exactly achieves this.

In the pseudocode for ElemFind (Algorithm 7), k is chosen to balance the same constraints we have
described for CorrSamp. The value for 75, the number of hash function and element pairs (Ha,v) used
to estimate the probability pp(y™*), is large enough to ensure a good empirical estimate for y*, but small
enough to ensure ElemFind still runs in time polynomial in m,n, and 1/v.

Algorithm 7: ElemFindc ¢ s(H1,u;r)
(Explicit) Input: Hash function H; : {0,1}" — {0, 1}***, string u € {0, 1}***, random string r
(Implicit) Input: Circuit C' : {0,1}" — {0,1}", distributional error parameter v, integer ¢ €
{0,1,...,m}, interval rescaling parameter (3
Output: String € {0, 1} and probability ¢, € ((5/2)27%, 327F].
k — ©(log(m) + log(1/v))
Ty — O(v2log(1/v)T;  log(1;))
for: =1to: =15 do
HY «, pairwise independent hash function from m bits to m — £ + k bits
ot — {O, 1}mf€+k
Run HashChecke,y ¢ iy o (HY, 0% 1)
end for
Let g, denote the fraction of times 2 was returned by HashCheck
if 3 unique z s.t.  # L and g, € ((3/2)27%, 327%] then
return
else
return L
end if
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Algorithm 8: HashCheckc , ¢ p, o (H2, v;7)
(Explicit) Input: Hash function (circuit) Hy : {0,1}™ — {0, 1}~ % string v € {0, 1}~ ¢FF,
and random string r
(Implicit) Input: Circuit C' : {0,1}™ — {0, 1}", distributional error parameter v, integer ¢ €
{0,1,...,m}, hash function H; : {0,1}" — {0, 1}** and string u € {0, 1}¢**
Output: String x € {0,1}"
Define circuit Fe ¢ i, 1, (') = Hi(C(r")) | Ha(r")
V' « inverse polynomial quantity in m, n,1/v.
"~ Ly (Fo s (u ] 0);7)
if ’ =1 then
return |
else
return C(r’)
end if

4.2.4 Analysis — Structure and Simplifying Assumptions

In this section, we analyze the CorrSamp algorithm. Before proceeding with the analysis, we first introduce
several simplifying assumptions below we will use throughout. In Section 4.2.5, we analyze the distribu-
tional accuracy of CorrSamp, showing that its distribution over outputs is close to the target distribution.
In Section 4.2.6, we analyze the success probability of CorrSamp as a correlated sampler, showing that for
two circuits C7 and Cs, CorrSamp(Cy,v;r) = CorrSamp(Cs,v;r) except with probability proportional
to drv(Dc,, Dcy,). In Section 4.2.7, we show that CorrSamp runs in time polynomial in the m, n, and
1/v. Finally, in Section 4.2.8 we show that our simplifying assumptions hold for the entire execution of
CorrSamp, except with high probability. Thus, all statements about the behavior of CorrSamp under the
ideal conditions will still hold without these assumptions, except with probability O(v).

Definition 4.13 (Ideal Conditions). We collectively refer to the following as the ideal conditions.

* The inverter I, never fails: for all x and r on which CorrSamp invokes T, (x;1), I,/ (z;7) # L.

For every {, there is at most one y* € H; *(u) s.t.

pD(y*) c [27574’275+4]

ElemFind always returns y* or *L’. Furthermore, for y* returned by ElemFind, we have the stronger
condition that pp(y*) € [27¢72,276+2].

The empirical estimate of q(y™*) is good:
d(y*) e (1£0 () pp(y*)2"

4.2.5 Analysis — Distributional Accuracy.

In this section, we analyze the distributional accuracy of CorrSamp. Denote by Dcorrsanp the distribution
over outputs of CorrSamp(C, ). We show that dv (Dcorrsanp, Do) < O(v), assuming the ideal conditions
of Definition 4.13.
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Lemma 4.14 (Distributional Accuracy of CorrSamp). For all circuits C' : {0,1}" — {0,1}", the distri-
butions D¢ and Deorrsamp satisfy drv (D¢, Deorrsanp) < O(v), assuming the ideal conditions of Defini-
tion 4.13 hold for all rounds of CorrSamp. Here, D¢ and Dcorrsanp denote the distributions over {0,1}"
induced by querying C(r) and CorrSamp(C, v;r) respectively with uniformly random strings r.

We first prove the following useful lemma, bounding the probability that any x € supp(D() is returned
in a single round.

pp(z)(1+0(v))
(m+1)2k -~

Lemma 4.15. Fix an x € supp(D¢). Then Pry, 4, ¢ g|ElemFindc , ¢ g(Hi,u) = x] €
Proof. For any /, we have that Pry, ,[x = H; *(u)] = 27¢7*. Conditioned on x being selected by H;
and u, by construction, ElemFindc , ¢ g returns « whenever ¢(z) € (§2*k, B27%]. Rewriting pp(z) =
277 for v € [1/2,1], we observe that = will only ever have non-zero probability of being returned by
ElemFindc , ¢ g(H1,u) when j — 1 < £ < j + 2, from the assumptions of Definition 4.13. Since we have

q(z) € (1 £ O())pp(z)2°~F for any £ in this range, it follows that for these ¢,
Prj [d(x) € (5275, 827"]| € Prgl§ < po(@)2'(1 £ 0)) < 5]
e Pry[5 < pp(2)2° < 8] £ O(v)p(x)2".

Recalling that ¢ is chosen uniformly at random from {0, ...,m}, we can then write the probability that
ElemFind returns x as

s Pralh <pp(@)2 <61 OWpp()

PI‘Hlﬂhg’ﬁ[ElemFinchg’ﬁ(Hl, u) = 1‘] € (m n 1)2@+k

Le[j—1,5+2]

Proll < (@ <81\ 0OWpp(a)
| 2 (m + 1)20+F TS

Le[j—1,5+2]

Observing that Prg[ﬁ < pp(x)2° 0 except for £ € {j,j + 1}, we can simplify the series:

<pl=
Prs[2 < pp(2)2’ < Bl _ Prs[5 < pp(x)2 < 4]
Z (m + 1)20+F Z (m + 1)20+F

te[j—1,j+2] Lel4,5+1]
_ Prg[§ <pp(2)2 <] Prgl§ <pp()2! < g]
(m + 1)20+k (m + 1)20+k+1
_ Prg[g <y <p] Prg[ <2y <5
(m + 1)29+k (m + 1)27+k+1
_ Prg[f<29] | Prg[f>29]
(m+ )27k " (m 4 1)27Fk+1

B 2y —1 2—2y
T (m 120k (m 4 1)20 R+
2y —=1+1—x
(m + 1)27+k
__pp(x)
(m + 1)2F"

Plugging back into the probability that ElemFind returns x, we have

pp(x)(1 +O))
(m+1)2k

Pry, ¢ p|ElemFindc, ¢ g(Hi,u) = ] €
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Finally, we can show that the output distribution of CorrSamp and that of circuit C' are O(v)-close in
variation distance.

Proof. Proof of Lemma 4.14:

From Lemma 4.15, we have that in each round, x is returned by E1emFind with probability %.

Summing over all z, the probability that CorrSamp terminates in any individual round is in the range
1+0(v)
(m+1)2k "
(1+£O(v))pp(z). Finally, CorrSamp does not return by the final 7} ’th round with probability at most O(v),

by the choice of T7. Altogether, this implies dry (D¢, Deorrsamp) € O(v) as desired. O

So, conditioned on a round of CorrSamp returning, the algorithm returns = with probability in

4.2.6 Analysis — Correlated Sampling.

Next, we show that CorrSamp satisfies the correlated sampling requirement of Definition 4.10. To simplify
notation in this subsection, we will denote the probability of an element = under D¢, and D¢, by p1(z) and
pa2(x) respectively.

Lemma 4.16 (Correlated Sampling of CorrSamp). For all pairs of circuits C1,Cs : {0,1}™ — {0,1}",
assuming the ideal conditions hold for all rounds of CorrSamp(C1, v; 1) and CorrSamp(Ca, v; 1),

Pr,[CorrSamp(C,v;r) # CorrSamp(Co,v;r)] < O(dry (Dc,, Dey) + v).

Proof. Let Ej denote the event that CorrSamp(C', v;7) # CorrSamp(Ch, v;7), and for simplicity of no-

tation, shorten ElemFind to EF, and write EF(C) to denote the output of ElemFind in the ith round. We

start by making some simplifying assumptlons First, observe that since the probability CorrSamp re-
turns L is always at most O(v), we can condition on the fact that both CorrSamp(Cy,v;r) # L and
CorrSamp(C1,v;r) # L without loss of generality. Second, we can assume by symmetry that CorrSamp(C1, v; 1)
does not return before CorrSamp(Cy, v; ) (else relabel C; as C5).

With this in mind, let £; denote the event that CorrSamp(C4, v; ) returns in round i. The event Ej can
then be bounded by

ZPr iPrs [EFY) # EFY) | E)].

To bound the probability of this inner event, observe that under our assumptions, this occurs exactly

when z = EFg;, but for the empirical estimate computed by EF(CQ, qi(z) ¢ [52_’“, 327%]. We will show

conditioned on any value of = and /, this occurs with probability at most:
Prg[EF(C? # | E,-,EF((Z = 2,0] < O2pa(x) — pr(z)| + ). )
In this case, we can bound Fj by conditioning further on x and / as:

Pr,[Eo] < Y. Pry[Ei|Prs [EFY) + EFY) | B

i€ Tl]
< Y PrglB] Y PryEFY) # EFY) | B EFY) = 2]Prg [EFY) = |E;)
i€[T1] r# L
+ Y Pra[Ei] Y. Prgy[EFY) # EFY) | By, EFY) = a]pa(x)
€[Th] Tz#L
Z Prs[E Z pa(x ZPr [4] EZ,EF(Z) z|PrglE F(ZZ # EF(CZY; | EZ-,EF(CZ;; =z, /]
€[Th] r#L
+ ) Prg [E] Y pole ZPr (€| B, EFY) = 2]0(2pa() — pa(@)]).
i€[T1] x#L
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Under the ideal conditions, the posterior of £ is 0 unless po(z) € [27¢72,27¢+2], 50 altogether:

Pr,.[Ey] < Zele Prs[E m;pg ZPr [¢] EZ,EFC) = z]0O <p2(33) |p2(x) —pl(az)|>
+ Y. PrgEi] Y O(lpa(2) — pa(@)])
1€[T1] r# L

< O(dry(Dey, Dey) + V)

as desired.
It is therefore left to prove Equation (9), which we analyze the probability by splitting into two cases
based on p (z):

1. po(z)/4 < p1(z) < 4pa(x)
2. pi(z) < p2(x)/4 or p1(x) > 4pa(z)

Case 1:  In this case, because we are assuming the ideal conditions of Definition 4.13 and have conditioned
on ElemFindcy, , ¢ g(H1,u;7) = x for some x in this round, it must be the case that for this = we have:

e po(x) €27

e [27¢74,27+4] (from our assumption that ps(7)/4 < p1(z) < 4pa(w))

* iz

From the uniqueness of z satisfying z = H; ' (u) and p; () € [2/=%, 27¢+4], we can assume that ElemFind, ¢ 5(H1, u;7)
outputs either x or L in this round. Therefore, we can bound the probability ElemFindc, .0 g(H1,u;r) #
ElemFindc, , ¢ (Hi,u;r) by the probability that ElemFindc, . g(H1,w;r) outputs L conditioned on
ElemFindc, , ¢ 8(H1,u; ) returning . This occurs whenever 3 is chosen so that either

1+ 0w @2~ < 22 < po2+1+ 0w)

po(x)257F(1 — O(v)) < B27F < pi(2)2°7F(1 + O(v)).

Observing that these cases are mutually exclusive and the first interval is the largest, we consider only
that worst case and rearrange to obtain the condition

B <2 py(2) — pr(@)| + OW)(p2(2) + pi(x))2’

<
< 2 pa(z) — p1(2)| + O(v),

where the last inequality follows from our previously stated bounds p1, py € [27¢74,27¢+4].

Since [ is chosen uniformly at random from the interval [1, 2], it follows that /3 satisfies the condition
above with probability no greater than 27! |ps () —p1 (z)|+O(v). Conditioning on ElemFindc, , . 5(H1,u;7) =
x and po(z) € [27674,27+4], we have

Prg[8 < 27 |pa(2) — pa1(2)| + O(v)]
24 py(x) — p1 ()] + O(v).

Prﬁ[ElemFindchl,,gﬁ(Hl,u; 7") = _]_] <
<
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Case 2:  In this case, we have either p;(z) < pa(x)/4 or p1(x) > 4pa(z), and so pa(x) € O(|p2(z) —
p1(z)|). Conditioning on ElemFindc, , ¢ 5(H1,u;7) =  in this round also gives us that ps(z) = ©(27°),
SO

Prg[ElemFindcl7l,,g7g(H1,u;r) #* T ‘ ElemFind027l,,g75(H1,u;7’) = x]

NN N

1
O(2pa(2))
02 pa(2) — p1(2)]).

Then for any value of p;(x) (either in Case 1 or Case 2) we have that
Prg[ElemFindc, , 0 5(Hi,u;r) # © | ElemFindc, 0 5(Hi,u;r) = 2] € O(2¢pa(z) — pi(z)| + v)

as desired. O

4.2.7 Analysis — Runtime

Lemma 4.17 (Runtime of CorrSamp). Assuming inverter I runs in time polynomial in m, n, and 1/v,
algorithm CorrSamp also runs in time polynomial in m, n, and 1/v.

Proof. Algorithm CorrSamp runs for at most O(mk2* log(1/v)) rounds. Parameter & is chosen in © (log(m)+
log(1/v)), so 2¥ € O(poly(m, 1/v)). Randomly sampling a pairwise-independent hash function from n bits
to ¢ + k bits can be done in poly(m,n, 1/v) time.

Each round of CorrSamp contains a call to ElemFind. In ElemFind, there are O(poly(m, 1/v)) rounds
in which a hash function from m bits to m — ¢ + k bits is randomly sampled (O(poly(m, 1/v)) time). Fur-
thermore, each round contains a call to HashCheck, which runs in time poly(m,n, 1/v) by the assumption
that inverter Z,, does as well.

Multiplying these nesting terms together, CorrSamp runs in time polynomial in m, n, and v.

Note that the randomness management, which ensures that the same bits of the random string r are
always used across multiple executions of CorrSamp, can also be done in time polynomial in m, n, and 1/v.
Each algorithm and subroutine has a finite number of randomness calls, and each call can be made using
poly(m,n, 1/v) random bits. Thus, r can efficiently be canonically proportioned for all uses of randomness
in the algorithm. For more details, see Appendix C.1.

Parameter (3 is chosen uniformly randomly in [1, 2] in each loop of CorrSamp. Only polynomial in m,
n, and 1/v bits of precision are needed to choose [ so that the errors introduced by not using uniformly
random values are altogether small relative to distributional error parameter v. O

4.2.8 Analysis — Removing Assumption of Ideal Conditions

Proposition 4.18. The ideal conditions of Definition 4.13 hold across all steps of CorrSamp with probability
at least 1 — O(v).

We break the proof into its four constituent part.

Lemma 4.19 (Inverter Never Fails). Let S denote the set of strings (x;r) on which CorrSamp invokes
Z,/(x;r). The probability the inverter fails on S is negligible:

Pr(3(z;r) e S : Zy(x;r) = L] < O(v),

1

as long as V' = poly(v—*,m,n) is sufficiently small.

46



Proof. Recall our inverter has the following guarantee
P, 0.1 [C(Z/(C, C07))ir) = C()] = 10/,

where r stands for the internal randomness of Z and ¢/ can be taken to be polynomially small in m, n and v.
It will be enough to take the failure rate v/ < O(%) = poly(v~!,m,n). We will bound the probability
such an inverter fails on a random input (u||v).

First, observe that by Markov’s inequality, most choices of internal randomness r for the inverter random
work for almost all 7’ € {0, 1}

Pr, [Prr/ [Z,,(C,C());r) # C(r)] = O ( 7 >] <OW).
T
Assume then this event does not occur. Our algorithm only fails if the random choice of (u||v) is hashed
to by a string for which Z,,(C,C(r'));r) # C(r'). In the worst case, these bad strings each correspond
to unique (u|v) € {0,1}*2¥ in which case we have a total of T 2" out of 2m+2k had inputs. Union
bounding over the 7775 applications of the inverter in CorrSamp gives a total failure probability of 1 —O(v)
as desired. O

To prove the remaining conditions, it will be useful first to bound the number of collisions experienced
by our hash functions.

Claim 4.20 (Collision Avoidance). With probability at least 1 — O(v), for all choices of Hi, u, and ¢ in
CorrSamp:

1. Hy has no relevant collisions:
VpD<x),pD(1'/) € [2_é_47 2_“_4] i Hy (x) # Hl(w/)7

2. Forallx € H L(w), the total number of collisions across choices of Hy is at most:

‘{Hg, (r,r") e CY(z) : Hy(r) = Hg(r/)}’ < 6, Th|C~ ()|,

where 6, = O <2ZpD(x) . 7mk10§(1/") . 2*'“)

Proof. To prove the first condition, observe there are at most 2¢+* elements € {0, 1}™ with measure in the
range pp(z) € [27¢*,27¢F4]. Since our hash function is pairwise-independent, the probability a collision

o . 20+8 . . .
exists in this range is therefore bounded by % = 2472k Union bounding over the T} choices of Hi, u,

and /, a collision still occurs with probability at most 2~ %(*) < O(v) as desired.

To prove the second condition, fix x € H{ ! (u) and observe that by pairwise independence, the expected
number of total collisions across all choices of Hs is at most

[C™ (@)

T 92m—20+2k "

by linearity of expectation, so by Markov’s inequality the probability there are more than

C™ @) T2

2pp (x)mklog(1/v)
92m—20+2k ’

T:
2 v2k

< |07 ()

total collisions is at most O(v/)/(712™), so union bounding over all choices of H;, u, and x gives the desired
result. O
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Lemma 4.21 (Uniqueness of y*). With probability at least 1 — O(v) over all choices of Hy and u, there is
at most one element y* € H; *(u) satisfying

pD(y*) c [2—6—4’2—€+4]'

2—¢=4 27t+4] with high probability.
O

Proof. This is immediate from the fact that H; has no collisions on [

Lemma 4.22 (Correctness of §). With probability at least 1 — O(v), every run of ElemFind accurately
estimates pp(y™) in the following sense:

a*) & ((1+ 0@)pp()2 )

Proof. For intuition, first consider the setting where no collisions occur in any Ho. In this case, observe that
the density of the pre-image of 2 mapped into the range of Ho is exactly pp ()2~ by construction, that is:

[ Ha(C~H(y™))]

om—t+k p(z)2".

As such ¢(y*) is distributed as a Binomial distribution Bin(pp(y*)2/~*,T3), and Chernoff promises that

o)

Pr, i, [|d(z) — pp(2)2°7F| = O(w)pp(y*)2° ] < e T2 < .
1

by our choice of T5. The desired result then follows from union bounding over all choices of H; and w.
We now modify this analysis under the assumption that at most

2£pD(y*)mk log(1/v)
v2k

Ceot = O ( ) O )T

total collisions occur, which holds across all rounds except with probability O(v) (Claim 4.20). In this case,
since pp(y*) < 244, we have
Ceol < O(V)|C_1(y*)|T2

for k = ©(log(m/v)) sufficiently large, and therefore that the expectation of our adjusted binomial trial is
close enough to its ideal expectation:

Z |H2ég_;£:z*))‘ e, [(1 _ O<V))pD<y*)2€—k7pD(y*)2é—k:| ’
Hy

that the collisions have no asymptotic effect on the original Chernoff bound. O

Lemma 4.23 (Correctness of ELlemFind). With probability at least 1—O(v), all calls to ELlemFind return y*
or ‘L°. Furthermore, fory* returned by ElemFind, we have the stronger condition that pp (y*) € [27¢72,27¢+2].

Proof. For the first claim, it is enough to argue that any x € H, ! (u) distinct from y* satisfies:

q(x) ¢ [(8/2)27%, 8274,

Assuming y* is unique (Lemma 4.21), we have either that pp(z) < 274 or pp(x) > 27¢**. Consider
the former. We will show (z) < 27%~! < (/2)27". Note that since collisions only lower §, they can be
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ignored in this setting. By construction, the pre-image of x consists of at most 2" ~¢~* strings 7/ map to z,
so |[Ho(C~1(z))| is at most a

2m—€—4 2—k

om—L+k = F
fraction of the range of Hy. A Chernoff and Union bound give that all such x have empirical estimates less
than (3/2)2* except with probability 2me~22""T2) < O(v).

Finally, consider x satisfying pp(x) = 274, In this case, we will aim show §(z) > 2% > 427, so

it is sufficient to consider the worst case when pp(x) = 27¢*4. By Claim 4.20, we can assume there are at
most

1
C(col < ZT2‘C_1(‘T)|

total collisions over the choices of Hs, thus as in Lemma 4.22, the collision-corrected Chernoff bound still
promises g(z) > 2% with probability at least e~2027FT) < 207,5;)1. Union bounding over all choices of H,
u, and values of x completes the proof of the first claim.

To prove the second claim, we observe that Lemma 4.22 gives us ¢(y*) € (1 + O(v))pp(y*)
Bounding (1 + O(v)) € (1/2,2), we have

po(y*) € (@y*)28 1, qly*)2F ).

If ElemFind returned y™*, it must be the case that

Qly*) e (527F 27k e (27K 27k 1]

2l=k,

and so
po(y*) e 272,277,

conditioned on ElemFind returning y*, as claimed.

S Separating Stability: Statistical Barriers

5.1 Quadratic Separation: One-way Marginals

We start by defining the one-way marginals problem over d coordinates, which corresponds to outputting a
good estimate of the expectation of a product of Rademacher distributions in £,-distance.

Definition 5.1. Consider a product of d Rademacher distributions with expectations p = (p1,...,pq) re-
spectively. A vector v € R% is said to be an o-accurate solution to the one-way marginals problem if
v =l < a

Definition 5.2. Let C be the class of products of d Rademacher distributions. Fix any distribution D in C.
We say that an algorithm (v, B)-accurately solves the one-way marginals problem over d coordinates, if it
observes samples from the distribution D, and with probability at least 1 — (8 (over the randomness of the
samples and the algorithm), produces an a-accurate solution v € R%.

In this section, we show that any 0.0001-replicable, (0.01,0.01)-accurate algorithm for the one-way
marginals problem over d coordinates requires at least O%a(d) samples.

On the other hand, under the constraint of (1, #)—differential privacy, this problem can be solved using
5(\/3) samples, via the Gaussian mechanism. This gives a quadratic separation between differential privacy
and replicability, and proves that our reduction is asymptotically tight (up to logarithmic factors) in some
settings (since our reduction would give a O(d)-sample replicable algorithm for this task).

The main theorem we prove in this section is the following.
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Theorem 5.3. Fix sufficiently large d > 0. For any 0.0001-replicable algorithm A that (0.01,0.001)-
accurately solves the one-way marginals problem over d coordinates with m samples,

m = Q(d).

5.1.1 Sketch of our approach

Our techniques for proving the lower bound for replicability draw inspiration from those used to prove lower
bounds in privacy. Specifically, tight lower bounds for the one-way marginals problem over d coordinates
under the constraint of differential privacy are obtained using the fingerprinting method [DSS*15, BUV18,
BSU19]. The fingerprinting method captures the idea that there is a trade-off between accuracy and corre-
lation with the input sample. It quantifies the idea that if the algorithm obtains a sample of small size, and
is also very accurate, then it must be heavily correlated with one of its input examples, which is prohibited
by differential privacy. Since replicability also prohibits such correlation (at least at a high level), one might
expect the same method to be useful toward this end.

More formally, given an algorithm A solving the one-way marginals problem, the correlation of coordi-
nate j of the output with the input sample S can be measured by the quantity

Z= 3, A(S) D (S —pj).
Jjeld]

i€[m]

Note that the quantity (Sf —p;) represents the drift between an input example coordinate and the expectation
of the distribution it’s drawn from. E[Z] is large when on average, for many j, .A7(S) is on the same side
of 0 as the sample drift EZ(SZ] — pj), implying that the algorithm’s outputs are on average correlated with
its input.

We now recall the formal statement of the fingerprinting lemma.

Lemma 5.4 (Fingerprinting Lemma, Lemma 3.6 in [BSU19]). Let f be any function from {—1,1}"" —
[—1,1]. Suppose r is sampled from the uniform distribution over [—1,1] and q € {—1,1}" is a vector of m
independent Rademacher RVs each with expectation r. Then, if 14 is the empirical average of q, we get that

Erg[f(q) ) (g =) + 21 (q) — pgl] = é

i

The lower bound for differential privacy proceeds by arguing that E[Z] = E[3]; AI(S) (S — pj)]
is large (via an appropriate application of the fingerprinting lemma), and hence, by an averaging argument,
there exists an example S;x € S correlated with the output, i.e. some ¢* € [m] such that

E[Zi] = E[ ), A(S)(S% —pj)]
jeld]

is large. With this in hand, consider an independently drawn example g = (gil*, ey gl?l* ), and the neighbor-
ing dataset " obtained by replacing .S« in the original dataset with g. Since g is independent of Sjx, AJ(S)
is uncorrelated with (SZ]* — p;), and hence the “1-neighboring” quantity

E[Zx] = E[ ), A(S")(S% - p))]
jeld]

should be small. On the other hand, differential privacy promises that Z; is distributionally close to Z,,
and hence E[Z,] and E[Z;«] must be close. Balancing these considerations gives a lower bound on the
number of samples needed for differential privacy.
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For replicability, the idea is to obtain a stronger lower bound by avoiding averaging. Specifically, for
Z defined as above, we can argue that E[Z] is large (as we would for the differential privacy lower bound).
Then, we can consider a freshly sampled dataset S” (drawn from a product distribution with the same expec-
tation p = (p1, ..., pa)), and consider the quantity 2" = 3 AI(S")X.(S? — pj). We can argue that Z’ is
a sum of uncorrelated random variables, and hence that E[Z’] is small. On the other hand, by replicability,
Z and Z' are distributionally close, since they correspond to post-processing of the algorithm applied to
independent datasets. Note that this does not follow from differential privacy, since datasets S and S’ may
differ in many entries. Now, following a similar approach to the differential privacy lower bound, we’d get
a stronger lower bound for replicability (since we have eliminated the averaging argument).

Unfortunately, this approach does not work directly for technical reasons. Specifically, p-replicability
tells us that Z and Z’ are distributionally close, but their expectations can have absolute value difference as
large as pdm (since A(S) and \A(S”) could differ completely with probability p). Since we are interested in
constant p, this turns out to be too large for the lower bound technique to work.

We deal with this by instead applying the fingerprinting method to prove a lower bound against (%, 1, #)—perfectly
generalizing algorithms. We find this lower bound interesting in its own right, as it gives the first sample
complexity separation between approximate differential privacy and perfect generalization. Perfect general-
ization roughly asks that the algorithm’s output distributions be (1, #)—close on two independent datasets
drawn from the product distribution. This can be used to argue that E[|Z]] is within # of (a constant
multiple of) E[|Z’|], which turns out to be sufficient for the lower bound technique to apply.

Finally, appealing to our generic method of converting replicable algorithms to perfectly generalizing
ones, this method extends to a tight lower bound on replicability (up to the loss of logarithmic factors in
the number of coordinates d). It remains an interesting problem whether such a lower bound can be shown
directly, ideally in a manner that avoids the resulting logarithmic loss.

5.1.2 Formal argument

We start by proving our new lower bound for perfectly generalizing algorithms.

Theorem 5.5. Fix any m > 0 and sufficiently large d > 0. Let A be a ( #, 1, %)—perfectly generalizing,

(0.01,0.01)-accurate algorithm for the 1-way marginals problem over d attributes using m samples. Then,
m = Q(d).

Proof. Assume without loss of generality that m = Q(logd)."" Let p ~ [—1,1]%, and draw S, S’ ~ Dy
independently where D, is a product of Rademachers with expectation p = (p1, ..., pq). Define the random

variables _ , _ .
7= ) Y (SI=p) 2= Y HS) Y (! —py).
jeld jeld

] i€[m] ] i€[m]

As discussed above, we will argue that E[Z] is large (by the fingerprinting lemma):

d
El|Z|] = —, 10
120) > & (10
that E[|Z’|] is small (since S’ is independent of S):
E[|Z']] < 2Vdm, (11)
and finally that E[|Z|] and E[|Z’|] are close (by perfect generalization):

8d
_2.

2 !
E[lZ]] < €°E[|Z"]] + — (12)

""We will show under this condition that m = Q(d). Any algorithm on O(log d) samples implies one between O(log d) and
O(d), which would give a contradiction.
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Combining the inequalities we get
d 8d 8d
L <E[z]] < e2E[\Z'|] + 22 <22 Vdm + %
10 m? m?

which implies m > (d) as desired.

It remains to show Inequalities (10), (11), (12). We start with the first. Apply the fingerprinting lemma
to the function corresponding to the j** coordinate of the output of A, when run on the j** column of the
input S with all other columns set to any fixed values. Then, we get that

I

W =

By [ 1,1],87~ Rad(py)m LA (S;7) D (ST = pj) + 2| A7 (S;7) — py]] =

(2

where (1; is the empirical average of the j th column of the dataset. Since this is true for all fixed coins of the
algorithm and fixed values of the other columns, by the law of total expectation, it is also true for random
coin tosses and any distribution over the values of the other columns, and we get that

d
3

)

Ep,s~pp,A) A (S) Y 1(S] = pj) + 214 (S) — iyl = E[Z] + 2E[Y | A (S) — pyl] =
i i

where we have used that S is drawn from a product distribution. It is therefore enough to argue that
E[>; |A7(S) — p;]] is small.

Since A is (0.01, 0.01)-accurate, we can say that with probability at least 0.99, for all j € [d], |A7(S) —
pj| < 155. Taking expectation, we get that E[Yjera M (S) = pjl] < 34 By a Chernoff bound, we can
argue that since m = €2(log d), max; |p; — p5| < 0.01 with probability at least 0.99. By the triangle inequal-
ity, this gives us that E[3];c(q [A7(S) — pjl] < Sd . Since this holds for a fixed product of Rademachers,
it also holds when the expectation of the Rademacher random variables are chosen at random which proves
Equation (10).

Next, we show Equation (11), that E[|Z’|] is small. Towards this end, first note that Z’ is a sum of
mean 0 uncorrelated random variables. To see this, consider random variables M = A7 (S )(S;j — p;) and
N = Aj(S)(Sg — p;) for indices 7 # ¢'. We claim that E[M] = E[N] = 0. This is by the following
sequence of inequalities (we prove this for M, the same argument holds for N).

E[M] = E,Es s a[M | p]
= E,Eg 5, a[A(S)(S] —pj) | 1]
= Ep[Es 50 4[4(S) | P) Es.50.al(S7 — ;) | ]| = 0,
where the last equality follows because conditioned on the vector p, the expectation of the Rademacher Sg

is exactly equal to p;. Hence, by linearity of expectation, we get that the expectation of Z” is also 0.
Next, we show that M and N are uncorrelated. First, conditioning on p we can write

Eps5,4[MN] =E,Eg g a[MN | p]
— By |Es .50 aA[4(5)* | p] B0 al(S7 = p)(SY = ;) | 9]

since S and S’ are independent after conditioning. Since this is also the case for (S;j — p;) and (Sl/f —pj)
we have

E[(S? — p;)(S7 —p;) | p] = B[(S? — p;) | p] EL(S7 —p;) | p] = 0.

52



Since we have already seen that E[M]E[N] = 0 (since E[M] = 0), this implies that M and N are
uncorrelated as desired.

Now assuming without loss of generality that A outputs values between [—1,1] (rounding inputs to
this range only improves the accuracy and doesn’t affect perfect generalization, which is robust to post-
processing), we have that

E2[|Z']] = B2 6.4 HZAJ )2, —pj)H (S and S are i.i.d)

E, 55,4 [( Z AJ(S Z _pj))z] (Jensen’s Inequality )
=Var(Z'). (E[Z'] = 0)

Since Z’ is a sum of uncorrelated random variables and .A7(S)? < 1, we then get
Var(Z') = Z 2, Var(A(S)(ST = pi)
Z Z E[(S7 —p))”

< 4dm

as desired.

It is left to show Equation (12). Let Z,, be the random variable Z conditioned on fixed p (and likewise
for Z'). Let Z, g s be the random variable Z conditioned on fixed p, S and S’ (and likewise for Z'). If
A is perfectly generalizing, then by Lemma 3.5 and Lemma 2.5, for all fixed p, with probability at least
1-— % over the draw of S, S’, we have that Z, ¢ ¢ and ZI’L s are distributionally close, as are |Z, g g/|
and | 1.5.5|- For any fixed p, let E' be the event that |Zp73751| Ny, 3 |Z,, 55|, where the randomness in
E comes from the randomness of sampling S and S’. Then, by the guarantee of perfect generalization, we
have that for all fixed p, F/ occurs with probability at least 1 — # and for any fixed p we can write:

) 2dm
B\l = Esal] X, A(S) NS - ppfl= | PrllZy] > 2)a:
jeld) i 0
2dm
_ L [Pr[|Z,| > = | EJPr[E] + Pr[|Z,| > = | BIPr[E)] d=

2dm
< f (e’Pr[|Z)| > z | E] + %)Pr[E] + Pr[E]dz
0

2dm 2dm
< J ezPr[|Z;| > z | E|Pr[E]dz ~I—J {w + Pr[E]] dz
0 0

2dm 2dm 3 1
< f 62PI'[|ZI/)‘ > z]dz +f {— + ] dz
0 0 m m

8d
= ’Esg allZ)]] + —

where the first inequality follows since |Z,| and |Z,| are distributionally close conditioned on F, the second

inequality is by the fact that Pr(E) < 1, and the third since E corresponds to the probability of failure in
the definition of perfect generalization.
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Finally taking expectation with respect to p, we get that

8d
< 2 / v
E[|Z]] < €E[IZ']] + —

as desired. O
Now, we are ready to prove the lower bound for replicable algorithms.

Proof of Theorem 5.3. Let m be larger than an absolute constant K, without loss of generality.'> By
Claim 2.12, we have that A is (0.01,0.01)-replicable and (0.01,0.001)-accurate when given m samples.
Consider any sufficiently small v > 0, and sufficiently large constant ¢ > 0. Applying Theorem 2.13, we

get that there is a m—replicable and (0.01,0.008 + m) = (0.01,0.01)-accurate algorithm A’ for

one-way marginals over d coordinates, which takes O (m log?(1/ 7)) samples.

Next, we give a way of replicably amplifying the failure probability to . We run the algorithm A’
k = 20log(1/~) times on different samples, and take the coordinate-wise median of the outputs. Observe
that for each coordinate, if more than half the values in that coordinate are within 0.01 of the true bias, then
the median is correct. Consider the probability that more than half the output values in a coordinate are not
within 0.01 of the true bias. By a Chernoff bound, we have that the number of outputs which are within 0.01
of the true expectation in [, norm are more than 0.5k with probability at least 1 — 2, which guarantees that
we get a (0.01, v2)-accurate algorithm for one-way marginals. Using composition of replicability, we have
that the resulting algorithm is (0.01, 0.01)-replicable and takes O (m log?’(l/’y)) samples.

Consider any sufficiently small § > 0. By Theorem 3.19, we have that there is a (20, 1, 29)-PG algorithm
with failure probability at most & + ~log(1/§) when given m’ = O(mlog®(1/~)polylog(1/5)) samples.
Setting v = 12;?/56, we get that that for sufficiently small § > 0, there is a (24, 1, 26)-PG algorithm with
failure probability at most ¢ +0.005 (i.e. (0.01, § +0.005)-accurate), when given m’ = O(m-polylog(1/9))
samples. Setting § = 2n~+'3 and simplifying, we get that m’ = C'm - polylog(m) for some constant C'. Then,
since m’ > m is larger than K, we get that ¢ is smaller than % and setting K sufficiently large gives us a
(0.01,0.01)-accurate algorithm with m' samples.

Now, using the lower bound for perfect generalization in Theorem 5.5, we get that m’ = Q(d), which
gives us that m = €(d), completing the proof. O

5.2 Quadratic separation: Agnostic Learning

In this section, we prove a lower bound for agnostic learning (See Section 2.4 for the definition of agnostic
learning) under the constraint of replicability.

Theorem 5.6. Fix sufficiently large d > 0 and a hypothesis class H with VC dimension d. Any (0.01,0.001)-
accurate, 0.0001-replicable agnostic learner A for H requires at least )(d?) examples.

The key idea is that we will reduce a variant of the one-way marginals problem over d coordinates to
the problem of agnostically learning any hypothesis class with VC dimension d (with quadratically more
samples). The variant we consider loosely corresponds to predicting the signs of the biases of the product
distribution. We show that this is possible using an agnostic learner as a subroutine. We start by defining
this problem more precisely.

12We~wi11 show under this condition that m = Q(d) Any algorithm taking fewer than K samples implies one taking between
K and O(d) samples, which would give a contradiction.
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5.2.1 Sign-One-Way Marginals

Definition 5.7. Consider a product of d Rademacher distributions with expectations p = (p1,...,pq). A
vector v € [—1, 1]d is said to be an a-accurate solution to the sign-one-way marginals problem for this

distribution if 1 Z?:1 vjp; = 52?:1 Ipj| — o

Observe that if every p; is either —1 or 1, an accurate solution requires the v;’s to do a very good job
of predicting the signs on average. On the other hand, if the p; values are all 0, then every value of v is a 0-
accurate solution. Thus, this definition of error scales depending on how biased the expectation is to either 1
or —1, penalizing solutions more when they do a poor job of predicting heavily biased coordinates. (Indeed,
we’d expect biased coordinates to be easier to predict, so it makes sense to penalize solutions more on these
coordinates.) Now, we are ready to define the accuracy of an algorithm for the sign-one-way marginals
problem.

Definition 5.8. Let C be the class of products of d Rademacher random variables. We say that an algorithm
A {—1, 134" — [~1,1]? («, B)-accurately solves the sign-one-way marginals problem over class C
if for all fixed distributions D in C, with probability at least 1 — (3 over the randomness of the examples it
obtains from D and the internal randomness of the algorithm, it outputs an c-accurate vector v for D.

5.2.2 Solving Sign-One-Way Marginals using Agnostic Learning

Our reduction in Algorithm 9 shows how to use an agnostic learner A, for any class H of VC dimension d
to construct an algorithm A for the sign-one-way marginals problem.

The main idea of the algorithm is as follows. Fix a distribution D that is a product of Rademachers
and let its expectation be p = (p1,...,pq). Consider a shattered set x1, ..., x4 for hypothesis class H.
Consider a distribution D’ corresponding to sampling a uniformly random point z; from the shattered set
and then sampling a label in (—1, 1) from a Rademacher with expectation p;. Note that given a sample S
of d independently drawn examples from D, we can create a dataset S, of size roughly d? that looks like
an i.i.d. sample from D’, by sampling a uniformly random z; and labeling it with a new unused entry from
coordinate j of S (we won’t run out of entries with high probability). Now, note that since the set z1, . .., x4
is shattered by H, there is a hypothesis » in H that outputs sign(p;) on input x; (such a hypothesis also
achieves lowest possible error on D’ among hypotheses in H). If the agnostic learner is accurate when given
d? samples, then the function f it outputs is a good approximation to & and as a result f (x;) is also likely to
be an accurate prediction of the sign of p;. Hence, function f can be used to obtain an accurate solution to
the sign-one-way marginals problem.

Algorithm 9: Algorithm A for sign-one-way marginals

1 Input: Sample access to a product distribution D over {—1,1}%, agnostic learner Aqg for
hypothesis class H with VC dimension d
2 Output: Estimated biases (v1, ..., vq).
1: Draw lochd i.i.d. examples from D for some ¢ > 0. Call the corresponding sample Sjy,,.
2: Letxq,...,xq be a shattered set of points for H. Let Uy be the uniform distribution over x1, ..., 4.
3: Draw m = ﬁ examples .S; from Uy. Call the sample S,,. If any element x; occurs more than
bchd times, then output (1,. .., 1), else move to the next step.
4: For each example S;, label it with a new entry from coordinate j of the input sample S;;,;,. Call the
labeled sample S 14p-
5: Run agnostic learner A4 on the labeled sample S, ;5. Let the output function be f.

6: return (f(x1), f(z2),..., f(xq)).
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Theorem 5.9. Fix sufficiently large d > 0. Let Aqq be a (0.01,0.001)-accurate, 0.0001-replicable agnostic
learner for a hypothesis class H with VC dimension d. Then algorithm A is a (0.02,0.002)-accurate,
0.0003-replicable algorithm for the sign-one-way marginals problem over d coordinates.

Proof. Let D be a Rademacher distribution with expectation (p1, ..., pg). Define a distribution D4, over
{z1,...,24} x {—1,1} as follows. First, uniformly draw s € {x1,...,24}. Then, if s = z;, draw y from a
Rademacher with expectation p;. Let D¢, be the distribution of the random variable (s, y) obtained using
this procedure.

First, we observe that by a Chernoff bound and union bound, the probability that any element z; occurs
more than bgLCd times in Sy, (Where Sy, is sampled as described in Step 3) is exponentially small in d
(hence less than 0.01 for sufficiently large d). Call this bad event E.

Next, consider the following method for sampling a dataset S;geq; Of yi i.i.d. samples from

__d
100 log?®

Digeq: first draw £ = m i.i.d. examples s; ~ Uy and then for each of them, if the value obtained

is z;, sample y; ~ Rad(p;). Consider the event F;4.,; that the number of occurrences of any example x;
is larger than lochd. The probability of this event is exactly equal to Pr[E]. Notice that the distribution

of Syg,1ap 1s identical to the distribution of S;4e, conditioned on event Eigea;- For any distribution D’
and event F, a simple calculation shows dry (D', D'|) < Pr[E]. Hence, we get that the total variation
distance between the distribution of 5;4.,; conditioned on event Ej4.,; and the distribution of S;geq; is at
most 0.0001 for sufficiently large d.

Now, we know that with probability at least 0.999 over the coins of the algorithm and the sample, the
agnostic learner produces an output that is accurate with respect to its input sample. Now, by the data-
processing inequality for total variation distance, we have that dry (Aqg(Sidear); Aag(Sag.iap)) < 0.0001.
Consider the distribution D; 4., and the subset O of 0.01-accurate functions w.r.t. the best function in the
class H (i.e. the function that minimizes Pr, ,)ep,,...[(7) # y]) . By the definition of total variation
distance, we have that the probability that learner A, produces outputs in this subset O on seeing Sy jap is
within 0.0001 of the probability that .4,, produces outputs in this subset O on seeing Sjqeq- Since the latter
happens with probability at least 0.999, we have that with probability at least 0.9989, the agnostic learner
is 0.01-accurate when fed the sample S, 45. This implies by the definition of the accuracy guarantee that
with probability at least 0.9989 over the randomness of the learner A, and sample S, jqp, that

Pr (o) lf (@) # 9] < i0f Proyyp,,,, [h(@) # y] +0.01,

where f is the output function of the agnostic learner. For x € {z1,...,z4}, let p; be p; if x = ;. Observe
that the function that predicts sign(p,) achieves the infimum on the right hand side of the above equation.

Now, using the fact that expectation of an indicator is the probability of the indicated event, and that
Ila # b] = % when a and b are in {—1,1}, we get that with probability at least 0.9989 over the
randomness of the learner A4,, and sample S 14,

IlE( z,y) Dbdeal ]l f 33) # y] 1nf E Dideaz[]l[h(‘r) # y]] +0.01
— f@)y 1 —h(z)y
:> 'Ldeal |: 2 lnf E(.CB y “’Dzdeal 2 + 001
1— f(x)y 1 — sign(ps)y
= E 'Ldeal |: 2 :| E(x7y “’Dzdeal |: 2 + 001
'Ldeal [f y] E(mvy)NDideal [Slgn(pw)y] - 002
Now, Algorithm A calls the agnostic learner except with probability 0.0001. Unraveling the expectations,
accounting for the fact that A outputs (1,1...,1) when it doesn’t call the agnostic learner, and using the fact
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that the randomness of sample S, ;4 is from the randomness of the algorithm A as well as the randomness
of Sinp, we get that with probability at least 0.998 over the randomness of the algorithm .4 and input sample,
Sinp, that

13 1y
E; (x)p E Z:: sign(p;)p; — 0.02,

proving that A is a (0.02, 0.002)-accurate algorithm for sign-one-way marginals over d coordinates.

Next, we prove that A inherits the replicability of the agnostic learner A,,. Consider two sets of in-
dependent samples Sj;, 1 and S;y, 2. Consider any set of random coins r drawn for algorithm 4. Note
that when the coins dictate that when some point in the shattered set occurs too many times, the algorithm
always outputs (1,...,1). Recall that this is event E, which we previously showed occurs with probability
at most 0.0001. Hence, in this case A(Sinp1;7) = A(Sinp,2; ) With probability 1. Hence, it is sufficient
to consider coins such that every point in the shattered set occurs fewer than ﬁlfd times in the sample Sg.
Now, as argued previously, the total variation distance between the distribution of S 145 (call it D,4) and
the same number of i.i.d. samples from D;g.,; is at most 0.0001 for sufficiently large d. Thus, we have
that the probability of any event changes by at most 0.0002 under samples Sgg jap, S,

ag,lab
samples Sgg b, St gilab ™~ Dy, This allows us to conclude that

m
~ Diy. . versus

Prs,, .1 Simpa~Dm [ A(Sinp157) = A(Sinp,2;7)]

Prs,,, 1 Sinpa~Dmr[A(Sinp.1:7) = A(Sinp2;7) | E]

Prg, 106844 1ap~DagTag [Aag(Sag,iab; Tag) = Aag(*%g,lab? Tag)]

2 PTS, 10,8% 1y~ Dlharsrag | A(Sag.iabs Tag) = A(Sog ab; Tag)] — 0.0002
> 0.9999 — 0.0002 = 0.9997.

Hence, we have proved that .4 is 0.0005-replicable. O

5.2.3 Lower Bound for Sign-One-Way Marginals

In this section, we show that accurately and replicably solving the sign-one-way marginals problem over d
coordinates requires a number of samples that is nearly linear in d. We will use a variant of the fingerprint-
ing method used to prove the lower bound for the one-way marginals problem for perfectly generalizing
algorithms, and then extend this to a lower bound for replicable algorithms. This argument is similar to that
used to prove the lower bound for the one-way marginals problem (Theorem 5.5), except that the notion of
accuracy is different, and so we use a different version of the fingerprinting lemma, given below.

Lemma 5.10 ([BSU19], Lemma A.1 and A.2). Let f be a function from {—1,1}"" — R. Let p be a
uniformly random variable between —1 and 1, and ¥ be a random vector of length m, consisting of i.i.d.
Rademacher random variables with expectation p.

Then,

(&) D (@i Ep[2pg(p)]

i=1
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Theorem 5.11. Fix any m > 0, sufficiently large d > 0. Let A be a (m%, 1, %)-perfectly generalizing,
(0.05,0.05)-accurate algorithm for the sign-one-way marginals problem over d coordinates using m sam-
ples that always outputs a vector in [—1,1]%. Then, m = Q(d).

Proof. Without loss of generality, let m be larger than a constant K.'3 Let S be the input dataset to the
algorithm A. Following the framework in Theorem 5.5, we will first argue the expected correlation of our
algorithm and its input is large:

m

Z Ep, a5~ 0y [A (S Z 7 —p;)] = 0.35d.

J=1 i=1

To see this, observe that by the accuracy of the algorithm, for any fixed distribution D), that is a product of
Rademachers with expectation p = (p1,...,pq), we have that we have that with probability at least 0.95
over the randomness of the algorithm A and its input sample,

1 d
DI
j=1

where v is the vector output by the algorithm.
Now, taking expectation over the randomness of the algorithm .4 and the input sample S, we get that

EA,SND;;L[ ZAJ ] 095[ Z|pj|—005]—005

7j=1

d
Z sign(p;)p; — 0.05,

&IH

which implies that

—_

d d
1 .
EA,S~D;” [E Z A’ (S)pj] E Z pj‘ — 0.15,
j=1 j=1

Now, consider each coordinate of expectation vector p drawn uniformly from [—1, 1]. Then, we have
that conditioned on any fixed p, the above equation holds. Hence, using the law of total expectation, we get
that

d d
Ep,4,5~Dy [Z AJ(S)pj] >E, [Z |pj|] —0.15d (13)
j=1 j=1
d
— ZEpAS py [A7(S Z 11 [Ipjl] = 0.15d = 0.354, (14)
j=1 j=1

where we have used the fact that E,,. (1 11[|p;|] = %. Now, fix a coordinate j € [d]. For any fixed
internal randomness 7 of algorithm .4, and for any values of columns of S that are not the %" column, we
get from Lemma 5.10 applied to the function f corresponding to the algorithm A on the complete dataset .S
with internal randomness r, that

m
Epj,Sj~Rad(pj)m [“4] (Sa T)pj] = I['ZpJ,SJ~Rad(1u] Z - p]

3We will show under this condition that m = Q(d). Any algorithm on < K samples implies one taking between K and O(d)
samples, which would give a contradiction.
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Now, since this holds for any fixed values of internal randomness r and for any values of columns of S
that are not the j*" column, it holds for any distribution over the internal randomness r and any distribution
over values of other columns of S. Hence, we get that

By sy [A/(S)0i] = Epas-op [4(8) 33(5] —p)]

where we have used that Dy, is a product distribution. Now, summing over all coordinates j € [d], we get
that

d
(87 =pj)] = Y Epas~py [A(S)p;] = 0.35d, =
j=1

INgE

Z Epa.s~0p A (S)

7j=1 %

Il
—_

where we have used Equation (14).

Now, we can proceed exactly as in the proof of Theorem 5.5 (we repeat high-level details for complete-
ness; for more details, see that proof). '

Let S be another dataset drawn from the same distribution Dj,. Let Z = 3¢/ .AJ( )>.;(S? —pj) and

Z' = Zje[ ]A (S/) ZZ(SZJ pj)-

First, note that Z’ is a sum of uncorrelated random variables with mean 0 (see the proof of Theorem 5.5
for a proof of this).

We can then prove (as in the proof of Theorem 5.5) that

DAY (S —pj)H < 2Vdm,

jeld] i

E[|1Z'|] = Bp .50y |

Then, we can invoke the perfect generalization guarantee to prove (as in the proof of Theorem 5.5) that

8d
E[|Z]] < E[Z] + —

Hence, combining the inequality above with equation 15, we get that
8
0.35d < E[|Z]] < 2E[|Z']] + — < 2e2Vdm .8 5

Simplifying, this gives that
m = Q(d).
O

Now, we are ready to apply our conversion from replicability to perfect generalization to prove a similar
lower bound for replicable algorithms.

Theorem 5.12. Fix sufficiently large d > 0. For any 0.0005-replicable algorithm A that is (0.02,0.002)-
accurate on the sign-one-way marginals problem over d coordinates with m samples,

= Q(d).

Proof. Without loss of generality, let m be larger than a constant K.'* By Claim 2.12, we have that A is
(0.01,0.05)-replicable and (0.02,0.002)-accurate when given m samples. Consider any sufficiently small

1*We will show under this condition that m = €(d). Any algorithm on < K samples implies one taking between K and O(d)
samples, which would give a contradiction.
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~v > 0. Next, applying Theorem 2.13, we get that for sufficiently large constant ¢ > 1, there is a Wh/’y)_

replicable and (0.01,0.008 + m) = (0.01,0.01)-accurate algorithm A’ for sign-one-way marginals

over d coordinates, which takes O (m log?(1 /’y)) samples.

Next, we give a way of replicably amplifying the failure probability to v. We run the algorithm A
for k = 20log(1/v) times on different samples, and take the mean of the outputs. Using composition of
replicability, we have that the resulting algorithm is 0.0001-replicable and takes O (m 10g3(1 /7)) samples.

Now, we analyze the failure probability of this algorithm. Let the output vectors of A on the & runs be

vl ..., v*. We are interested in the quantity é Z;'l:1 [|pj| -k Zle v;] First, we analyze the expectation

of this quantity.

. [éi [|pj| —%i“ﬁ‘” ~E [é >ip [sign(pj)—%Zvﬁ'”

j=1 i=1

where the last inequality is because the quantity inside the last expectation is less than 0.02 with prob-
ability at least 0.99 (and because all the v* are identically distributed). Next, observe that the quantity

% Zle <$ Z;l:l Dj [sign(pj) — vé]) is a sum of k independent random variables (since the 7' term in the

sum only depends on random variable v*) in the interval [—2,2]. Hence, using Hoeffding’s inequality, we
have that the probability that the sum is larger than 0.05 is less than 2.

Now, by Theorem 3.19, we have that there is a (26, 1,20)-PG algorithm with failure probability at
most § + ~log(1/8) when given m’ = O(mlog3(1/v) poly log(1/5)) samples (where failure in this case
means outputting a solution that is not 0.05-accurate). Setting v = %, we get that that for sufficiently

small 0 > 0, there is a (26, 1, 26)-PG algorithm with failure probability at most § + 0.005 (i.e., one that
is (0.05,8 + 0.005)-accurate), when given m’ = O(m - poly log(1/d)) samples. Setting § = # and
simplifying, we get that m’ = C - m - poly logm for some constant C'. Hence, since m’ > m is larger
than K, we get that J is smaller than % and setting K to be sufficiently large, we get a (0.05, 0.05)-accurate
algorithm with m’ samples.

Now, using the lower bound for perfect generalization in Theorem 5.11, we get that m’ = Q(d), which

gives us that m = €(d), completing the proof. O

Now, we can use the reduction from sign-one-way marginals to agnostic learning to obtain the sample
complexity lower bound for agnostic learning.

Proof of Theorem 5.6. 1f there were a (0.01, 0.001)-accurate, 0.0001-replicable agnostic learning algorithm

using fewer than (where c is some sufficiently large constant) samples, then by Theorem 5.9, there

d2
1001og2° d
would be a (0.02,0.002)-accurate, 0.0005-replicable algorithm for the sign-one-way marginals problem

over d coordinates taking only bgLCd samples, which contradicts Theorem 5.12. O

We note that our agnostic learning lower bound as stated only holds only for constant accuracy, and
might not give the optimal dependence on the accuracy parameter « for general (o, 3)-agnostic learning.
We leave it as an open problem to determine the right dependence on c.
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5.3 Closing the Gap: Realizable Learning

Now that we’ve seen natural settings in which our reduction is tight (and therefore exhibited a quadratic
statistical separation between privacy and replicability), it is reasonable to ask whether there are any settings
under which the reduction is loose, or even where privacy and replicability might have the same statistical
cost. In this section, we’ll show this is indeed the case for (certain regimes of) a closely related problem:
realizable PAC-learning. In particular, in this section we exhibit a replicable algorithm for PAC-learning
that gives a quadratically improved dependence on the accuracy and confidence parameters over applying
our reduction from privacy (see Theorem 6.13).

Theorem 5.13 (Finite Classes are Replicably Learnable). Any class H is replicably Agnostic learnable with
sample complexity:

a2p?

log? |H| + log 2= 1
m(p,a,BKO( 4 28 1og® = | .

In the realizable setting, the a-dependence can be improved to linear:

log? |H| + log == 1
| | pB 10g3 i

m(p,a, ) <O < 5
ap P
Theorem 5.13 gives a quadratic improvement over the sample complexity via reduction from private
learning in both confidence and accuracy, and in particular has the same asymptotic dependence as in private
PAC-learning (and hence avoids any statistical blowup in the setting where log | H| is thought of as small).
In fact, it’s worth noting the result is tight in these parameters, as even standard PAC-learning requires the
same dependencies.

5.3.1 Algorithm

Atits core, the algorithm achieving Theorem 5.13 relies on a simple random thresholding trick. In particular,
the idea is roughly to estimate the risk of each concept in the class H by standard uniform convergence
bounds, choose a random error threshold v € [OPT, OPT + «], and finally output a random f € H with

empirical error errg(f) = ‘—1| >, 1[f(z) # y] at most v. Implementing this strategy requires a bit more

(z,y)es
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effort, and is achieved formally by the following algorithm.

Algorithm 10: (Intermediate) Replicable Learner for Finite Classes

Result: Replicably outputs hypothesis with error at most OPT + «
Input: Finite Class H, Joint Distribution D over X x {0,1} (Sample Access)
Parameters:

* Replicability, Accuracy, Confidence p, o, 8 > 0

log? |H|log X +p2log 1
* Sample Complexity m = m(p, a, 3) <O(og |H|log £ +p 0g6>

aZph

* Replicability bucket size 7 < O(hﬁ% ‘)

Algorithm:
1. Draw a labeled sample S ~ D™ and compute errg(f) for every f € H.
2. Replicably output initialization vy, € [OPT, OPT + «/2] (see Algorithm 12)
3. Select random threshold v <, {vjpit + %7', Vinit + %T, ey Uinit + /4 — T/2}

4. Randomly order all f € H

return Output the first hypothesis f in the order s.t. errg(f) < v.

We note that Step 2, estimating OPT, follows essentially the same argument as the basic replicable
statistical query algorithm of [ILPS22]. We give the argument in Appendix A for completeness.

We note that while Algorithm rFiniteLearner is a replicable agnostic PAC learner, it is not quite
sufficient to prove Theorem 5.13 due to its poor dependence on p. We’ll see in the next section how to obtain
the stated parameters by separately amplifying rFiniteLearner starting from good constant replicability.

5.3.2 Analysis

We’ll start by proving the following weaker bound for our intermediate learner.

Theorem 5.14 (Intermediate Learnability of Finite Classes). Let H be any finite concept class. Algorithm
rFiniteLearner is a (proper) agnostic replicable learning algorithm for H with sample complexity:

log? | H|log(%) + p*log §
a2 :

m(p,a, B) < O(

In the realizable setting, the (o, 3)-dependence can be improved to:

log? |H|log () + p*log %)

apt

m(p,a, B) < O(

The main challenge in Theorem 5.14 is proving replicability. (Accuracy and failure probability are
essentially immediate from standard uniform convergence arguments.) To this end, note that the randomness
rused by rFiniteLearner is largely broken into three parts: estimating OPT, choosing a random threshold,
and ordering the concepts in 7. We’ll focus first on the latter two, where the choice of v restricts H to two
subsets Hq and H5 (those with empirical error at most v), depending on input samples S and S,. We first
appeal to the classical observation of Broder [Bro97] to argue that as long as the symmetric difference of
H, and Hs are small, outputting the first concept from these sets (according to the random ordering) is a
replicable procedure.
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Observation 5.15. Ler O(H, r) be a random ordering of concept class H. Let & < H1, Hy € H, and let f;

and f be the first elements of Hy and Hy respectively according to O(H,r). Then Pr,[f1 # fa] = 15165;'

where A denotes the symmetric difference.

The key to proving replicability is then to observe that most choices of v induce small symmetric dif-
ference between the corresponding H; and H,. Namely, the idea is to observe that for any fixed joint
distribution D, intervals

Iy = [OPT,OPT—I—T],...,IOC/(QT) = [OPT—FQ/Q—T,OPT-I-Q/Q],

and corresponding threshold positions v; = OPT + @7‘, the sets

Hy) ={he H :errg,(h) < v}, Héi) ={he H :errs,(h) < v}

are close for most choices of v;, S1, and S3. To adjust for the fact that we don’t know the value of OPT,
we will in fact prove something slightly more general that allows our starting point to range anywhere from
OPT to OPT + «/2.

Lemma 5.16. Let vj,; € [OPT,OPT + /2] and 7 < O (10272\) a parameter that divides /4. Define

the intervals
1 1

Iy = [Vinits Vinie + 7), Tt = [Vinit + T, Vinie + 27), ..., I% = |:Uinit + Za — T, Vinit + 104

and corresponding thresholds v; = vy + (Zi; D! T, and let

H" ={heH errs,(h) <v}, HY ={heH:errs,(h) <uv)

denote the hypotheses with empirical error at most v; across two independent samples S1 and Ss of size
—1
O(loi—’;). Then with probability at least 1 — p/4, a uniformly random choice of i € | {=] satisfies:

1= O =)

Proof. For convenience of notation, let | I;| denote the number of hypotheses whose true risk lies in interval
I;, and |1, [i]| the number of hypotheses in intervals up through I;. We call a threshold v; “bad” if any of the
following conditions hold.

1. The ¢th interval has too many elements:

P
1] > %H[iflﬂ'

2. The number of elements beyond I; increases too quickly:
3j =11 |Lisj| = €Iy
and “good” otherwise. We will argue the following two claims.

1. If v; is a good threshold, then H fi) and H éi) are probably close

Pr
51,52

Y o)

OINTIC)
|H1AH2|<p]>1_§
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2. Atmosta § fraction of thresholds are bad.

Since we pick a threshold uniformly at random, it is good with probability at least 1 — p/8 and a union bound
gives the desired result.

It remains to prove the claims. For the first, observe that for any fixed hypothesis h with true risk
errp(h) € I;1j, the probability that the empirical risk of A is less than v; is at most

Prlerrs(h) < v;] < e 20 7°ISD (16)

by a Chernoff bound. Let x; denote the variable which counts the number of hypotheses with true risk
beyond I; that cross the threshold v; empirically. If v; is “good,” we can bound E[z;] by

2
E 272|8]—4)
:L'Z < z 1| e | < | |
=0 2000

for our choice of |S|. Markov’s inequality then promises

P

On the other hand, the probability any hypothesis in I|; 1} crosses v; is at rnost e~ 27?15, 50 similarly the
probability that more than a 5 fractlon of such hypotheses cross v; is at most 7- Finally, since v; is ‘good,’
I; itself contributes at most 4 |I [i—1] | hypotheses that cross the threshold in the worst case, so in total we

have that with probability at least 1 — 32, at most {5 |I [i—1] | hypotheses cross the threshold in either direction.

Considered over two runs of the algorithm, this implies that with probability at least 1 — 1—6, |H (Z)AH§Z)|
cannot be too big

1A < £y,

Furthermore, since the probablhty that more than a 30 fraction of hypotheses in I|; 1} cross v; is at most £ 51

we also have that |H N, Hé | cannot be too small:

(4) i) P ,
|Hy" v Hy'| = (1 15) i1l

with probability at least 1 — 2. Thus altogether a union bound gives
(4)
pp | 1 AH| A
51,52 |H(2 Hél)| 4 8

as desired.

Finally, we need to show that almost all thresholds are good. To see this, first observe that since viyie =
OPT, |I;;| > 0 for all i = 0. To count the number of bad thresholds, let i; > 1 be the position of the
first bad threshold, and ¢; denote the largest index such that 41 + ¢ fails a condition. Define ¢; and ¢;
recursively as the first bad threshold beyond ¢;_1 +t;_1 and its corresponding latest failure. Observe that by
construction, any interval that does not lie in any [7;.i; + ;] is good, so there are at most ), t; bad thresholds.

Let ¢ denote the final index of the above greedy process. By definition of a bad interval, each ¢; multi-

plicatively increases the number of total hypotheses from I}; | by at least (1 + %)tj . Since |Ip| = 1 and the
total number of hypotheses is | H | by definition, we may therefore write:

3t
AP
H| = T ag) = (14 55)7
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and thus that the total number of bad intervals is at most

p

Since we have chosen 7 such that the total number of intervals altogether is at least 2 <1og/()#>’ the appro-

priate choice of constant gives that at most a p/8 fraction are bad as desired. O

To complete the argument, it is enough to show we can find a good starting point vjp;.

1H]

Lemma 5.17. There exists a p-replicable algorithm over O ( °§§ 55 )> samples that outputs a good estimate

of OPT with high probability:

Pr, 5| A(S) € [OPT,OPT + a/2]] 21—

Proving this Lemma largely follows from prior techniques but is a bit tedious, so we leave the proof for
Appendix A. With these tools in hand, we are finally ready to prove Theorem 5.13.

Proof of Theorem 5.14. We start by showing rFiniteLearner is p-replicable. rFiniteLearner starts by
running a replicable subroutine (with parameters p’ = p/2 an 3/ = 3/2) to find an estimate for OPT. Using
new (independent) randomness, it then selects a threshold v; and a random ordering over H, and outputs the
first hypothesis in H(®) = {h : Remp(h, S) < v;}. By Lemma 5.16 and Observation 5.15, this latter process
is p/2-replicable. By composition of replicability, the entire algorithm is therefore p-replicable as desired.

Correctness of rFiniteLearner follows from standard uniform convergence type arguments. In par-
ticular, by our choice of |S|, any hypothesis with empirical risk at most OPT + «/2 has true risk less than
OPT + « with probability at least 1 — /3/2. Furthermore, as long as our estimation of O PT is successful
(which occurs with probability at least 1 — 3/2), we always output such a hypothesis. Thus altogether we
output a hypothesis with true error at most O PT + « with probability at least 1 — 3 as desired.

Finally, we need to argue that the dependence on « can be improved to linear in the realizable setting.
Note that in this case, we can simply set vj,;; to 0, and ignore the estimation of OPT. The improvement then
follows immediately from noting that when O PT = 0, a standard Chernoff bound improves Equation (16)

to
_ i3S 2,2
Prlerrs(h) <wv;] <e Aers) < = LEh
log L1
Similarly, only O( Ogaﬁ ) examples are needed to ensure hypotheses with O(«) empirical risk have O(«)

true risk with high probability, and the rest of the proof follows as in the agnostic case. O

Finally, we amplify the above to prove Theorem 5.13.

Proof of Theorem 5.13. Our amplification algorithm is a modification of the original technique introduced
in [ILPS22], designed to take advantage of the fact that the dependence on 3 (failure) and p (replicability)
are highly unbalanced in learning tasks. Draw k& = O(log(1/p)) random strings 71, ..., 7%, and consider
the distributions {Di}le generated by running rFiniteLearner(r;, S) with parameters p’ = .01 and
B’ = - poly(p) on a large enough sample S. The idea is to argue that with good probability over the
choice of random strings , at least one of these distributions has an §2(1)-heavy-hitter (which is also a good
hypothesis with extremely high probability). Roughly speaking, we can then use the heavy hitters algorithm
of [ILPS22] across these distributions to p/2-replicably output a good hypothesis, and union bound over all
applications to argue correctness of the final output.
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Let’s formalize this argument. First, observe since our setting of rFiniteLearner is .01-replicable,
at least 90% of the random strings have a ‘canonical element,’ i.e. one that appears across at least 90% of
random samples. Call such strings good, and observe that any good string r; corresponds to a distribution
D; with a .9-heavy-hitter by construction. Over a random choice of O(log p~!) such strings, the former
guarantee then promises at least one of these strings is good with probability greater than 1 — p/4 and there-
fore that at least one distribution in {Di}le has a .9-heavy-hitter. With this in mind, we now appeal to the
heavy-hitter algorithm of [ILPS22], which draws 0(103)—3’1) samples from a distribution to replicably output
a list of all £2(1)-heavy-hitters.> To make our entire process p-replicable, we will run the above process for

p = O(ﬁ). To this end, we draw samples S1, ..., S; fort = O(log;” = ) and generate ¢ corresponding

samples from each {D,-}f-“:1 (re-using S; between distributions), which we use to run [ILPS22]’s heavy-
hitters algorithm. Union bounding over all applications, this process is p/4-replicable, and with probability
at least 1 — p/4 outputs a non-empty list of hypotheses. Finally, we break in to one of two cases. If the
result list is indeed non-empty, simply output a random element of the list (a fully replicable procedure).
Otherwise, run rFiniteLearner on a fresh random string and sample, and output the result.

Finally, we argue replicability and correctness of the above process. First, note the output list is non-
empty with probability at least 1 — p/4, and two independent samples produce the same list (with fixed
randomness) with probability at least 1 — p/2 by replicability of the repeated heavy hitter process discussed
above. Therefore the entire process is p-replicable as desired. For correctness, note that we have used at most
poly(p~1) instances of rFiniteLearner. Recall that we set the failure probability of rFiniteLearner
to be very small, with 3/ = 3 - poly(p~!). Since each individual application of rFiniteLearner fails
with probability less than (', union bounding over all applications of the algorithm implies every output
hypothesis is ‘good’ (within o of OPT) with probability at least 1 — 5. Since we only output hypotheses
generated by this process, the probability of outputting a bad hypothesis is then less than [ as desired.

Altogether, the sample complexity of the above algorithm is given by the size of samples

log3 p—1 log? |H| + log L
t‘5i|_0<0gp2p . || 0B 7

a2

log3 o~ [log |H| + log
O(ngp ( | |a PP +10g2|H|

or

p

in the realizable case.

6 Applications

In this section we take advantage of our reductions between notions of stability to resolve (or otherwise
make progress on) several open problems in the algorithmic stability literature.

6.1 Item-level to User-level Privacy Transformation

The original motivation of introducing the definition of pseudo-global stability in [GKM21] was to come
up with PAC learning algorithms in the example-rich, user-level privacy setting. In this setting, there are
a number of users with many samples (the regime we will be interested in is when there are a few users

5We note the technique actually outputs a list of some weight close to ¢, but this is largely irrelevant in our setting where c (and
the shift in ¢) are constant.
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who have enough samples to solve the problem for themselves). The motivation behind this setting is to
leverage the data of example-rich users to obtain statistical insights without compromising their privacy.
Such statistical analyses could then be released and used widely, even by users who didn’t have as much
data.

The technique of [GKM21] involves coming up with pseudo-globally stable algorithms for PAC learn-
ing, and then having each user run a pseudo-globally stable algorithm with the same coins. Then, you can
privately identify a heavy hitter among the outputs of the users (such a heavy hitter exists with high prob-
ability because of the property of pseudo-global stability), and since changing an entire user’s sample will
affect only one output, this procedure will be user-level differentially private. One open question raised in
their paper was whether their techniques could be extended beyond the PAC setting.

Our argument that pseudo-global stability and differential privacy are two sides of the same coin answers
this question in the affirmative, and has the additional benefit of eliminating the need to cleverly design
pseudo-globally stable (replicable) algorithms. We showed previously that item-level differentially private
algorithms can be compiled into replicable algorithms with only a quadratic overhead in sample complexity
(See Sections 3.2 and 3.3). Hence, our results allow for a general transformation from item-level to user-
level privacy for statistical tasks in the example-rich setting; each user applies correlated sampling to the
same item-level differentially private algorithm applied to their specific sample, and then a heavy hitter is
identified via differentially private selection.

Theorem 6.1. There are universal constants c, K > 0 such that the following holds. Let T be a statistical
task with a finite output space. Given a (0.1, n%)-item level differentially private algorithm A that solves
T using n samples and with failure probability (3, for every 1 > €, > 0, there exists an (g,0)-user level
differentially private algorithm A, that solves T with failure probability O(f3 log %) when given access to

the data of O(M log W) users, each of whom have at least Kn?log(1/) examples.

Proof. Firstly, we can amplify the privacy parameters of .4 by subsampling. By Lemma 2.9, the algorithm
A’ that, given m = Kn? samples, subsamples n items without replacement and runs A’ on the result is
(1/+/Km, cK /m?)-differentially private. Moreover, when run on inputs consisting of i.i.d. samples from a
distribution D, the output of A’ is identically distributed to that of A, so A’ also solves 7 with m examples
and failure probability 5.

For a sufficiently large constant K and sufficiently small constant ¢, Corollary 3.18 then implies that A’
gives rise to a c-replicable algorithm solving 7 with m examples and failure probability /.

Now, consider Algorithm 1 adapted to the user-level setting as follows (with number of users as specified
in the theorem): instead of partitioning a centralized sample (as done in that algorithm), each of the users
applies algorithm A’ to their own set of O(log(1/53)) i.i.d. samples (with the same set of O(log(1/3))
different coins—this can be achieved through a common random string that they share). Then, the outputs
are sent to a central server, apd (¢' = ﬁl/ﬁ’ o’ = m)—DP selection is then applied to choose a heavy
hitter (as discussed in Algorithm 1). Let’s call this algorithm A,,.

The accuracy guarantees proved for Algorithm 1 give us that the failure probability of this Algorithm
A, is at most O(5log 1/3). Hence, we are left to argue privacy. Note that changing a single user’s sample

can change at most C'log 1//3 outputs to which the (¢’, 0")-DP selection algorithm is applied to. Hence, by
group privacy (Lemma 2.8), we have that A, is (¢'log 1/8, ¢’ %

Substituting the value of ¢ and ¢’ then gives an (e, d)-user level private algorithm. This completes the
proof. O

)-user level differentially private.

6.2 Parameter Amplification for Differential Privacy and Perfect Generalization

The equivalence between replicability and differential privacy gives us the first generic amplification theo-
rem for the  parameter of approximate differential privacy for general statistical tasks. Prior to our work,
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it was known that the € parameter could be amplified algorithmically and efficiently. That is, using ran-
dom sampling (Lemma 2.9), one can improve an (g¢, dg)-differentially private algorithm to a (peg, pdo)-
differentially private one with an O(1/p) blowup in the sample complexity. However, this technique is
unable to improve the § parameter of such an algorithm asymptotically as a function of the number of
samples n, e.g., from §(n) = 1/n1% to §’(n) = exp(—n").

The recent characterization of private PAC learnability in terms of Littlestone dimension [ALMM19,
BLM?20, GGKM21] implies that such an amplification of J is (at least, in principle) possible for private
PAC and agnostic learning and for private query release. Given a target class C in one of these settings,
the existence of a (¢ = 0.1,§ = O(1/n?logn))-differentially private algorithm using a finite number of
samples n implies that C has some finite Littlestone dimension d. This in turn implies that, for every £, > 0,
there is an (e, §)-differentially private agnostic PAC learning algorithm for C using poly(d, 1/¢,1log(1/6))
samples and a private query release algorithm for C using poly(22d, 1/e,log(1/6)) samples. Unfortunately,
the first part of this argument is non-constructive, and in the worst-case, leads to a final algorithm using a
number of samples that is an exponential tower in 2(n)! [BLM20] posed the open question of whether such
amplification could be done algorithmically, even for the special case of private PAC learning.

Our approach is to first convert a differentially private algorithm with weak parameters to a replicable
one. We may then use the fact that replicable algorithms can be converted back to differentially private ones
with excellent privacy parameters. Altogether we obtain a constructive amplification theorem that achieves
only a modest blowup in sample complexity, and which applies to general statistical tasks with finite output
spaces.

Theorem 6.2. There is a universal constant ¢ > 0 such that the following holds. Let T be a statistical
task with a finite output space. Suppose there is an (¢ = 0.1,6 = c/n3)-differentially private algorithm
that solves T using n samples and with failure probability 5. Then for every ¢,0 > 0, there exists an
(¢, 0)-differentially private algorithm solving T using

o <1og(1/5) log(1/8)

€

+ log2(1/5)> -n?

samples and with failure probability O(Slog 1/13).

Proof. Let A be a (0.1, c¢/n3)-differentially private algorithm solving 7~ with n samples and failure proba-
bility O(1/1og(1/8)). By Lemma 2.9, the algorithm A’ that, given m = Kn? samples, subsamples 7 items
without replacement and runs A on the result is (1/v/Km, cK /m?)-differentially private. Moreover, when
run on inputs consisting of i.i.d. samples from a distribution P, the output of A’ is identically distributed to
that of A, so A also solves 7 with m samples and failure probability 3.

For a sufficiently large constant K and sufficiently small constant ¢, Corollary 3.18 implies that A gives
rise to a c-replicable algorithm solving 7 with m samples and failure probability 5. Applying Theorem 3.1
thus results in an (g, §)-differentially private algorithm solving 7 with

0 (B )

samples and failure probability O(5log1//3). O

We can also show a similar amplification of the parameters for perfect generalization, indeed, even from
one-way perfect generalization to perfect generalization itself.

Theorem 6.3. There is a universal constant ¢ > 0 such that the following holds. Let T be a statistical
task with a finite output space. Suppose there is an (8’ = 1075 ¢ = 1075, = 107°)-one-way perfectly

68



generalizing algorithm that solves T using n samples and with failure probability 3. Then for every £, > 0,
there exists an (0, ¢, 0)- perfectly generalizing algorithm solving T using

0 (- E/)pol gt/

22
samples and with failure probability O(8) + +/log(1/9).

Proof. Let Abea (107°,1075,10°)-perfectly generalizing algorithm solving 7~ with n samples and fail-
ure probability 5. By Lemma 3.17, there is a (0.0001)-replicable algorithm solving 7 with the same failure
probability and the same number of samples. By Claim 2.12 and Theorem 3.19, there exists a (62 /4, ¢, 62 /4)-
sample perfectly generalizing algorithm solving 7 using O (n - 1281/2) pszly 108(1/9)y samples with failure prob-
ability O(d) 4+ +/Blog(1/4). Lemma 3.6 converting sample perfect generalization to perfect generalization

gives the result. U

6.3 A Realizable-to-Agnostic Reduction for Structured Distributions

One of the main running examples throughout this work (and indeed a focal point in [ILPS22, GKM21] as
well) is the PAC-learning paradigm. Traditionally, PAC-learning has two main settings, realizable learning
(where the adversary must choose a hypothesis in the class), and the agnostic setting (which allows an ar-
bitrary adversary). It is a well known fact in the study of traditional statistical learning that realizable and
agnostic learning are equivalent up to polynomial blowup in sample complexity [VC74, BEHW®89, Hau92].
Furthermore, an analog of this fact holds for most supervised paradigms (see e.g. [BI91, BLW96, Lon0O1,
BDPSS09, DMY 16, MHS19, AHHMZ21])), including privacy [BNS16b, ABMS20]. This was originally
shown by Beimel, Nissim, and Stemmer [BNS16b], who gave a sample-efficient agnostic-to-realizable re-
duction for approximately differentially private PAC-learning. Their result has since been used extensively
(see e.g. [BNS16¢c, BMNS19, BMA19, ABMS20, BLM20]), and is often used to justify focus on the realiz-
able setting.

While certainly impactful, Beimel, Nissim, and Stemmer’s reduction (and later improvements on the
same [ABMS20, BLM20]) are complicated and limited in application. Like the results that came before
them (in the traditional setting), their techniques rely heavily on uniform convergence, and therefore always
incur a cost in VC dimension of the class (or analogously in log | H| in many settings we consider). Such
bounds are typically only useful in the distribution-free setting, where the adversary is free to choose ar-
bitrary (often strange, combinatorial) distributions over the data that don’t appear in practice. Outside of
such cases, it is typically possible to learn in many fewer samples than VC dimension would predict (see
e.g. [INK19]), so it is reasonable to ask whether this efficiency can be generically maintained in the agnostic
setting. Towards this end, Hopkins, Kane, Lovett, and Mahajan [HKLM22] recently gave a more generic
reduction independent of VC dimension, but their techniques do not adapt directly to the private setting,
which was left as an open problem in their work.

We resolve this problem (at least in finite domains) via reduction to and from replicability: agnostic
private learning requires only a small polynomial blowup over the realizable case that is independent of
class-size, even under arbitrary distributional assumptions. With this in mind, we briefly introduce the
distribution-family variant of the PAC-model, which first appeared (implicitly) in seminal work of Benedek
and Itai [BI91] on learning under fixed distributions. We highlight the differences from the standard model
below.

Definition 6.4 (Distribution-Family Model [BI91]). A learning problem is defined by a hypothesis class H
and family of distributions 9 over the instance space X. We say an algorithm A is an («, B)-accurate
Agnostic learner for the hypothesis class (H, 2) if for all distributions D over input, output pairs whose
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marginal Dy € 9, A on being given a sample of size m drawn i.i.d. from D outputs a hypothesis h such
that with probability greater than or equal to 1 — 3 over the randomness of the sample and the algorithm,

errp(h) < inf errp(f) + a,
feH
where errp(h) = Pr(, ep[h(z) # y|. When the adversary is additionally restricted to choosing D s.t.
inf per errp(f) = 0, we call the problem realizable.

We give the first private agnostic-to-realizable reduction from the distribution-family model, and in
general the first reduction with no reliance on uniform convergence or VC dimension.

Theorem 6.5. Let (H, ) be a hypothesis class that is (1, m)-privately (cr,0.01)-PAC learnable inn =

n(a) samples in the realizable setting. Then (H, P) is (1, Wl(m))-privately (o, B)-agnostically learnable

in
0 (F LI ()

a2
samples for some universal constant ¢ > 0.

In the statement of Theorem 6.5, II;7(n) denotes the growth function of (X, H). The growth function
captures the maximum number of labelings functions from H can induce on samples of size n, and is at most
nP@ for classes with VC dimension d. Moreover, since I (cn?) < 2¢n” | this means agnostic learning
experiences at most a polynomial blowup over the realizable setting:

Corollary 6.6. Let (H, ) be a hypothesis class that is (1, —*—)-privately (a,0.01)-PAC learnable in

* poly(n)
n = n(a) samples in the realizable setting. Then (H, ) is (1, m)-privately (o, B)-agnostically learn-
able in 6 .
~ (n°log B~
<SO| ———
mia ) < 0 (")
samples.

At ahigh level, the proof of this result is (comparatively) simple. Given a realizable private learner A, we
will transform A into a replicable learner, apply a variant of [HKLM22]’s agnostic-to-realizable reduction,
and finally lift the resulting agnostic learner back to differential privacy. The main challenge lies in adapting
[HKLM?22] to the replicable setting, which is roughly done via the following procedure (see Algorithm 12):

1. Sample: Draw an unlabeled sample S ~ D", and random string r
2. Generate Candidates: Run A on all labelings of S with internal randomness r
3. Prune: Using fresh samples, remove any high error candidates

The result then follows from replicably outputting a heavy hitter of this procedure.

6.3.1 List Heavy-Hitters

It is this final step, it turns out, that contains most of the subtlety in this reduction. While estimating heavy
hitters of a given distribution is a core subroutine in many replicable algorithms (used, e.g., in Theorem 5.13),
and was studied in [ILPS22], our setting is more challenging since our goal is to output a heavy hitter from
a distribution over lists, where the list size may be exponential in the desired parameters. In this section, we
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show how similar arguments used for our efficient finite learner can also be used to output a heavy hitter
with cost only polylogarithmic in the list size.'6
More formally, let €2 be a finite set, and D a distribution over subsets of H. We call h € H an n-heavy-
hitter of D if
PI’SND[h € S] =n.

We prove it is possible to replicably output a heavy hitter with complexity scaling that is only polylogarith-
mic in the largest set supported by D.

Theorem 6.7. For any finite set €}, p,n, B > 0, and distribution D over subsets of ) with an n-heavy-hitter,
there exists a p-replicable algorithm A with the following guarantees:

1. A outputs a g—heavy—hitter with probability at least 1 — 3

log? [Dlos ﬁ log £ +log 4
2. A uses at most O 1 L 28 1og3 % samples from D,

772p2
where | D| is the maximum size subset supported by D.

We note that it is easy to modify this result to remove the assumption that D has a heavy hitter (the
algorithm instead outputs ‘L’ in this case, or can test for the heaviest element), but the simpler version
above is sufficient for our applications. We now give the algorithm itself, which combines [ILPS22]’s heavy
hitters with our thresholding technique for finite learning.

Algorithm 11: List Heavy Hitters

Result: Replicably outputs a heavy hitter
Input: Distribution D over subsets of universe €2 (Sample Access)
Parameters:

* Replicability, confidence, and heaviness p, 3,1 > 0

|D|1og
. log(@) log? TR 0E log X +log 1
e Sample sizes t; = O (i ,to =0 1 L C

n n2pt

e Threshold accuracy 7 < O(IOQ’?D')
Algorithm:

1. Sample t; subsets C' ~ A, and call their union 7.
2. Sample an additional ¢5 subsets C' ~ A, and call their collection S = {C;}.

3. Foreacht € T, let p; denote its empirical measure over S:
. 1
Pt = EHCEStECH

4. Choose a random threshold v € {n/4 + 27,n/4 + 67,...3n/4 — 27}

5. Randomly order €2

return first t € T" with respect to the order satisfying p; > v

'We note that a similar result also appears implicitly in [GKM21, Theorem 20], albeit with worse sample complexity.
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It is not hard to see this algorithm succeeds via the same analysis as for Theorem 5.13.

Proof. By a Chernoff and union bound, we first note that with probability at least 1 — Sp/4, T' contains
every n-heavy-hitter of D.
Similar to the proof of Theorem 5.13, we consider intervals of the form
3n 3?7]

IO = [77/4777/4+4T],,Il/(27_) = |:Z _47—’z

with corresponding threshold positions v; = n/4 + (Zi; L) 7, and the sets

HY = {teT:p(t,51) < v}, HY ={teT:p(t,5) <uv}.

In the proof of Theorem 5.13, we argued that replicability followed from bounding the quantity

[y Al

Y o By
with high probability, as this promised that choosing the first element from a joint random ordering of €2
usually gives the same answer over H fl) and H. éz). Here we need to be slightly more careful, in that we
need to ensure not only that the same element is chosen, but also that it is truly an 7/4-heavy-hitter. This
ensures replicability despite the fact that our set 7" depends on samples, because we are promised that all
71/4-heavy-hitters lie in 7" except with probability 1 — % (and therefore have no dependence T’ itself).

Thankfully, this is already implicit in the proof of Lemma 5.16, since it is actually proved that, with high

probability, the number of elements of 7" that cross threshold v; is at most O(p|I[;_1]|), where we recall

|1 [i_l]\ denotes the number of elements with true weight in buckets I, ..., I;_1. This followed from the
fact that any element ¢ € T whose true weight lay in the jth interval for 7 > 4 satisfied:

Pr[p(t,S;) < wvi] < e_Q(J'2T2\5j|)7

which remains true in this setting for our choice of |S| by Chernoff. As such, our full process remains
p-replicable for the correct choice of constants as desired. Furthermore, correctness holds with probability
at least 1 — [3, since all weight estimates are correct up to 1/4. Finally, to get the correct dependence on p
we simply apply the amplification technique used in the proof of Theorem 5.13.

O

We note that this result is similar to the pseudo-globally stable learner of [GKM?21], which also uses a
method of replicably finding a heavy hitter from a distribution on lists. Their algorithm uses a variant of the
exponential mechanism instead of random thresholding, and loses polynomial factors over our bound as a
result. Both [GKM?21] and our algorithm have the downside of only working over finite universes (or more
generally in settings where correlated sampling is possible). On the other hand, the problem can be solved
privately without this assumption. This raises a natural question: does list heavy hitters give an exponential
separation between privacy and replicability over infinite domains?'”

Before moving on, we note the following immediate implication of list heavy hitters for learning classes
with low Littlestone dimension, giving a moderate improvement over the analogous result of [GKM21].

Corollary 6.8. Let (X, H) be a class with Littlestone dimension d. Then the sample complexity of realizably
replicably learning (X, H) is at most:

- (d"%1og’(1/B)
n(p,a, ) < O <Tp2>
We give the proof in Appendix B.

!"Recall the problem can be solved replicably with poly(|D|) dependence by [ILPS22] even in the infinite setting.
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6.3.2 Replicable Realizable-to-Agnostic Reduction

We now show how to combine List Heavy-Hitters with [HKLM?22]’s agnostic-to-realizable technique to
generalize their reduction to replicable learning.

Theorem 6.9. Let (X, H) be a replicably learnable class with sample complexity n(p, o, 3), and n' =
n(1/4, /4, 8/4). Then (X, H) is agnostically learnable in

log? (Il (n') log ) log L + log == e (n 1
m(p, a, B) <O< (g (n) pﬁ) ) pB <a2n/+log%> log?’;

a2p?
samples, where g (n) is the growth function of (X, H).

Since I (n) < 2", this means agnostic learning experiences only a small polynomial blow-up in
sample complexity compared to the easier realizable setting. Furthermore, this bound holds even with
distributional assumptions, since it does not rely on external quantities such as VC-dimension.

The proof of Theorem 6.9 is based on the following variant of a sub-routine from [HKLM?22]’s agnostic-
to-realizable reduction that generates a small list of good hypotheses.

Algorithm 12: List Distribution Generator
Result: Outputs a list of good hypotheses
Input: Replicable learner £ on n = n(p, o, ) samples, family of O(log(1/3)) random strings {r}
Parameters:

* Accuracy and confidence parameters «, 3 > 0

e Labeled sample size t = O (log(HH("(1/4’0‘/%’5/4))+1°g(1/6)>

«

Algorithm:

1. Sample n (unlabeled) samples Siy ~ D', and ¢ labeled samples Sy, ~ Dt

2. Run £ across all strings in 7 on all possible labelings of Sy to receive:

Cy(Sv) ={L((Su,h(Sy));ri) : he H,r; € {r}}
3. Prune sub-optimal hypotheses from C,.(Sy):

C(Sy,St) = {h € C,(Sy) : Rg, (h) < min (Rg, (k")) + a/2}
heCyr(Su)

return C&(Sy, St)

Algorithm 12 generates a sample from a distribution over families of hypotheses with near-optimal
error. The accuracy of A promises that C&(Syr, S1,) will be non-empty, and its replicability guarantees the
distribution will have heavy-hitters. This means we can apply list heavy hitters to find a good hypothesis
replicably.

Proof of Theorem 6.9. 1t is enough to prove that for any distribution D over X x Y, the distribution over
lists defined by C%(Sy, Sr.) satisfies

1. Correctness:
Pr[Vhe Ci(Su,SL) : R(h) < OPT +a] = 1— /2
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2. Heaviness:
dh e H : PI'[h € C?(SU,SL)] = 1/2

For /3 a small enough constant, any 2(1)-heavy-hitter has error at most O PT + «, so the result then follows
immediately from applying list heavy hitters.

The first of these facts, correctness, is essentially trivial and just follows from observing that the size of
C,(Sy) (the pre-pruned set) is at most O(log(1/5)I1x(n)) by construction. Since we use empirical esti-
mates over t = O(k’gmgM) samples, standard Chernoff and union bounds imply that the empirical error
of every element is estimated within a/4 of its true value which implies the desired correctness guarantee.

It is left to show that C'®(Sy, S1.) has a heavy hitter. Fix some hopr € H achieving error OPT. Any
%—replicable learner has the property that over at least half its random strings r, there exists some h, € H
such that:

PI‘SU [ﬁ((SU, hopT(SU)), r) = hr] = 1/2.

Furthermore, since £ is additionally a PAC-learner, it must also be the case that h, is within «/4 of hopr
over a 1 —3/4 fraction of these “good” strings. Since our family consists of O(log(1/3)) random strings and
L((Su,hopr(Sv)),r) € Cr(Sy) by construction, this means the pre-pruned set C,.(Sy7) has a 1/2-heavy-
hitter with error at most OPT + «/4 over a 1 — [3/2 fraction of families {r}. Finally, since our empirical
estimates are good with high probability, &, also appears in the pruned set C(Sy7, S1.) with at least constant
probability as desired. Finally, the sample complexity bound then follows from combining Theorem 6.7 with

the observation that generating a sample from C(Sy, Sy,) requires O (O‘Q"'H‘)g(ﬂgg gg))-i—log(l/ﬁ)

and |C2(Sy, S1)| < O(log(1/8)I1x(n')) by construction. O

) samples

6.3.3 Private Realizable-to-Agnostic Reduction

We are finally ready to prove our agnostic-to-realizable reduction for private learning. We restate the Theo-
rem for ease of reading.

Theorem 6.10 (Theorem 6.5 Restated). Let (H,Z) be a hypothesis class that is (1, m)-privately

(cr,0.01)-PAC learnable in n = n(«) samples in the realizable setting. Then (H,2) is (1, pol;(m))-

privately (o, 3)-Agnostically learnable in

ey <o <n2a2 . 10g32(HH(Cn2)) log 571 log (%))

(01

samples for some universal constant c > 0.

Proof. Recall we are given a realizable (1, poly(n~!))-DP, (a, 0.01)-accurate PAC learner .A on n samples.
We will convert A into an agnostic learner via the following 5 step process:

1. Amplify privacy to (mfl/ 2 poly(m™1)) by “secrecy of the sample” for m ~ n?
2. Convert A to a 0.01-replicable realizable learner R
3. Convert R into an agnostic learner R4,

4. Convert R4y, back into an agnostic private learner A,y

5. Privately amplify correctness of A4,
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Let’s formalize this procedure. In the first step, we simply wish to convert A into a (cmfl/ 2 poly(m™1))-
DP, (v, .01)-accurate PAC learner on m samples for some small enough constant ¢ > 0. This can be done by
the so-called “secrecy of the sample” method (Lemma 2.9): draw m = O(n?) examples, construct a subset
S by selecting m elements uniformly at random, and return A(S). For an appropriate choice of constants
this is (cm /2, poly(m~1))-DP. Accuracy is maintained since S is equidistributed with a standard size m
sample.

Now that we have our (¢m =2, poly(m~1))-DP, («, .01)-accurate PAC learner, we invoke Corollary 3.18
(applying correlated sampling) to build the .01-replicable learner R on O(n?) samples that maintains
(av,.01)-correctness. Applying our agnostic-to-replicable reduction for replicable learning, this gives an
.01-replicable (a,.01)-correct agnostic learner on

<o (i log?’(HH(c/n?)))

a2

samples for some constant ¢ > 0. Finally, we move back to the private regime via Theorem 3.1, which
gives an (e, §)-DP, («, .1)-correct agnostic learner on O(mll(’fg‘rl) samples.

It is left to amplify the correctness probability 5. This can be done by running the above algorithm inde-
pendently log(1/53) times, and privately outputting the best hypothesis on the output set via the exponential
mechanism, which one can check results in a (2¢,0)-DP (2« 3)-accurate learner (see e.g. [SBG21, Theorem
A.1]).

We have now seen how to build a (£,)-DP («,3)-accurate learner on

<O (m’ log 6! log 51)

b €
samples. To give the form of the result in the theorem statement, it is enough to choose sample size ¢

satisfying the recurrence ¢t > 2(m’logtlog 5~ 1). Selecting t = com’ log 3~ log(m’B~1) for large enough
c2 > 0 then completes the proof. U

6.4 Replicable Algorithms from Reduction

In this section, we show how we can use our reduction from replicability to differential privacy to obtain
new replicable algorithms. Our reduction preserves accuracy, because on any fixed dataset, the output
distribution of the replicable algorithm is identical to that of the differentially private algorithm (since our
reduction simply applies correlated sampling to the output distribution of the differentially private algorithm
on the input dataset—see Sections 3.2 and 3.3).

6.4.1 PAC Learning

We note that what we term “replicable” PAC learning corresponds to settings where the algorithm A is a
PAC learner, and additionally is replicable for all input distributions D.

We show that our reduction gives the best known sample complexity bounds for replicable realizable
and agnostic PAC learning for many hypothesis classes. Prior work also had to prove sample complexity
bounds separately for all of these frameworks, whereas we are able to translate bounds proved for differential
privacy directly through our reduction.

Thresholds/Approximate Median: Fix any integer d > 0. We apply our framework to the hypothesis
class Threshg consisting of thresholds over the domain {0, 1,...,d}. A threshold function f, parameter-
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ized by integer 0 < z < d, is defined as follows.

1 ifz>=z

fz(x) = { (17)

0 ifx<z

Impagliazzo et al. [ILPS22] asked whether a PAC learner could be obtained for this class with sample
complexity polynomial in log* d. Our reduction answers this question by using a result of [KLM*20] on
learning thresholds privately. '8

We first introduce the interior point problem.

Definition 6.11. An algorithm solves the interior point problem over a totally ordered domain X with error
probability B, if for all datasets S € X™, if

Pr(min S; < A(S) < max S;] > 1 - p.
7 7
Now we are ready to apply our reduction to obtain the improved sample complexity.

Theorem 6.12. For all sufficiently small p, o, € (0, 1), there exists a p-replicable, (o, §)-accurate realiz-
able PAC learner for the hypothesis class T hreshg with sample complexity

m—0 <(log* d)? log?(1/5) 10g4(1/p))

a2p?

Proof. Lete and § be set as specified in Corollary 3.18. The work of [KLM™20] (Theorem 4.1 in their paper)
gives an (£/2, §/2) algorithm for solving the interior point problem with sample complexity O(2 (log* dlog(1/5))*®)
and error probability at most 1/10. By a result of Bun et al. [BNSV 15, Theorem 5.6, Part 1], this gives an
(¢,6)-DP, (e, 2/10)-proper PAC learner for Threshy with sample complexity O(Z (log* dlog(1/6))*).
Now, by work of [BCS20] (See [SBG21, Theorem A.1] for a formal statement we use directly) this can
be boosted to give an (g, §)-DP, («, 3)-accurate proper PAC learner for T'hreshy with sample complexity
O(Z (log* dlog(1/5))"° log(1/8)).

First, we note that correlated sampling does not affect the accuracy guarantees since it maintains the
distribution of the differentially private algorithm. Now, applying Corollary 3.18, and substituting in the
values of € and § we get that there is a p-replicable («, 3)-accurate PAC learner for T'hresh,, whose sample
complexity is the solution to the equation

mlog(1/p)
po

m=C (log* dlog(m/p))" log(1/5)

This gives us that
~ (log*(1/p
0 <#§) (log* d)* log2(1/5)> .

O

!8We note that a similar approach (taking a differentially private algorithm for learning distributions under Kolomogorov distance
(guaranteed by a reduction in [BNSV15] to the interior point problem), and applying our conversion from approx DP to replicabil-
ity) also gives a replicable algorithm for releasing approximate median of a distribution with accuracy a and sample complexity
O (poly log*(d)). This closes an exponential gap in [ILPS22].
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Finite Binary Hypothesis Classes: By applying a result of [KLN" 11] on privately (agnostically) learning
finite classes H, we get a learner with sample complexity that’s polynomial in log | H |.

Theorem 6.13. For all sufficiently small p, o, B € (0, 1), and for all finite hypothesis classes H, there exists
a p-replicable, (o, B)-accurate agnostic PAC learner for H with sample complexity

m=0 ((log |H| +log(1/8))? 10g(1/p)>

a2 p?

Proof. Let € be set as specified in Corollary 3.18. The work of [KLNT11] gives an (e, 0)-DP agnostic
learner for finite classes with sample complexity m = O ((log |[H| +log(1/8)) (£ + 2)).

We note that correlated sampling does not affect the accuracy guarantees since it maintains the distribu-
tion of the differentially private algorithm. Hence,substituting the value of € and applying Corollary 3.18,
we get a p-replicable («, [3)-accurate agnostic PAC learner for finite class H, whose sample complexity is

the solution to the equation

m=0 ((log H| + 10g(1/8)) <ng(1/ﬂ) ; i)) ,

ap a?

which gives us a quadratic in 4/m. Solving, we get that

_0 (Uog |H| + log(1/8))? 1og(1/p>>

a2p?

O

The dependence on the accuracy parameter obtained via directly using our transformation here is subop-
timal for realizable learners, and we cannot hope to improve it using our reduction alone, since the private
finite class learner described above is optimal for realizable learners as well. See the finite class learner pre-
sented in Section 5.3 (that achieves the right inverse linear dependence on o) for more discussion. There also
isn’t a known replicable boosting algorithm with an inverse linear dependence on the accuracy parameter .
It is an interesting open question to investigate whether such a boosting algorithm exists.

We also observe that via our reduction, we obtain p-replicable («, 3)-PAC learners with sample com-
plexity scaling as O,  g(PRDim(H )2) for finite hypothesis classes with finite probabilistic representation
dimension (denoted by PRDim), and p-replicable («, 3)-PAC learners with sample complexity scaling as
O,.0.5(LDim(H)'2) for finite hypothesis classes with finite Littlestone dimension (denoted by LDim) by
instantiating our general transformation with private learners due to [BNS13] and [GGKM?21] respectively.
This improves on the sample complexities obtained in the work by Ghazi, Kumar and Manurangsi [GKM21].
We also give a direct version of the argument in Theorem B.1.

6.4.2 Distribution Estimation Problems

As another illustration of the generality of our reduction, we instantiate it to give the first replicable algo-
rithms for some distribution estimation problems.

Discrete distribution estimation Consider the set P, of all distributions over the domain [k] = {1,2,3,...
(where k is a natural number). The problem of discrete distribution estimation involves getting samples from
any unknown fixed distribution D from P, and having to output a distribution D’ that is close in some mea-
sure of distance to D (we call the closeness the “accuracy” of the algorithm).
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We now describe the problem more formally. An algorithm is said to solve the discrete distribution
estimation problem with accuracy « and m(k) samples, if for all £ > 1, and for all fixed distributions D
over [k], there exists an algorithm taking m(k) independently drawn examples from D and outputting a
distribution D’ such that in expectation over the coins of the algorithm and the randomness of the sample,
dTv(D, D/) < .

It is known that the sample complexity of solving this problem with accuracy o (with no stability con-
straints) is ©(k/a?).

If we add privacy constraints to the picture, it is known that there is an e-DP algorithm for discrete
distribution estimation that requires O(k/a? + k/ae) examples (see e.g., [ASZ21]). They show that this is
tight even for (g, 0)-DP algorithms, (when § < e, which is most often the regime of interest).

We can instantiate our reduction with this algorithm to get the first replicable algorithm for discrete
distribution estimation.

Theorem 6.14. Fix any k > 2. For all sufficiently small p,a € (0,1), there exists an a-accurate, p-
replicable algorithm that solves the discrete distribution estimation problem with a-accuracy, and m exam-

ples, where
k?log 1
m = O <7c;g2/p) .
osp

Proof. Let € be set as specified in Corollary 3.18 (which gives the parameters for our conversion from
differential privacy to replicability). The work of [ASZ21] and [DHS15] give an (&, 0)-DP algorithm A for
discrete distribution estimation that takes in m = O(k/a? + k/ac) samples.

Now, we post-process this algorithm to get a finite output space to apply our reduction to. For every
i € [k], round every coordinate of the output distribution d to the closest multiple of %, to get a vector v.
Now, apply the procedure given in Corollary 3.18 to convert this to a replicable algorithm. Call the output of
the replicable algorithm ©¢. Finally do an ¢; projection from © back to the k-simplex to get a new distribution
d.

We now argue that the above transformation preserves accuracy. Let the original distribution be p. Then,
by the triangle inequality, we can write that

E[|d —plh] < E[ld — 8[1] + E[[0 — p|].

Now, since v is identically distributed to v (since the transformation to replicability simply involves corre-
lated sampling), we have that for every such vector, there is a distribution in the k-simplex that is within
« of it in ¢ distance (because every output vector v prior to applying correlated sampling was obtained by
rounding each coordinate of a distribution in the k-simplex to the closest multiple of 7). Hence, since dis

the /1 projection of & onto the k-simplex, we have that E[|d — ¢]1] < a. Hence, we can write that
Elld = pl1] < e+ E|v = pl1],

where in the second term on the right hand side, we have used again that ¢ and v are identically distributed.

Finally, since E[|v —p|1] < E[|v —d|1] + E[[d — p|1] (by triangle inequality), and each of these terms
is smaller than « (since v is obtained by discretizing d to a grid of length ¢, and the second term can be
bounded by the accuracy of algorithm A), we get that

E[|d - plh] < a,

as required.

Replicability of this transformation follows from the fact that the transformation prior to projection
onto the simplex is replicable (by Corollary 3.18), and the fact that replicability is preserced under post-
processing.
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Hence, substituting the value of € into the number of samples needed for the algorithm A to be a-
accurate, we get a p-replicable a-accurate algorithm for discrete distribution estimation, whose sample
complexity is the solution to the equation

k log1
m—o (X Fmlogl/p)
ap

a?

which gives us a quadratic in 4/m. Solving, we get that

_0 </<;2 log 1/p> ’

a2p?
completing the proof. U

It is unclear from our results whether there is an algorithm for replicable discrete distribution estimation
over [k] that can achieve sample complexity linear in k; we leave this as an open problem.

Gaussian mean estimation In this section, we give a replicable algorithm for high-dimensional Gaussian
mean estimation (in the unknown covariance case).

In Gaussian mean estimation in d dimensions, algorithms are given examples drawn independently from
a Gaussian distribution N (y, %2), where ;1 € R is the unknown mean, and X is an unknown d x d positive
definite matrix. The goal is to estimate p. The metric we will use to evaluate the quality of an estimate is the
“Mahalanobis distance”, which measures the error scaled according to the covariance matrix of the Gaussian
distribution.

That is, with probability at least 1 — 3 over the examples and the internal randomness of the algorithm,
we want the algorithm given sample access to N (p, ¥?) to output a value /i such that

|2 = uls = 1=72(0 = p)]2 < a.

Without stability constraints, it is known that this problem can be solved using m = ©(d/a?) examples.

Under the constraints of approximate differential privacy, the picture is more complicated. For a long
time, the best dependence on d that was known, was d*2, with the bottleneck being private covariance
estimation. However, in recent work, Brown, Gaboardi, Smith, Ullman, and Zakynthinou [BGS™*21] gave a
sophisticated differentially private algorithm that achieved a linear dependence on d, by avoiding covariance
estimation entirely. It is not clear how to make similar techniques work to obtain replicable algorithms via
a direct analysis. Our reduction allows us to lift the analysis from [BGS™21] to give a replicable algorithm
for this task.

Since correlated sampling is known to only work on finite output spaces, we need to assume that the
mean falls in a bounded ¢, ball (though our accuracy will not depend on the bounds of this ball). Addition-
ally, we will need to discretize the output of the differentially private algorithm. However, discretization in
this case is non-trivial, as the measure of accuracy is with respect to the unknown covariance matrix, and
hence, we will first have to replicably estimate the minimum eigenvalue of the covariance matrix in order
to decide the right level of discretization. For this purpose, we once again use our reduction and apply it to
a differentially private algorithm for this task, also [BGS*21]. We will assume that the covariance matrix’s
minimum eigenvalues are between non-negative numbers & and ¢ (known to the algorithm),'® to guarantee
finiteness of the output space for this algorithm. Again, our sample complexity is independent of these
parameters.

“Note that this assumption can be relaxed by directly estimating the minimum eigenvalue using replicable heavy hitters instead
of reducing to the DP algorithm
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Theorem 6.15. Fix R > 0, 0 < k < ¢, and sufficiently small p > 0. Fix a distribution D = N (u, ), where
|0 < R, and the minimum eigenvalue of 3 is between k and (. Then, there is p-replicable algorithm
that outputs an a-accurate estimate of the mean p (in Mahalanobis distance) with probability at least 1 — 3,
when given m independently drawn samples from D, where

_6 ((dlog(l/a) +1og(1/8))? log?’(l/p)) '

aZp?

Proof. First, consider Lemma C.2 in [BGS™21]. This gives a general way to privately estimate the minimum
eigenvalue of X. We first discretize and truncate the output space of this algorithm as follows (and round
outputs to their closest point in the corresponding grid). The discretization length will be k/8, and the
upper bound will be 4¢. Since the algorithm in their paper guarantees a 4-approximation of the minimum
eigenvalue with probability at least 1 — 3, and takes O(M) examples, by the assumed bounds on the
covariance matrix, the discretized version guarantees an 8-approximation.

Now, since the output space of the eigenvalue estimation algorithm has been made finite, we apply the
transformation in Corollary 3.18 with ¢, ¢ set accordingly (with p being p/2). This gives a p/2-replicable

algorithm that gives an 8-approximation to the minimum eigenvalue of the covariance matrix with sample

complexity that is the solution to the equation m; = O <d Vi los(1/ Z) Log(m1/Bp) >, which gives us that

- (d%log?(1/p) log?(1
m1_0< g(/glgwﬂ))

Let the output of this algorithm A; be A

Now, we are ready to use the mean estimator described in Theorem 2 from [BGS™21] (on a fresh set of
samples). We will assume that hardcoded into this algorithm is an eigenvalue A, which is an 8-approximation
to the minimum eigenvalue )y of the covariance matrix. Consider a postprocessing of the output /i of the
algorithm described in that theorem such that the value of each coordinate is truncated to have /., norm at
most R, and has been projected to an o’-grid, where o = min(j\l/ 2 1) %. Let the post-processed mean be

Udisc- Then, by the guarantee of Theorem 2 in their paper, we have that with probability at least 1 — 34,

H:u'disc - NHE < H:u'disc - /A/*HZ + Hﬂ - MHZ
< Hzil/z[udisc - ﬂ]H2 + o

1 .
< \/—)TdH:udisc —ill2 +

a/
< Vd+ «a
VA4

av\
< N Ad\/3+a
< Om/8)\d
Vv g

Note that the sample complexity of this (g, d)-DP algorithm (where privacy is wrt the fresh sample) is

my = O <d + log(1/8) . log(1/9) N dlog(1/a) + log(l/ﬁ)) ‘

o? € Qe

Vd + o = 0(a)

Now, we are ready to apply our transformation (recall that it preserves accuracy, since the distribution
is unchanged by correlated sampling). Setting ¢, ¢ as in Corollary 3.18 (with p set to p/2), and applying
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our transformation we can convert this to a p/2-replicable algorithm .45, with sample complexity that is the
solution to the equation

o — O <d +Hlog(1/8) o ma /malog(/p) _ (dlog(1/a) + log(1/5))y/ms log(1 1og<1_/p>'>
a? :

o p ap

Solving this equation gives that

My = O ((dlog(l/a) +1log(1/8))? 10g3(1/P)> '

a2p?

Now, note first that by adaptive composition, running .4; and then using its estimate in the algorithm A5 to-
gether gives a p-replicable algorithm (since each is individually p/2-replicable). Additionally, the composed
algorithm is a-accurate with probability 1 — 4/ (taking a union bound of the failure probabilities of .4; and
Ay). Note that mo asymptotically dominates m1, so the sample complexity of this entire procedure is

m=0 ((dlog(l/a) + log(1/B))? 10g3(1/p)) '

aZp?

6.4.3 Gaussian Identity Testing

As a final example of the generality of our reduction, we consider the problem of identity testing of multivari-
ate Gaussian distributions. In this problem, we are given samples from either a fixed Gaussian distribution
D with known mean and covariance, or from a Gaussian distribution that is «-far in Mahalanobis distance
from D. The goal is to correctly guess which case we’re in with probability at least 2/3 (we will say the
algorithm successfully distinguishes the two cases if this is satisfied). Without stability constraints, this

i

problem can be solved with O(a—gl) samples.
This problem was studied subject to privacy constraints in [CKM™20], and their results were then im-
proved in [Nar22]. We apply results of the latter to get a replicable algorithm for Gaussian identity testing.

Theorem 6.16. Fix d € N* and sufficiently small p,coc > 0. Fix known 1 € R% and known covariance
matrix ¥ € R Then, there is a p-replicable algorithm A that can succesfully distinguish between
Case Hy, where A receives m samples from N(u,X) and Case Hy where A receives m samples from any
distribution N (1, X), such that |i' — plls = «, as long as

- [ d1/2

Proof. Note that Theorem 1.7 of [Nar22] gives an (e, 0)-algorithm for this task that achieves sample com-

plexity m = O <d01$ + %) We directly instantiate this algorithm with our reduction in order to get the

result (since the output space is finite (just a single bit), we can do this without modifying the algorithm).

Set ¢ as in Corollary 3.18. Note that since our reduction maintains the same distribution as the differen-
tially private algorithm, the accuracy guarantees are the same. Hence, there is a p-replicable algorithm for
this task with sample complexity that is the solution to the equation

_ 1/2 d1/4 log 1
m-O(d N v/mlogl/p '

a? ap

81



Then, solving this equation, we get that
- d1/2
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A Estimating OPT

In this section we give an algorithm for replicably estimating the minimum error hypothesis in a class (X, H)
over an arbitrary joint distribution D over X x {0,1}.
Algorithm 13: Replicably estimate OPT

Result: Outputs v € [OPT,OPT + «/2]
Input: Finite Class H, Joint Distribution D over X x {0, 1} (Sample Access)
Parameters:

* Replicability, Accuracy, Confidence p, o, 5 > 0
log(\Hl/ﬁp))

 Sample Complexity m = m(p, a, ) < O ( P
Algorithm:

1. Draw a labeled sample S ~ D™ and compute errg(f) for every f € H.
2. a — [0,a/16]
3. Bi=[ia+a,(i+1)a+a)

return %a + a, where OPTs + a/4 € B,

Lemma A.1. Let 9 be a joint distribution over X x {0,1} and H a concept class over X. Then for
log(111])
p2o€2

any «, 3, p > 0, Algorithm 13 is a p-replicable algorithm over O < ) samples that outputs a good

estimate of O PT with high probability:
Pr, s[A(S) € [OPT,OPT +a/2]] > 1 - 8.

Proof. The proof uses an argument similar to the randomized rounding trick introduced in [ILPS22] for
replicable statistical queries. Assume for simplicity that i is integer (the argument is essentially no different
otherwise), and break the interval [0, 1] into §-sized buckets:
@ @
B = [0, 8), . Bi= [1 8,1].

Consider the rounding scheme ROUND that maps O PTs to the upper limit of its corresponding bucket. No-
tice that as long as O PT is not within ’é—z of the threshold value between two buckets, uniform convergence
promises that OPTs, and OPTs, will lie in the same bucket with probability at least 1 — 5. As such the
problem only occurs at the boundaries, which can be fixed by randomly shifting the thresholds between
each bucket by a € [0, {¢]. Then for any fixed value of OPT, the probability it lies within £ of a shifted
boundary is at most £, which combined with the previous observation proves the algorithm p-replicable.

Towards correctness, observe that uniform convergence of finite classes promises that the empirical
optimum OPTy is within {5 of the true optimum with probability at least 1 — 3. Furthermore, rounding
shifts any value by at most 2%. Thus ROUND(OPTs + a/4) € [OPT,OPT + %] with high probability as
desired. U

B Learning Finite Littlestone Classes

One immediate application of list heavy-hitters is a sample-efficient replicable algorithm for classes with
finite Littlestone dimension, as in [GGKM?21], leading to a modest improvement in sample complexity over
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the best known bound of O(d').

Theorem B.1. Ler (X, H) be a class with Littlestone dimension d. Then the sample complexity of realizably
replicably learning (X, H) is at most:

- [(d21og?(1
(p.0.8) <0 (L1EWI)

Proof. In their work on user level privacy, Ghazi, Kumar, and Manurangsi [GKM21] build on the work of
[GGKM21] to show the existence of an algorithm outputting lists of hypotheses satisfying the following
guarantees:

1. Optimality: With probability at least 1 — /2, all hypotheses output by £ have risk at most «/2
2. Heavy Hitter: There exists h € H output with probability 2(1/d)

3. Size: L outputs at most exp(d? + dlog %) hypotheses

61002 1
d°® log 3
o2

4. Sample Complexity: L uses at most O( ) samples.

Note that for 5 < O(1/d), any heavy hitter of this distribution is a good hypothesis, so it is enough to repli-
cably output such a heavy hitter. Applying Theorem 6.7, this can be done p-replicably and with probability
at least 1 — 3 using

o [Dllog 55\ 1 1 6100 L 4 12700 L
O log %logg—klogp—ﬁbggl 6 d10g5+d10gp_610g31
2 2 2
n°p p
. . . . ~ dflog? 4 .
i.i.d outputs of the list algorithm. Each output itself costs O( >—) samples to generate, leading to the

[e%
stated sample complexity. O

C Additional Properties of Replicability

C.1 Randomness Management

Often, we design replicable algorithms which use randomness for multiple purposes. How do we ensure
that they use the same sections of random string 7 for the same subroutines? What if the number of bits used
for each purpose varies between runs of the algorithm? The following arguments show that we can typically
guarantee that the same sections of r are used for the same purposes across both runs.

Lemma C.1. Say an algorithm A makes at most k calls to its randomness oracle, using at most by, . . . , by
bits of randomness for each call respectively. Then there is an algorithm A’ that replicably uses at most
k - maxe(1{b;} bits of randomness.

Here, by “replicably uses" we mean that algorithm A’ uses the same positions in the random string for
each subroutine in every run of the algorithm.

Proof. Have A’ interpret its random string as follows: rather than using randomness sequentially for each of
k purposes (non-replicable if the required number of bits changes), portion the random string into % pieces
in a modular way. In other words, use the bits of r in positions ¢ mod k solely for the ¢’th call to the
randomness oracle by algorithm A. At most k - maX;e(x] {b;} bits of randomness are used. U
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Note that the algorithm itself does not need to know how much randomness it will use a priori to use
this method.

What if the algorithm does not have a fixed number of calls to the randomness oracle? As long as the
randomness calls occur sequentially, one can assign consistent subsections of the random string to each
possible call. To do so, we use the same snake-path trick (i.e., the Cantor pairing function) often used to
equate the cardinality of the natural numbers and rational numbers.

Lemma C.2. Say an algorithm A makes at most k calls to its randomness oracle, using at most by, . . . , by
bits of randomness for each call respectively. Then there is an algorithm A’ that replicably uses at most
(k + max;ep {bi})?/2 + (k + maxepy {bi})/2 bits of randomness.

Proof. We allocate bits from our randomness oracle to different (unknown bit-length) calls using the Can-
tor pairing function. The maximum overhead in bit complexity of the randomness occurs when the k’th
randomness call uses the most bits. In this case, roughly half of (k + MaXe|k] {b;})? random bits must be
drawn. U

Again, the algorithm itself does not need to know how much randomness it will use a priori to use
this method. It also does not need to know how many different calls k to the randomness oracle will be
performed, so long as these calls can be ordered sequentially in some canonical way. For example, if the
algorithm operates in rounds with a finite number of (conditional) random calls in each round, then the
algorithm can reserve specific sections of its random tape for each of the possible calls without requiring
infinite randomness.

More generally, if a replicable algorithm uses the Cantor pairing function to allocate portions of its
randomness, then the Cantor pairing function can be replaced by any deterministic pairing function f :
7" x Z" — Z7 (and the ensuing algorithm will still be replicable). However, different or more situational
pairing functions may give a specific replicable algorithm .4 improvements in complexity parameters such as
amount of random bits used, time complexity, and space complexity. When designing replicable algorithms
with very small parameters, one may have to be careful to ensure that the randomness management can also
be done within these constraints.

C.2 Replicability across Two Close Distributions

Next, we prove a simple Lemma bounding the effect of distributional shift on replicability.

Lemma C.3 (Replicability under Distributional Shift). Let Dy and Dy be two distributions over X with
total variational distance dpy (D1, D) = §. Let p = 0, and let A be a p-replicable algorithm that uses a
sample of size exactly m. Then

Prs, ~pp .~ Dy r[A(S1;7) = A(S2;m)] = (1= 6)*"p.
Proof. Since dry (D1, Dy) = 4§, there exist distributions D, D', and D” such that Dy = (1 — 6)D + 6D’
and Dy = (1 —0)D + 6D”. Thus,
Prg, ~pr g, pp o [A(S1;7) = A(S2;7)] = (1 = 8)*"Prs,~pm sy~ pm [A(S1;7) = A(Sa;7)]

+ ...

+ 6*"Prg, ~ pm gy~ prm o [A(S1;7) = A(S2;7)]
(1 —6)*"Prg,~pm gsy~pm+[A(S1;7) = A(S2;7)]
= (1-6)*"p.

\%

However, Lemma C.3 may not be tight for specific class of algorithms, functions, or distributions.
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D Glossary

p replicability parameter
(n,v) 2-parameter definition of replicability
(e,0) differential privacy parameters
H hypothesis classes
f, g, h target functions and functions from hypothesis classes
X input spaces
Y output spaces
(av, B) accuracy parameters (failure probability is /).
m sample complexity, size of datasets
D distributions (subscripts for multiple distributions)
P family of distributions
err learning error (subscripts for sample and distribution)
S input datasets
x,1y single data point and single output respectively
r internal coins
d (notions of) dimension
A symmetric difference
dry total variation distance
~. s approximate max-KL indistinguishable
p Bernoulli biases
b bit used for message
c ciphertext
1,7 subscripts for (dual) indexing
O set of outputs
A, B algorithms
I interval
v threshold values

| concatenation of strings
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