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Deep Reinforcement Learning Verification: A Survey
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Deep reinforcement learning (DRL) has proven capable of superhuman performance on many complex tasks.
To achieve this success, DRL algorithms train a decision-making agent to select the actions that maximize
some long-term performance measure. In many consequential real-world domains, however, optimal perfor-
mance is not enough to justify an algorithm’s use—for example, sometimes a system’s robustness, stability,
or safety must be rigorously ensured. Thus, methods for verifying DRL systems have emerged. These algo-
rithms can guarantee a system’s properties over an infinite set of inputs, but the task is not trivial. DRL relies
on deep neural networks (DNNs). DNNs are often referred to as “black boxes” because examining their re-
spective structures does not elucidate their decision-making processes. Moreover, the sequential nature of
the problems DRL is used to solve promotes significant scalability challenges. Finally, because DRL environ-
ments are often stochastic, verification methods must account for probabilistic behavior. To address these
complications, a new subfield has emerged. In this survey, we establish the foundations of DRL and DRL veri-
fication, define a taxonomy for DRL verification methods, describe approaches for dealing with stochasticity,
characterize considerations related to writing specifications, enumerate common testing tasks/environments,
and detail opportunities for future research.
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1 INTRODUCTION

Reinforcement Learning (RL) is a machine learning subfield in which methods are designed
to solve sequential decision-making problems. Recently, the efficacy of these algorithms has been
demonstrated in a variety of complex domains such as robotic control [88], autonomous driving
[47, 50, 79], game playing [63], and dialogue generation [57]. As confidence in RL has amassed,
these methods have been increasingly relied upon to make decisions in domains with high human
costs. For example, RL has been used in healthcare to design dynamic treatment regimes, automate
medical diagnosis, and manage disease [41, 108].

In RL, a decision-making agent selects actions based upon information provided by the envi-
ronment in which it operates. One of these data is a numerical reward that provides a signal to
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the agent about its performance. These rewards are earned as a direct consequence of the agent’s
actions. The agent’s goal is to learn how to act such that its cumulative reward is maximized; this
task can be considered an optimal control problem. Unlike traditional control methods that require
a well-specified model of the environment, RL algorithms learn through trial-and-error interaction
with their environment [74]. This makes RL suitable for settings with unknown or time-varying
dynamics, infinite state and action spaces, or changing performance requirements.

Although RL has proven remarkably capable of solving challenging decision-making problems,
its fundamental objective to maximize long-term rewards has limited its use in real-world applica-
tions for which optimal performance is not the sole property of interest [70]. For example, robotic
systems often need stability assurances [2, 14, 53], air traffic controllers must be robust [44], and
many applications require safety guarantees [33]. In response, a class of algorithms from formal
methods research—called verification methods—have been adapted for RL. Defined generally, ver-
ification techniques either guarantee a system’s properties over an infinite set of inputs or find
counterexamples that demonstrate violations of the properties.

A diverse set of RL verification techniques have been developed. In this survey, we provide
an overview of a particularly exciting subset of RL verification methods—those designed to ver-
ify Deep Reinforcement Learning (DRL) algorithms. The article is structured as follows. In
Section 2, we introduce the technical foundations of DRL. Next, in Section 3, we describe the chal-
lenges associated with verifying DRL systems. In Section 4, we define a taxonomy for DRL ver-
ification methods and describe representative methods therein. Section 5 examines methods for
contending with the probabilistic nature of DRL systems. In Section 6, we characterize considera-
tions related to writing specifications, enumerate common testing tasks/environments, and define
the metrics used to evaluate DRL verification methods. Finally, in Section 7, we detail opportunities
for future research.

In this article, we use lowercase italic font for scalars (x), lowercase bold font for vectors (x),
uppercase bold font for matrices (X), and calligraphic uppercase font for sets (X).

2 FOUNDATIONS OF DRL

RL is both a learning problem and a class of methods designed to solve that problem. The learning
problem is formalized as an optimal control task in which an agent determines how to act in
an environment such that the value of a numerical objective is maximized [86]. Traditional RL
methods have been successful in many applications but are inherently limited to low-dimensional
settings. DRL methods, by contrast, can scale to infinitely large input spaces by using Deep Neural
Networks (DNNs5s) to find low-dimensional representations of high-dimensional data [8]. In this
section, we introduce the RL problem setting and foundational RL/DRL techniques.

2.1 Reinforcement Learning

Broadly defined, sequential decision making proceeds as follows. Given some information, an
agent makes a decision. The consequences of that decision are then observed and used to make
the next decision. The agent’s goal is to maximize some performance metric over a defined time
horizon. In RL, this procedure is typically formalized as the optimal control of an incompletely
known Markov Decision Process (MDP) [86]. An MDP can be represented as a collection of
objects M = (7,8, A,P,R,y), where 7 is a set of timesteps in which decisions are made, S is a
set of states, A is a set of actions, P is a transition probability matrix, R is a reward function, and
y is a discount factor [73].

At each timestep t € 7, the agent has some information about the environment in which it
operates. This information is referred to as the agent state s; € S. Based on the information in s;,
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the agent selects an action a; € A. The environment receives action a;, after which it emits a new
state s;11 € S and a signal to the agent about its performance in the form of a reward r;4; € R.

The probability that the environment emits a particular state s’ € S given action a € A is
performed in s € § is governed by the state transition probability matrix P(s, a,s”) = P[s;41 = s’ |
s; = s,a; = a]. These transitions are typically modeled as a probability distribution because most
systems are subject to some amount of stochasticity.

The agent’s reward at each timestep is determined by the reward function R(s, @) = E[rs41 | s; =
s,a; = a], which gives the expected immediate reward after a € A is performed in s € S [87].

An agent’s performance—or its return—is determined by summing its discounted rewards: g; =
Yo Y*rike1, where y € [0,1].

2.1.1  Value Functions and Policies. Given that an agent’s objective is to maximize the sum of
its discounted rewards and given rewards are received after transitioning from s to s’, it is sensible
for the agent to develop some notion about the quality of each state. The value function is used for
this purpose; it ascribes a value to a state based on the returns the agent can expect from that state.

Because transitioning from s to s’ requires an action a, the value function is defined with respect
to a sequence of actions called a policy. A policy maps states to distributions over action spaces
nm(a|s) =Pla; = a|s; =s]. In other words, the policy dictates the agent’s actions.

The state-value function defines the value of a particular state with respect to a policy v, (s) =
E,[g: | s: = s], whereas the action-value function defines the value of taking a particular action
in a particular state with respect to a policy q,(s,a) = E.[g: | s = s,a; = a]. Informally, the
action-value function is the expected return when taking a in s and following 7 thereafter. These
functions allow us to directly compare the quality of policies and are thus fundamental to finding
the optimal policy r.; the policy with expected returns greater than or equal to all other policies.
Specifically, if an MDP is finite—that is, it has a finite number of states, actions, and rewards—then
> iffqr(s,a) = qr(s,a) Vs € S,a e A [86].

2.1.2  Finding the Optimal Policy. The Bellman equation is a useful representation for finding
the value functions; it expresses a state’s value in terms of its immediate reward and the discounted
value of its successor state v,(s) = E,[r;+1 + yoz(si+1) | s+ = s]. The action-value Bellman
expectation equation is defined as q,(s,a) = R(s,a) +y Yy es P(s,a,s") YXweam(a’ | s )qr(s",a’).

Solving the Bellman expectation equation amounts to finding the value of a policy 7; however,
we are typically not strictly interested in finding the value of a particular policy. Rather, we want
to find .. We can find the optimal policy using the Bellman equation and greedy action selection.

A greedy action with respect to g in state s maximizes g, (s, a). Naturally, a greedy policy with
respect to g, selects the greedy action in all states. It therefore follows that the optimal policy
is the greedy policy with respect to the optimal value function. We can find the optimal value
function by solving the optimal action-value function q.(s,a) = R(s,a) + y Yges P(s, a,s")v.(s"),
where v, (s) = max, q.(s, a).

Many methods have been designed to solve this equation (we refer interested readers to the work
of Sutton and Barto [86] for a complete introduction to fundamental RL algorithms). Q-learning, for
example, continually updates a state’s estimated value using the estimated value of other states.
Specifically, the value of a state-action pair q(s;, a;) is updated immediately upon transitioning
from s; to s;41: G(s¢, ar) < §(sg.ar) + a(reen + y maxg,,, G(St+1, ar+1) — 4(s¢, a;)), where o € (0, 1]
is a learning rate parameter.

2.2 Deep Reinforcement Learning

Traditional RL methods require storing the value of each state-action pair. Q-learning’s update
rule, for example, needs the current value g(s, a) and the value of max, g(s’, a’). Thus, the value
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of q(s,a) for all s € S,a € A must be stored (e.g., in a table). Storing all of these values, how-
ever, is often not feasible—modeling chess takes ~10'%° states [80] (>>~10%2 atoms in the observ-
able universe), computer Go needs ~10'7° states [96], and most robotic applications require a
continuous state space. Thus, we need methods that can generalize from an agent’s experience
with a limited subset of the state and/or action space. DRL methods rely on a DNN to approxi-
mate the optimal value function. One approach, deep Q-learning, is fundamentally the same as
Q-learning with the notable exception that it introduces a DNN. Specifically, a Deep Q Network
(DQN) takes a state as an input and estimates the Q value for every action possible in that state
f st = (qo(st,a0),--.,q9(st, an)). To learn, deep Q-learning uses gradient descent to minimize
the squared difference between the current estimate of the Q value and the updated estimate de-
rived using the Bellman equation: [(r + y max, qg(s’,a’)) — qa(s, a)].

Note that the notation for a state has changed from s to s for two reasons. First, inputs to a DQN
are typically vectors instead of scalars. Second, it is more consistent with the notation used in the
subsequent DRL verification sections of this article.

3 DRL VERIFICATION CHALLENGES

The efficacy of DNNs has been explored in a diverse set of applications beyond DRL. As these net-
works have proliferated, there has been an increasing need to rigorously ensure their properties
(e.g., safety). In response, approaches from formal methods research have been adapted for DNNGs.
One such approach—called wverification—guarantees a system’s properties over an infinite set of
inputs. In principle, this makes verification appropriate for assuring the quality of DNNs as these
networks learn a function that fits a training dataset while generalizing to (potentially infinite) un-
seen inputs. Despite this compatibility, the fundamental characteristics of DNNs make verification
efforts difficult.

Traditionally, software verification methods have been used to prove functional correctness—a
guarantee that a program is faithful to the mathematical function it implements [3, 29]. Although
important for many applications, functional correctness is incongruent with a DNN’s purpose.
DNNs are used to approximate complex functions that would otherwise be impractical or impossi-
ble to define. Moreover, a DNN is a “black box,” meaning that examining a DNN’s internal structure
does not elucidate its decision-making process. As a consequence, we cannot precisely character-
ize the mathematical function to which a DNN should adhere. We can, however, define a DNN’s
desirable properties.

The properties to be verified are use case dependent. For DRL, verification typically concerns
proving safety (informally, nothing “bad” ever happens) and liveness (informally, something “good”
eventually happens) constraints. As we will describe, however, DRL verification techniques are not
inherently restricted to proving these two properties.

Many neural network verification algorithms have been proposed [44, 45, 68, 81, 92, 102, 104].
Because DRL methods rely on DNNs, these techniques form the foundation of DRL verification
approaches. Thus, in this section, we will broadly describe the fundamentals of DNN verification
before focusing on DRL verification. Like our discussion of DRL, this section is not exhaustive;
however, it does give sufficient background for a thorough consideration of the DRL verification
methods described in Section 4.

3.1 Defining Specifications

Consider an n-layer neural network f with input x € Dy € R* and output y € Dy C Rkn,
where kj is the input dimension and k,, is the output dimension. Verifying f requires properties ¢
that govern the desired inputdASoutput behavior of f [59]. Informally, ¢ is constructed: “for any
input x € X the neural network f produces outputs y € Y” [3], where X C Dy is a constraint
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on the network’s inputs and Y C Dy is a constraint on the network’s outputs. More succinctly,
solving a verification problem requires demonstrating x € X = y = f(x) € Y, where = denotes
implication.

For example, to verify that an image classification network is robust, we must ensure that small
perturbations of the input (e.g., slightly altering the brightness of the pixels) do not affect the
network’s output. Assume we have some input image i that has been labeled ¢* € {1, ..., k,}. Our
goal is to establish that y.+ > y; for all j # ¢*. Thus, we define the input and output constraints as

X ={x:x-xll, <€)
Y ={y:ye>y;Vj#c"}

where € is the maximum amount the input can be perturbed (e.g., how much the brightness of
each pixel can be adjusted) and p denotes the norm used to measure the perturbation size [59].

Given a network and a property, DNN verification algorithms generate one of three types of
results. An adversarial result is the minimum perturbation ¢* required to produce an undesirable
result; if €* < ¢, the specification is violated. A counter-example result provides an example x* € X
that violates the specification f(x*) ¢ V; if such a result is found, the specification is violated. A
reachability result produces the network’s output reachable set R(X, f) = {y : y = f(x),Vx € X};
if the reachable set does not belong to the output set, R(X, f) ¢ Y, the specification is
violated [59].

3.2 Constraint-Based Verification

Specifications, denoted as ¢, are commonly encoded as constraints with first-order logic. With
propositional logic, the simplest form of first-order logic, arguments can be formed with Boolean
variables. Compound propositions can be constructed by connecting propositions with the logical
connectives AND (A), oR (V), and not ().

When defining properties for neural networks, an extension of propositional logic called arith-
metic theories is often used. A particular arithmetic theory, linear real arithmetic, allows us to
represent a Boolean expression as a linear inequality:

n n
Zcixi+b$0 or Zcix,-+b<0,
i=1 i=1
where c;, b € R and x; is a fixed set of variables [3].

Consider a simple network with two inputs x and y, one neuron t = 2x + 8y, and a ReLU
activation function. To verify the network returns a value greater than or equal to 0 for all inputs
between 0 and 1, we encode the network i/ = t = 2x+8yA(t >0=r=t)A(t <0=r =0)
and the correctness property Vx,y € [0,1] ¢ = r > 0. Because ¥ and ¢ are just conjunctions
and disjunctions of linear inequalities, constraint-based verification methods use a Satisfiability
Modulo Theories (SMT) solver [66] or a Mixed-Integer Linear Programming (MILP) solver
[92] to either prove or disprove ¢ [4].

Constraint-based verification’s reliance on SMT and MILP solvers introduces a fundamen-
tal scalability challenge. Specifically, the nonlinearity introduced by a ReLU (f(x) = 0if x <
0 else f(x) = x) must be partitioned into two linear constraints and checked separately by a
solver. Consequently, the total number of linear pieces grows exponentially with the number of
nodes in the network [65, 71], which makes complete verification NP-hard [44].

3.3 Abstraction-Based Verification

In contrast to constraint-based techniques, which are exact but inefficient, abstraction-based ver-
ification methods are efficient but not complete, meaning not everything that is true has a proof
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Input Hidden ReLU Output

@ [38,74]
2

Fig. 1. Asimple neural network with a ReLU activation layer through which abstract intervals are propagated.
The numbers next to edges denote weights, whereas the numbers beneath the nodes denote biases.

(i.e., the verifier does not always give a definitive “yes” or “no” answer). Despite not being complete,
abstraction-based verification is sound, meaning everything that is provable is genuinely true.

Abstraction-based verifiers achieve their efficiency by over-approximating the neural network’s
semantics. Specifically, these techniques employ abstract domains [25] to evaluate the neural net-
work on sets of inputs. In other words, f(X) gives the network’s predictions for all inputs in the
domain defined by X. For example, proving f(X) C {y | class(y) = “dog”} verifies that a network
classifies all inputs x € X as a “dog” [3].

The interval domain is the simplest abstract domain. Consider an elementary function for which
we want to evaluate a set of inputs g(X) = {x + 2 | x € X}. Because X is potentially infinite, it
is infeasible to assess g in the concrete domain. Abstract interpretation simplifies this problem by
evaluating an interval of real values [/, u], where l,u € R, < u, and {x | [ < x < u}. To do so, we
rewrite g as g*([l, u]) = [ +2,u+2]. Like g, g* takes a set of real numbers and returns a set of real
numbers. However, unlike g, the input and output sets for g are intervals [3].

The principles illustrated by our simple function g(x) = x + 2 easily extend to the activation
and affine functions that constitute neural networks. Specifically, for any monotonically increas-
ing activation function, we define the function f*([l,u]) = [f(I), f(u)]. For an affine function

fQxr, .. xn) X cixi, where ¢; € R, we define the function
fa([lla ul]’ sy [ln’un]) = I:Z ll” Z ul,:|’
where I! = min(c; - l;, ¢; - u;), u] = max(c; - lj,¢; - u;), and ([l;,u1],. .., [ln, un]) denotes a hyper-

rectangular region in R"”—that is, the set of all vectors of size n in the region defined by [; and u;
{xeR" | ; <x; <u;} 3]

A neural network can then be defined as a composition of abstract activation and abstract affine
functions. The properties of that network can be verified once the intervals have fully propagated.
For example, a property might specify that for inputs x; € [2,8] and x; € [6,12], the output
y € [0,100]. Given the network in Figure 1, a verifier could guarantee that this property holds.

Although the interval domain has been used to verify DNNs employed in complex applica-
tions such as natural language processing [37] and image classification [35], this domain is non-
relational, meaning it does not account for dependencies between inputs. As a consequence, the
interval domain can dramatically over-approximate the solution bounds. Relational domains such
as the neural zonotope abstraction [34, 59, 81] and the neural polyhedron abstraction [82] can
define tighter bounds and are thus often preferable.
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3.4 Challenges Specific to DRL

DRL methods fundamentally rely on a DNN; however, verifying DRL systems requires solving a
set of challenges distinct from those associated with typical DNN verification [98]. As described
in Section 2, DRL algorithms are designed to solve sequential decision-making problems. Practi-
cally, this means a DNN must be invoked many times. In other words, the DNN must decide which
action to take at each timestep t € 7. Most other deep learning problems, by contrast, require a
single DNN invocation. Thus, although scalability has become a principal challenge in DNN verifi-
cation, the problem is aggravated for DRL verification [6, 31]. Consider robustness verification. As
described in Section 3.1, for an image classifier, this task entails ensuring that small perturbations
of the input (e.g., slightly altering the brightness of the pixels) do not affect the network’s output.
Importantly, this property needs to be proved for just one DNN invocation. DRL robustness cer-
tification (further described in Section 6.1), by contrast, requires guaranteeing the property holds
for each ¢t € 7. For instance, verifying a self-driving car never changes its actions when its inputs
are perturbed requires proving the DNN returns the same action for both the unperturbed and
perturbed state each time the car makes a decision. In terms of complexity, verifying ¢ consecutive
invocations of a DNN with n nodes is effectively equivalent to encoding a single DNN with (¢ - n)
nodes into the underlying verification engine. Because the verification problem is NP-complete
[44], the worst-case complexity increases from 2" to 2™ [31].

As also described in Section 2, in DRL the output of one DNN invocation affects the inputs
for subsequent invocations. Consequently, DRL verification requires reasoning about a series of
results rather than a single output [6, 24, 31, 46]. For example, verifying a self-driving car will safely
arrive at its destination requires proving that the cumulative effect of all the vehicle’s decisions
will be a safe arrival. Verifying properties that account for this sort of sequential behavior requires
a different set of tools than those used to verify an isolated DNN output.

Finally, as detailed in Section 2, whether due to the policy or environment, DRL agents typi-
cally have to contend with stochasticity. This means verification methods often must account for
probabilistic outcomes [6, 10, 27, 110]. Continuing with our self-driving car example, a learned
policy might specify the vehicle should proceed through an intersection when a traffic light is
green. However, an unanticipated event—such as the car’s sensor failing to recognize the traffic
light’s true color—might occur. To guarantee the car safely navigates to its destination, verification
methods must account for the probabilistic nature of events.

To contend with these unique challenges, a class of techniques specifically designed to verify
DRL has emerged.

4 DRL VERIFICATION METHODS

In this section, we develop a taxonomy of DRL verification methods. The categories within this tax-
onomy include reduction to a simpler form, construction of a verified barrier function, reachability
analysis, and model checking. Within each group, we describe many of the most important state-
of-the-art methods. Note that the taxonomy’s divisions are not mutually exclusive; approaches can
fit within multiple categories.

4.1 Reduction to a Simpler-to-Verify Form

To circumvent DRL’s verification challenges, several approaches reduce DRL’s DNN to a simpler-
to-verify form with neurosymbolic program synthesis [7, 13, 100, 101, 110].

In the classical setting, program synthesis attempts to find a program that provably satisfies a
high-level correctness specification. In other words, the task is to find a function f such that a
logical formula ¢ specifying f’s correctness is valid. Neurosymbolic programs comprise both a
neural and symbolic component. Like classical program synthesis, neurosymbolic programming’s
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synthesis objective is defined by ¢; however, it also includes a standard ML objective—learning a
function that fits a training dataset while generalizing to unseen inputs [20].

In DRL verification, neurosymbolic program synthesis is typically used to create a highly
structured—and therefore simple-to-verify—policy. For example, in the work of Bastani et al. [13],
policies are constructed as decision trees. To form the trees, the approach relies on imitation learn-
ing. In imitation learning [1, 77], a classifier or regressor is trained to predict an expert’s behavior
given a training dataset containing the expert’s observations and corresponding actions. For ex-
ample, an autonomous vehicle system’s DNN might learn from a dataset of driving scenes and a
human expert’s associated steering angles and speeds. Typically, the supervised learner assumes
iid. data. As described previously, however, RL violates the ii.d. expectation. Consequently, if
even a single mistake is made by the learner (due to the stochasticity of the environment or small
but compounding differences between the learned policy and the expert policy), imitation-based
DRL systems may encounter observations that are quite different from those experienced under
expert demonstration; this makes learning very difficult [75].

Thus, Bastani et al. [13] use DAGGER [75], an imitation learning approach that is more robust
to the changes in the distribution of observations induced by DRL. In its simplest form, DAGGER
proceeds as follows. A policy 7 is initialized by cloning the expert’s demonstration. Using 7,
the agent collects a set of trajectories. During the agent’s execution of 77y, DAGGER asks the expert
which actions it would take in each state. By compiling a set of trajectories generated by 7, and the
expert’s corresponding actions, DAGGER expands the training dataset D. Using D, the supervised
learner learns a new policy 7; that best mimics the expert on the set of trajectories in 9. This
process repeats for a generic iteration n, during which 7, is used to collect more trajectories and
labeled actions. These data are then added to ©. The next policy, 7,1, is the policy that best
mimics the expert on the aggregate of all collected datasets in D.

DAGGER, however, learns decision trees that are much larger than necessary and thus makes
the verification task avoidably difficult. To learn smaller, more easily verified trees, two novel
methods are introduced in the work of Bastani et al. [13]: Q-DAGGER and VIPER (Verifiability via
Iterative Policy Extraction). Q-DAGGER runs the original DAGGER algorithm with a modified loss
function. Specifically, DAGGER attempts to find a policy that minimizes the observed surrogate loss
(e.g., 0-1 loss) under its induced distribution of states, whereas Q-DAGGER uses the Q-function to
measure loss. Intuitively, Q-DAGGER uses the Q-function to emphasize training states for which
the difference between the value of the best action and the value of the worst action is largest.

The neural policy 7, in each iteration of Q-DAGGER is constructed with VIPER, which uses
the CART algorithm [17] to learn a decision tree. The standard CART algorithm cannot be used
because DAGGER (and therefore Q-DAGGER) requires a strongly convex surrogate loss function [75]
while the loss function for decision trees is not convex. To address this incongruity, VIPER does not
modify the typical CART loss function. Instead, the algorithm creates a new training dataset D’ in
which examples from O are reweighed according to the difference between the value of a state’s
best action and worst action. Then, with 9’, the standard CART algorithm can be used to create a
highly structured decision tree policy that is relatively small. Finally, several of the decision tree’s
properties—including correctness, robustness, and stability—can be verified with an SMT solver
(discussed further in Section 6).

Like VIPER, PIrL (Programatically Interpretable Reinforcement Learning) [101] generates a
highly structured policy. Instead of a decision tree, however, PIRL represents the learned policy
in a human-readable Domain-Specific Language (DSL). For example, a programmatic policy
learned for controlling the acceleration of an autonomous car is presented in Figure 2.

The number of policies expressible in PIRL’s DSL is vast and nonsmooth, thus Npps (Neurally
Directed Program Synthesis) is introduced to search for the policy that maximizes long-term
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if (0.001 — peek(hrrackpos, —1) > 0) and (0.001 4+ peek(hrrackpos, —1) > 0)
then 3.97 « peek((0.44 — hgpy), —1) + 0.01 * fold(+, (0.44 — hppu)) + 48.79 * (peek(hgpu, —2) — peek(hgpn, —1))
else 3.97 x peek((0.40 — hgpy), —1) + 0.01 * fold(+, (0.40 — hgpy)) + 48.79 * (peek(hapu, —2) — peek(hppy, —1))

Fig. 2. A programmatic policy learned for controlling the acceleration of an autonomous car where peek and
fold are constructs of PIrRL’s DSL [101].

rewards. The approach proceeds by using DRL to compute an “oracle” neural network policy e
that has high performance but may not be expressible in the DSL. This neural policy ey is then
used to direct a local search over programmatic policies—that is, policies that can be expressed
with the DSL—to find a program e* that closely imitates ex. During each iteration, Npps searches
the neighborhood around the current estimate of e*, denoted e, to find a program e’ that minimizes
the distance between e and ey for a set of “interesting” inputs (where “interesting” is defined by
some heuristic). At the end of the iteration, e’ becomes the new estimate for e*. This procedure
can be considered a form of imitation learning, which, like VIPER, is based upon DAGGER. The
PIrL framework generates interpretable program source code that can be verified with traditional
symbolic program verification techniques [49].

Although the human-interpretable form into which P1rt distills a neural policy is easily verified,
imitating a pre-trained neural policy into a short program can produce highly suboptimal program-
matic policies. PROPEL (Imitation-Projected Programmatic Reinforcement Learning) [100] was de-
veloped to address this limitation by iteratively distilling a neural policy into a programmatic policy
inside a training loop. Specifically, PROPEL constructs the discovery of an optimal symbolic policy
as a constrained optimization problem in which the desired policies are constrained to be those
with a programmatic representation. The task is to find a policy that minimizes the expected cost
(or alternatively maximizes the expected reward) of a programmatic policy x € II, where IT ¢ H
is the class of programmatic policies that resides within a larger space of policies H = II & F,
and ¥ is the set of neural policies. Here, ® denotes a mixing [16] of programmatic policies IT and
neural policies ¥ where any mixed policy h = 7 + f can be invoked as h(s) = 7(s) + f(s). The
learning algorithm proceeds as follows. Given an initial neural policy f; € ¥, PROPEL projects
fo onto the constrained space II with program synthesis via imitation learning—that is, by syn-
thesizing a policy 7y € II to best imitate f; (e.g., with DAGGER). Then, during each iteration, the
algorithm makes a series of gradient updates to the neurosymbolic policy h(x) = fi(x) + mi(s)
using classic DRL techniques such as deep deterministic policy gradient (DDPG) [58]. This gra-
dient update is not the true gradient in H. Instead, the updates are based on the gradient of the
neural policy f; because there are well-established neural gradient methods, whereas there are no
existing gradient methods for programmatic policy classes II. After the gradient update, PROPEL
projects h onto the constrained space II with program synthesis via imitation learning. In other
words, a policy ;1 € II is synthesized to best imitate demonstrations provided by the teaching
oracle h. Then 7;,; is lifted back into the neurosymbolic space H so that the gradient updates can
be applied. This process repeats for ¢ iterations, after which a symbolic policy is returned. This
policy can then be verified with an SMT solver.

4.2 Construction of a Verified Barrier Function

Because the policies constructed by VIPER, PIRL, and PROPEL are verified only after learning, it is
difficult to repair any specification-violating policy. Approaches that constitute a separate class
of neurosymbolic synthesis methods address this limitation by synthesizing a verifiable barrier
function that prevents an agent from taking an action that causes a violation of the specification
[7, 107, 110].

For example, in the work of Zhu et al. [110], syntax-guided synthesis is used to find a deter-
ministic program P* that both approximates a neural policy 7 and satisfies a safety specification.
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Because P* is deterministic, off-the-shelf formal verification algorithms can be used to guarantee
its safety. However, verifying P*’s safety is not akin to verifying ry,’s safety. Thus, whereas y, is
used to make decisions during runtime, P* is used to shield the agent from unsafe states. Because
P* must dictate actions that protect the agent from unsafe states while following 7y, the two poli-
cies must be reasonably similar. Thus, in addition to satisfying a safety specification, P* must also
satisfy a quantitative specification that ensures P* is relatively comparable to the neural policy 7.

The approach relies on a counterexample guided inductive synthesis loop. Specifically, the
process initially sets the unknown parameters (i.e., those to be filled in by the synthesis procedure)
to zero, 6 = 0. It then runs the synthesized deterministic program Py with a set of initial states
Sy for which the synthesized program is not yet proved safe. These states are referred to as
counterexamples.

The safety property of the synthesized program P in the environment C can be expressed as an
inductive invariant ¢ that represents all safe states over the state transition system C[P]. Specifi-
cally, ¢ is disjoint with all unsafe states, ¢ includes all initial states, and any state in ¢ transitions to
another state in ¢, thus an unsafe state cannot be reached. Because P is deterministic, the safety of
C[P] can be guaranteed with off-the-shelf verification algorithms. Specifically, a constraint solver
is used to look for an inductive invariant in the form of a convex barrier certificate [72] that maps
all states in the safe reachable set to non-positive reals and all states in the unsafe set to positive
reals. Fundamentally, the solver looks for a polynomial function E : R” — R such that E(s) > 0 for
any unsafe state, E(s) < 0 for any initial state, and E(s”) — E(s) < 0 for any state s that transitions
to s’ in C[P]. Together, the second and third conditions guarantee that E(s) < 0 for any state s
in the reachable set, which means an unsafe state can never be reached. Note that the barrier E
must be a polynomial function because the method’s policy programming language only allows
the invariant sketch [83] (i.e., the human-defined partial program that encodes the structure of a
solution) to be postulated as a polynomial function. This restriction is imposed because there are
efficient SMT solvers and constraint solvers for nonlinear polynomial reals.

When verification for Py fails, the initial state space Sy is reduced in an effort to make the
synthesis of a safe policy program easier. With this now smaller set of counterexample states, a
new 0 is synthesized. The new value of 0 is determined by a random search-based optimization
algorithm [61] that iteratively samples new positions of 6 from a small hypersphere surrounding
the current position. The value of 0 is set to the position that minimizes the distance between Py
and ry while simultaneously maximizing the likelihood that Py is safe.

When verification succeeds, a new policy program Py, —which is guaranteed safe in the state
space covered by ¢, —is synthesized.

This synthesize-and-verify procedure continues until the entire initial state space Sy is verified
safe. The approach outputs a set of synthesized program-state space pairs [(Py,, $1), (Po,, $2), - - - .
For each pair, the program is guaranteed safe over the corresponding state space.

Unlike the post-learning synthesis methods, this counterexample guided inductive synthesis ap-
proach avoids any possibility of constructing a policy that may violate the specification; however,
its synthesized policies are verified safe only after training. A separate method, REVEL (Reinforce-
ment Learning with Verified Exploration) [7], builds on PROPEL to guide the synthesis of a barrier
function that guarantees safety at all times during training by updating both the symbolic and
neural components of a neurosymbolic policy.

To maintain safety during and after training, REVEL discovers a learning process £ =
9, 71, - - - Ty such that the final policy 7, is safe and optimal and every policy in £ is safe. Given
a policy 7, a verifier attempts to construct an inductive proof of a safety property. This proof
takes the form of an inductive invariant defined as a set of states ¢ such that the system can never
transition to an unsafe state from any state in ¢ even under worst-case dynamics.
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Fig. 3. REVEL’s iterative procedure. First, the symbolic policy g; and proof ¢; are lifted into the blended space
to create the neurosymbolic policy h;. Next, h; is updated in the neural policy space. Finally, a safe symbolic
policy gs+1 is synthesized and its corresponding invariant ¢; 1 is defined. This lift-update-project procedure
continues for T iterations, after which a neurosymbolic policy h7 is returned.

To learn £, REVEL constructs a neurosymbolic policy h € H in the form

h(s) = if P*(s, f(s)) C ¢) then f(s) else g(s),

where P is a deterministic function that defines worst-case bounds on the environment behavior,
f € ¥ is aneural policy, and g € G C H is a verifiably safe shielding policy that is also express-
ible as a policy in ¥ (i.e., G € ¥ ). The policies in class G can be efficiently verified by existing
algorithms because they are syntactically restricted to be compact and symbolic. The condition
P*(s, f(s)) C ¢ is effectively a safety monitor; if it evaluates to true, then the action f(s) is safe,
as it can only lead to states in ¢. If this condition is false, f(s) can lead to an unsafe state and the
shield g(s) is executed instead of f.

RevEL follows a lift, update, project learning procedure. The approach starts with a manually
constructed shield gy € G and a corresponding invariant ¢. The algorithm then iteratively per-
forms three steps. First, it lifts a policy gy € G into the unconstrained policy space H to construct
a policy hy for which the neural component is just the neural representation of g,. The neural
representation of gy can be constructed with imitation learning (e.g., with DAGGER). Next, the algo-
rithm updates hy using approximate gradients where the approximation is computed in a similar
manner to PrRopEL. Finally, the updated policy is projected back into the constrained space G to
compute a new invariant ¢ and a policy g; that is a minimum imitation distance from h, (Figure 3).
The inductive invariant ¢; is constructed with abstract interpretation. Specifically, by propagating
an abstraction of the initial states through the environment transitions, REVEL defines an abstract
state that over-approximates the system’s reachable states when following policy g;. If this final
abstract state does not include any unsafe states, no unsafe states are reachable by any concrete
trajectory of the system.

4.3 Reachability Analysis

Verification algorithms perform one of three analyses: optimization, reachability, or search. Op-
timization methods solve an optimization problem (e.g., with linear programming or MILP) to
falsify the specification. Reachability approaches find the system’s reachable set R(X, f) = {y :
y = f(x),¥x € X};if R(X, f) € Y, the specification is violated. Finally, search methods attempt to
find an input that falsifies the specification often by using optimization or reachability approaches
to guide the search procedure [59].

Because DRL specifications are typically defined in terms of safety (informally, nothing “bad”
ever happens) and liveness (informally, something “good” eventually happens), determining reach-
ability is a natural approach for verifying these systems [9, 26, 36, 39, 84, 85, 93]. Specifically, reach-
ability methods can be used to determine whether an unsafe state (for a safety specification) or a
desirable state (for a liveness specification) is reachable from any initial state [56].

One such approach, Verisig [39], was designed to verify closed-loop systems. In control theory,
a closed-loop system is a system in which an agent’s actions are dependent upon feedback from
the process. In an open-loop system, by contrast, the control actions are selected independent of
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the process outputs. For example, a vehicle’s cruise control system can be designed as either a
closed or an open system. A closed-loop cruise control system maintains the vehicles speed by
accounting for hills, wind gusts, and any other external influences. In the open implementation,
the accelerator’s position is fixed regardless of the terrain or environmental conditions. Because
DRL uses feedback from its environment to guide decision making, it is well suited for finding the
optimal policy in a closed-loop system.

Verisig divides the verification task into two distinct yet related problems—in the first, it deter-
mines the DNN’s reachable set, and in the second, it verifies properties of the closed-loop system.
To solve the first problem, Verisig transforms the DNN controller f into an equivalent hybrid
system Hy such that if x, is the initial state, then f(x¢) is the system’s only reachable state. To
solve the second problem, Verisig verifies a composed hybrid system Hy || Hs, where || denotes a
composed system and Hg is the hybrid system in which the controller is operating.

A hybrid system is a system that evolves based on both discrete and continuous variables. Con-
sider, for example, an air-conditioning system. For such a system, the discrete variable—or mode—is
the (Boolean) on/off state of the device, whereas the (real-valued) continuous variable is the room’s
temperature. To function effectively, the air conditioner needs to turn on once the air temperature
exceeds some threshold and turn off once the temperature drops below some value. In this way,
the system relies on both a discrete and continuous value and is thus a hybrid system [97].

Given Hy and Hs, there are known methods for composing Hy || Hs, and there are several tools
that can determine the reachability of hybrid systems like Hy || Hs [21]. Thus, because Verisig
assumes the system’s dynamics are given as a hybrid system Hg, the primary challenge becomes
transforming the DNN into Hy.

Verisig is designed to verify DNNs with sigmoid or tanh activation functions (we will describe
the method using the sigmoid function), as the sigmoid derivative can be expressed in terms of the
sigmoid itself:

o) = 0(x)(1 - 0(x).
x
This property allows the sigmoid to be treated like a quadratic dynamical system.

To establish the possible values of the sigmoid for a given set of inputs, Verisig inserts a “time”

variable t into the standard sigmoid function,

1
= = — 1
g(t,x) = o(tx) =T (1)
such that ¢(1, x) = o(x), and by the chain rule,
J .
9(t.x) 7 = g(t.x) = x9(t,x)(1 - g(t.x)). )

By tracing the change in g with respect to time until t = 1 with (2), Verisig can determine the
exact value of a sigmoid o (x). Moreover, because each neuron in a sigmoid-based DNN is a sigmoid
function, (1) can be used to transform the entire DNN into a hybrid system.

Recall that a hybrid system is composed of continuous states and discrete modes. To create a
hybrid system from a DNN, Verisig considers each hidden neuron a continuous state and each
layer a mode. Specifically, let n; be the number of neurons in hidden layer f;, and let f;; denote
neuron j in f;. The value of a single neuron can be calculated:

fii(®) = o((W)Tx + b)),

where (w{ )T is the jth row of ith hidden layer’s weight matrix W; and bf is the jth element of the
ith hidden layer’s bias vector b;.
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The value of a specific neuron at a specific time can then be defined with (1):
1
1+ exp{—t- (W) Tx+b))}

Using (2) and (3), the value of a hidden layer f;(x) can be determined by tracing all g;;(t, x) from
t=0tot=1:

9ij(t,x) = o(t - (w])Tx + b])) = 3)

G163 5 = Gy (%) = (W) T+ B)giy(63)(1 = gy (). @

In this way, each hidden layer can be represented as a set of differential equations g;;(t,x)
wherein each hidden neuron g;; is a continuous state. The system’s modes are then defined as
the DNN’s layers. In each mode, Verisig traces g;;(t,x) until t = 1 using (4) to ensure the hybrid
system is equivalent to the DNN.

Finally, in addition to each mode’s n; continuous variables representing the neurons in f;, Verisig
includes n; supplementary continuous states (one per neuron) in each mode. These states are
required because the inputs to each neuron are functions of states reached in the previous mode.

Having constructed a hybrid system that faithfully represents the DNN controller, Verisig relies
on established hybrid system verification tools to determine reachability [21, 51, 66].

Verisig requires a model of the system dynamics Hg; however, another approach [36] uses model-
based DRL to approximate the underlying system. The learned model is then verified using reach-
able tube analysis.

Reachable tube analysis is an exhaustive verification technique that tracks the evolution of a
system’s states over a finite time period from a set of initial states Sy € S. A forward reachable tube
tracks the system’s development starting from Sy, whereas a backward reachable tube evaluates
the system as it progresses from a terminal state to a state in Sy. Using a forward reachable tube,
the approach in the work of Gupta and Hwang [36] determines if any trajectory & € & executed
under policy 7 leads to any unsafe state s € C when starting in any initial state s € Sy. Using
a backward reachable tube, the approach finds the safe initial states S;qre C Sy such that any
trajectory & € & executed under policy 7 does not lead to any unsafe state s € C when starting
in any initial state s € Sgqfe.

This reachable tube analysis requires two steps. First, model-based DRL is used to construct
a DNN f that models the true system dynamics. Because model-based DRL only approximates
the underlying system, f is augmented with a conservative error bound. Second, the forward and
backward reachable tubes are formulated over the system dynamics modeled by f .

To learn f, a labeled dataset D = {(s, ar, As;41) P} V1 < i < |D|, where Asyy; is the change
in the state’s value at time t + 1, is split into a training dataset O, and a validation dataset D,,.
Then a supervised learning algorithm is used to train f with D; by minimizing the squared loss:
n% i ||A§(t?1 —Asgi)l |12, where A§ is the predicted change in the state’s value, As is the true change
in the state’s value, and n; = |Dy|.

Because f only approximates the true system dynamics, the model is augmented with an error
term e [64]. Specifically, the approach uses error estimates from the validation set é; = Aég)l —Asgﬂ)l
to define an upper confidence bound e* = [ej,es,...,¢e,] and a lower confidence bound e~ =
[—e1, —ea, ..., —ey,] for each of the state’s dimensions. Then a high-confidence bounded error set
is constructed & = {e: Vi€ {1,...,n},e; <e; < e;'}. Finally, the learned system dynamics can be
represented: f = f(s, a)+e, ecéb.

With the learned model f , the forward and backward reachable tubes can be formulated. The
forward reachable tube—the set of all states that can be reached from an initial set Sy when trajec-
tories & are executed under policy 7 given system dynamics f (s, a, e)—is formally defined over a
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finite length of time T as follows:

F(T) = {s: Ve € &,s(°) satisfies s = f (s, a,e) where a = 7(s),s;, € Sp,tr =T},

where t; and t7 are the initial and final time of the trajectory &;, respectively.

The backward reachable tube is the set of all states that can reach a bounded target set 7 C
R™ when the trajectories £ are executed under policy 7 given system dynamics f (s,a,e). The
backward reachable tube is formally defined over a finite length of time T as follows:

A

B(-T) = {so : Ve € &,s(-) satisfies $ = f (s, a,e) where a = n(s), s, = s_1,8;, € T, 1y € [-T,0]}.

Having formalized f and the reachable tubes, the verification task is relatively simple. First,
given a model-based policy 7, the set of initial states Sy, and the set of unsafe states C, the modeling
error & is calculated. Next, the forward reachable tube is created. If the forward reachable tube does
not contain any state in C, the policy 7 is safe; otherwise, 7 is unsafe. If 7 is unsafe, a backward
reachable tube is used to determine the subset Sg4re C So for which 7 generates safe trajectories.

Reachable tube analysis is designed to be an exhaustive verification technique. However, when
state and/or action spaces are continuous, it is neither feasible to sample trajectories for every state
in Sy nor to verify whether all these trajectories satisfy the specified properties. Thus, reachable
sets are often approximated by convex polyhedrons, and the system’s evolution is evaluated by
pushing the boundaries of the polyhedron according to the system dynamics. This approach, how-
ever, can lead to large errors in the approximation of the reachable set. To mitigate the magnitude
of these errors, the method in the work of Gupta and Hwang [36] frames the construction of the
reachable tubes as an optimal control problem using the Hamilton-Jacobi partial differential equa-
tion. This equation is solved using the level set method [62]—an approach that allows non-convex
boundaries to be represented and thereby allows for a better approximation of the true reachable
tube.

The level set method offers a better approximation of the reachable set than convex polyhedrons
for reachable tube analysis; however, other DRL verification methods use alternative approaches
for approximating the reachable set. For example, in the work of Tran et al. [93], the convex hull
of star sets [94] is used to approximate the reachable set of a discrete linear control system with a
ReLU-based neural network controller.

Specifically, the approach solves two verification problems. First, given a discrete linear system
with a neural network controller f and an initial state set Sy, the method verifies whether the
system satisfies a safety property within k. timesteps. More formally, the approach verifies if
Vso € So — g(sk) = P(9(sk)), Y0 < k < kypax, Where g is is a nonlinear transformation function
(e.g., ReLU), P is a linear predicate over the transformed state variables g(sx) that defines the
system’s safety specification (i.e., the state is safe if the predicate is true, and otherwise the state
is unsafe), and |= means g(sy) satisfies P(g(sk)).

Second, the method can determine the initial condition of the ith state s’ € S, for which the
system may become unsafe while keeping the initial conditions of all other initial states s’ €
Sy Vj # i unchanged. This is useful when determining the maximum value of s’ for which the
system’s safety is still guaranteed—for example, a vehicle’s maximum velocity such that applying
the brake is guaranteed to stop the vehicle before it hits an object n feet away.

The approach can compute the controller’s exact reachable set and an over-approximation of
its reachable set. We begin by describing the two-step iterative procedure for finding the exact
reachable set. First, the controller f takes the system’s output set Y, to compute the control set
Uy = f(M). Note that Y is just an affine mapping of the initial set Sy with the output matrix C
(i.e., Yo = CXp). Then the approach determines the next state S; by applying the control set U
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to the system S; = ASy + BUp. This loop is repeated k4, times, after which the exact reachable
set is returned Sy, S1 ..., Sk V0 < k < kimax-

The exact control set Uy = f(CSy) is determined with a two-step layer-by-layer analysis using
star sets. First, an affine map of the input set is calculated with the weight matrix W and bias
vector b. Second, using step-ReLU operations [95], the layer’s reachable set is obtained by applying
the ReLU activation function on the affine-mapped set. Notably, determining the neural network
controller’s exact reachable set can be done without star sets—for example, with a polyhedron-
based approach. However, the polyhedron-based method is inefficient and generates an overly
conservative reachable set, as it cannot leverage the relationship between Uy and Sk (i.e., Uy =
f(M) = f(CSx)).

Although star sets allow for the efficient discovery of the neural network controller’s exact
reachable set, they are still prone to an explosion of the state sets. This makes an exact analysis
impractical or infeasible. Thus, the approach can also over-approximate the reachable sets with an
interval hull of the star sets—that is, the tightest outer interval solution that contains all the state
sets at each iteration.

To solve the second verification problem—determining the initial condition of s’ € S, such
that the system may become unsafe while keeping the initial conditions of all other states in S
unchanged—the approach starts from the initial safe condition. It then increases the upper bound
of s’ by some & (i.e., s’ = s’ + §). The safety of the system is then determined. If the system’s safety
is uncertain, the procedure terminates. If the system is still verified safe, the value of § is increased.

Despite its emphasis on linear systems, the approach in the work of Tran et al. [93] can be ex-
tended to nonlinear systems with existing hybrid systems reachability methods (e.g., the zonotope-
based reachability algorithm in CORA [5]).

4.4 Model Checking

Like the methods described in Section 4.3, model checking [22] techniques determine a system’s set
of reachable states. Model checking, however, requires a distinct problem structure and can thus
be considered a separate subfield [99]. Specifically, model checking methods formalize a system
as a state-transition graph. This graph is traversed to determine if the system reaches any state in
which the specification is violated. If a property fails, a counterexample is typically generated in
the form of a sequence of states [15].

Model checking methods generally require four values to be specified: the system’s state space
S, the set of initial states Sy C S, a transition relation T that specifies the states to which a state
s can transition in a single step, and a property to be verified [31].

Because RL problems are structured as MDPs, these four values can be naturally defined for DRL
verification. Recall from Section 2.1 that an MDP is a collection of objects M =(7,S, A,P,R,y).
We can then see the state space S is given by the MDP’s construction. The set of initial states
is then some subset of S. The transition relation T can be defined from the state transition prob-
ability matrix P. For example, T(s,s’) = false if ) ,c4 P(s,a,s’) = 0, whereas T(s,s’) = true
if Y ,eqaP(s,a,s") > 0 [31]. Finally, like reachability analysis methods, properties are typically
defined in terms of safety and liveness.

Because model checking can be so naturally applied to MDPs, several of these methods have
been proposed for DRL verification [6, 10, 11, 26, 31, 43, 46, 67]. In fact, the first DRL verification
method, Verily [46], and its subsequent iterations, whiRL 1.0 and whiRL 2.0, rely on model checking.
Specifically, whiRL 1.0 [31] uses existing DNN verification tools (e.g., Marabou [45]) to guarantee
the system’s safety by searching the transition system for bad states that are reachable from an
initial state and the system’s liveness by running a nested depth-first search algorithm that looks
for reachable cycles that do not include a “good” state [12].
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Because a DRL system may yield a transition graph that is impractically or infinitely large,
whiRL 1.0 uses a bounded model checking method in which the safety and liveness search proce-
dures terminate after some finite number of timesteps k. The query for safety is formulated:

k-1 k
ERT () A( AT(si,si+t)> A(VB@»),
i=1 i=1

where I(s) is a predicate that returns true iff s is an initial state and B(s) is a predicate that returns
true iff s is an unsafe state.

If, with this query, the verifier (e.g., Marabou) returns any state, the safety property cannot be
satisfied; otherwise, the system is verified safe.

The liveness property can be constructed in a similar fashion:

k-1 k k-1
dsy...sp I(s1) A ( /\ T(si,siH)) A < A —|G(si)> A ( \/ Sk = si),
i=1 i=1 i=1
where G(s) is a predicate that returns true iff s is a “good” state.

If the verifier returns any cycle, the liveness property cannot be satisfied; otherwise, the system
is guaranteed to enter a “good” state within k timesteps.

Although whiRL 1.0 can find safety and liveness violations within k steps of an initial state, it
cannot prove the absence of these violations. A subsequent version, whiRL 2.0 [6], addresses this
limitation by employing both bounded model checking and k-induction [23]. Specifically, whiRL
2.0’s iterative procedure alternates between bounded model checking and k-induction queries until
the property is refuted, the property is proved, or the query exceeds a timeout threshold.

k-Induction is fundamentally similar to bounded model checking with an important difference—
the former is used to prove a property, whereas the latter is used to refute a property. Intuitively,
k-induction looks for state sequences of length k for which the property is violated. Importantly,
the k-induction step does not require the search process to be initiated from an initial state s € Sp.
Instead, the procedure can begin from any state in S. Thus, if the verifier (e.g., Marabou) finds
a violating sequence that does not start at a state in Sy, the value of k must be increased. If the
verifier cannot find such a sequence, the property is proved.

5 ADDRESSING STOCHASTICITY

Whether due to environmental changes, noisy sensors, or hardware faults, DRL methods typically
contend with some amount of stochasticity. Because this stochasticity can manifest in the form of
suboptimal or even dangerous agent actions, verification methods must often prove that policies
are robust to unexpected outcomes. These guarantees are especially important in safety-critical
domains with high human costs such as healthcare [41, 108] or autonomous driving [47, 50, 79].
Thus, in the work of Bacci and Parker [10], a method called MOSAIC (Model Safe Intelligent
Control) is used to prove probabilistic guarantees for DRL systems. Specifically, MOSAIC models
the runtime execution of a DRL controller as a continuous-space Discrete-Time Markov Process
(DTMP). To make the continuous space verification feasible, the approach builds and iteratively
refines an abstraction of the model. It then uses standard probabilistic model checking methods on
that abstraction to establish probabilistic guarantees on safe behavior over a finite time horizon.
To model the execution of the DRL controller as a DTMP, MOSAIC requires a controller policy,
an environment model, and a controller fault model. MOSAIC’s controller policy is defined in
standard RL terms; it is a function 7 : s — a that selects the agent’s action a for a given state s.
The environment model is a function E : s X a — s that returns the state of the system after one
timestep. The controller fault model is a function f : A — Dist(A) that describes, for each possible
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controller action, the actions that may actually result and their respective probabilities. In other
words, because the policy’s selected action may not be executed (e.g., due to hardware faults), the
fault model characterizes the respective probabilities of all actions.

The agent’s behavior can then be formally modeled as a DTMP for which the probability of
transitioning from state s to s’ can be calculated:

P(s,s’) = Z{f(ir(s))(a) |a €A s.t. E(s,a) =s'}. (5)

In other words, for each state s, the action is determined by the policy 7(s). However, because
we cannot guarantee the policy’s action will be executed, all possible actions that lead to s” from
s must be considered; (5) is the combined probability of these actions. The probability that any
single action is executed is given by the support of the distribution determined by the controller
fault model f(zz(s)). Whether any a taken in s results in s’ is determined by E(s, a).

Given the DTMP, MOSAIC can determine the probability of reaching failure states within k
timesteps when starting in state s:

PS(OSkfail) = Ps({sos182--- € P(s) | si |= fail for some 0 < i < k}),

where P(s) is the set of all paths starting in state s, a path is a sequence of states s, s1S, . . .
through the model, P; is the probability space over P(s), and s; |= fail means s; is a failure state.

Because the execution model is discrete time and branches in a finite manner, the reachability
probabilities can be directly computed using recursion:

1 ifs |= fail
Ps(o=¥ fail) = {0 ifs £ fail ANk =0
25 eSupp(B(s, ) P(s,8") - Py (o=k=1fail) otherwise,

where Supp(p) = {x € X : u(x) > 0} is the support of ; and p is the set of discrete probability
distributions over the set X, i.e., y: X — [0,1] and X}, cx p(x) = 1.

With a method for calculating the probability of reaching a failure state within k timesteps
when starting in s, MOSAIC solves two verification problems. First, the approach can determine
the subset of initial states for which the probability of a failure is below some threshold S; afe
{se S| ]P’S(OSkfail) < Psafe}- Second, for some set of states (likely Sy or a subset of it), MOSAIC
can determine the worst-case error probability: p§, = sup{P; (o=k fail) | s € S}.

The principles underlying MOSAIC were further applied to verifying stochastic policies in the
work of Bacci and Parker [11]. Stochastic (or probabilistic) policies choose an action according
to a probability distribution defined by the policy for that state z(a | s) = Pla; = a | s; = s].
Among other things, stochastic policies are useful for mitigating risk in adversarial environments
and managing the tradeoff between exploration and exploitation.

Like MOSAIC, this approach formally models the execution of the DRL policy as a DTMP. The
fundamental difference between the methods is their respective abstraction approaches. In other
words, both methods are designed to verify a set of inputs over continuous state spaces. Prac-
tically, this means finite abstraction must be used to make the problem tractable. However, the
complexity induced by the stochastic policies in the work of Bacci and Parker [11] requires a more
sophisticated abstraction method.

MOSAIC constructs the finite-state abstraction as an MDP. By computing the maximum proba-
bilities of reaching failure states in the MDP (e.g., with PRISM [55]), MOSAIC is able to determine
the upper bounds on the actual probabilities in the concrete model. However, because the action
distributions specified by stochastic DRL policies can vary considerably across states, an MDP ab-
straction is not appropriate for the approach in the work of Bacci and Parker [11]. Thus, a novel
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abstraction based on Interval Markov Decision Processes (IMDPs) is introduced. In an IMDP,
transitions are labeled with intervals of probabilities that represent the range of possible events
that can occur. After abstracting the execution into IMDPs, these Markov processes are solved over
a finite time horizon with a probabilistic model checker (e.g., PRISM) that produces upper bounds
on the actual probability of the agent landing in an unsafe state.

6 PROPERTIES TO VERIFY

As we have detailed, the majority of DRL verification methods are designed to prove or disprove a
system’s safety and/or liveness. However, it is often prudent to verify other properties. For exam-
ple, applications in robotics typically require stability [2, 14, 53], whereas many control systems
need robustness guarantees [28, 44]. In this section, we first describe methods for certifying a pol-
icy is robust to input perturbations [27, 36, 43, 54, 105]. Next, we detail approaches suitable for
verifying a diverse set of properties [13, 24, 27, 36, 100]. We then describe methods for improving
specifications [24, 27]. Then, in Table 1, we enumerate the most popular DRL verification testing
environments/tasks. Finally, we define the metrics used to evaluate DRL verification methods.

6.1 Certifying Robustness Against Input Perturbations

Learned policies may have to contend with several sources of input perturbations such as modeling
uncertainty [91] or adversarial attacks [38, 109]. Thus, several methods have been designed to
verify that a DRL system is robust to these perturbations [27, 36, 43, 54, 105]. For example, in
the work of Jin et al. [43], a perturbation vector is used to over-approximate the set of reachable
states. Specifically, the approach trains the DRL system on finite abstract domains instead of the
concrete continuous system states. In other words, instead of providing continuous values to the
DNN controller during learning (e.g., (0.23, 1.4)), the method transforms the state into an interval
vector (e.g., ([0.0,0.25],[1.0,1.5]). The controller then determines which action the agent should
take based on the abstract interval. Finally, the action is applied to the concrete continuous state.
This approach is feasible because a trained controller usually adopts the same action for “adjacent”
concrete states [10] where two states s and s’ are “adjacent” with respect to an £, norm distance
S iff [|s —s'[l, < 9.

To verify the system’s properties, the approach builds an abstract-state transition system K,
which can be verified with existing model checkers [30]. To build K, the approach first abstracts
a continuous state into a finite state (as was done during learning). Then the abstract state s is
provided as an input to the trained controller that produces an action a. The action a is then
applied to the abstract state s to produce the interval vector v. To provide assurances against
input perturbations, a perturbation vector € is used to expand the set of reachable states—that is,
[l; — €i,u; + €;], where [I;,u;] is a vector in v—and thereby over-approximate v. To build the full
transition system K, this methodology is applied to successive states with breadth-first search.

Another approach, CROP (Certifying Robust Policies for Reinforcement Learning through Func-
tional Smoothing) [105], is designed to certify the robustness of Q-learning-based methods (e.g.,
deep Q-learning described in Section 2.2) against the standard Q-learning adversarial attack
[38, 52, 109]. Such an attack is defined by an adversary seeking to induce the selection of sub-
optimal actions by applying an ¢;-bounded perturbation 8¢ = {§ € R" | ||§]lz < €} to the input
state during decision (test) time: a = 7 (s + 9).

CROP defines robustness certification for per-state actions as the maximum perturbation mag-
nitude € such that for any perturbation § € B¢, the action for the perturbed state is the same as
the action for the unperturbed state—that is, (s + &) = n(s) ¥ € BE.

The per-state action certification algorithm proceeds as follows. Given a DON Q,, a smoothed
function Q, is defined by drawing random noise from a Gaussian distribution at each timestep
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t € 7 for each action a € A:
Qr(st:a) = En,~N(0.021n) QO (5t + Ar,a) Vs, € S,a € A,

where N (0, 02Iy) is the Gaussian distribution, Iy is the identity matrix, and o is the smoothing
parameter.

The maximum perturbation magnitude € is found by exploiting the fact that the smoothed func-
tion O, is L-Lipschitz continuous. From this property, the lower bound r; of the maximum pertur-
bation magnitude €(s;) (i.e., r; < é(s;)) can be defined such that if ||5;|l; < r;, then the action is
guaranteed not to change—that is, 7(s; + ;) = 7(s;):

- z(q,(M) . q,(M)) ©

2 Umax — Umin Umax — Umin

where v, and vpex are the minimum and maximum possible Q values given by the (non-
smoothed) DQON, respectively (i.e., Oy : S X A = [Umin, Umax]), © is the cumulative distribution
function, a; is the action with the highest Q, value in state s;, and a, is the action with the sec-
ond highest O value in state s;. Note that in each state, the smoothed policy 7 selects a;—that is,
(s) = ay.

In addition to certifying per-state actions, CROP can also find the lower bound of the perturbed
cumulative reward g such that g < g (), where g () = 37°, y'R(ss, (s +8;)) is the cumulative
reward under perturbations §, € B¢.

Certifying the cumulative reward can be done with either a global or local smoothing approach.
The former considers the entire state trajectory a function to be smoothed. Although efficient, this
approach produces a relatively loose certification bound. Local smoothing builds on principles
from the per-state action certification procedure to find a tight lower bound for g. (7).

Notice that for a trajectory of states h generated by following the smoothed policy 7, a certified
radius can be computed for each timestep using (6). Recall that when the perturbation magnitude

€ < ry, the optimal action at time ¢ is unchanged. This means that when e < min}t‘;é ry, none of

the actions in the trajectory h will change. Therefore, when ¢ < min}t‘;é r¢, the lower bound of the

perturbed cumulative reward is equal to the return of h in a deterministic environment.
Changing the perturbation magnitude € affects both the number of timesteps in which the action

might deviate from the optimal action and the number of actions that can be taken in each timestep.

To measure these effects on the cumulative reward CROP generalizes (6):

. z(q)-l(M) . q,—l(@n(sh“k“’ - ”mf")),l <k<lAL @

2 Umax — Umin Umax — YUmin

where rf denotes the radius such that if € < rf, the set of actions that can be taken in state s; are
the k actions for which the QT value is highest (note that (6) is equivalent to r}) and ay.; is the
action with the (k + 1)-th highest én value in state s;.

For any ¢, in each state, CROP uses (7) to compute all possible actions under perturbations in
$¢. Then the approach exhaustively traverses all trajectories resultant from these actions. Finally,
the perturbed cumulative reward g, () is lower bounded by the minimum return over all of these
possible trajectories.

6.2 Verifying Alternative Properties

The highly structured nature of the decision trees generated by VIPER [13] makes the learned
policies amenable to the verification of correctness, stability, and robustness properties. Consider,
for example, a toy Pong environment in which there is a bouncing ball and a player-controlled
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paddle located on the bottom of the screen. If the ball hits the top of the screen, the side of the
screen, or the paddle, it is reflected. If the ball hits the bottom of the screen where the paddle is
not present, the game is over.

The game’s action space comprises the paddle’s possible movements {left, right, stay}, whereas
its states are defined by a tuple (x,y, vy, vy, x,) € R’. In each state, the values (x, y) indicate
the ball’s position, where x € [0,Xpax] and y € [0, Ymax]. The values (vy,v,) represent the
ball’s velocity, where vy, vy € [~Umax>Umax]. Finally, x, is the paddle’s position, where x,, €
[O’ xmax]~

The correctness property for toy Pong specifies that the controller never loses—that is, the ball
never hits the bottom of the screen at a position where the paddle is not present. More formally,
assuming the system’s initial state is safe y € Yy = [Ymax/2, Ymax ], then the system should avoid
an unsafe region y = 0 A (x < x, — [V x > x;, + [), where [ is half the paddle length.

This property can be proved with an inductive invariant. Specifically, because the game dynam-
ics ensure that the ball’s velocity is conserved in each direction, the assumption that the ball’s
speed in the y direction is lower bounded (i.e., |vy| > vpmin) is equivalent to assuming that the
initial y velocity is in [~Umax> =Umin] Y [Umin> Umax]. Thus, correctness can be proved with the
inductive invariant: as long as the ball starts in a safe state, then it re-enters a safe state after at
most tmax = [2Ymax/Umin| steps.

Because both the system dynamics f : s X a — s and the controller: 7 : s — a are piecewise
linear, their joint dynamics f,;(s) = f(s, 7(s)) must be as well. If § = §; U - - - U Sk is a partition
of the state space such that f;(s) = fi(s) = fI's for all s € S;, then let s; denote the state of the
system at time ¢ € {0, ..., f;nqax ). Note that f is a hyperparameter required by DAGGER. For VIPER,
Bl's indicates that during the first iteration of Q-DAGGER, the action is determined by the expert
policy; otherwise, the action is determined by the learned policy. Thus, the system dynamics can
be formalized as

k
r=\/(s:1€Si =5 =plsi ) Vi€ {1, max)s
i=1
and the correctness property of the inductive invariant can be formalized as
tmax tmax
w:( A m)w: \/ v,
t=1 =1
where ; = (s; € Wp).

Because ¢/ is composed of conjunctions and disjunctions of linear inequalities, an SMT solver
[66] can determine whether it is satisfiable.

The stability of the decision tree policies learned by VIPER can also be verified. In control the-
ory, a system f is stable if it asymptotically reaches its goal [89]. Given a continuous-time dy-
namical system with states s € § = R", actions a € A = R, and dynamics § = f(s,a), the
system fr(s) = f(s,7(s)) is considered stable for policy 7 : s — a if there is a region of at-
traction U C R" containing 0 such that for any initial state sy € U, we have lim, . s(t) = 0,
where s(t) is a solution to § = f(s,a) with initial condition s(0) = s,. In other words, there is
an invariant set such that all trajectories starting inside this set converge to the equilibrium point
[13, 48].

When f; is nonlinear, stability can be verified by finding a Lyapunov function V : § — R that
satisfies V(s) > 0 Vs € U \ {0}, V(0) = 0, and V(s) = (VV)(s) - f(s) < 0 Vs € U \ {0} [90]. When
fr is polynomial—as is required by VIPER—sum-of-squares optimization can be used to devise a
candidate Lyapunov function, check the Lyapunov properties, and thus verify stability.

ACM Computing Surveys, Vol. 55, No. 14s, Article 330. Publication date: July 2023.



Deep Reinforcement Learning Verification: A Survey 330:21

Finally, the robustness of VIPER’s policies can be verified. A policy 7 is said to be € robust at

So € S = Rd if
7(s) = m(sg) Vs € Bo(s0,€),
where B (8, €) is the Lo,-ball of radius € around sj.

Because 7 is a decision tree, the largest € such that 7 is e-robust at s, (denoted e(sy; 7)) can be
computed efficiently. Specifically, the distance from s to the closest point s € S (in Lo, norm) such
that s is in the set of states routed by the decision tree to a leaf node ¢ € leaves(r) labeled with
action ay # m(so)—that is, the closest state for which the action selected by r is different from the
action selected for sp—can be computed with a linear equation:

e(so; ¢, ) = segnggR € subj. to ( /\ Onsi, < tn> /\< /\ Is; — (s0)i] < 6),

nepath(&;r) ie[d]

where path(¢; ) is the set of nodes on the path from the root of 7 to the leaf node ¢, 5, = 1ifnisa
left child and §,, = —1 otherwise, i, is the feature index of node n, and t,, is the threshold of n. Then,

{oo if ap = 7(sg)

€(sg; ) = argmin )
( ) & €(so; €, ) otherwise.

Celeaves(rr)
Like VIPER, PIRL [101] also learns highly structured policies and thus allows for the verification
of interesting properties such as smoothness and universal bounds. PIrL’s efficacy was tested in
the Torcs (The Open Racing Car Simulator) environment [106]. In Torcs, a controller drives a
car on a racetrack by managing acceleration, brake, clutch, gear, and steering. The controller’s
decisions are based on data from up to 89 sensors. An example of a smoothness property verifiable
by PIrt is informally “if the sum of the consecutive differences of the last six RPM sensor values
is less than 0.006, then the acceleration actions calculated at the last and penultimate step will not
differ by more than 0.49” Such a property can be expressed with P1rr’s DSL:
k+5
ZHpeek(thM, i+1)—peek(hrpas, i)|| < 0.006 = ||peek(hacs, k+1)—peek(hac, k)|l < 0.49, Vk.
i=k
Universal bounds properties define global bounds for action values. For example:
(0 < peek(hrpar, i) < 1A -1 < peek(hyos,i) < 1) =
(llpeek(hgseer, i)]| < 101.08 A —54.53 < peek(ha,j, i) < 53.03) Vi.

6.3 Methods for Improving Specifications

DRL environments are often quite complex. This makes it difficult for human experts to rigor-
ously define all of a system’s desirable properties a priori. Thus, methods have been developed to
make writing specifications easier [24, 27]. One such approach proposes the use of “behavioral
properties” to encode general, “rational” behaviors [24]. For example, consider this typical safety
property which specifies that a network’s output should lie within an interval:

x0 € [lo,uo] A+ Axy € [ln,un] = yj € [ly, uy],
where x; € X is an input to the network and y; is a generic output. A behavioral property refor-
mulates the specification as such:
xo € [lo,uo]l A+ Axy € [In,un] = yj > yi. (8)

This behavioral property ensures that one action (y;) is always preferred over another (y;) for a
given input set (X). For example, a collision avoidance system’s behavioral property might specify
a vehicle should never turn right if there is an obstacle close to the right. If yjers > yrigne, it is
guaranteed that the agent will not turn right and the property is verified.
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As demonstrated by (8), verifying behavioral properties requires proving an inequality for ab-
stract output intervals. This means if the output bounds overlap—for example, if y;.r; = [0.25,1.5]
and y,igns = [0.3,1.9]—we cannot determine whether the behavioral property is satisfied. Thus,
it is critical to tightly bound each node’s output. To generate tight bounds, a novel method called
ProVe (Property Verifier) is introduced. ProVe relies on iterative refinement [103], an approach that
subdivides the input area into smaller subareas and computes the corresponding output bounds
such that the union of the subareas’ output bounds results in a tighter bound than the undivided,
original area. The standard iterative refinement procedure requires significant computational time.
ProVe, however, parallelizes the computation such that the bounds can be feasibly computed online
inside the training loop.

Another method [27] introduces building blocks from which complex properties can be con-
structed by domain experts unaccustomed to writing formal specifications. These properties are
then—in addition to the DNN to be verified—automatically encoded as an MILP that can be verified
with existing tools.

To encode the DNN, the framework defines each layer as a set of constraints. For example, en-
coding a fully connected layer with a ReLU activation y = RELU(Ax+b) requires the weights A and
biases b from the trained model, the inputs x, the outputs y, the ReLU state indicator variable z, and
an auxiliary real variable s (size |y|). The constraints between the variables can then be expressed:

Yi = ZAi,jxj+bi —S;
J

Zi=1:>Si=0

zi=0=>y; =0, Yie{l,...,n},

where z; is a Boolean variable and y;, s; are both positive real variables.

Next, the specifications are encoded. Instead of requiring a human expert to express properties
using complex logical formulas, the framework introduces four building blocks from which speci-
fications can be written more naturally. The first building block allows a human expert to express
that an input or output must fall within a range of values (constant values can be trivially encoded
with this building block). The second allows linear relationships (e.g., a1x1 + azx; + - -+ < b) to
be constructed. With the third building block, a human expert can express which input or output
should have the greatest value. For example, as described previously, a DQN outputs the Q value
for every action that can be taken from the input state. This third building block allows the human
expert to define which action should have the highest Q value. The final building block is used to
specify that a variable must be discrete (DNNs typically assume values can be continuous).

To improve the efficiency of the verification procedure, domain constraints can also be encoded.
Domain constraints are distinct from properties, as the former are inherent characteristics of the
system and the latter represent the expected behavior of the agent. For example, a video client’s
domain constraint might specify that the client cannot buffer more data than the maximum buffer
capacity. In this way, domain constraints can significantly reduce the search space.

These constraints can be either manually specified or automatically discovered from the training
data. Specifically, the method declares an input or output variable to be discrete if the number of
distinct values is lower than a configurable threshold; otherwise, the approach defines lower and
upper bounds for the variable based upon its lowest and highest values.

6.4 DRL Verification Testing Environments, Tasks, Property Types, and Specifications

To demonstrate their respective capabilities, DRL verification methods generally repurpose typical
(i.e., non-verification) DRL testing environments. In Table 1, we list the most popular of these
environments and their associated control tasks, property types, and specifications.

ACM Computing Surveys, Vol. 55, No. 14s, Article 330. Publication date: July 2023.



Deep Reinforcement Learning Verification: A Survey

330:23

Table 1. List of the Most Common DRL Verification Testing Environments Including Their Respective
Control Tasks, Property Types, and Specifications

DRL Verification Test Environments

streamer

which the next video
chunk should be
downloaded

Environment Control Task Property Type Specification Description
Cart pole [18] Keep pole upright Safety Pole angle must stay within
specified range
Cart pole Keep pole upright Safety Cart displacement must stay within
specified range
Cart pole Keep pole upright Stability Stability of policy 7 with respect to
the degree-5 Taylor approximation
of cart-pole dynamics
Atari pong [18] Deflect ball into Robustness 7(s) = 7(so) (Vs € Boo (S0, €)),
opponent’s goal where B (S0, €) is the Leo-ball of
radius € around sg
Torcs (practice Race car around track Smoothness Control values do not change
mode) [106] radically
Torcs (practice Race car around track Universal Action values do not exceed global
mode) bounds bounds (assuming reasonable
bounds on input values)
Torcs (practice Race car around track Safety Do not crash into obstacles
mode)
Quadcopter (e.g., | Reach goal state Safety Quadcopter does not collide with
[76]) any object
Inverted Swing pendulum into Safety Pendulum angle does not exceed a
pendulum [18] upright position specified value
Mountain car Accelerate an Safety Car does not go over the crest of
[18] under-powered car in a the left hill
valley to reach the top of
the right hill
Mountain car Accelerate an Liveness Eventually the car reaches the top
under-powered car in a of the right hill
valley to reach the top of
the right hill
Adaptive cruise | Maintain safe distance Safety Do not crash into lead car
control [32] between cars regardless of any behavior it
exhibits (e.g., deceleration)
n-Car platoon Coordinate n vehicles to Safety Do not allow cars to get closer than
[78] stay within specified threshold
distance of each other
Pensieve video Determine the bitrate with | Safety When the chunk download history
streamer [60] which the next video indicates excellent network
chunk should be conditions, the resolution at which
downloaded chunks are requested should
increase
Pensieve video Determine the bitrate with | Safety When the chunk download history

indicates poor network conditions,
the resolution at which chunks are
requested should decrease
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Pensieve video Determine the bitrate with | Robustness Decision does not change when
streamer which the next video some input features receive

chunk should be arbitrary values
downloaded
Pensieve video Determine the bitrate with | Robustness Decision does not change when
streamer which the next video feature values change by a factor of
chunk should be no more than € - k;
downloaded
Aurora Determine whether Liveness When the controller observes
congestion [42] Internet sending rate history of excellent network
should be increased, conditions, the sending rate should
decreased, or maintained eventually increase
Aurora Determine whether Liveness When the controller observes
congestion Internet sending rate history of poor network conditions,
should be increased, the sending rate should eventually
decreased, or maintained decrease
Advanced Stop the car to avoid a Safety Do not hit the obstacle
emergency collision while not
braking [93] stopping too far from the
obstacle
Bouncing ball Keep the ball bouncing by | Safety Never allow the ball to stop
[40] either hitting the ball bouncing
downward with a paddle
or by doing nothing
Atari freeway Guide chicken across a Robustness Bounded perturbation ¢ to the
[18] road while avoiding traffic input state (i.e., a = 7 (s + J)) does
not affect policy action
Cart pole Keep pole upright Robustness Bounded perturbation ¢ to the
input state (i.e., a = 7(s + §)) does
not affect policy action
Mountain car Accelerate an Robustness Bounded perturbation ¢ to the
under-powered car in a input state (i.e., a = n(s + §)) does
valley to reach the top of not affect policy action
the right hill

6.5 Evaluating DRL Verification Methods

Guaranteeing a learned policy’s properties is critical for many real-world applications. Verification,
however, comes with costs. Because DRL verifiers achieve their guarantees in distinct ways, these
costs differ across method classes. Thus, evaluating these classes requires different sets of metrics.
In this section, we describe how to measure the tradeoffs associated with each type of DRL verifier.

Notice that the verifiers that reduce DRL’s DNN to a simpler-to-verify form (Section 4.1) may
have to sacrifice performance to achieve their guarantees. Specifically, these approaches attempt to
find a highly structured (and thus easily verified) policy that best approximates the optimal policy
(i-e., the best policy irrespective of the specification). Importantly, the space of highly structured
policies may not include the optimal policy. Moreover, the best policy in the space of highly struc-
tured policies may not satisfy the specification. In this case, a worse—but specification-satisfying—
policy must be selected. Thus, evaluating these methods requires two metrics: (1) the difference
in total reward earned by the verified policy and the total reward earned by the optimal policy,
and (2) a count of the times the optimal policy violates the specification during its execution.
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[

Fig. 4. Grid world wherein an agent (A) maximizes its reward by taking the fewest actions necessary to reach
the goal (G). The specification prohibits the agent from entering any state surrounding the pit (P). The opti-
mal policy (dash lined) violates this specification. A shield (solid line) intervenes to ensure the specification
is never violated but negatively affects the agent’s reward.

Depending on the application, a large value for the former or a small value for the latter may
negate the benefits of the verified policy’s guarantees.

Because methods that construct a verified barrier function (Section 4.2) may prevent the agent
from taking optimal actions, they are also evaluated with these two metrics. Consider, for example,
the grid world environment represented in Figure 4. The objective of the agent (denoted by “A”) is
to arrive in the goal state (denoted by “G”) by taking the fewest possible actions. The specification
prohibits the agent from entering any state surrounding the pit (denoted by “P”). Notice that the
optimal policy (denoted by the dashed line) gives actions that violate the specification. The shielded
policy (denoted by the solid line) avoids violating the specification but requires the agent to take
two extra actions. In this way, the shielded policy is worse than the optimal policy. Determining
the effectiveness of the shield thus requires evaluating how the shielded policy performs relative
to the optimal policy. Because learning a barrier function can require significant computational
overhead, the runtime required to construct the shield is also often measured.

Reachability-based methods (Section 4.3) and model checking methods (Section 4.4) are DRL
variants of typical DNN verification approaches. In other words, as described in their respective
sections, reachability and model checking methods exist for non-DRL contexts and have been
adapted for DRL verification. As such, standard DNN verification metrics [59] are typically used
to assess these two method classes. The first metric—verification time—is important because in
real-world systems practical considerations like runtime can significantly affect the viability of an
approach. Next, if a method is incomplete, the number of properties that cannot be definitively
proved or disproved for a given initial condition is counted. The value of this metric is evident;
the more properties a verifier can guarantee, the greater our confidence in the system. Finally,
if the approach is abstraction based, bound tightness is often evaluated because, as described in
Section 3.3, this value directly affects which properties can be proved.

7 DISCUSSION AND CONCLUSION

In this article, we provide a rigorous survey of DRL verification. We first established the founda-
tions of DRL and DRL verification. Then, we defined a taxonomy for DRL verification methods that
includes reduction to a simpler form, construction of a verified barrier function, reachability anal-
ysis, and model checking. We proceeded by detailing many of the most important methods within
each category of that taxonomy. Next, we described approaches for dealing with stochasticity.
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Finally, we characterized considerations related to writing specifications, enumerated common
testing tasks/environments, and defined the metrics used to evaluate DRL verification methods.
The source material was largely discovered with the Google Scholar search engine. Given that
DRL verification is a relatively nascent field, we emphasized methods published in 2018 or later.

Although there has been significant progress in the field, there are many open research op-
portunities. For example, approaches like VIPEr [13] and PirL [101] are particularly appealing
in domains that require interpretability because their learned policies are highly structured. As
we described, however, these methods may learn policies that violate the specification. These vi-
olating policies are often difficult to repair. Other methods, by contrast, avoid any possibility of
constructing a policy that may violate the specification [7, 110]; however, the learned policies are
not inherently interpretable. We believe there is opportunity to develop methods that either auto-
matically repair violating yet interpretable policies or learn non-violating interpretable policies.

Next, while the verification of multi-agent systems has not been completely neglected [67], we
believe this is an under-explored research area. Multi-agent DRL has been proven capable of mak-
ing decisions for complex tasks such as large-scale fleet management, traffic light control, and
energy sharing optimization [69]. As multi-agent methods continue to be deployed in real-world
systems, it is imperative to guarantee their critical properties. We suspect that many of the single-
agent verification techniques can extend naturally to the multi-agent setting; however, additional
challenges will arise such as increased state and action space dimensionality [19].

We believe there is also significant opportunity to develop methods for verifying stochastic
systems. Because DRL is often employed in safety-critical domains with high human costs such as
healthcare [108] and autonomous driving [47, 50, 79], it is vital that verification methods elucidate
the ways in which an agent might take undesirable actions, regardless of how improbable they may
be. As we described in Section 5, there are foundational approaches for managing stochasticity, but
we feel that relative to its importance, this complexity has been under-addressed.

Finally, a primary challenge in DRL verification—and, in fact, all of DNN verification—is scalabil-
ity. We believe there is opportunity to develop methods for improving the computational efficiency
of DRL verification and for guaranteeing tighter bounds when using abstraction-based verification.

As DRL approaches continue to proliferate, guaranteeing their critical properties is becoming
increasingly important. DRL verification is an emerging field with both deep technical challenges
and practical utility. With this survey, we endeavored to both provide the background necessary
for new researchers to contribute to the field and to apprise current contributors of the advances
in this developing area.
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