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Many solutions have been proposed to curb unexpected behavior Enviro-
of automation apps installed on programmable IoT platforms by nment Calendar
enforcing safety policies at runtime. However, all prior work ad-
. . Phone apps
dresses a weaker version of the actual problem due to a simpler,
L . Users B~
unrealistic threat model. These solutions are not general enough i
as they are heavily dependent on the installed apps and catered ﬁ Third-party
to specific IoT platforms. Here, we address a stronger version of Pets —! Devices | web services

the problem via a realistic threat model, where (i) undesired cyber
actions can come from not only automation platform backends
(e.g., SmartThings) but also close-sourced third-party services (e.g.,
IFTTT), and (ii) physical actions (e.g., user interactions) on devices
can move the IoT system to an undesirable state. We propose a
runtime mechanism, dubbed MAVERICK, which employs an app-
independent, platform-agnostic mediator to enforce policies against
all undesired cyber actions and applies corrective-actions to bring
the IoT system back to a safe state from an unsafe state transition.
MAVERICK is equipped with a policy language capable of expressing
rich temporal invariants and an automated toolchain that includes
a policy synthesizer and a policy analyzer for user assistance. We
implemented MAVERICK in a prototype and showed its efficacy in
both physical and virtual testbeds, incurring minimal overhead.
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Figure 1: A modern programmable IoT system. Dy, ..., D, are
IoT devices, ) are physical interactions, @) are cyber actions
sent directly to devices, @ and @) are events from IoT devices
and from other services respectively, and @ are cyber actions
generated by apps on an IoT backend.
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1 INTRODUCTION

Modern programmable IoT platforms (e.g., SmartThings, OpenHAB,
IFTTT) offer a cost-effective automation platform to install cus-
tomized applications (aka, apps), which in most cases require no
explicit support from device (e.g., smart lock) manufacturers. De-
spite tremendous innovation, safety and security concerns in pro-
grammable IoT systems are still a pressing issue [66]. One source of
this issue revolves around the automation itself. For instance, many
apps can inconceivably interact with installed devices leading to a
disastrous outcome, which can compound due to a chain-reaction
in a smart home with multiple apps. Many solutions have been
proposed to curb unexpected behavior of apps installed on IoT plat-
forms [5, 11, 12, 15, 18, 22, 36, 38, 69, 70]. One class of prior work
hinges on the enforcement policies at runtime [12, 18, 36, 38, 69, 70]
— the focus of this paper.

For IoT systems, a policy expresses what aspects of the system
must not be violated by the current global state of the system (aka,
system-state, composed of the current internal state of each installed
device). An unsafe state of the system is a system-state that violates
at least one policy at runtime. During an unsafe state, the system’s
safety can be compromised, which can result in dire consequences.
Any change in the system-state is due to a change in a device’s
internal state, which is in turn due to an action/command executed
on the device (e.g., lock/unlock). Additionally, any change in a
device’s state results in an event (e.g., Locked/unlocked), possibly
triggering execution of one or more automation apps (@ in Figure 1).
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Some actions can be undesired in the current system-state if they
can induce a system transition into an unsafe state (e.g., unlocking
the front door when nobody is at home). To ensure that the system
obeys the given policies at runtime, one needs to prevent undesired
actions from reaching the devices. Figure 1 shows the sources of
undesired actions in a modern IoT system: physical actions (Ap) via
user interactions or environmental changes (@) and cyber actions
(A¢) sent to devices through network messages (@ and @)).

To the best of our knowledge, most prior work [12, 18, 36, 69, 70]
assumes a weaker threat model that considers apps installed in the
IoT platform’s native backend (@ in Figure 1) as the only source
of undesired actions. Technically, they focus on solving whether
installed apps violate given policies — a weaker version of the actual
problem. These proposals are heavily app-dependent (e.g., require
source code) and thus platform-specific. Most safely assume @) and
@ actions can never transition the system into an unsafe state,
which is unrealistic in practice. If the system ever transitions into
an unsafe state due to @ or @, these solutions will either be stuck
in limbo [69, 70] or inaccurately enforce policies [12].

In this paper, we tackle the stronger version of the actual problem
where we want to ensure that the deployed IoT system satisfies the
user-specified policies at runtime, independent of IoT backend apps
and third party services. We expand the threat model where the
sources of undesired actions include all possible cyber and physical
actions (@, @, and @ in Figure 1). Using this threat model, we
formally define the stronger version of the problem as the IoT System
Safety Problem (ISSP) for a general IoT system. ISSP demands a
runtime mechanism that ensures that (R1) a cyber action that
transitions the IoT system into an unsafe state is prevented from the
reaching the target device, and (R2) if the system ever transitions
into an unsafe state due to a physical action (or a change in the
environment), the mechanism can take appropriate actions to bring
the system back to a safe state. We propose a runtime approach,
dubbed MAVERICK, that ensures both R1 and R2, while being
independent of installed apps and IoT platforms.

To ensure R1 under limited access to apps’ source code, a solu-
tion must be able to mediate all cyber actions (@ and @). MAVERICK
tackles this issue by employing a platform-agnostic mediator
which mediates all communication between apps and IoT devices
(ie,®, ©, and @ in Figure 1) and enforces user-specified policies
at runtime (§ 4). Unlike prior policy enforcement work, we deliber-
ately design this mediator to operate as an individual component
(similar to PFirewall[14]) independent of the platform’s backend
and app engine, third-party services, and installed apps. The media-
tor is equipped with the necessary communication interfaces to act
as a man-in-the-middle, but trusted intermediary, that intercepts
all messages between IoT devices and its backend or third-party
services. For reliable runtime policy enforcement, the mediator also
maintains a shadow system-state in-sync with IoT device state by
monitoring state update messages. For R2, MAVERICK redefines the
concept of corrective actions. A corrective action is technically
a cyber action to be sent to an IoT device or a drop of a violating
cyber action. Whenever MAVERICK finds that the IoT system is in
an unsafe state and violates a policy (say P), MAVERICK applies a
sequence of corrective actions carefully chosen for P so that the
sequence can nudge the system toward a safe state that satisfies P.
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Often policies for a modern IoT system cannot be enforced re-
liably without knowledge of system execution history capturing
temporal ordering of events and actions. Some policies are also con-
tingent on environment/system variables. Unlike prior work, we
develop a policy language (§ 5) that can express conditions on tem-
poral ordering of past events/actions, rich attributes of IoT devices
and their relationships, and custom predicates on system variables.
MAVERICK expects the user to specify the desired policies in this
language. For each policy, the user also specifies the corresponding
corrective actions.

Asking users to write policy in a dedicated policy language can
impede the adoption of MAVERICK in practice. To address this, we
augment our policy language toolchain with two automated com-
ponents for policy synthesis (§ 5.2): invariant synthesizer and policy
analyzer. The invariant synthesizer aims to lift the burden of the
user by generating invariants (i.e., fine-grained components of a
policy) based on a user-provided set of positive and negative exe-
cution traces of the system such that the positive traces satisfy the
invariants but the negative ones violate them. The policy analyzer
checks the effectiveness of user-selected corrective actions.

We also prove that the decision version of ISSP is undecidable in
general. In other words, once the system transitions to an unsafe
state, whether we can nudge the system back to a safe state using
corrective actions is undecidable. Despite this undecidability, it is
possible to develop a sound solution for the ISSP decision problem
under reasonable assumptions (§ 5). To evaluate if user-provided
corrective actions are sufficient to bring the system back to a safe
state, we utilize our policy analyzer, reducing this problem to a
model checking problem (§ 5.2).

We implement a prototype of MAVERICK on top of a Mosquito
MOQTT server [46], which communicates with different IoT plat-
form backends and third-party services. Our prototype leverages
OpenHAB to enable support for numerous WPAN technologies
(e.g., Z-wave, ZigBee) for IoT device communication. The mediator
of our prototype translates messages between the MQTT network
and the WPAN (e.g., ZigBee) and enforces policies or applies correc-
tive actions as required at runtime. We have empirically evaluated
our prototype in both virtual and physical testbeds with system
execution examples/scenarios drawn from an existing dataset [43].
Our evaluation reports that MAvVERICK is highly effective while
incurring minimal overhead on latency and throughput.
Contributions. This paper has the following contributions:

(1) We introduce the IoT system safety problem (ISSP) which cap-
tures a realistic threat model. We show that the decision problem
version of ISSP is undecidable in general; however, we develop a
sound algorithm under some assumptions.

(2) We propose a runtime solution, dubbed MAVERICK, which en-
forces policies against undesired cyber actions from different sources
by employing a platform-agnostic trusted mediator and applies cor-
rective actions to recover the IoT system from an unsafe state.

(3) To assist users write policies, we develop a policy language to
capture temporal invariants and its necessary automated toolchain,
including a policy/invariant synthesizer and a policy analyzer.

(4) We implemented the features of MAVERICK and evaluated all
its components on both virtual and physical test-beds using an
existing dataset. Our evaluation shows that MAVERICK is effective
and incurs a minimal overhead.
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2 PRELIMINARIES

IoT Devices. [oT devices are the main component of an IoT sys-
tem. IoT device functionality can be roughly partitioned into two
categories: sensing and actuation. An IoT device uses its sensing ca-
pabilities to discern one or more environmental events (e.g., change
of temperature, presence). An IoT device uses its actuation capa-
bilities to carry out some tasks based on some cyber actions (Ac)
or physical actions (Ap) (e.g., sending an on command or pressing
the physical switch). An IoT device may be equipped with multi-
ple sensing and actuation functionality, and also maintains one or
more states based on such functionality. An IoT device takes one or
more events (e.g., environmental change (), or a cyber/physical
command (@,@ or @)) as inputs, changes its internal state, and
finally generates an output event (@) confirming the state update.
IoT Hubs/Gateways. An IoT device may communicate over the
Internet directly through Wi-Fi or a wired connection, or utilize
WPAN technologies such as as Z-Wave [72], Zigbee [21], Blue-
tooth BLE [29]. WPAN connectivity is facilitated by device hubs
which then provide IP-based connectivity with a device-specific
mobile companion app or with automation platforms. These automa-
tion platforms may be hosted on local gateways placed within the
home network (e.g. OpenHAB), or hosted on cloud backends and
placed remotely (e.g Samsung SmartThings, IFTTT). Cloud-hosted
automation platforms may either communicate to the IoT device
itself directly or via its device hub, or utilize a local gateway.
Automation platforms. These allow users to automate the behav-
ior of their IoT devices through the use of apps. Automation services
provide a centralized interface to monitor and control behavior
of devices from different manufacturers, utilizing manufacturer-
provided integrations. The automation services can also be catego-
rized into native and third-party services. In the former, users have
fine-grained control over how the installed apps are executed. For
example, one can rewrite an installed app to include policy checking
hooks, such as in OpenHAB and Samsung SmartThings. Third-party
automation services provide a limited programming interface and
control over app executions. In those platforms (e.g., IFT TT, Zapier),
users can only choose the trigger conditions and the corresponding
commands to the IoT devices. Apps on those platforms cannot be
equipped with custom policy checking hooks and hence are not
amenable to existing runtime approaches [12, 36, 69, 70].
Programmable IoT System. One can view an IoT system as a
distributed system with IoT devices and hubs/gateways as individ-
ual computational components. Many automation platforms (e.g.,
IFTTT) provide programming interfaces for customizing system
operation without considering low-level implementation details
(e.g., event serialization). An IoT system integrated with such plat-
forms is called a programmable IoT system, as illustrated in Figure 1.
It primarily provides automation to orchestrate IoT devices to per-
form a set of high-level, complex actions when certain conditions
are fulfilled, e.g. automatically opening the curtains, brewing coffee,
and starting the toaster when the user wakes up in the morning
(See Listing A1 in the appendix). The underlying automation unit
of these automation services is an automation application/app/rule
which can be viewed as a (stateful) event-driven program and often
takes the form of a trigger action rule. Other platforms also support
full-fledged event-driven programs, with sandboxed automation
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app execution. When an event reaches the automation platform, it
feeds that event to all automation apps registered for the trigger
event and then executes them. Any actions generated by the au-
tomation apps (e.g., giving the toaster the switch_on command)
are routed back to the appropriate IoT devices.

3 MOTIVATION AND PROBLEM STATEMENT

We now formally define the programmable IoT system safety prob-
lem (ISSP) along with its complexity. We start the section by dis-
cussing the threat model, a running example, and limitations of
current work in solving ISSP in its entirety.

Threat Model. We consider that a user can install automation apps
in various automation services, including, native (e.g., SmartThings)
and third-party (e.g., IFTTT) platforms. The source code for such
apps are not always accessible or modifiable. These apps can push
the IoT system to transition to a unsafe state where some desired
policies are violated (e.g., leaving the oven on when the user is
away, opening the front door when the user is sleeping). While
most prior work [11, 12, 36, 69, 70] considers the apps — installed
in the native platform (@ in Figure 1) — as the source of undesired
actions, we consider a stronger version where the source of unde-
sired actions consists of native apps @, third-party apps @), and
physical interactions @). We assume that devices are tamper-proof,
report state faithfully and respond faithfully to given commands.
Sensor-spoofing and network-level attacks are outside the scope.

With our threat model, prior work [11, 36, 69, 70] is largely
ineffective, because they only focus on @ and rely on apps’ source
code instrumentation to place hooks for collecting information
and enforcing policies. While Expat [70] and Patriot [69] make the
policy decision inside the instrumented apps, IoTGuard [12] and
ToTSafe [18] employ a remote server for their policy decision due to
the lack of access (i.e., closed-source-ness) of their chosen platform
(e.g., SmartThings). Third-party apps (e.g., IFTTT) are mostly closed-
source with limited user instrumentation opportunities. One can
argue that IFTTT provides its users with much more control of the
execution of its apps, which can be leveraged to enforce policies
directly inside the apps, as in prior work for @ through “filter code”
that modifies actions or aborts executions [35]. However, it is not
the same as intercepting and blocking an undesired action by an
external policy enforcer at runtime. While the former needs to be
in-built in the source, the latter should be performed outside the
IFTTT server at runtime, unbeknownst to IFTTT.

Physical interactions @) with devices cannot be intercepted by
any IoT apps/platforms. It is possible that the system can transition
to an unsafe state due a physical interaction with a device (e.g.,
the user turns off the water valve). Prior work considers no such
physical interactions, and hence, if the system ever goes to an unsafe
state, their solution does not guarantee any runtime defense. For
instance, Expat [70], Patriot [69], [oTGuard [12] will inaccurately
allow/block actions if the system is in an unsafe state.

All policies we consider actually capture the user’s expectation
from the system. A policy violation indicates that there exists a
combined execution of the installed apps (possibly, collected from
unvetted sources) with or without physical interactions such that it
leads the system to behave unexpectedly, which technically violates
the safety of the system. In that sense, all our policies essentially
evaluate the safety of the system and any violation that impacts it.
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Motivating example. To demonstrate limitations in prior work,
we use an example from existing work [12] with a slight deviation.
Consider a programmable smart home with a water leakage sensor,
a smart water system whose main valve can be switched off using
a command, a smart sprinkler system [24], a temperature sensor,
and a smoke sensor. Assume the user installs two apps, namely, fire
protection app (FPA) and water-leakage protection app (WPA). The
FPA switches on the smart sprinkler system when the smoke sensor
senses smoke and the temperature is higher than some threshold
suggesting potential fire. The WPA switches off the main water
valve whenever the water leakage sensor senses flooding. In case
of a fire, the smart sprinkler system will go off due to FPA. After
sometime, however, the water leak sensor will sense flooding, and
WPA will switch off the main water valve, cutting water to the
sprinklers and letting the fire go on unchecked. The ideal response
here is to ignore the flooding and douse the fire first, by preventing
WPA from switching off the main water valve.

While some prior work [69, 70] can take the ideal measure with
appropriate policy, IoTGuard [12] cannot take the ideal measure
even with proper policy as its policy enforcement mechanism is
based on a reachability analysis, which cannot handle app inter-
actions through physical channels (e.g., air) [18]. We learned this
counter-intuitive fact from an attempt to implement it !.

Now we extend our example to cover all types of cyber actions
(@ and @) in Figure 1). Suppose the user installed FPA in the smart
home’s native IoT backend and installed WPA in an third-party
service (e.g., IFTTT) as in this app [34], where the user does not
access to the WPA’s actual source code.? While cyber actions sent
by FPA represents @, cyber actions by WPA represents @ Most
prior work [12, 18, 69, 70] cannot prevent WPA from switching off
the main water valve, because of their inability to mediate cyber
actions from apps running on a third-party service.?

Next we incorporate some physical actions (@ in Figure 1) in
our example. Assume the user has turned off the main water value
physically (perhaps for maintenance) and forgot to turn it back on;
as a result, the system has moved to an unsafe state. Even if FPA
turns on the sprinklers, no water will be sprayed because the main
water valve is closed. Most of prior work [12, 18, 69, 70] cannot
take any measure to recover the IoT system from this unsafe state.
Inadequacy of prior work. Table 1 outlines how prior work [12,
18, 36, 69, 70] closely related to MAVERICK are quite inadequate in
terms of multiple perspectives, highly important to the IoT safety
problem. Here we only concentrate on some key perspectives, and
the rest will be covered later in the paper.

No prior work supports the stronger threat model (F1) that Mav-
ERICK considers to address as outlined earlier. Unlike MAVERICK, the
need to instrument apps’ source code (F7) impedes their mediation
of cyber actions € sent by the apps running on third-party services
(F3) where the access to an app’s source code is not allowed. Much

!The full implementation of IoTGuard [12] is not publicly available

Installing automation apps in a third-party service is a reasonable assumption with
device-specific companion phone apps which can set up such automation. Unlike
FPA, WPA will be operated, controlled and monitored through the third-party’s own
cloud-based backend.

3Prior work like IoTGuard [12] and others [18, 69, 70] cannot actually mediate the
cyber actions sent by IFTTT apps, because they rely on the instrumentation of apps’
source code to mediate actions and enforce policies, but unfortunately an IFTTT app’s
source code is not available and thus cannot be instrumented.
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of existing work is heavily dependent and fully driven by the in-
stalled apps (F6). For instance, IoTGuard [12] and IoTSafe [18] rely
on app interactions to generate dynamic interaction graphs, used
in their policy enforcement step at runtime. These graphs record
and manage a shadow copy of the system-state for their outsourced
policy checker. A change in a device’s state (aka, an event) that
does not trigger any installed app, will never be recorded in the
generated graph, resulting in a shadow system-state that is out-
of-sync with the reality (F8), leading to inaccurate and unreliable
policy enforcement even during safe states.

Automation apps dictate what actions are taken when a specific

set of events occurs, while policies express invariants the system
must not violate. Barring Expat [70] and Patriot [69], existing works
(e.g., IoTGuard [12], IoTSafe [18], ContexIoT [36]) cannot establish
a clear distinction between apps and policies (F5), and their imple-
mented policy enforcement mechanisms become incomprehensible
in many of their own test cases. However, it appears that some of
IoTSafe’s [18] policies can inadvertently recover the system from
an unsafe state caused by @) actions (F4). Further investigation
reveals that those policies are much like apps initiating some cyber
actions (akin to our corrective actions) rather than policies defining
invariants. As IoTGuard’s [12] policies can be much more general,
policy enforcement can involve the user (F9) to actively resolve
conflicts, while ContexIoT [36] always defers to the user when an
app contemplates an action of interest.
IoT System Safety Problem (ISSP). A given programmable IoT
system 7 can be viewed as a state machine and can be expressed
as a tuple (S, V, D, A,P,R). V is the (possibly, infinite) set of
variables whose values can be drawn from the (possibly, infinite)
set of constants O while making sure the types of variables are
respected (e.g., a variable of type real can be assigned only real
values, not string constants). S is the (possibly, infinite) set of
states where each of which s € S maps all variables v € V to a
value from D. Suppose V = {BedroomLightState,...} and D =
{lightON, lightOFF, ...}, then a possible state s € S could be s =
[BedroomLightState +— lightON, .. .]. A is a finite set of high level
commands that can be issued to the devices and can be decomposed
into cyber commands (i.e., A¢) to be issued by automation services
and human commands to be issued by the human or environment
(ie., Ae) where A = A U Ae. P+ S — {true, false} x C is a
function that takes a state and decides whether that state is safe or
not. If the state is not safe, it also returns a sequence of corrective
actions C € C, each action in C is drawn from the set A.. R C
S x A x § is the left-total transition relation, which given the
current state s € S and a contemplated action a € A, decides
which state 7 moves to next. The ISSP problem requires that 1
never moves to an unsafe state defined by a given policy P, and even
if it moves to an unsafe state, possibly due to an action in A, then it
eventually moves back to a safe state according to the given policy P.
As we show below, the decision version of ISSP is undecidable.

THEOREM 1 (DECISION ISSP). Given a programmable IoT system
I =(S8YV,DAP,R) where P € P and an unsafe states € S,
deciding whether I can be transitioned to a safe states* € S according
to P is an undecidable problem.

The proof reduces the Turing machine halting problem to the
decision version of ISSP (See [44]).



MAVERICK: An App-independent and Platform-agnostic Approach to Enforce Policies in loT Systems at Runtime

WiSec "23, May 29-June 1, 2023, Guildford, United Kingdom

F# | Feature

[ TotGuard [12] | ExPAT [70] [ PatrloT [69] | ContexIoT [36] [ IoTSafe [18] [ MAVERICK

F1 | Stronger threat model v
F2 | Mediate cyber actions @ in Figure 1 v v v v v v
F3 | Mediate cyber actions @ in Figure 1 v
F4 | Recover from unsafe state due to @ in Figure 1 © v
F5 | Clear distinction between apps and policies v v v
F6 | App-dependent core mechanism v v v

F7 | Require app instrumentation v v v v v

F8 | Out-of-sync state management v v v

F9 | Require user involvement during policy enforcement v v

Table 1: Comparison of MavERIcKk with IotGuard [12], EXPAT [70], PatrIoT [69], ContexIoT [36], and IoTSafe [18]. V' refers to
the feature being supported/available/implemented whereas © refers to the feature being partially supported/implemented and
an empty cell refers to the feature being not required/implemented/supported/applicable.

4 MAVERICK OVERVIEW

We now provide a design overview of MAVERICK, highlighting each
component. As discussed in Section 2, it is possible to organize IoT
devices, and different automation services and hubs into a variety
of IoT system architectures. Providing policy checking in these
different IoT system architectures in an app- and platform-agnostic
way makes designing MAVERICK challenging. The main design de-
cision is where to place the MAVERICK’s policy checker in an IoT
system such that it has a full view of all the cyber actions and state
updates without requiring explicit support from device manufac-
turers or automation service providers. We design MAVERICK as a

IoT Backend
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Policy
Invariant Synthesis |
, . | App
Policy Analysis
Feedback|
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1 Device
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Figure 2: Overview of MAVERICK’s design

man-in-the-middle, but trusted intermediary, illustrated in Figure
2. MAVERICK can be viewed as an amalgamation of the following
three components: (a) A local device interface to which devices
connect using a supported communication protocol (e.g., ZigBee, Z-
Wave, etc.) and share status updates (aka, events). MAVERICK issues
commands (predominantly, relaying commands from automation
apps) to connected devices using this interface. (b) An automation
service interface to which the automation services connect for issu-
ing commands to installed IoT devices. The same interface is used
by MAVERICK to forward any events to automation services. (c) A
policy checker, which receives events from IoT devices and com-
mands from different services and checks for safety violation. In
case of safety violation, it issues relevant corrective actions. It also
has an internal timer which triggers the policy/invariant checking.
The policy checker also maintains the shadow system state through
events it receives from IoT devices.

Workflow. The user first connects their IoT devices to MAVER-
1cK’s local device interface and registers all automation services
(including, IoT platform backends and third-party services) using
MAVERICK’s automation service interface. The user then writes
policies by interacting with its invariant synthesizer and policy ana-
lyzer (@), which aids users in writing policies in MAVERICK's policy
language. The policy is then handed to the policy checker (@®).

Status updates from devices are forwarded to MAVERICK s device
interface (@), which then forwards them to the policy checker. If all
policy invariants are satisfied, then device updates are forwarded
to registered automation services and the shadow state is updated.
If any invariants are violated, the policy checker issues corrective
actions via the device interface and updates the shadow state from
resulting device state updates. When automation services issue
commands for devices through MAVERICK’s automation service
interface (@), the policy checker is consulted. If all invariants will
be satisfied upon acting on a command, it is forwarded to the target
device and the shadow state is updated upon receiving device state
updates. Otherwise, commands are dropped.

Any device that can connect with a hub using Bluetooth/BLE,
ZigBee, Z-wave, MQTT, and Wi-Fi is supported by Maverick. Con-
necting a device or automation service to the MAvERICK does not
require any modifications to the device or automation service. How-
ever, devices that connect to automation services through SSL/TLS-
protected IP connections are not supported.

5 POLICY LANGUAGE AND AUTHORING

We now describe the policy language and the associated tools we
provide to help users write policies for MAVERICK. A policy in
MAVERICK is not only used to define whether a given IoT system
state is safe but also used to provide corrective actions that can
nudge the system to move towards a safe state from an unsafe state.

5.1 Policy Language and Policy Checking

A policy P € P in MAVERICK is a sequence of policy rules ¢ ; where
Jj € N. Each policy rule g; is of the form (I; : C;) in which I;
denotes the invariant that must always be maintained by the IoT
system to be safe whereas C; is the sequence of corrective actions
that must be taken if I; were to be violated. Any state s € S of the
programmable IoT system I is considered unsafe if and only if
it violates at least one of the invariants I;. The corrective actions
component of a policy rule g;, Cj, is a sequence and has the form
[ag, a1, a2, ..., am—1] inwhich each a; € A, is a command to an IoT
device to change its state. The available commands a; that can be
used in the C; component of a policy rule depends on the installed
IoT devices. The abstract syntax of an invariant I; is as follows.

(Invariant) I :=If ® Then ¥

(IfCondition) ® ==p | ®; and ¥, | not @ | true
(ThenCondition) ¥ == ® | ¥; since ¥, | yesterday ¥
(Predicate) p ==t Bty | p;and p2 | not p | true

(Term) tu=x €V | {const.) | func.(t1,...,tn)
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An invariant | takes the form: “If @ is true Then ¥ must be true”.
In an invariant I = If ® Then ¥, ® can be a predicate p, the constant
true, or their logical combinations. In addition to the form of ®@, the
then-condition ¥ also allows standard past temporal operators (i.e.,
since and yesterday) found in linear temporal logic (LTL) [55]. This
allows for richer invariant expression through consideration of past
executed events. One of the atomic components of the invariant
language is a predicate p. A predicate can be a relational operator
H (e.g., <, #,) applied to a pair of terms or logical combinations of
multiple predicates. A term is a variable x drawn from the set of
variables V, a constant (e.g., “ON”, 2, 4.9), or a function applied to
one or more terms (e.g., RoomTemperature + 10).
Example. A user wishes to devise a policy that ensures that their
front door is locked whenever they are away from home. The invari-
ant for this policy can be defined as “If Away Then FrontDoorLocked”
with predicates defined as:

Away = (HomeMode.status == “Away”)
FrontDoorLocked = (FrontDoorLock.status == “locked”)

This invariant can be violated in two ways: (1) a command to

“unlock” the door received from the automation system is allowed
to reach the device or (2) the front door lock reports an “unlocked”
status when the home mode is reported as away. For (1), the correc-
tive action is to drop the “unlock” command and for (2), the front
door is relocked by sending a “lock” command to it. This set of
corrective actions is defined as C = {drop(“unlock”), (send,lock”)}
The resultant policy is defined as P = [(I, C)].
Policy checking. MAVERICK’s policy checker gets triggered by one
of three conditions: (1) a downstream command is being sent to a
device (@ and @ in Figure 1); (2) a device changed its state and a
corresponding state update message is being sent upstream (@ in
Figure 1); (3) the global policy checker timer expired. In all cases,
the policy checker checks each invariant for violation. If a viola-
tion is found, the policy checker triggers the associated corrective
actions. The corrective actions are, however, not regulated by the
policy checker. The policy checking in condition (1) ensures that
MAVERICK covers all possible sources of cyber actions as compared
to prior work which depends upon triggering of an instrumented
app or platform API call, MAVERICK can preemptively prevent the
IoT system from transitioning into an unsafe state by denying the
violating commands (i.e., through the special “drop” corrective ac-
tion). The policy checking for condition (2) is necessary for bringing
the system to safe state in the case the system transitioned to an
unsafe state due to a physical action or a command issued to the
device through a channel that is unobservable by MavERIck. Policy
checking in condition (3) is needed when it takes multiple iterations
of corrective actions to navigate the system to a safe state.

MavEerick’s policy checker takes as input the current state o;, the
execution history o, and the policy P, then it generates a sequence
of corrective actions (possibly, empty if all invariants hold). In addi-
tion, for condition (1), it also allows the contemplated downstream
command to reach the target device. Each invariant in our policy
can be represented in a restricted, first-order linear temporal logic
formula (i.e., no quantifiers). One can use dynamic programming
based approach from the runtime verification literature [8, 19] to
check the invariant in an efficient way without having to store the
whole execution history of the system (See Appendix A for details).
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5.2 DPolicy Synthesis and Analysis

We now discuss tools we have designed to help users write policies.
Policy Synthesis Workflow. The policy synthesis workflow (@ in
Figure 2) starts by the user identifying a set of scenarios that are un-
desirable (i.e., unsafe) for the IoT system. For each scenario, the user
generates one or more diverse, example system executions/traces
of changes in IoT device states in which the undesired state did not
arise (i.e., positive examples). The users then generate a diverse set of
example system execution where the undesired state occurred (i.e.,
negative examples). Such traces may vary in terms of event count
or precision of the relevant state. The user feeds those example
traces into the automatic invariant synthesizer, which outputs
a set of candidate invariants which satisfy each of the positive ex-
amples but reject each of the negative examples. The user chooses
the appropriate invariant and selects the sequence of corrective
actions. Once all the invariants and their corrective actions have
been generated, they are fed into the automatic policy analyzer,
which will check whether the policy has the desired effect. If the
policy achieves the desired behavior, then it is deployed.
Automatic Invariant Synthesis. The invariant synthesizer takes
as input a set of positive examples, a set of negative examples, and a
set of predicates to use in the invariant, then it tries to generate a set
of candidate invariants that satisfy the each of the positive examples
but violate each of the negative examples. The automatic invariant
generation can be viewed as a restricted instance of the language
learning from the informant problem [16]. For this, we modified
an existing tool called SYSLITE [4] to only generate invariants
compliant with our policy language, by removing the capability to
use the past operators not utilized in our policy language. We use
SYSLITE for invariant synthesis for its speed and scalability.
Policy Analyses. The policy analyzer takes as input a policy and
then helps the user check whether the policy has the intended
behavior by performing the following two classes of analyses: (1)
checking invariants; (2) checking the corrective actions.

For class 1 policy analyses, the policy analyzer performs the
following consistency checks: (a) does each invariant I; at least des-
ignate one state as safe? (b) does each invariant I; at least designate
one state as unsafe? (c) do all invariants together at least designate
one state as safe? (d) do all invariants together at least designate
one state as unsafe? We solve these consistency checks by reducing
it to a model checking problem in the standard way [61].

For class 2 policy analysis, the policy analyzer checks to see
whether corrective actions C; of each invariant I; can take the sys-
tem to a safe state (i.e., all invariants hold) in case I; gets violated.
This requires us to solve the undecidable decision version of the
ISSP problem. We reduce the problem as a model checking problem
where we use the policy checker as the model and leave the other
actions (e.g., commands generated by automation services, human
actions) as environment controlled. The guarantee this policy anal-
ysis provides is that there exists a path in which the system will
eventually end up in a safe state given the policy checker takes
the necessary corrective actions. In case execution of C; leads to
violation of another invariant Iy, then its set of corrective actions
Cy should lead the system to a safe state, for C; to be accepted.
Policy Analysis Assumptions. To make policy analysis tractable,
we make the following assumptions: (i) the devices act faithfully; (ii)
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the communication is reliable; (iii) the number of devices are finite;
(iv) the number of variables are finite; (v) at most one invariant
violation at each state; (vi) there is only one incoming command
from automation services or one state update from the device at
any point in time. Assumption (v) is only required for tractable
policy analysis, especially, to simplify the underlying model check-
ing problem to not maintain extra states for storing all pending
corrective actions. Our runtime checking allows multiple invariants
to be violated. Assumption (vi) is sound due to the fact that the
underlying IoT system will serialize concurrent events. We leave
the ordering of concurrent events as a non-deterministic choice to
allow policy analysis to identify orderings leading to unsafe policy.

6 IMPLEMENTATION AND EVALUATION

6.1 MAVERICK Implementation

We develop a MAVERICK prototype by modifying an open source
MQTT broker (Mosquitto [46] coded in C) to include the functional-
ity described in Section 4. Mosquitto acts as the automation service
interface and is responsible for consulting the policy checker when-
ever a command is received and forwarding commands and status
updates from/to the local device interface. We utilize MQTT for
its wide support by most automation systems such as OpenHAB,
SmartThings and Home Assistant, with an MQTT server acting as
a suitable, secure intermediary with platform-agnostic capabilities.
The policy checker is integrated into Mosquitto, which parses the
policies during configuration time, and evaluates them on-demand
using the approach in Appendix A. 4

We utilize OpenHAB v3 [51] as the local device interface in our
prototype with its support of WPAN communications with IoT
devices and its MQTT integration capabilities. We configure Open-
HAB to expose all connected IoT devices via MQTT to Mosquitto,
which then maintains a synchronzied shadow state by monitoring
all device status updates sent via the device interface.

6.2 Data

We use the dataset released with Helion [43] to evaluate MAVERICK
under realistic settings. Helion utilizes statistical language modeling
to learn patterns in home automation events to build a statistical
language model which is then able to generate home automation
event sequences that can be considered natural by human observers.
Helion can generate both benign (up) event sequences represent-
ing typical IoT system operation and malfunctioning (down) event
sequences where the system is behaving unexpectedly.

Helion event sequences consist of event tokens of the form
(device, capability, value), representing an IoT device undertaking
an action resulting in value based upon its specific capability. De-
pending upon the capability (e.g. sensor, actuator), an event can
occur exclusively from the device side or can occur from either
direction as a cyber/physical action. We ensure that Helion events
are replayed from the relevant direction in our testbeds.

6.3 Experimental Setup

Deployment: Figure 3 illustrates our deployment architecture. We
deploy our prototype on a Raspberry Pi 4 Model B [57] running the
Linux-based Raspbian OS as a local proxy in the IoT environment,

4This modified version is available at [anonymized]
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with all devices communicating to the programmable IoT platform
through it. We use 2 automation platforms - OpenHAB and Smart-
Things - for our deployment. OpenHAB is running on a separate
Raspberry Pi with a stable version (3.0.7), while we use a Samsung
SmartThings Hub (STH-ETH-250) for the SmartThings platform
running SmartThings V2. While SmartThings does not have built-in
MQTT support, we use a community-developed SmartApp [37] for
MQTT capabilities. For third-party services, we select IFTTT and
integrate it with the SmartThings backend using the web interface.
The proxy and the automation platform’s backend (for OpenHAB)
or hub (for SmartThings) are connected to the same local network.

Event Generator

Virtual

(N openHAB nterface

EIEVIQkTT Devices
roker

((a n)) | Device B}%@
i

H. =

=
=
=)

i _
Automation Proxy with .
Platform MAVERICK -

Figure 3: MAVERICK deployment over our testbed with au-
tomation platform, event generator and virtual IoT devices.

Testbeds: We prepare a virtual testbed using OpenHAB as the
automation platform. We replicate Manandhar et al.’s [43] virtual
testbed which defined 70 home IoT devices and their capabilities,
including devices such as smart locks, switches, security systems.
We replicate device behavior virtually through the device interface
on our proxy, such as change in status through commands sent by
the automation platform or through physical interactions using the
OpenHAB REST API. We do not use automation apps directly in our
automation platforms for most of our evaluations as MAVERICK’s
design does not require it to have prior knowledge of installed
apps. To simulate app behavior, we generate automation platform
commands using their REST APIs. This testbed allows us to virtually
run event sequences generated by Helion.

We also prepare a smaller proof-of-concept physical testbed for
SmartThings to demonstrate the platform-agnostic capability of
Maverick. This testbed includes only a smart lock, a smart outlet
and a smart bulb. These devices were easily connected to MAVERICK,
due to support provided by our OpenHAB-based device interface.
We ensure that devices in our physical testbed do not connect to the
SmartThings hub directly so that all device commands and status
updates between SmartThings and devices are routed through Mav-
ERICK. [IFTTT is integrated with this testbed to evaluate MAVERICK's
ability to intercept commands sent by third-party platforms.

6.4 Research Questions

We evaluate the following research questions in our evaluation.

RQ1: Can MAVERICK synthesize invariants that match user expecta-
tions precisely? Recall that MAVERICK synthesizes policy invariants
using positive and negative examples of event sequences. We eval-
uate this question by providing MAVERICK with two types of event
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ID  Invariant

Corrective Action(s) Invariant Objective

*I1 If User Away, on Vacation or Sleeping Then Door is Locked
*12 If User Away, on Vacation or Sleeping Then Gas Stove is off
13 If Fire Sprinkler is on Then Water Valve is on
14 If User Away or on Vacation Then Induction Cooktop is off
*I5  If User Away or on Vacation Then Coffee Maker is off

16 If User Away or on Vacation Air Conditioner is off while Away or on Vacation

17 If Heater is on Then Air Conditioner is off
18  If Air Conditioner is on Then Heater is off

(Drop Unlock Command), (Door Lock, unlock) Physical Security
(Drop Turn on Command), (Gas Stove, off) Physical Safety
(Drop Shut off Command), (Water Valve, open) Physical Safety

(Drop Turn on Command), (Induction Cooktop, off)  Physical Safety, Efficiency
(Drop Turn on Command), (Coffee Maker, off)

Efficiency
(Drop Turn on command), (Air Conditioner, off) Efficiency
(Drop Turn on command) Efficiency
(Drop Turn on command) Efficiency

Table 2: Policy used in evaluation. Each invariant is derived from an issue identified by the researcher in Manadhar et al. [43].
Invariants marked with * are used as ground truth to measure effectiveness of policy synthesis. Corrective actions are defined

by authors when configuring MaveRick for policy enforcement.

sequences; (1) natural event sequences generated by Helion, rep-
resenting a user providing past examples of positive and negative
event sequences and (2) hand-crafted synthetic event sequences
that only provide targeted positive and negative examples.

RQ2: How effective is MAVERICK in enforcing user policies in IoT
systems? We replay event sequences generated by Helion on our
virtual testbed after synthesizing policies and configuring MAVER-
IcK with them. As part of their evaluation, Manadhar et al. [43]
had a security expert analyze event sequences to identify safety
issues and develop policies to mitigate them. We use the same event
sequences to evaluate MAVERICK.

RQ3: What are the performance characteristics of MAVERICK? We
measure MAVERICK’s performance by measuring its throughput
rate, and also the latency it imposes as an intermediary.

6.5 Evaluation Results

RQ1: We select a subset of traces from researcher-vetted down
traces from the Helion dataset that were identified with the same
problem to represent natural negative examples. For instance, in
some traces the smart door lock was left unlocked while the user
was away or had left on vacation, leading to a physical security issue
and recommending invariant I1 in Table 2 to safeguard against it.
Natural positive examples were generated by providing Helion with
the same histories used for the negative examples, but with Helion
set to up mode. In contrast, synthetic positive and negative examples
were hand-crafted with only the relevant events in sequence.

We identify three sets of sequences of positive/negative exam-
ples for the invariants marked in Table 2, and construct the same
number of synthetic event sequences. We then provide these sets to
MavVERICK for invariant synthesis, asking it to generate 6 candidate
invariants, noting differences between the generated and intended
invariants. We observe that event sequence structure affects invari-
ant stucture. Invariants generated via natural event sequences were
more specific to the sequences compared to those generated via
synthetic sequences. This is likely because natural event sequences
are non-uniform and therefore provide a larger sample space to
the invariant synthesis algorithm to search through. For natural
negative sequences involving invariant 11, multiple events occurred
between the event of the door lock unlocking and the user leaving
the home, MavERICK synthesized invariants that required the door
lock to be locked n events before the user left, with n dependent on
the length of the provided sequences. In contrast, with synthetic
negative sequences where the door being unlocked and the user
leaving had very little variance in distance, MAVERICK was able to
derive a more generalized invariant which only required the door

to be locked when the user left. In subsequent experiments, we use
1 invariant from the 6 candidate invariants generated for each set
of synthetic event sequences, totaling 3 invariants marked in Table
2. All other invariants were specified by the authors themselves.

We observe that MAVERICK is able to synthesize better candidate
invariants when the user provides event sequences that precisely
describe their positive and negative experiences while excluding
other irrelevant events. We also observe that more diverse set of
negative examples result in more generalized invariants. While
more natural event sequences may be easier to provide through
identifying periods in the system’s execution history when the
experiences occur, synthesizing policies using more variable-length
event sequences is more difficult and can even lead to user confusion
with the suggested policies.

Scenario Event Sequence Targeted
Invariant
*Physical ~ Door Lock is left unlocked when user leaves. h
Security Unlock Door Lock while user is away
Physical Turn on Gas Stove while user is away 12
Safety Fire Sprinkler turns on while Water valve is closed 13
Efficiency  Coffee Maker is turned on while user is on vacation 15
Turn on Heater while Air Conditioner is on 18

Table 3: Scenario-specific event sequences selected for evalu-
ation, with the invariant they target. Scenarios marked with
* were also evaluated on the physical testbed

RQ2: We select two types of sequences from the Helion dataset; (1)
scenario-specific sequences that are marked with an unsafe sequence
of events by the dataset, and (2) longitudinal sequences with longer
event sequences generated using Helion. We initialize the virtual
testbed before replaying any event sequence to ensure consistency.

6.5.1 Scenario-specific sequences. Scenario-specific sequences tar-
get the set of invariants synthesized in Table 2, with relevant events
highlighted in Table 3. These invariants and their associated correc-
tive actions are fed to our policy analyzer before configuration to
ensure that they will lead the system to a safe state. We use these
sequences to evaluate the effectiveness of MAVERICK in enforcing
safety policies when the IoT system attempts to transition into an
unsafe state. We note MAVERICK's behavior during each sequence
to observe how it evalutes the IoT system state and reacts to unsafe
states. We observe that MAVERICK is effective at maintaining the IoT
system in a safe state when commands from the automation system
could lead the system to an unsafe state. For instance, in the physical
safety scenario the automation system sends a command to turn
on the gas stove while the user is away. MAVERICK evaluates the
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effect of the command on the current state to derive the future state
which is then evaluated with the configured policy for satisfaction.
Since the resulting state does not satisfy invariant 12, MAVERICK
undertakes the associated corrective action i.e. block the command
to turn the gas stove, ensuring a safe state for the IoT system.

We observe that MAVERICK can rectify the IoT system after it
transitions to an unsafe state. For instance, a physical safety scenario
event sequence shuts off a water valve after which the fire sprinkler
turns on upon detecting smoke. Upon receiving the state update
from the sprinkler device and updating its internal representation of
system state, MAVERICKs policy evaluation finds invariant I5 to be
violated by the new state. MAVERICK generates a corrective action
to open the water valve, allowing water to flow to the sprinkler and
preventing an unsafe situation. We observe the same in our physical
testbed with the physical security scenario where the smart lock is
left unlocked when the user leaves. MAVERICK detects that invariant
I1is violated, and generates an corrective action to lock the door.

6.5.2 Longitudinal sequences. Longitudinal sequences are gener-
ated by providing short histories (3 events) to Helion and then
having it predict subsequent events (100 predictions per sequence).
We generate event sequences in both up and down flavors and
replay them on our virtual testbed to evaluate MAVERICK in an
in-the-wild setting with the invariants in Table 2 configured. As
these sequences are run, we note the number of times MAVERICK
undertakes corrective actions, and inspect the recorded state of
the testbed before and after the corrective action for correctness.
Table 4 presents the results. We note that across both sequence
flavors, MAVERICK initiated corrective actions for 10-14% of events,
depending upon the nature of the policy MAVERICK is configured
with during the system’s operation as well as the events themselves.
Inspection of these corrective actions revealed that most of them
were generated due to violation of invariant |1, attempting to un-
lock the door after the user left the home. In general, we note that
across the longitudinal event sequences, MAVERICK maintains the
IoT system in a safe state as defined by the user’s safety policy,
allowing only commands that trigger safe state transitions.

Event Flavor Events  Actions Correct

triggered Action Rate
up (benign) 500 10 100%
down (malfunctioning) 500 70 100%

Table 4: Results of running longitudinal sequences on the
virtual testbed with MAVERICK configured.

RQ3: We measure performance overhead for MAVERICK in terms
of added one-way latency and message throughput. We isolate Mav-
ERICK’ and send MQTT messages through it under different sets
of invariants installed. Invariants for this evaluation are written
as the simplest form; checking if a particular value (as indicated
by a MQTT topic) has been set. Therefore each invariant has an
associated MQTT topic on which it applies. We use such invari-
ants to limit the compounding factors introduced by more complex
invariants in our measurements. We use the same topics to send
messages over an unmodified version of the broker as baseline.
Figure 4a shows the average one way latency incurred by Mav-
ERICK. We note that MAVERICK s latency increases with the number
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of invariants. At 1000 invariants, MAVERICK incurs 5 milliseconds
of extra latency, and the overall trend indicates that latency will
increase linearly with invariant count. Figure 4b shows the average
throughput of both MAvERICK and an unmodified MQTT broker,
measured as messages per second processed by each. In general,
we observe a decrease in MAVERICK’s throughput as the number
of invariants are increased. MAVERICK also achieves much lower
throughput as compared to the unmodified broker. Figure 4c il-
lustrates this by deriving the throughput reduction rate caused by
MAVERICK as invariants are increased, calculated as the ratio of
the unmodified MQTT broker’s bandwidth over MaveRrick. With
100 invariants, MAVERICK incurs 5x throughput reduction, which
increases to 42x at 1000 invariants.

Across our measurements, we see that MAVERICK incurs minimal
latency overhead even at relatively high invariant counts. However,
it does incur significant reduction in the message bandwidth, which
may be of concern in deployments involving devices at an order of
magnitude. In such situations, it may be prudent to deploy Mav-
ERICK in a more localized fashion with subsets of local invariants
divided across multiple MAVERICK instances instead of a globalized
deployment of a central MAVERICK instance. This would reduce the
number of invariants a given MAVERICK instance has to monitor at
any given time. We also note that this is just a proof-of-concept im-
plementation of MAVERICK and as such would likely benefit from
more performance based optimizations. One such optimization
would be to pinpoint the subset of configured invariants affected by
each device state variable. Upon an update on said variable, only the
identified invariants are evaluated for satisfaction, thereby further
reducing the number of invariants evaluated at any time.

7 DISCUSSION

Invariant Expressiveness: MAVERICK invariants are expressed in
a fragment of first-order temporal logic (FOTL). While it can ex-
press temporal invariants that refer to past states, it cannot express
temporal invariants with explicit time. As an example, MAVERICK
cannot currently capture invariants of the form: if the user has been
away for at least an hour, all security cameras must be turned on.
MAVERICK can be easily augmented to express and evaluate invari-
ants of this form by using Metric-time Temporal Logic [6, 7, 52, 69]
instead of FOTL. This increase in expressive power, however, comes
with a price as it makes both invariant synthesis and policy analysis
intractable. Thus, we opt for a policy language that is amenable to
automated invariant synthesis and policy analysis.
Usability: In order for MAVERICK to be effective, it has to be usable
by a typical user in IoT environments. Deploying MAVERICK in-
volves the following two steps: (1) installing the MAVERICK trusted
intermediary in the IoT environment, and (2) configuring invari-
ants and corrective actions. Step (1) further involves setting up
the proxy, and configuring devices and the automation system to
connect to it. This is more involved than plug-and-play. Future
MAVERICK versions will focus on making installation easier.
Configuring MAVERICK also requires writing invariants and cor-
rective actions in a given policy language (Step 2). However, an
expressive policy language may not necessarily be usable for users
unfamiliar with its semantics, leading to ineffective policies. We
address this problem by utilizing automated invariant synthesis
and policy analysis techniques to assist users in developing policies.
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Figure 4: Throughput and latency characteristics of MAVERICK.

We note that prior work does not provide such approaches, and
our work is a first step in attempting to make a usable policy en-
forcement approach. We also note that improving usability for such
systems itself is a big challenge due to the fact that no prior knowl-
edge of user requirements can be assumed at the time of policy
specification, as well as the myraid possible system configurations
possible. Improved means of policy generation from automatically
generated event sequences and development of User Interfaces
which are able to guide users through the policy synthesis process
would be required to improve MAVERICK usability. We primarily
focus on developing MAVERICK’s core technology and leave the
evaluation of its usability as future work to limit scope, as develop-
ing a usable policy specification interface requires a full process of
user interface development with user studies and feedback.

8 RELATED WORK

There is a substantial amount of prior work in IoT security that
focuses on device security [20, 32, 33, 39, 49, 59, 65], communication
and authentication protocols [5, 25, 27, 42, 60, 71, 73], and IoT
platforms as well as automation apps [3, 10-13, 15, 17, 22, 31, 36,
40, 47, 56, 58, 64, 67, 69, 70, 74]. Some of them aim to ensure that
only policy compliant actions are allowed during a programmable
IoT system execution either through static analysis [11, 15, 22, 47,
64, 66, 74] or through runtime monitoring [12, 18, 36, 38, 69, 70].

Static analysis based approaches that try to identify policy viola-
tions before system deployment suffer from the following limita-
tions: (a) they suffer from imprecision due to approximate analysis,
(b) they do not prescribe any solution to the inexperienced user
on how to mitigate any identified issue, (c) they suffer from false
positives due to lack of contextual information during analysis, and
(d) modifications to the IoT environment (e.g., adding an app) war-
rant a new analysis. On the contrary, MAVERICK being a runtime
approach can avoid these limitations.

Prior runtime approaches aim to dynamically enforce policies,
but they have multiple shortcomings: (a) They are specialized for a
particular IoT platform (i.e., SmartThings or OpenHAB) and can-
not readily be ported to other heterogeneous platforms. (b) They
are deployed in the platform’s backend (to be precise, as either
instrumented apps or instrumented APIs). Thus, third-party cloud
services (like IFTTT, Flow) that use the external web API to directly
communicate with IoT devices can potentially bypass these runtime
approaches when these instrumented automation apps are never
executed; leaving IoT devices at risk. (c) They all expect the IoT
system to never end up in an unsafe state by any environmental
interference. If the system transitions to an unsafe state ever, these
solutions can no longer operate. (d) Some of the proposed policy lan-
guages are mostly rudimentary, often platform-specific, and barely

useful to express rich policies, such as temporal invariants with
custom predicates. MAVERICK addresses all these shortcomings.

There has been work [41] to provide remedial actions when user
expectations are violated. Unlike MAVERICK, they involve analysis
of applications to determine when conflicts may occur, and then
suggest alternative actions/rules to the user to remove the conflict.

Prior work has developed a run-time mediation of messages sent
by IoT devices and automation systems to limit the data sent by
IoT devices and thus prevent private information leakage [14]. This
work has employed similar methods as ours to mediate platform-
device communication, by inserting a trusted intermediary that
decides what is allowed to pass between the IoT device and plat-
form. However, they seek to address the privacy problem in the IoT
ecosystem which is orthogonal to our efforts. Their approach also
requires analysis of apps/rules on the automation platform to en-
sure that restrictions on data release do not impact app operations.
MAVERICK, in constrast, is completely app-agnostic.

There have been also efforts on forensics analysis [67, 68] and
risk-based analysis [2, 17, 56], verification of IoT device events
[53], designing access control [28, 31, 40], repairing or synthesizing
automation apps [74], addressing information leakage [10, 23, 62],
machine learning-based anomaly detection [1, 9, 26, 30, 45, 48, 50,
54, 63, 75] and fuzzing smartphone companion apps for IoT [13, 58].
These efforts are orthogonal to MAVERICK.

9 CONCLUSION

We presented MAVERICK, which ensures that deployed IoT devices
maintain some user-defined state invariants in an app- and platform-
agnostic way while taking physical interactions into consideration.
We implemented MAVERICK using a modified MQTT broker and
OpenHAB and evaluated it on testbeds which showed that it can be
easily deployed in IoT environments to maintain the desired state
invariants in real-time. Our performance evaluation also showed
that while MAVERICK may induce a lower message throughput than
standard MQTT, it adds minimal latency to individual messages
even when configured with a large number of invariants.
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A POLICY CHECKING

MavERIcK’s policy checking module conceptually takes as input a
policy P, the system’s execution history o, and the current system
state oj. It then checks to see whether the current state o; satisfies
all the invariants of the policy #.

The main insight that MAVERICK uses for policy checking is
hinged upon the observation that any policy written in MAVERICK s

Mazhar, et al.

policy language can be represented as a restricted-fragment of first-
order logic formula. This allows us to use techniques for runtime
verification for efficient policy checking in MAVERICK.

Note that, invariants in # can have standard past temporal oper-
ators such as yesterday and since. yesterday is a unary temporal
operator that can be applied to a linear temporal logic formula ¢
(i.e., written yesterday ¢), which evaluates to true if and only if the
formula ¢ held in the immediately previous state. Similarly, since
is a binary temporal operator that can be applied to two linear
temporal logic formulas ¢; and ¢ (i.e., written ¢; yesterday ¢z),
which evaluates to true if and only if the formula ¢; held in some
previous state, then ¢; must hold in every state following the state
in which ¢z held until the current state.

Since invariants in MAVERICK can refer to arbitrary past system
states through the use of temporal operators yesterday and since,
it seems natural that one has to keep track of all the previous states.
However, as we will show, using insights from runtime verification,
one does not need to keep track of the whole execution history o
and can rather cache all previous state concisely into a bit-vector of
size o ((i.e., the size of a formula is the number of sub-formulas in
it)). This is particularly crucial because o keeps growing as the sys-
tem executes and would have made policy checking prohibitively
expensive. The policy checking complexity of MAVERICK, fortu-
nately, is linear to the size of the invariant, thanks to its dynamic
programming algorithm that is presented below.

Suppose the temporal logic formula corresponding to a policy #
is ¢. One can use dynamic programming to check whether ¢ holds
in the current position i, denoted by [¢]* = True. Instead of storing
the full history of system execution o, this approach only stores
the values of [z]'~! and [x]’, for all sub-formulas 7 of ¢. Thus, we
need two bits of information for each sub-formula of ¢ to check
whether ¢ holds in the current position i, denoted by [¢]* = True,
in the following way.

[p]’ = p € oi (p holds in o;)
[o1 A @2]" =[] A [2])
[~el’ = =[e]’
[yesterday ]’ =i > 0 A [¢] *
[o1 since 2] = [p2]" v ([o1]" A [g1 since p2]'™")

As an example, yesterday ¢ holds in the current position i of the
system execution history, denoted by [yesterday ]’ if and only if
i > 0 and ¢ held in state i — 1, denoted by [¢]*~'. This is what is
captured above in MAVERICK’s policy checking algorithm presented
just above.

rule "Morning Routine"
when
Item BedSensor received update OutOfBed
then
WindowBlinds.sendCommand (UP)
CoffeeMachine.sendCommand (Brew)
Toaster.sendCommand (Start)
end

Listing A1: An example trigger-action rule in OpenHAB
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