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Abstract

Spreading processes on graphs arise in a host of application domains, from the study of on-
line social networks to viral marketing to epidemiology. Various discrete-time probabilistic
models for spreading processes have been proposed. These are used for downstream statisti-
cal estimation and prediction problems, often involving messages or other information that
is transmitted along with infections caused by the process. These models generally model
cascade behavior at a small time scale but are insufficiently flexible to model cascades that
exhibit intermittent behavior governed by multiple scales. We argue that the presence of
such time scales that are unaccounted for by a cascade model can result in degradation
of performance of models on downstream statistical and time-sensitive optimization tasks.
To address these issues, we formulate a model that incorporates multiple temporal scales
of cascade behavior. This model is parameterized by a clock, which encodes the times at
which sessions of cascade activity start. These sessions are themselves governed by a small-
scale cascade model, such as the discretized independent cascade (IC) model. Estimation
of the multiscale cascade model parameters leads to the problem of clock estimation in
terms of a natural distortion measure that we formulate. Our framework is inspired by
the optimization problem posed by DiTursi et al, 2017, which can be seen as providing
one possible estimator (a maximum-proxy-likelihood estimator) for the parameters of our
generative model. We give a clock estimation algorithm, which we call FastClock, that runs
in linear time in the size of its input and is provably statistically accurate for a broad range
of model parameters when cascades are generated from any spreading process model with
well-concentrated session infection set sizes and when the underlying graph is at least in the
semi-sparse regime. We exemplify our algorithm for the case where the small-scale model
is the discretized independent cascade process and extend substantially to processes whose
infection set sizes satisfy a general martingale difference property. We further evaluate the
performance of FastClock empirically in comparison to the state of the art estimator from
DiTursi et al, 2017. We find that in a broad parameter range on synthetic networks and
on a real network, our algorithm substantially outperforms that algorithm in terms of both
running time and accuracy. In all cases, our algorithm’s running time is asymptotically
lower than that of the baseline.

1 Introduction

There are a variety of well-established and simple probabilistic generative models for graphs and and in-
fectious processes that run over these graphs. In this work we specifically focus on models for spreading
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processes on networks such as the diffusion of innovation (Montanari & Saberi, 2010), information (Bakshy
et al., 2012) and misinformation (Shin et al., 2018) in social networks. In such models, every node at a given
time has a state, and the model stipulates the conditional probabilities of nodes being in given states at
future times, given their states at the current time.

Typically, these models only focus on a single, uniform time scale, thus ignoring global synchronizing events
that occur in reality (such as periodic daily/weekly business schedules governing the actions of network
agents). In this work, we address modeling and estimation of parameters in the common scenario where
spreading process activity occurs intermittently, according to a global synchronizing schedule, as in Exam-
ple 1.
Example 1 (A scenario leading to intermittent spreading process activity). Consider a cascade (of, say, a
hashtag) among users of an online social network. These users may interact with the network only during
certain times of day, owing to their work schedules. For instance, the bulk of interactions may occur in
the morning, during one’s lunch break, during one’s afternoon tea, and after work. Infections are likely to
proceed only during these periods of activity, during which they spread stochastically according to a more
granular temporal process. See Example 2 for a refinement of this scenario, using the terminology of our
model.

The scenario just presented involves two time scales:

1. A larger time scale, consisting of a sequence of sessions during which local spreading process activity
occurs.

2. A smaller time scale during each session, consisting of local spreading process activity as captured
by a typical model.

It is important to take these multiple scales into account in model building and subsequent parameter
estimation, for a variety of reasons:

1. Failing to take the larger time scale into account (i.e., assuming that the process is entirely governed
by the smaller time scale) leads to erroneous parameter estimates for the smaller time scale model.

2. Even when the smaller time scale model parameters are known, failure to account for the larger
time scale leads to error in downstream statistical inference and optimization tasks, such as cascade
doubling time prediction (Cheng et al., 2014) and message model parameter estimation.

3. An estimate of the larger time scale or parameters of a model generating it can themselves be used as
features in machine learning problems involving cascades, such as cascade classification (e.g., where
class labels are “misinformation” or “true information”).

We discuss a few motivations in more detail in Section 1.2. Furthermore, in general, given cascade data
in a large network, the form of the intermittencies in the large time scale are not obvious and may vary
depending on the community from which the cascades originated since different communities and cascades
consisting of different types of information (e.g., long-form essays versus infographics versus videos versus
single-panel web comics) may operate according to different schedules. It is thus important to learn these
intermittencies from observations, as we do in the present work.

Given these motivations, the present paper is concerned with

• the formulation of a generative model for network cascades that is parametrized by an arbitrary
large time scale (which itself may contain events on multiple scales), with the smaller time scale
generated by some given standard model;

• the formulation of the estimation problem for the parameters of the large time scale from cascade
observations;
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• algorithmic techniques for provably accurate and computationally efficient solution of the above
estimation problem.

Our work is inspired by the works of DiTursi et al. (2017) and DiTursi et al. (2019), which took the following
approach: they formulated a problem of clock recovery, in which a “ground-truth” cascade is generated by the
independent cascade model of Kempe et al. (2003), then perturbed by a “clock transformation”, parametrized
by a clock (a sequence of observation timestep endpoints) to yield an observed cascade. The task that they
formulated is an optimization one: from the observed cascade, recover the clock with maximum likelihood.
Among other contributions, they formulated a dynamic programming algorithm that provably achieves
this maximum likelihood, but with a large asymptotic running time (see the discussion in Section 1.3).
Concretely, their dynamic programming algorithm can be seen as implementing one possible
estimator for the clock parameter of our generative model, in the case where the cascade,
viewed on the large time scale, is distributed according to the independent cascade model
of Kempe et al. (2003). We are the first to empirically study the accuracy of their estimator, in terms
of distance to the ground truth parameters, and, thus, it is not a priori clear what types of graphs are most
favorable for its performance.

In the present work, we take a more statistical approach: we rephrase the clock estimation problem via a
generative model that produces cascades with multiple temporal scales. In this model, clocks become the
parameters of the larger temporal scale, and the task is to estimate the unknown clock (the parameter)
from the data that the model produces. We make this estimation task rigorous by introducing a notion of
distortion between clocks, which measures the accuracy of an estimated clock. The clocks in our work are
the same type of object as those in the prior work (but interpreted differently).

Our reformulation is valuable for both performance and philosophical reasons:

1. In the prior work, it is unclear what physical mechanism is being modeled by the clock transformation
which operates on an already generated cascade, while, in contrast, in our work, clocks are a natural
product of global intermittent influences on individual node behavior.

2. In the prior work, the “ground-truth” cascade uses a notion of timesteps that do not map to physical
times, while in our work, the observed cascade operates in a discretization of real, physical time.

3. Prior work does not attempt, even empirically, to quantify the distance between the ground-truth
clock (the one that actually generated the data) and the estimated one – maximizing the likelihood
of the estimated clock, rather than ensuring accuracy, is treated as the end goal. In contrast, in
our work we give a rigorous estimation formulation, which allows us to quantify the accuracy of
the maximum likelihood estimator versus alternatives (such as the estimator that we introduce).
As detailed throughout this paper, our resulting estimator substantially outperforms the previous
work’s dynamic programming-based maximum likelihood estimator in terms of running time and, on
all of our synthetic data and in a broad range of parameters on real networks, in terms of accuracy.
Across the entire parameter range on real networks, the average accuracy of our estimator is quite
low (consistently less than 0.07).

1.1 High-level problem formulation

We next state our problem at a slightly more technical level (we give all formal formulations in Section 2).
To do so, we first introduce preliminaries on spreading process models.

Preliminaries: spreading process models. Several well-studied information diffusion models on a
graph G assume a discrete timeline in which at every time step nodes of G participate in the diffusion process
(i.e., become “infected”) based on influence from network neighbors who became infected in past time steps.
Here, a timeline is simply an ordered sequence of indices: 0, 1, 2, . . . . The output of a spreading process
model after timestep N is an infection sequence of disjoint vertex subsets S0, S1, ..., SN , where St is the set
of vertices of G that became infected during timestep t. For example, according to the independent cascade
model infected nodes have one chance to infect their neighbors, while in the linear threshold model nodes
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get infected when a critical fraction of their neighbors have been infected in any prior time steps (Kempe
et al., 2003). In addition to the discrete time models above, there also exist continuous-time counterparts.
For the purposes of computation, the latter are generally discretized by a standard recipe: given a resolution
δ > 0 and a cascade sampled from a continuous-time model over a time interval [0, T ], one defines the
δ-discretization of the cascade to be the infection sequence S = (S0, S1, ..., SdT/δe), where Sj consists of the
set of vertices infected during the time interval jδ. In the discussion that follows, we will thus state our
formulation in the discrete-time case, with the understanding that this is without loss of generality.

Formulation of our two-scale model. To capture our motivating scenario, we will define a new two-
scale cascade model, where the smaller scale is given by an arbitrary fixed spreading process model M0 with
the property that, at any given time t, a vertex may only transmit infection if it is in the set of active nodes
At at that time.

The generative process that we will define is parametrized by a sequence of time points t0, t1, ..., tN , giving
the larger time scale. Intuitively, tj is the time at which the jth session starts. The activity within the jth
session (comprising the smaller scale of the model) is dictated by M0 as follows: for any time t ∈ [tj , tj+1),
the distribution of new vertex infection events is given by M0 conditioned on the active set remaining fixed
to its value at time tj . In other words, vertices may become infected in the time interval [tj , tj+1), but the
active set is not updated until time tj+1. This assumption is justified whenever nodes’ “attention spans”
have a finite granularity, in the sense that newly infected vertices do not become infectious immediately.
This is aligned with the intuition of daily activity periods from Example 1 and more broadly justified in
spreading processes on social networks. We give a more specific scenario in Example 2 to illustrate this. In
the appendix, Section G, we explain the behavior of our estimator when this assumption does not strictly
hold.
Example 2 (Scenarios illustrating our active set intermittent update assumption). Here, we give more
detailed examples of scenarios in which spreading process activity satisfies our assumption regarding inter-
mittent updating of the active set.

Consider a social network such as Facebook, where nodes are people and edges are friendships. We consider
cascades in which a person is said to be infected when they post a particular piece of content. Note that
infection of a person is detectable immediately, and can thus be recorded in a dataset. A person is active
(i.e., infectious) when other people see what that person has posted. We assume, furthermore, that people
have, in any given session (defined below), a limited reserve of attention, and will thus be focused on posts
that occurred prior to the current session.

Now, a session starts when some break in the day happens and ends when the break stops. At the start of
a cascade, some initially active vertices Ssess(0) are seen by users in the first session. A subset Ssess(1)
of these users, during that same session, repost, becoming infected. Neighbors of newly infected vertices do
not see these reposts during this session, because of the aforementioned limitations of attention. Thus, the
elements of Ssess(1) are infected, but they are not active until the next session (which may occur several
hours after the current one), at the beginning of which the attention reserves of their neighbors have been
replenished.

An alternative mechanism that could produce the same effect as the attention reserve is a platform playing
an active role in displaying posts non-chronologically, resulting in delays in the display of a post.

We note that in the above example, different types of content may plausibly spread according to different
clocks. For instance, long videos may be shared only after work hours, while technical essays may be shared
during work. Comedic webcomics may be shared throughout the day. Thus, it is of interest to estimate the
clocks of different cascades from data, rather than assuming some hard-coded clocks.

Formulation of our estimation problem. Having formulated our two-scale model, we next formu-
late the central estimation question that we study in this work: given a sample infection sequence
(Sobs(0), Sobs(1), ..., Sobs(N̂)) from the two-scale model parametrized by the larger time scale t0, t1, ..., tN , the
natural question to ask is to what extent t0, ..., tN can be estimated. For many models, this is reducible to a
more fundamental problem, which is the central one that we tackle in this work: estimate the assignment of
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Figure 1: An example network and a cascade Sobswith corresponding observed infection sequence Sobs =
({6}, {2}, {}, {}, {5}, {0}), encoding that 6 was infected in timestep 0, 2 in timestep 1, 5 in timestep 4, and 0 in timestep
5. Suppose that this cascade was generated according to our two-scale model with clock ∆1 = ([0, 0], [1, 4], [5, 5]), so that there
are 6 timesteps and 3 sessions. Then the (unobserved) session-level infection sequence is S

(1)
sess = ({6}, {2, 5}, {0}) . An esti-

mator of the clock, given Sobs, might output a different clock: say, ∆2 = ([0, 2], [3, 4], [5, 5]), yielding an estimated session-level
infection sequence of S

(2)
sess = ({6, 2}, {5}, {0}) . In Definition 4, we will define a distance between clocks, under which ∆1 and

∆2 have nonzero distance, because ∆2 entails that vertices 6 and 2 were both infected in the first session.

vertex infection events to the indices of sessions during which they occurred. We call this the clock estimation
problem. We elucidate this estimation problem by the example in Figure 1.

1.2 Motivating applications

We next discuss several motivating applications for our generative model and for the clock recovery problem.
In the listed applications, we explain how failing to account for multiple time scales results in degraded
statistical accuracy or optimization performance on downstream tasks. We note that all of these applications
involve a nontrivial statistical or optimization task even when the parameters of the small-scale cascade model
are known.

1. Parameter estimation for information models running on top of cascade processes: In
one class of applications, one wants to make inferences about some extra piece of information (a
message, sentiment, opinion, etc.) that is spread along with an infection, according to a parametric
statistical model (which we will call, for this discussion, an information model), and the information
associated with a given node is statistically dependent on the corresponding information associated
with the nodes that infected it.
As a concrete example, consider a model of the spread of a sentiment (an information model) that
runs on cascades generated by our two-scale model parametrized by some nontrivial clock, with the
smaller scale generated by the discretized independent cascade model. In particular, the seed nodes
v ∈ S0 of the cascade are endowed with sentiments Xv uniformly distributed in [0, 1]. When a node
w becomes infected, say, by an unknown subset I(w) of active neighbors of w, the sentiment of w is
given as follows:

Xw = θ1θ2 + (1− θ2) 1
|I(w)|

∑
v∈I(W )

Xv. (1)

Here, θ1 is a bias parameter ∈ [0, 1] that represents some base sentiment, and θ2 ∈ [0, 1] is a social
influence parameter that governs how much each node w tends to adopt the average sentiment of
its infectors. The goal in such a model is to estimate θ1, θ2 from observation of a cascade as well as
measured sentiments Xw.
Note that even when the parameters of the smaller-scale spreading process model are known, it is of
interest to estimate the parameters of the information model from sample cascades. Furthermore, in
such applications, clock estimation – the main subject of this paper – is an essential preprocessing
step in order to reduce the complexity of parameter estimation by determining the set of vertices
that could have infected a given vertex w (i.e., the set of active neighbors of w). This set is not
observable, owing to lack of knowledge of the clock. Furthermore, failure to consider multiple time
scales introduces error into the log likelihood function of the information model parameters since
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the correct set of active neighbors is unknown. Ultimately, this results in erroneous parameter
estimation.

2. Time-critical tasks: In certain applications, the goal is to optimize some objective function
defined on the state of the process, subject to a time deadline that is given as input. For instance,
in time-critical influence maximization (Chen et al., 2012b), the problem is to choose seed nodes to
optimize the expected number of infections occurring by a given timestep.
For a given seed set, the expected number of vertices infected by the deadline may change dramat-
ically depending on whether or not a large time scale is incorporated into the model. Intuitively,
this is because delays introduced by a large time scale may make the infection of a particularly
well-connected vertex less likely. Thus, taking into account multiple time scales is essential for the
success of model-based time-critical optimization tasks. This is exacerbated even further in cases
where different subsets of nodes operate according to different large time scales.

3. Cascade doubling time prediction: The cascade doubling time prediction problem was posed
in Cheng et al. (2014). A cascade is observed up to a certain time t, and the goal is to produce an
accurate estimate of the time at which the number of infected nodes doubles from the number at time
t. This problem was introduced as a prototypical prediction problem for cascades. In Example 3 in
Appendix C, we spell out the details of a concrete example in which failure to account for a large
time scale results in avoidable inaccuracy in doubling time prediction.

1.3 Prior work

The general topic of analysis of cascades has received a large amount of attention, both from theoretical and
empirical perspectives. There are many cascade models, with features depending on application domains.
For example, the independent cascade (IC) and linear threshold (LT) models were popularized in Kempe
et al. (2003) for the application of influence maximization. This problem continues to be studied, even in
settings where cascade model parameters are known (Lee et al., 2016; Abbe et al., 2017). Variations on the
influence maximization problem that have time-critical components and, thus, require accurate modeling of
multiple time scales in the sense that we study here, have also been studied (Chen et al., 2012a; Ali et al.,
2019). These models are also used outside the context of influence maximization, e.g., in modeling the spread
of memes on social networks (Adamic et al., 2016).

Statistical prediction tasks involving cascades have also been posed. For instance, the cascade doubling time
prediction task was considered in Cheng et al. (2014). Other works propose models in which a piece of
information, such as a message, an opinion, or a viral genome, is transmitted along with the infection of
a node (Eletreby et al., 2020; De et al., 2016; Park et al., 2020). For such statistical problems, statistical
inferences about the transmitted information can be disrupted by inaccurate estimation of the set of infectious
vertices at a given time, further motivating generative modeling and estimation that takes into account
multiple time scales.

The estimation method that we propose and study here, FastClock, bears a resemblance to methods in the
online change-point detection literature (Veeravalli & Banerjee, 2014). Broadly speaking, the goal of that
problem is to sequentially observe independent and identically distributed random variables X1, X2, ... and
to detect, with as few samples as possible, an index after which the distribution of the variables changes.
One procedure for this, called CuSum, evaluates for each index j a statistic Yj = Yj(Xj) and maintains a
sum Zt =

∑t
j=1 Yt. A changepoint is declared once Zt exceeds a certain threshold. In this paper, we define

a similar rule for detecting session endpoints. In the context of change-point detection, CuSum has been
analyzed in both the iid and more general hidden Markov setting (Fuh, 2003). However, our analysis is
necessarily substantially different from that of CuSum, which rests on stringent assumptions (e.g., that the
Xj are sampled from an ergodic Markov chain).

In DiTursi et al. (2017) (see also followup work in DiTursi et al. (2019)), the authors formulated a version
of the problem of clock recovery from cascade data generated according to an adversarially chosen clock
as a problem of maximization of a function of the clock that serves as a proxy (in particular, an upper
bound) for the log likehood of the observed cascades. They proposed a solution to this problem via a
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dynamic programming algorithm. While the dynamic programming algorithm is an exact solution to their
formulation of the problem, it has a running time of Θ(n4), where n is the total number of vertices in the
graph on which the observed cascade runs. This is prohibitively expensive for graphs of moderate to large
size. Furthermore, their formulation of the problem makes no comparison of the estimated clock with the
ground truth one, and thus there are no theoretical guarantees or empirical evaluations of the accuracy
of their estimator (which we call the maximum likelihood proxy (MLP) estimator) as an approximation to
the ground truth clock. In contrast, the present work gives a rigorous formulation of the problem as one of
statistical estimation of the ground truth clock from observed cascades. We compare our proposed algorithm
and estimator with the MLP estimator in this framework in terms of both accuracy and running time.

1.4 Our contributions

Our contributions in this work are as follows:

• Novel problem formulation. We formulate a two-scale generative model for cascades, where the larger
time scale is parametrized by an arbitrary clock (which may itself be generated by a model with arbitrarily
many time scales). We formalize the problem of clock estimation from observed cascades with respect to a
natural distortion measure. This distortion measure allows us to quantify the proximity of estimated clocks
to the ground truth in a principled manner.

• Provably accurate and computationally efficient solutions. We propose a linear-time algorithm
with provable approximation guarantees for the clock estimation problem. In particular, the distortion
between the true clock and our estimate tends to 0 at a polynomial rate with respect to the average degree
of the graph.

• Generality. We first prove our results in the context of Erdős-Rényi graphs in the semi-sparse regime
and the independent cascade model. The proofs for this setting contain almost all necessary ingredients
for extension of guarantees to a much more general setting: the results also hold when the cardinalities of
infection sets Si satisfy a martingale difference property and the graph is sampled from a sufficiently dense
sparse graphon model. We provide the remaining ingredients in Section 3.5 and culminate with a more
general theorem.

• Confirmation of results in simulation on synthetic and real graphs. We bolster our theoretical
results via experiments on both real and synthetic graphs and synthetic cascades. We find that the FastClock
estimator empirically outperforms the dynamic programming-based estimator from DiTursi et al. (2017) in
terms of accuracy and on all of our synthetic graphs and in a broad range of cascade model parameters on a
real graph, and substantially in terms of running time on all of our synthetic graphs and for all investigated
model parameters on a real graph. We give our simulation results in Section 3.4 and Appendix D.

2 Problem formulation and notation

Our goal in this section is to formulate our generative model and the problem of clock estimation. We give
examples of all definitions in Appendix C.

Preliminary definitions: We fix a graph G on the vertex set [n] = {1, ..., n}, and we define the timeline
of length N , for any number N ∈ N, to be the set [[N ]] = {0, 1, ..., N}. The first ingredient of our framework
is a cascade model. We will be concerned in the present work with compartmental models, wherein each node
may be susceptible (uninfected), active (i.e., infected and able to transmit the infection to its neighbors),
or infected (but unable to transmit its infection). We collect the different possible compartments into a set
Ω = {S,A, I}. Nodes may carry additional information from an arbitrary set Ω′. At any given time t, a
node v ∈ [n] is in some state Ψ(v, t) ∈ Ω× Ω′. We call a network state any element of (Ω× Ω′)n.
Definition 1 (Cascade model, observation model). A (discrete-time) cascade model C is a conditional
distribution PC(· | X) , where X ∈ (Ω× Ω′)n is a network state.

For the bulk of the paper, we will be concerned with the following model of observations of cascades: for
a sequence of network states (X0, X1, ..., XN ), we observe a corresponding sequence, called an infection

7



Published in Transactions on Machine Learning Research (11/2022)

sequence: (Sobs(0), Sobs(1), ..., Sobs(N)) , where Sobs(j) consists of the set of vertices at time j that move
into either compartment A or I according to Xj. Note that we do not observe which vertices are active or
any of the side information. Any cascade model thus induces a probability distribution on infection sequences.

To begin to define our two-scale generative model, we next define a clock, which encodes the timesteps
belonging to each session. This will be a parameter of our model.
Definition 2 (Clock). A clock C with N+1 sessions on the timeline [[N ′]] is a partition of [[N ′]] into N+1
closed subintervals (i.e., contiguous integer subsets) C0, ..., CN . We call the jth such subinterval, for j = 0
to N , the jth session interval.

Given an observed infection sequence Sobs = (Sobs(0), ...Sobs(N ′)) , a clock C induces an infection sequence
Ssess = (Ssess(0), Ssess(1), ..., Ssess(N)) , where Ssess(j) = ∪k∈CjSobs(k) . We call this the infection
sequence induced by C on Sobs .

For algorithmic purposes, we note that a clock may be encoded as a sequence of non-negative integers giving
its right interval endpoints.

Main definition of the generative model: We now define our main generative model. We fix a cascade
model C0, which will govern the dynamics of the process during each session. This is the small-scale model.
In general, it may depend on the length of the session.
Definition 3 (Two-scale generative model for cascades). The two-scale generative model M(C,X0, T ) =
M(C) is parametrized by a clock C, an initial network state Z0 ∈ (Ω × Ω′)n, and a number of sessions
T . Its output is a sequence (X0, X1, ..., XN ) of network states, inducing an observed infection sequence
(Sobs(0), ..., Sobs(N)) .

For j = 1, ..., T , at the beginning of the jth session, the network state is given by Zj−1. At each timestep t
in the jth session, a network state is sampled from C0, conditioned on the current network state. Any vertex
that is newly activated according to C0 is set to infected in Xt and active in Zj. For convenience, we also
define the infection sequence Ssess = (Ssess(0), Ssess(1), ..., Ssess(T )), where Ssess(j) consists of the set of
vertices infected during session j (so Ssess is just the infection sequence induced by C on Sobs). We call
Ssess the session-level infection sequence.

Intuitively, in this model, vertices infected during a given session only become active in the next session.
This is justified in scenarios where nodes are not immediately infectious when they become infected. In this
case, sessions may be seen as periods during which a current set of active vertices causes infections.

Measuring distortion between clocks: To formulate the problem of estimating the clock of our model,
given an infection sequence produced by it, we need a means of measuring distortion between clocks. This
is our next goal.

An infection sequence S naturally induces a partial order on the set of vertices: namely, for two vertices a, b,
a < b if and only if a ∈ Si, b ∈ Sj for some i < j. Similarly, a clock C applied to an infection sequence Sobs,
in the sense of Definition 2, induces a partial order. This partial order is the one induced by the infection
sequence S that C induces on Ŝ.

We will consider two clocks C0, C1 to be equivalent with respect to a given observed infection sequence Sobs
if they induce the same partial order. The reason for this is that two equivalent clocks separate vertices in
the same way into a sequence of sessions. We will sometimes abuse terminology and use “clock” to mean
“clock equivalence class”.

We next define a distortion function on clock equivalence classes. This will allow us to measure how far
a given estimated clock is from the ground truth. Note that given an observed infection sequence Sobs, a
clock cannot reverse the order of any pair of events, so that the standard Kendall τ distance between partial
orders is not appropriate here.
Definition 4 (Distortion function on clock pairs). Consider two clocks C0, C1 with respect to an observed
infection sequence Sobs. We define DisC0,C1(i, j) to be the indicator that the clocks C0 and C1 order vertices
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i and j differently (i.e., that the partial order on vertices induced by Cb orders i and j and the partial order
induced by C1−b does not, for b equal to either 0 or 1). If the clocks in question are clear from context, we
may drop the subscript.

We define the following distortion measure on clock pairs:

dSobs
(C0, C1) = 1(

n
2
) ∑
i<j

DisC0,C1(i, j). (2)

Main problem statement: We finally come to the general problem that we would like to solve:

Definition 5 (Clock estimation). Fix a graph G, a small-scale cascade model C0, and a clock C. An infection
sequence Sobs ∼ M(C) is generated on G. Our goal is to produce an estimator Ĉ = Ĉ(Sobs) of C so as to
minimize E[dSobs

(C, Ĉ)] . This is called the clock estimation problem.

The above definition implicitly assumes knowledge of the parameters of the small-scale cascade model.
Estimation of these parameters has been studied extensively in the literature and need not necessarily come
from cascade observations. We discuss this in the appendix, in Section E. Furthermore, knowledge of the
initial conditions of the cascade is necessary in order to achieve an expected estimation error that tends to 0
in general. We thus assume that the initial network state is given to us. Under mild additional assumptions
on the model (e.g., that Ssess(0) consists of Θ(1) vertices chosen uniformly at random, and that the graph
is sparse, so that Ssess(0) is an independent set with high probability), the initial set Ssess can be inferred
with high probability. We discuss how to do this at length in the appendix, in Section F.

Specific small-scale cascade model: Having defined our multiscale generative model, we specify an
example small-scale cascade model for our problem. Our approach generalizes beyond this one, as we will
explain in Section 3.5.

We define the discretized independent cascade (IC) process.

Definition 6 (Discretized independent cascade process). We fix a graph G, an initial infection set S0 of
vertices in G (given by elements of [n] = {1, ..., n}), a number of timesteps K (giving the length of the session)
and probability parameters pn and pe, both in [0, 1]. Here, pn denotes the probability of transmission of an
infection across an edge, and pe denotes the probability of infection from an external source. Additionally,
we fix a probability distribution D on N (for simplicity, we will choose the geometric distribution with mean
1).

When a node v becomes active, for every one of its susceptible neighbors w, it draws an independent
Bernoulli(pn) random variable. If it is 1, v starts a timer by drawing a sample X from D, then defin-
ing τv,w to be the minimum of X and the number of timesteps remaining in the session. The vertex v then
becomes inactive (moves to the I state). After τv,w timesteps, w becomes active.

In parallel, in a given timestep, each susceptible vertex becomes active with probability p′e = 1− (1− pe)1/K ,
independent of anything else. This models infection by external circumstances, with probability pe over the
entire session.

We denote by Sj the set of nodes that become active in timestep j. The process terminates either after K
steps or after all nodes are infected.

There is a natural connection between the discretized IC model and the IC model defined in Kempe et al.
(2003) via our two-scale model: when the small-scale model is the discretized IC model, the sequence
Ssess = (Ssess(0), Ssess(1), ..., Ssess(T )) of sets of vertices infected in the sessions of our model is distributed
according to the model in Kempe et al. (2003). In that model, there is a seed set of vertices S0 that are
active at time 0. In each timestep (our sessions), the vertices that were infected in the previous timestep
become active, and the vertices that were active in the previous timestep become inactive but infected. Each
active vertex chooses to infect each of its neighbors independently with probability pn. Furthermore, each
uninfected vertex becomes infected with probability pe.
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3 Main results: Algorithm, approximation and running time guarantees, generality

In this section, we present our proposed algorithm (Algorithm 1) for clock estimation, which we call FastClock.
We give full proofs of all theorems in Appendix B.

FastClock takes as input a graph G, an observed infection sequence Sobs = (Sobs(0), ..., Sobs(N)) , and the
parameters θ of the cascade model, including the initial infection set Ssess(0) (see our discussion of this
assumption in the previous section), but not including session lengths. The output of the algorithm is an
estimated clock Ĉ, which takes the form of a sequence of interval right endpoints t̂0, t̂1, ..., t̂N̂ ∈ [[N ]], for
some N̂ and is an estimate of the ground truth clock C specified by t0, ..., tN .

Our algorithm proceeds by iteratively computing the estimate t̂j . In the (j + 1)-st iteration, to compute
t̂j+1, it chooses the size of the next interval of the clock so as to match as closely as possible the expected
number of newly infected nodes in the next session. We prove that the resulting clock estimate is very close,
in terms of dSobs

(·, ·) , to the ground truth clock, using concentration inequalities.

The correctness of FastClock is based on the following intuition: if we manage to correctly estimate t0, ..., tj ,
then we can estimate the conditional expected number of vertices infected in the (j + 1)-st session of the
process (i.e., |Ssess(j + 1)|). We can show a conditional concentration result for |Ssess(j + 1)| around its
expectation. Thus, we output as our next clock interval endpoint t̂j+1 the smallest integer t ≥ t̂j for which
the number of vertices in

⋃t
k=tj+1 Sobs(t) does not exceed its conditional expectation, corrected by a small

quantity. This quantity is determined by the concentration properties of the random variable |Ssess(j + 1)|
conditioned on the state of the process given by Sobs(0), ..., Sobs(tj). We choose the threshold to be such
that, under this conditioning, the number of vertices infected in the next session is slightly less than it
with probability tending exponentially to 1. Our approximation analysis illustrates that the approximation
quality depends on the graph structure and the model parameters.

The significance of the approximation and running time results (Theorems 1 and 2 below for the independent
cascade model) is that the clock parameter of our multiscale cascade model can be quickly estimated with
provably high accuracy using relatively simple expected value calculations. The generality of our results
(well beyond the IC model) is discussed in Section 3.5. As long as the expected number of nodes infected in
the next session can be calculated efficiently, the FastClock algorithm can be adapted to a wide variety of
cascade models.

3.1 The FastClock algorithm

Before we define our algorithm we introduce some necessary notation. For a session-level infection sequence
S̃ and a session index t ∈ |S̃|, define σt(S̃) to be the σ-field generated by the event that the first t session-
level infection sets of the cascade process are given by S̃0, S̃1, ..., S̃t. That is, the event in question is that
Ssess(0) = S̃0, ..., Ssess(t) = S̃t. We also define µt(S̃) to be µt(S̃) = E[|Ssess(t+ 1)| | σt(S̃)]. For a vertex
v, we denote by N (v) the set of neighbors of v in G. The algorithm is given in Algorithm 1.

After an initialization, the main loop in FastClock (Steps 5-11) iteratively determines the last infection
event in the next session of the process (whose endpoint timestep we are trying to estimate), by estimating
the expected number of nodes µt to be infected in that session (Step 6). The key step in this procedure is
the computation of µt, which we discuss next.

Computing µt(S̃) in the discretized IC model. Let us be more precise in specifying how to compute
µt(S̃) = E[|Ssess(t + 1)| | σt(S̃)] when the small-scale model is the discretized independent cascade model
(see Definition 6). A node can be infected in one of two ways: through external factors (governed by pe) or
via transmission from a vertex in S̃t through an edge. In the latter case, the node must lie in the frontier
set Ft(S̃), defined as follows: Ft(S̃) is the set Ft(S̃) = N (S̃t) \

⋃t
j=0 S̃t; i.e., it is the set of neighbors of S̃t

that we believe to be uninfected at the beginning of cascade session t. See Example 5 in the appendix for
an illustration of the definition of frontier sets.

For a set of vertices W ⊆ [n] and a vertex v ∈ [n], let degW (v) denote the number of edges incident on v
that are also incident on vertices in W . We can use linearity of expectation to derive a closed-form formula
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Algorithm 1: FastClock
Data: Graph G, small-scale cascade model parameters θ, observed infection sequence

Sobs = (Sobs(0), ..., Sobs(N))
Result: An estimated clock Ĉ.
// An initially empty list for the estimated clock. This will eventually contain a

sequence of estimated endpoints of clock intervals.
1 Set Ĉ = ();

// t: index of the next estimated clock interval, i.e., t is an index in Ssess, the
session-level infection sequence.

// tobs: the index in Sobs of the beginning of the next estimated clock interval
2 Set t = 1, tobs = min{j ≤ N : | ∪jk=0 Sobs(k)| = Ssess(0)};

// S̃: the estimated infection sequence approximating the session-level sequence S.
3 Set S̃0 = ∪tobs

k=0Sobs(k) ;
4 Append tobs to Ĉ;
5 while tobs 6= N do

// Compute the expected number µt of infected nodes in a single session of the
cascade process, starting from the state of the process estimated so far.

6 Set µt = E[|Ssess(t+ 1)| | σt(S̃0, S̃1, ..., S̃t)] ;
7 Set

t′obs = tobs + max
{

∆ |
tobs+∆∑
i=tobs+1

|Sobs(i)| ≤ µt · (1 + µ
−1/3
t )

}
(3)

8 Append t′obs to Ĉ;
9 Set S̃t = ∪t

′
obs
i=tobs+1Sobs(i);

10 Set t = t+ 1;
11 Set tobs = t′obs;
12 end
13 return Ĉ;

for µt(S̃):

µt(S̃) = pe ·

n− |Ft(S̃)| −
t∑

j=0
|S̃j |

+
∑

v∈Ft(S̃)

(pe + (1− pe)(1− (1− pn)degS̃t
(v))). (4)

A similar expression can be derived for the more general case where transmission probabilities across edges
may differ from each other. The calculation of the summation

∑t
j=0 |S̃j | can be performed efficiently by

keeping track of its value in the t-th iteration of the loop of the algorithm. In the t-th iteration, the value of
the summation is updated by adding |S̃t| to the running total. Note also that this estimation will be the only
difference in our algorithm when applied to alternative cascade models such as the linear threshold model.

3.2 Approximation guarantee for FastClock

Our first theorem gives an approximation guarantee for FastClock in the case where the small-scale model
is the discretized IC model. It is subject to an assumption about the parameters of the graph model from
which G is sampled and about the parameters of the small-scale cascade model, which we state next. It is,
however, important to note that FastClock itself does not assume anything about the graph. Furthermore,
we generalize our guarantees beyond these assumptions in Section 3.5, Theorem 3.
Assumption 1 (Assumptions on random graph model parameters). We assume that G ∼ G(n, p) (i.e., that
G is sampled from the Erdős-Rényi model), where p satisfies the following relation with the ground truth
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number of sessions T + 1: p = o(n−
T

T +1 ). and p ≥ C log n/n, for some C > 1. We substantially relax our
modeling assumptions in Section 3.5.

The former condition on p may be viewed as a constraint on T . It is natural in light of the fact that, together
with our assumptions on pn and pe below, it implies that the cascade does not flood the graph, in the sense of
infecting a Θ(1)-fraction of nodes. Many cascades in practice do not flood the graph in this sense. The lower
bounding condition on p implies that the graph is connected with high probability. In terms of density, this
covers graphs in the semi-sparse regime, wherein the number of edges grows superlinearly with the number of
vertices. This is common in real networks with communities. We exhibit in Section H several real networks
with average degrees that are well within the bounds of our assumption.

Regarding the small-scale cascade process, we assume that it is the discretized IC model from Definition 6,
with the following constraints on the parameters: we assume that pn is some fixed positive constant and that
pe = o(p). Our results also hold if pn is different for every edge e (so that pn = pn(e)), provided that there
are two positive constants 0 < c0, c1 < 1 such that for every edge e, pn(e) ∈ [c0, c1].

The assumption that pn is constant with respect to n is natural in the sense that, for many infectious processes,
the probability of transmission from one node to another should not depend on the number of nodes. The
assumption on pe, the probability of infection from an external source, is reasonable when the cascade is
overwhelmingly driven by network effects, rather than external sources.
Theorem 1 (Main FastClock approximation theorem). Suppose that Assumption 1 holds. We have, with
probability at least 1− e−Ω(np),

dSobs
(C, Ĉ) = O((np)−1/3), (5)

where we recall that Sobs is the observed infection sequence generated by the two-scale cascade model
parametrized by the ground truth clock C, Ssess is the session-level infection sequence, and Ĉ is the es-
timate of C that is output by FastClock.

The proof of Theorem 1 uses an auxiliary result (Theorem 4 in the appendix, which we call the FastClock
utility theorem) stating that with high probability, for every i, the intersection of the session-level infection
sequence element Ssess(i) with the estimated infection sequence element S̃i is asymptotically equivalent in
cardinality to Ssess(i) itself. We prove this by induction on the session index i, which requires a careful design
of the inductive hypothesis. Given the utility theorem, the upper bound on the distortion dSobs

(C, Ĉ) follows
by summing over all possible pairs Ssess(i), Ssess(j) of infection sequence elements in Ssess, the session-level
infection sequence, then summing over all vertex pairs u ∈ Ssess(i), v ∈ Ssess(j) . This inner sum is
approximated using the utility theorem.

3.3 Running time analysis

We have a strong guarantee on the running time of FastClock in the independent cascade case. The run-
ning time of FastClock is asymptotically much smaller than that of the dynamic programming estimator
from DiTursi et al. (2017).
Theorem 2 (Running time of FastClock). The FastClock algorithm for the case where the small-scale cascade
model is the discretized independent cascade model runs in time O(N + n + m), where m is the number of
edges in the input graph.

3.4 Empirical results on synthetic graphs

In this section, we present empirical results on synthetic graphs and cascades. Our goal is to confirm the
theoretical guarantees of FastClock and compare it to the dynamic programming (DP) algorithm optimizing
a proxy of the maximum likelihood for observed cascades proposed by DiTursi et al. (2017). Our comparative
analysis focuses on (i) distance of the estimated clock from the ground truth clock (see Definition 4) and (ii)
empirical running time of both techniques. More extensive empirical results on synthetic and real graphs
are included in the appendix, Section D.
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Figure 2: Comparison of the distance and runtime of the estimated clocks by FastClock and the baseline DP from DiTursi
et al. (2017) on Erdős–Rényi graphs (default parameters for all experiments: pn = 0.1, pe = 10−7, n = 3000, p = n−1/3, stretch
l = 2 unless varying in the specific experiment). (a),(b): Varying graph size. (c),(d): Varying infection probability pn.

We generate synthetic graphs using the Erdős–Rényi model (experiments using stochastic block models are
included in Section D). We then generate synthetic cascades on each graph using the independent cascade
(IC) model. Since both algorithms under consideration are invariant to infection timers in the small-scale
model, we determine the set of vertices infected in each session according to IC model of Kempe et al. (2003),
then assign to each infected vertex a uniformly random infection time within its session, which we fix to
have length l (some integer which we call the stretch factor of our cascade). As in our theorems, we denote
by Ssess the session-level infection sequence and by Sobs the observed process infection sequence. These
implicitly specify a ground-truth clock C. We note that while all of our experiments involve sessions with
uniform length, our theoretical contributions are more general. We then employ both FastClock and the
maximum likelihood proxy algorithm to estimate the ground truth clock from Sobs. We draw 50 samples for
each setting and report average and standard deviation for both running time and quality of estimations for
each setting.

Experiments on Erdős–Rényi graphs. We report a subset of the results of our experiment on Erdős-
Rényi graphs in Figure 2. With increasing graph size FastClock’s distance from the ground truth clock
diminishes (as expected based on Theorem 1), while that of DP increases (Fig. 2(a)). Note that DP optimizes
a proxy to the cascade likelihood and in our experiments tend to associate too many early timesteps with
early sessions, which for large graph sizes results in incorrect recovery of the ground truth clock. Similarly,
FastClock’s estimate quality is better than that of DP for varying on pn (Fig. 2(c)), graph density (Fig. 4(e)
in the appendix) and stretch factor for the cascades (Fig. 4(g) in the appendix), with distance from ground
truth close to 0 for regimes aligned with the key assumptions we make for our main results (Assumption 1 or,
more generally, 2). In addition to superior accuracy, FastClock’s running time scales linearly with the graph
size and is orders of magnitude smaller than that of DP for sufficiently large instances (Figs. 2(b), 2(d)).

3.5 Generality of FastClock

We have shown that FastClock achieves small expected distortion on the clock recovery problem when the
small-scale model is as in Definition 6. However, the algorithm works substantially more generally – all that
is needed is concentration of the number of vertices infected in each session, given previous session, around
its conditional expectation, along with concentration of the frontier size in each session. In particular, the
model-dependent parts of the proof of Theorem 1 lie entirely in the proof of Theorem 4 and the associated
auxiliary lemmas.

Below, we formulate sufficient conditions on our model to guarantee these properties. Our discussion culmi-
nates in Assumption 2, which is used as the main hypothesis in Theorem 3.

Concentration of the number of vertices infected in each session A sufficient condition for the
required concentration property to hold is a martingale difference property: for any session index t, we
may write |Ssess(t)| as a sum of indicators of vertex infection events: letting X(v, t) denote the indicator
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that v ∈ Ssess(t), we have |Ssess(t)| =
∑
vX(v, t). We define Z(Ssess, t, v) as follows: we first order the

vertices in F(Ssess, t) arbitrarily and denote them by v1, ..., v|F(Ssess,t)|. Then we define Z(Ssess, t, j) =
E[|Ssess(t)| | σt−1(Ssess), X(v1, t), ..., X(vj , t)].

Then {Z(Ssess, t, j)}|F(Ssess,t)|
j=1 is the Doob martingale with respect to the natural filtration on the vertex

infection events in the frontier up to vertex vj . By the Azuma-Hoeffding inequality, the desired concentration
property holds whenever

|Z(Ssess, t, j)− Z(Ssess, t, j − 1)| = O(|F(S, t)|1/2−const), (6)

for all t, j, with probability 1, where the O(·) is uniform in all parameters and 0 < const < 1/2. Intuitively,
this means that knowledge of whether or not a given susceptible vertex becomes infected in session t does not
substantially alter our best guess of the total number of vertices infected in that session. This encompasses
our IC-based model but is substantially more general, since it allows for, e.g., weak dependence among
infection events.

Concentration of the frontier size Concentration of the frontier size at each step is assured when G
is drawn from any random graph model coming from a sparse graphon (Borgs et al., 2017) W with density
parameter ρn within the range of p specified by Assumption 1 and with all entries bounded away from 0.
More precisely, all that is needed is concentration of the frontier size, conditioned on the latent positions of
all nodes. This concentration follows immediately from a Chernoff bound.

To make this rigorous, we first explain the sparse graphon framework. This is encapsulated in Definitions 7
and 8 below.
Definition 7 (Graphon). A graphon is a symmetric, Lebesgue-measurable function W : [0, 1]2 → [0, 1].
Definition 8 (Sparse random graph model associated with a graphon). The sparse random graph model
G(W,ρn) with sparsity parameter ρn (a function of n whose codomain is [0, 1]) associated with the graphon
W is the following distribution on graphs with n vertices {1, 2, ..., n}: first, n numbers X1, ..., Xn are sampled
uniformly at random from [0, 1]. Conditioned on these, an edge exists between vertices i, j independently of
anything else with probability ρn ·W (Xi, Xj).

We can now formulate the more general assumptions under which we can prove an accuracy guarantee for
FastClock.
Assumption 2 (General assumptions on the random graph model and the small-scale model). We assume
that the graph G is sampled from a sparse graphon G(W,ρn), where ρn satisfies the same properties that
p does in Assumption 1. Furthermore, we assume that there exist two constants p0, p1 ∈ (0, 1) such that
p0 ≤W (x, y) ≤ p1 for all x, y ∈ [0, 1]. We denote p = p0 · ρn.

We assume that the small-scale cascade model C0 satisfies the following conditions:

a) The martingale difference condition described in (6).

b) At any timestep t and for any vertex v in the current frontier, the conditional probability that v
becomes infected during timestep t depends only on the set of its active neighbors.

c) There exists a universal constant c0 > 0 such that in any timestep, the probability of infection of
any frontier vertex is bounded below by c0.

Then our generalized accuracy guarantee for FastClock is given in the following theorem.
Theorem 3 (FastClock accuracy guarantee, generalized). Suppose that Assumption 2 holds. We have, with
probability at least 1− e−Ω(nρn),

dSobs
(C, Ĉ) = O((nρn)−1/3). (7)

We note that Theorem 1 is a consequence of Theorem 3. To show that this is the case, it suffices to check
that Assumption 2 follows from Assumption 1. Since G is sampled from an Erdős-Rényi model with edge
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probability p = p0ρn, it is equivalently a sample from a sparse graphon model W satisfying W (x, y) = p0
for all x, y ∈ [0, 1], and with ρn as a sparsity parameter. Regarding the assumptions about the small-scale
model, assumptions (b) and (c) hold for the IC model trivially: specifically, the constant c0 is simply the
minimum transmission probability for any edge. Assumption (a), the martingale difference condition, is also
checked simply: in the IC model, the terms of the sum

∑
j X(v, t) defining |Ssess(t)| are independent, and so

it may be checked that |Z(Ssess, t, j)− Z(Ssess, t, j − 1)| ≤ |X(vj , t)− E[X(vj , t) | σt−1(Ssess)]| ≤ 1, where
the last step is because X(vj , t) is an indicator function. This martingale difference bound is substantially
less than the required one. This completes the proof that Assumption 2 follows from Assumption 1.

4 Conclusions and future work

We have formulated a generative model and statistical estimation framework for network spreading processes
whose activity periods (which we called sessions) are intermittent. The model is parametrized by a clock,
which encodes the large-scale behavior of the process. We showed that this clock can be estimated with
high accuracy and low computational cost, subject to certain natural constraints on the structure of the
underlying graph and on the small-scale cascade model: in essence, these must be such that the graph is an
expander with appropriate parameters; that, conditioned on an estimated current state of the process at any
time, the expected number of vertices infected in the next session is immune to small errors in the estimated
state; and that the number of vertices infected in the next session is well-concentrated around its conditional
expected value. We empirically showed that the FastClock algorithm is superior in accuracy and running
time to the current state of the art dynamic programming algorithm. Furthermore, unlike this baseline,
FastClock comes with theoretical accuracy guarantees. Our results hold for a broad class of small-scale
cascade models, provided that they satisfy a certain martingale difference property. Furthermore, the class
of random graph models for which our guarantees hold is similarly broad.

We intend to pursue further work on this problem: most pressingly, our empirical results and intuition
derived from our theorems indicate that FastClock may not perform accurately when the graph contains
very sparse cuts (so that it is not an expander graph, and it cannot have been generated by a sparse graphon
model with the assumed parameter ranges, except with very small probability). Our empirical evidence is
consistent with the conjecture that the degradation of performance on real networks in comparison to the
DP algorithm is a result of sparse cuts. In such graphs, we envision that FastClock can be used within
communities as a subroutine of a more complicated algorithm. Further work is needed to determine whether
accuracy and computational efficiency can be achieved for such graphs. Additionally, our model can be
extended to the case where different subsets of nodes behave according to distinct clocks. It is important to
clarify the information-theoretic limits of clock estimation and related hypothesis testing questions in this
scenario.
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A Glossary of notation

Here we collect the notation that is used in the main body of the paper and in the proofs in the appendix.

1. N (S): Neighborhood of the set S of vertices in a given graph.

2. Ssess = (Ssess(0), Ssess(1), ..., Ssess(T )) – A session-level infection sequence with T + 1 sessions.
Each Ssess(j) is a subset of vertices, and Ssess(i) ∩ Ssess(j) = ∅ for i 6= j. We denote by |Ssess| the
number of sessions of Ssess: T + 1.

3. Sobs = (Sobs(0), Sobs(1), ..., Sobs(N)) – The observed infection sequence, as generated by our multi-
scale cascade model.

4. C – The ground-truth clock in our estimation problem.

5. Ĉ – The clock estimated by our algorithm.

6. S̃ – The estimate of the session-level infection sequence Ssess induced by our estimate Ĉ of the clock
C applied to the observed infection sequence Sobs.

7. σt(S), for an infection sequence S and a timestep index t ∈ |S| – The σ-field generated by the event
that the first t session-level infection sets of the process are given by S0, ..., St.

8. µt(S), for an infection sequence S and a timestep index t ∈ |S| – E[|Ssess(t+ 1)| | σt(S)]. This is the
expected number of vertices infected in the t+ 1st session, given the session-level infection sequence
up to and including timestep t.

9. N – The index of the last observed infection set. That is, |Sobs| = N + 1.

10. T – The index of the last session-level infection set. That is, |Ssess| = T + 1.

11. n – The size of the graph.

12. pn – The probability in the IC model of transmission across an edge in a single timestep.

13. pe – The probability of infection of a vertex in a single timestep by a non-network source.

14. R(S, i) – For an infection sequence S and an index i, define the ith running sum to be

R(S, i) =
⋃
j≤i

Sj . (8)
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15. Fi(S) = F(S, i) – For an infection sequence S and an index i ∈ {0, 1, ..., |S|}, define the ith frontier
set to be

F(S, i) = N (Si) \R(S, i). (9)

The ith frontier with respect to S is the set of neighbors of vertices infected in session i that have
not infected by the end of session i.

16. CF(S, i) – The candidate frontier set at the end of session i in infection sequence S. That is, this is

CF(S, i) = [n] \R(S, i). (10)

Note that F(S, i) ⊆ CF(S, i).

17. CCF(S, S̃, i, j) – The common candidate frontier:

CCF(S, S̃, i, j) = CF(S, i) ∩ CF(S̃, j). (11)

B Proofs

In this section, we give full proofs of all results.

B.1 Proof of Theorem 1

To prove the main FastClock approximation theorem, we start by characterizing the growth of µi(Ssess) and
|Ssess(i)| as a function of n and i. Note that this is a result about the independent cascade process, not the
FastClock algorithm.
Lemma 1 (Growth of µi(Ssess) and |Ssess(i)|). We have that, with probability at least 1 − e−np, for all
i ≤ T ,

µi(Ssess) = Θ((np)i+1), (12)

where the Θ(·) is uniform in i. Furthermore, with probability at least 1− e−np, we have

|Ssess(i)| = Θ((np)i) (13)

for every i.

Proof. We prove this by induction on i and use the formula (4) throughout.

Base case (i = 0): In the base case, we are to verify that µ0(Ssess) = Θ(np). The first term of (4) is
non-negative and at most pe · n. By our assumption, we have that pe = o(pn), implying that the first term
is o(np). Thus, it remains for us to show that the second sum is Θ(np). The dominant contribution comes
from the second term of each term of the sum:∑
v∈F0(Ssess)

(pe + (1− pe)(1− (1− pn))degSsess(0)(v)) = Θ(
∑

v∈F0(Ssess)

1− (1− pn)degSsess(0)(v)) (14)

= Θ(|F0(Ssess)| −
∑

v∈F0(Ssess)

(1− pn)degSsess(0)(v)). (15)

In the final expression above, the remaining sum is lower bounded by 0 and upper bounded by C|F0(Ssess)|
for some constant C < 1, since each term is between 0 and C. Thus, we have shown that, with probability
exactly 1,

µ0(Ssess) = Θ(|F0(Ssess)|) + o(np). (16)

18



Published in Transactions on Machine Learning Research (11/2022)

Since |F0(Ssess)| is the set of uninfected neighbors of all vertices in Ssess(0), and, by assumption, |Ssess(0)| =
Θ(1), we have that with probability at least 1− e−np,

|F0(Ssess)| = Θ(np). (17)

Thus, we have

µ0(Ssess) = Θ(np) (18)

with probability ≥ 1−e−np. Conditioning on this event (which is only an event dealing with the graph struc-
ture), we have that |Ssess(1)| ∼ Binomial(Θ(np), pn), and a Chernoff bound gives us that with probability
1− e−Ω(np), |Ssess(1)| = Θ(np), as desired. This completes the proof of the base case.

Induction (i > 0, and we verify the inductive hypothesis for i): We assume that µj(Ssess) =
Θ((np)j+1) and |Ssess(j + 1)| = Θ((np)j+1) for j = 0, 1, ..., i − 1. We must verify that it holds for j = i,
with probability at least 1 − e−np. As in the base case, the first term of (4) is O(npe) � np � (np)i+1.
It is, therefore, negligible with probability 1. The second term again provides the dominant contribution
and is easily seen to be Θ(|Fi(Ssess)|), just as in the base case. Thus, it remains to show that |Fi(Ssess)| =
Θ((np)i+1) with probability at least 1−e−Ω(np), which implies the desired result for µi(Ssess). The inductive
hypothesis implies that |Ssess(i)| = Θ((np)i), and the number of uninfected vertices is n−

∑i
j=0 |Ssess(j)| =

n−Θ((np)i+1). Since i ≤ T − 1, this is asymptotically equivalent to n.

Now, conditioned on the first i elements of Ssess, the ith frontier |Fi(Ssess)| ∼ Binomial(n · (1 − o(1)), 1 −
(1− p)|Ssess(i)|). Thus, with probability at least 1− e−Ω((np)i), we have

|Fi(Ssess)| = Θ(n · (1− (1− p)|Ssess(i)|)). (19)

Now,

1− (1− p)|Ssess(i)| = 1− (1− p)(np)i

. (20)

Since p = o(1), we have

1− (1− p)(np)i

∼ 1− e−p
i+1ni

(21)

Now, using the fact that the fact that p = o(n−
T

T +1 ), we have

pi+1ni = o(n−
T

T +1 (i+1)+i), (22)

from our assumption on the growth of p. Thus, in particular,

pi+1ni = o(1). (23)

This implies that

1− e−p
i+1ni

= 1− (1− pi+1ni)(1 +O(pi+1ni)) = pi+1ni(1 + o(1)). (24)

Thus, with probability at least 1− e−Ω((np)i),

|Fi(Ssess)| = Θ((np)i+1), (25)

which implies that

µi(Ssess) = Θ((np)i+1). (26)

By concentration of |Ssess(i)|, we then have that with probability at least 1− e−Ω(µi(Ssess)),

|Ssess(i)| = Θ((np)i+1), (27)

as desired.
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Completing the proof Let Gi be the event that the inductive hypothesis holds for index i = 0, 1, ..., T−1.
Then we have

Pr[∩i≥0Gi] = Pr[G0] ·
∏
i≥1

Pr[Gi | ∩i−1
j=0 Gj ] ≥

T−1∏
i=0

(1− e−Ω((np)i))1− e−Ω((np)). (28)

This completes the proof.

Next, we state and prove a utility theorem (Theorem 4 below). To state it, we need some notation: our
estimated clock Ĉ induces an estimate S̃ of the ground truth session-level infection sequence Ssess. In
particular, S̃ is the unique infection sequence such that distorting S̃ according to Ĉ yields Sobs as an
observed infection sequence.
Theorem 4 (Main FastClock analysis utility theorem). We have that with probability 1− e−Ω(np), for every
i ≤ T − 1,

|Ssess(i) ∩ S̃i| = |Ssess(i)| · (1−O((np)−1/3)). (29)

We will prove this theorem by induction on i. The inductive hypothesis needed is subtle, as a na ive hypothesis
is too weak. To formulate it and to prove our result, we need some notation: for an infection sequence W ,
we define the ith running sum to be

R(W, i) =
i⋃

j=0
Wj . (30)

We define the frontier and running sum discrepancy sets between two session-level infection sequences S, Ŝ
as follows:

∆F(S, Ŝ, i, j) = Fi(S) 4 Fj(Ŝ) (31)
∆R(S, Ŝ, i, j) = R(S, i) 4 R(Ŝ, j), (32)

where 4 denotes the symmetric difference between two sets.

We define the candidate frontier at index i in infection sequence S to be

CF(S, i) = [n] \R(S, i). (33)

This is the set of vertices that are not yet infected after index i.

We define the common candidate frontier to be

CCF(S, Ŝ, i, j) = CF(S, i) ∩ CF(Ŝ, j). (34)

With this notation in hand, we define the following inductive hypotheses:
Hypothesis 1. There is a small discrepancy between the running sums of the true and estimated clocks:

||R(Ssess, i)| − |R(S̃, i|| ≤ f1(n, i), (35)

where we set, with foresight, f1(n, i) = µi−1(Ssess).66 = o(µi−1(Ssess)2/3).
Hypothesis 2. There is a small discrepancy between Ssess(i) and S̃i:

1− |Ssess(i) ∩ S̃i|
|Ssess(i)|

≤ f2(n, i), (36)

where we set, with foresight, f2(n, i) = D · µi−1(Ssess)−1/3, for some large enough constant D.
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We will use these to prove Theorem 4. The base case and inductive steps are proven in Propositions 1 and 2
below. First, we start by proving an upper bound (Theorem 5) on the following difference:

|µi(Ssess)− µi(S̃)|. (37)

In essence, the upper bound says that at any given clock time step, the expected number of nodes infected
in the next timestep is almost the same according to both the true and estimated clock. This will later be
used to verify the two inductive hypotheses stated above.
Theorem 5 (Upper bound on (37)). Granted the inductive hypotheses explained above, we have that

|µi(Ssess)− µi(S̃)| ≤ pµi−1(Ssess)2/3µi(Ssess), (38)

with probability ≥ 1− e−Ω(µi(Ssess)).

Proof. To upper bound (37), we apply the triangle inequality to (4) to get

|µi(Ssess)− µi(S̃)| ≤ pe ·
∣∣|Fi(Ssess)| − |Fi(S̃)|

∣∣ (39)

+ pe

∣∣∣∣∣∣
i∑

j=0
|S̃j | −

i∑
j=0
|Ssess(j)|

∣∣∣∣∣∣ (40)

+

∣∣∣∣∣∣
∑

v∈Fi(Ssess)

Q(i, Ssess, v)−
∑

v∈Fi(S̃)

Q(i, S̃, v)

∣∣∣∣∣∣ , (41)

where Q(i, Ssess, v) = pe + (1− pe)(1− (1− pn)degSsess(i)(v)).

We will upper bound each of the three terms (39), (40), and (41) separately.

Upper bounding (39) by O(pe|Fi(Ssess)|): We first note that∣∣|Fi(Ssess)| − |Fi(S̃)|
∣∣ ≤ |∆F(Ssess, S̃, i, i)|. (42)

So it is enough to upper bound the frontier discrepancy set cardinality. In order to do this, we decompose
it as follows:

|∆F(Ssess, S̃, i, i)| = |∆F(Ssess, S̃, i, i) ∩∆R(Ssess, S̃, i, i)|+ |∆F(Ssess, S̃, i, i) ∩ CCF(Ssess, S̃, i, i)|. (43)

This decomposition holds for the following reason: let v be a vertex in the frontier discrepancy set
∆F(Ssess, S̃, i, i). Suppose, further, that v is not in the common candidate frontier for Ssess(i), S̃i (so it
does not contribute to the second term on the right-hand side of (43)). We will show that it must be a
member of ∆R(Ssess, S̃, i, i), which will complete the proof of the claimed decomposition. Then v must be
a member of at least one of R(Ssess, i), R(S̃, i) (i.e., it must already be infected in at least one of these). If
it were a member of both, then it would not be a member of either frontier, so it could not be a member
of the frontier discrepancy set. Thus, v is only a member of one of R(Ssess, i) or R(S̃, i). This implies that
v ∈ ∆R(Ssess, S̃, i, i). This directly implies the claimed decomposition (43).

We now compute the expected value of each term of the right-hand side of (43), where the expectation is taken
with respect to the graph G. After upper bounding the expectations, standard concentration inequalities
will complete our claimed bound on the size of the frontier discrepancy set.

In the first term, the size of the intersection of the frontier discrepancy with the running sum discrepancy
is simply the number of vertices in the running sum discrepancy set that have at least one edge to some
vertex in Ssess(i) (here we assume, without loss of generality, that |R(Ssess, i)| ≤ |R(S̃, i)|). Using linearity
of expectation, the expected number of such vertices is

E[|∆F(Ssess, S̃, i, i) ∩∆R(Ssess, S̃, i, i)|] = |∆R(Ssess, S̃, i, i)| · (1− (1− p)|Ssess(i)|). (44)
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Here (1 − (1 − p)|Ssess(i)|) is the probability that, for a fixed vertex w ∈ ∆R(Ssess, S̃, i, i), there is at least
one edge between w and some vertex in Ssess(i).

We compute the expected value of the second term of (43) as follows.

We claim that

∆F(Ssess, S̃, i, i) ∩ CCF(Ssess, S̃, i, i) ⊆ CCF(Ssess, S̃, i, i) ∩ (N (∆R(Ssess, S̃, i, i)) \ N (Ssess(i))). (45)

To show this, let v ∈ ∆F(Ssess, S̃, i, i) ∩ CCF(Ssess, S̃, i, i). The fact that v is in the frontier discrepancy
set means that it has an edge to exactly one of Ssess(i), S̃i. This implies that it has an edge to the running
sum discrepancy set. Recalling that we assumed wlog that |R(Ssess, i)| ≤ |R(S̃, i)|, we must have that
∆R(Ssess, S̃, i, i) ∩ Ssess(i) = ∅, and so we must also have that there are no edges from v to Ssess(i). This
completes the proof of the claimed set inclusion. This implies that

E[|∆F(Ssess, S̃, i, i) ∩ CCF(Ssess, S̃, i, i)|] ≤ E[|CCF(Ssess, S̃, i, i) ∩ (N (∆R(Ssess, S̃, i, i)) \ N (Ssess(i)))|].
(46)

As above, the expectation is taken with respect to the random graph G.

For a single vertex in the common candidate frontier, the probability that it lies in the frontier discrepancy
set is thus at most

(1− (1− p)|∆R(Ssess,S̃,i,i)|) · (1− p)|Ssess(i)|. (47)

Thus, using linearity of expectation, the expected size of the second term in (43) is upper bounded by

E[|∆F(Ssess, S̃, i, i) ∩ CCF(Ssess, S̃, i, i)| | σi(Ssess)] (48)

≤ |CCF(Ssess, S̃, i, i)| · (1− (1− p)|∆R(Ssess,S̃,i,i)|) · (1− p)|Ssess(i)|. (49)

Combining (44) and (49) and defining q = 1 − p, we have the following expression for the expected size of
the frontier discrepancy set:

E[|∆F(Ssess, S̃, i, i)|] (50)
= |∆R(Ssess, S̃, i, i)| · (1− q|Ssess(i)|) (51)

+ |CCF(Ssess, S̃, i, i)| · (1− q|∆R(Ssess,S̃,i,i)|) · q|Ssess(i)|. (52)

We would like this to be O(E[|Fi(Ssess)| | σi(Ssess)]). Note that E[|Fi(Ssess)| | σi(Ssess)] can be expressed
as follows:

E[|Fi(Ssess)| | σi(Ssess)] = (|∆R(Ssess, S̃, i, i)| (53)
+ |CCF(Ssess, S̃, i, i)|) · (1− q|Ssess(i)|). (54)

The intuition behind (50) being O(E[|Fi(Ssess)| | σi(Ssess)]) is as follows: the ∆R term is exactly the same as
in (53). However, this term is negligible compared to the common candidate frontier term in both expected
values. The second term, (52), can be asymptotically simplified as follows: we have

1− q|∆R(Ssess,S̃,i,i)| = 1− (1− p)|∆R(Ssess,S̃,i,i)| (55)
∼ 1− (1− p) · |∆R(Ssess, S̃, i, i)|) (56)
= p · |∆R(Ssess, S̃, i, i)| (57)

= p|Ssess(i)| ·
|∆R(Ssess, S̃, i, i)|
|Ssess(i)|

(58)

∼ (1− q|Ssess(i)|) · |∆R(Ssess, S̃, i, i)|
|Ssess(i)|

. (59)

Here, we have used the following facts:
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• For the first asymptotic equivalence, we used the fact that p|∆R(Ssess, S̃, i, i)| = o(1). More precisely,
we have from the inductive hypothesis that

|∆R(Ssess, S̃, i, i)| = o(µi−1(Ssess)0.66) = o((np)i·0.66), (60)

so we have

p|∆R(Ssess, S̃, i, i)| = o(p0.66i+1n0.66i) = o(n−T/(T+1)+0.66i/(T+1)), (61)

which is polynomially decaying in n.

• For the second asymptotic equivalence, we used the fact that p|Ssess(i)| = o(1). More precisely, this
comes from the fact that

p|Ssess(i)| = O(p(np)i) = O(pi+1ni). (62)

Now, we use the fact that p = o(n−
T

T +1 ):

pi+1ni = o(n−
T

T +1 (i+1)+i), (63)

from our assumption on the growth of p. Now, we need to show that the exponent is sufficiently
negative and bounded away from 0.

− T

T + 1(i+ 1) + i = −T · (i+ 1) + i · (T + 1)
T + 1 = −T + i

T + 1 ≤
−1
T + 1 . (64)

We have used the fact that i ≤ T − 1. Now, the constraints that we imposed on p imply that
T = o(log n), so

n
−1

T +1 = e
− log n

T +1 = o(1), (65)

as desired, since the exponent tends to −∞ as n→∞.

Let us be more precise about what we proved so far. We have

E[|∆F(Ssess, S̃, i, i)| | σi(Ssess)] ∼ (1− q|Ssess(i)|) · |CCF(Ssess, S̃, i, i)| ·
(
|∆R|
|CCF|

+ |∆R|
|Ssess(i)|

q|Ssess(i)|
)
.

(66)

Meanwhile,

E[|Fi(Ssess)| | σi(Ssess)] = (1− q|Ssess(i)|) · |CCF| ·
(

1 + |∆R|
|CCF|

)
. (67)

We have that

E[|∆Fi| | σi(Ssess)]
E[|Fi| | σi(Ssess)]

∼
|∆R|
|CCF| + |∆R|

|Ssess(i)| · q
|Ssess(i)|

1 + |∆R|
|CCF|

. (68)

This can be simplified as follows:

E[|∆Fi| | σi(Ssess)]
E[|Fi| | σi(Ssess)]

∼
|∆R|
|CCF| + |∆R|

|Ssess(i)| · q
|Ssess(i)|

1 + |∆R|
|CCF|

=
|∆R| ·

(
1 + |CCF|

|Ssess(i)|q
|Ssess(i)|

)
|CCF|+ |∆R| . (69)

This can be upper bounded as follows, by distributing in the numerator and upper bounding |∆R| by
|∆R|+ |CCF| in the numerator of the resulting first term:

|∆R| ·
(

1 + |CCF|
|Ssess(i)|q

|Ssess(i)|
)

|CCF|+ |∆R| ≤ 1 + |∆R| · |CCF|q|Ssess(i)|

|Ssess(i)|(|CCF|+ |∆R|)
. (70)
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We can further upper bound by noticing that |CCF|+ |∆R| ≥ |CCF|, so

E[|∆Fi| | σi(Ssess)]
E[|Fi| | σi(Ssess)]

≤ 1 + |∆R|
|Ssess(i)|

. (71)

Now, by our inductive hypothesis, we know that |∆R|i = o(µi−1(Ssess)0.66), and by concentration, we know
that |Ssess(i)| = Θ(µi−1(Ssess)). Thus, we have

E[|∆Fi| | σi]
E[|Fi| | σi]

≤ 1 + |∆R|
|Ssess(i)|

= 1 + o(µi−1(Ssess)−(1−0.66)) = O(1). (72)

Thus,

E[|∆F(Ssess, S̃, i, i)| | σi(Ssess)] = O(E[|Fi(Ssess)| | σi(Ssess)]). (73)

Now, remember that our goal is to show that |∆F(Ssess, S̃, i, i)| = O(|Fi(Ssess)|) with high probability,
conditioned on σi(Ssess). This follows from the expectation bound above and the fact that the size of the
frontier in both clocks is binomially distributed, so that standard concentration bounds apply. This results
in the following:

pe|∆Fi| = O(pe|Fi|) (74)

with conditional probability at least 1− e−Ω((np)i).

Upper bounding (40) by o(pe|R(Ssess, i)|): To upper bound (40), we note that

i∑
j=0
|Ssess(j)| = |R(Ssess, i)|, (75)

and an analogous identity holds with S̃ in place of Ssess. Moreover,∣∣R(Ssess, i)−R(S̃, i)
∣∣ = |∆R(Ssess, S̃, i, i)|. (76)

Thus, we have

(40) = pe|∆R(Ssess, S̃, i, i)| ≤ pef1(n, i), (77)

where the inequality is by the inductive hypothesis. We want this to be o(pe · |R(Ssess, i)|), which means
that we want |∆R(Ssess, S̃, i, i)| = o(|R(Ssess, i)|). This follows from the inductive hypothesis. In particular,
we know that |R(Ssess, i)| ≥ |Ssess(i)|, since Ssess(i) ⊂ R(Ssess, i). Furthermore, we have by the inductive
hypothesis that |∆R(Ssess, S̃, i, i)| = o(µi−1(Ssess)0.66) = o(|Ssess(i)|0.66). Thus, we have

pe|∆R(Ssess, S̃, i, i)| = o(pe|R(Ssess, i)|), (78)

with (conditional) probability 1, as desired.

Upper bounding (41) by
∑
v∈Fi(Ssess)Q(i, Ssess, v)pµ2/3

i−1(Ssess(i)): To upper bound (41), we apply the
triangle inequality and extend both sums to v in Fi(Ssess)∪Fi(S̃). This results in the following upper bound:

(41) ≤
∑

v∈Fi(Ssess)∪Fi(S̃)

|Q(i, Ssess, v)−Q(i, S̃, v)|. (79)

To proceed, we will upper bound the number of nonzero terms in (79). Each nonzero term can be upper
bounded by 1, since Q(i, Ssess, v), Q(i, S̃, v) are both probabilities. We will show that the number of nonzero
terms is at most O(|Fi(Ssess)|p · µ2/3

i−1(Ssess(i))) with high probability.
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We write

Q(i, Ssess, v)−Q(i, S̃, v) (80)

= pe + (1− pe)(1− (1− pn)degSsess(i)(v))− pe − (1− pe)(1− (1− pn)degS̃i
(v)) (81)

= (1− pe)((1− pn)degS̃i
(v) − (1− pn)degSsess(i)(v)). (82)

Thus, a term in the sum (79) is nonzero if and only if degSsess(i)(v) 6= degS̃i
(v). This happens if and only

if v has at least one edge to some vertex in S̃i4Ssess(i). Thus, our task reduces to figuring out how many
vertices v there are that connect to some element of S̃i4Ssess(i). The expected number of such vertices is

|Fi(Ssess) ∪ Fi(S̃)| · (1− q|S̃i4Ssess(i)|). (83)

This is an upper bound on the contribution of (41). We thus have

(41) ≤ |Fi(Ssess) ∪ Fi(S̃)| · (1− q|S̃i4Ssess(i)|). (84)

Next, we show that |Fi(Ssess)∪Fi(S̃)| = O(|Fi(Ssess)|). To do this, we apply the results from upper bounding
(39). In particular,

|Fi(Ssess) ∪ Fi(S̃)| = |Fi(Ssess) ∩ Fi(S̃)|+ |∆F(Ssess, S̃, i, i)| (85)
≤ |Fi(Ssess)|+ |∆F(Ssess, S̃, i, i)| = O(|Fi(Ssess)|). (86)

Next, we show that 1− q|S̃i4Ssess(i)| = pµ
2/3
i−1(Ssess(i)). We can write

q|S̃i4Ssess(i)| = (1− p)|S̃i4Ssess(i)| ∼ e−p|S̃i4Ssess(i)|, (87)

provided that p · |S̃i4Ssess(i)| = o(1). Now from the inductive hypothesis, |S̃i4Ssess(i)| = O(|Ssess(i)|2/3),
and from Lemma 1, we know that |Ssess(i)| = O((np)i). Then we have that

1− q|S̃i4Ssess(i)| ≤ 1− e−O(p(np)2/3i). (88)

In order for this second term to be 1− o(1), it is sufficient to have that

pi+1ni = o(1). (89)

This happens if and only if

pi+1 = o(n−i) ⇐⇒ p = o(n−
i

i+1 ). (90)

This is guaranteed by our assumption that p = o(n−
T

T +1 ). Thus,

1− q|S̃i4Ssess(i)| ≤ 1− e−O(p(np)2/3i) ∼ pµ2/3
i−1(Ssess(i)). (91)

We have shown that

(41) = O(|Fi(Ssess)|ṗµ2/3
i−1(Ssess(i))). (92)

Next, we show that
∑
v∈Fi(Ssess)Q(i, Ssess, v) = Ω(|Fi(Ssess)|). We have

Q(i, Ssess, v) ≥ 1− (1− pn)degSsess(i)(v). (93)

Since the sum is over v ∈ Fi(Ssess), this implies that degSsess(i)(v) ≥ 1. So

Q(i, Ssess, v) ≥ 1− (1− pn) = pn = Ω(1). (94)
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Thus, ∑
v∈Fi(Ssess)

Q(i, Ssess, v) ≥ |Fi(Ssess)| · pn = Ω(|Fi(Ssess)|). (95)

Thus, we have shown that

(41) ≤ const ·
∑

v∈Fi(Ssess)

Q(i, Ssess, v) · (1− q|S̃i4Ssess(i)|) = const
∑

v∈Fi(Ssess)

Q(i, Ssess, v)pµ2/3
i−1(Ssess), (96)

with conditional probability at least 1− e−Ω((np)i).

Completing the proof We combine (96), (74), and (78) to complete the proof.

So we have that the difference between µi(Ssess) and µi(S̃) is negligible in relation to µi(Ssess).

Now, the next two propositions give the base case and inductive step of the proof of Theorem 4.
Proposition 1 (Base case of the proof of Theorem 4). We have that, with probability 1, |∆R0| =
|∆R(Ssess, S̃, 0, 0)| = 0, and |S̃04S0| = 0.

Proof. This follows directly from the assumed initial conditions.

Proposition 2 (Inductive step of the proof of Theorem 4). Assume that the inductive hypotheses (35) and
(36) hold for i. Then we have the following:

|S̃i+14Ssess(i+ 1)| ≤ |∆Ri|+ o(1) = |∆R(Ssess, S̃, i, i)|+ o(1) = o(µi−1(Ssess)2/3) = o(µi(Ssess)2/3). (97)

Equivalently,

1− |S̃i+1 ∩ Ssess(i+ 1)|
|Ssess(i)|

= o(µi(Ssess)−1/3). (98)

Furthermore,

|∆Ri+1| ≤ |∆Ri| ≤ o(µi−1(Ssess)2/3) = o(µi(Ssess)2/3). (99)

In other words, both inductive hypotheses Hypothesis 1 and Hypothesis 2 are satisfied for i + 1. This holds
with probability at least 1− e−Ω(µi(Ssess)).

Proof. To prove this, we first need a few essential inequalities.

• By definition of the algorithm,

|S̃i+1| ≤ µi(S̃)(1 + µi(S̃)−1/3), (100)

with probability 1.

• We will also need to prove an upper bound on |S̃i+1| − |Ssess(i + 1)|. In particular, we will show
that with probability at least 1− e−Ω(µi(Ssess)),

|S̃i+1| ≤ |Ssess(i+ 1)| · (1 +O(µi(Ssess)−1/3)). (101)

We show this as follows. From Theorem 5,

µi(S̃) ≤ µi(Ssess)(1 + pµi−1(Ssess)2/3),
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with probability ≥ 1− e−Ω(µi(Ssess)). This implies, via (100), that

|S̃i+1| ≤ µi(Ssess) · (1 + pµi−1(Ssess)2/3) · (1 +O(µi(Ssess)−1/3)).

By concentration of |Ssess(i+ 1)|, with probability at least 1− e−Ω(µi(Ssess)), this is upper bounded
as follows:

|S̃i+1| ≤ |Ssess(i+ 1)|(1 +O(|Ssess(i+ 1)|−1/2+const))(1 + pµi−1(Ssess)2/3)(1 +O(µi(Ssess)−1/3)).

Now, we can see from (63) that this is equal to the desired upper bound. We have thus shown (101).

Now, with the preliminary inequalities proven, we proceed to prove the proposition. We split into two cases:

• Ssess(i+ 1) begins before S̃i+1 (in other words, |R(Ssess, i)| < |R(S̃, i)|).
In this case, we will show (i) that Ssess(i + 1) must end before S̃i+1 (i.e., that |R(Ssess, i + 1)| ≤
|R(S̃, i+ 1)|) with high probability, (ii) that

∆Ri+1 = o(µi(Ssess).66), (102)

and (iii) that

|S̃i+14Ssess(i+ 1)| ≤ 2|∆Ri|+ o(1) = o(µi(Ssess).66). (103)

To show that (i) is true, we note that because Ssess(i+ 1) begins before S̃i+1, Ssess(i+ 1) consists
of an initial segment Sobs(j1), Sobs(j1 + 1), ..., Sobs(j2) with total cardinality |∆Ri|, ending in a
session endpoint (specifically, the one corresponding to R(S̃, i)), followed by a segment Sobs(j2 +
1), ..., Sobs(j3) of total cardinality |Ssess(i+ 1)| − |∆Ri|, again ending in a session endpoint. This is
true by definition of ∆Ri. The second segment begins at the same point as S̃i+1 (that is, R(S̃, i) =⋃j2+1
j=0 Sobs(j)), and we know that it has cardinality

|Ssess(i+ 1)| − |∆Ri| ≤ |Ssess(i+ 1)| ≤ µi(Ssess)(1 + µi(Ssess)−1/2+const) ≤ µi(S̃)(1 + µi(S̃)−1/3),
(104)

by concentration of |Ssess(i+1)|. The last inequality follows from the fact that µi(Ssess) = Θ(µi(S̃)).
Thus, the second segment of Ssess(i + 1) must be contained in S̃i+1, by (100), by definition of the
FastClock algorithm, as desired.
This has the following implication: we can express |∆Ri+1| as

|∆Ri+1| = |S̃i+1| − (|Ssess(i+ 1)| − |∆Ri|) ≤ µi(Ssess)−1/3 + |∆Ri|. (105)

We have used (101). Since, by the inductive hypothesis, we have |∆Ri| = o(µi−1(Ssess)0.66) =
o(µi(Ssess).66), and since µi(Ssess)→∞, this implies that

|∆Ri+1| = o(µi(Ssess).66). (106)

Thus, we have established (ii).
We next show (iii). We have

|S̃i+14Ssess(i+ 1)| = |∆Ri|+ |∆Ri+1|, (107)

and by the proof of (ii) we can upper bound |∆Ri+1| to get

|S̃i+14Ssess(i+ 1)| ≤ 2|∆Ri|+ o(1) = o(µi(Ssess).66). (108)

This completes the proof of (iii).
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• Or Ssess(i + 1) begins after or at the same time as S̃i+1 (in other words, |R(Ssess, i)| ≥
|R(S̃, i)|).
In this case, we will show (i) that

|∆Ri+1| = o(µi(Ssess).66), (109)

and (ii) that

|S̃i+14Ssess(i+ 1)| ≤ 2|∆Ri|+ o(1) = o(µi(Ssess).66). (110)

To prove (i), we start by showing the following identity:

|S̃i+1| = |∆Ri|+ |Ssess(i+ 1)|+ |∆Ri+1|Ii+1, (111)

where

Ii+1 =
{

1 Ssess(i+ 1) stops before S̃i+1

−1 otherwise
(112)

The identity (111) is a consequence of the following derivation, which relies on the definitions of all
involved terms.

|∆Ri|+ |Ssess(i+ 1)|+ |∆Ri+1|Ii+1

=
i∑

k=0
|Ssess(k)| −

i∑
k=0
|S̃k|+ |Ssess(i+ 1)|+

∣∣∣∣∣
i+1∑
k=0
|Ssess(k)| −

i+1∑
k=0
|S̃k|

∣∣∣∣∣ Ii+1

=
i+1∑
k=0
|Ssess(k)| −

i∑
k=0
|S̃k| −

(
i+1∑
k=0
|Ssess(k)| −

i+1∑
k=0
|S̃k|

)
= |S̃i+1|.

Rearranging (111) to solve for |∆Ri+1|, we have that

|∆Ri+1| = ||S̃i+1| − |∆Ri| − |Ssess(i+ 1)|| ≤ ||S̃i+1| − |Ssess(i+ 1)||+ |∆Ri|
= ||S̃i+1| − |Ssess(i+ 1)||+ o(µi−1(Ssess)2/3)
≤ O(µi(Ssess)−1/3) + o(µi−1(Ssess)2/3) = o(µi(Ssess).66).

Here, we have used the triangle inequality and the inductive hypothesis Hypothesis 1 on |∆Ri|,
followed by the inequality (101). This completes the proof of (i).
Furthermore, this implies, by the same logic as in the previous case (108), that

|S̃i+14Ssess(i+ 1)| ≤ 2|∆Ri|+ o(1) = o(µi(Ssess).66), (113)

which verifies the inductive hypothesis Hypothesis 2 on |S̃i+14Ssess(i+ 1)|.

The inductive hypotheses Hypotheses 1 and 2 follow directly from the above.

We can now prove the utility theorem, Theorem 4.

Proof of Theorem 4. Let Bi denote the bad event that either inductive hypothesis fails to hold at step i. We
will lower bound Pr[

⋂T−1
i=0 ¬Bi]. By the chain rule, we have

Pr[
T−1⋂
i=0
¬Bi] = Pr[¬B0]

T−1∏
i=1

Pr[¬Bi |
i−1⋂
j=0
¬Bj ]. (114)
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From Proposition 2, Proposition 1, and Lemma 1, this is lower bounded by

T−1∏
i=1

(1− e−D·(np)
i+1

) = exp
(
T−1∑
i=1

log
(

1− e−D(np)i+1
))

= exp
(
−
T−1∑
i=1

e−D(np)i+1
· (1 + o(1))

)
= 1− e−Ω(np).

Now, the event that none of the bad events hold implies the claim, which completes the proof.

With Theorem 4 in hand, we can prove the main result, Theorem 1.

Proof of Theorem 1. Let us recall the definition of dSobs
(C, Ĉ). We have

dSobs
(C, Ĉ) = 1(

n
2
) ∑
i<j

DisC,Ĉ(i, j). (115)

What we need is an upper bound on this quantity in terms of the error term f(n) = (np)−1/3 in Theorem 4.
To this end, we partition the sum according to vertex membership in clock intervals as follows:(

n

2

)
dSobs

(C, Ĉ) =
|S|∑
k1=1

∑
i<j∈Sk1

DisC,Ĉ(i, j) +
|S|∑
k1=1

|S|∑
k2=k1+1

∑
i∈Sk1 ,j∈Sk2

DisC,Ĉ(i, j). (116)

In the first sum, i and j are not ordered by C, because they lie in the same set in S. We consider the
corresponding set in S̃. From the theorem, at least

(|Ck1 |·(1−f(n))
2

)
vertex pairs from Sk1 are correctly placed

together in S̃. Furthermore, at least

|Sk1 | · (1− f(n)) ·
|S|∑

k2=k1+1
(1− f(n))|Sk2 | (117)

pairs of vertices with one vertex in Sk1 are correctly placed in different intervals. So the number of correctly
ordered/unordered vertex pairs is at least

|S|∑
k1=1

 |Sk1 |2 · (1− f(n))2

2 +
|S|∑

k2=k1+1
|Sk1 ||Sk2 |(1− f(n))2

 ∼ (n2
)
· (1− f(n))2. (118)

Since f(n) = o(1), this is asymptotically equal to
(
n
2
)
· (1− 2f(n)).

This completes the proof.

B.2 Proof of Theorem 2

We analyze the worst-case running time of FastClock as follows: initialization takes O(1) time. The dominant
contribution to the running time is the while loop. Since tobs is initially 0 and increases by at least 1 in each
iteration, the total number of iterations is at most N . The remaining analysis involves showing that each
vertex and edge is only processed, a constant number of times, in O(1) of these loop iterations, so that the
running time is at most O(N + n+m), as claimed.

In particular, the calculation of µt in every step involves a summation over all edges from currently active
vertices to their uninfected neighbors, along with a calculation involving the current number of uninfected
vertices (which we can keep track of using O(1) calculations per iteration of the loop). A vertex is only active
in a single iteration of the loop. Thus, each of these edges is only processed once in this step. The calculation
of t′obs entails calculating a sum over elements of Sobs that are only processed once in all of the iterations of
the loop. The calculation of all of the |Sobs(i)| can be done as a preprocessing step via an iteration over all n
vertices of G. Finally, the calculation of Ft+1 entails a union over the same set of elements of Sobs as in the
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calculation of the maximum, followed by a traversal of all edges incident on elements of S̃t+1 whose other
ends connect to uninfected vertices. These operations involve processing the vertices in S̃t+1 (which happens
only in a single iteration of the loop, and, thus, with the preprocessing step of calculating the |Sobs(i)|, only
a constant number of times in the entire algorithm). The edges leading to elements of Ft+1 from elements
of S̃t+1 are traversed at most twice in the loop: once in the building of Ft+1 and once in the next iteration
in the calculation of µt.

This implies that each vertex and edge is only processed O(1) times in the entire algorithm. This leads to
the claimed running time of O(N + n+m), which completes the proof.

B.3 Proof of Theorem 3

To generalize the proof of Theorem 1, we need to generalize the following auxiliary results:

1. Concentration of |Ssess(i)|. This follows from the martingale difference property, immediately. Con-
centration is then used in the inductive proof Proposition 2, as well as in Lemma 1, which we
generalize to Lemma 2.

2. Lemma 1 on the growth of µi(Ssess) and |Ssess(i)|. This follows simply from the graphon assumption
and from concentration of |Ssess(i)|. The resulting generalization is as follows.

Lemma 2 (Growth of µi(Ssess) and |Ssess(i)|). We have that, with probability at least 1− e−Ω(nρn),
for all i ≤ T ,

µi(Ssess) = Ω((np0ρn)i+1), O((np1ρn)i+1), (119)

where the Ω, O are uniform in i. Furthermore, with probability at least 1− e−Ω(nρn), we have

|Ssess(i)| = Ω((np0ρn)i), O((np1ρn)i) (120)

for every i.

Proof. The structure of the proof is exactly as in that of Lemma 1. Namely, we prove this by
induction on i. The base case follows from the graphon density assumption, along with the assumed
lower bound (the assumption c)) on the probability of infection of each frontier vertex to establish the
bounds on µ0(Ssess). The bounds on |Ssess(1)| then follow from the assumption a). The inductive
step follows in exactly the same way.

3. Theorem 5, upper bounding the difference |µi(Ssess)− µi(S̃)|.

Theorem 6 (Generalized upper bound on |µi(Ssess) − µi(S̃)|). Granted the inductive hypotheses
Hypothesis 1 and 2, we have the following upper bound:

|µi(Ssess)− µi(S̃)| ≤ p1ρnµi−1(Ssess)2/3µi(Ssess), (121)

with probability ≥ 1− e−Ω(µi(Ssess)).

Proof. The contribution of pe in the general case is exactly as before, since pe plays the same role.
We thus ignore it in the following analysis. Recalling that µi(Ssess) is an expected value, we can
decompose it by linearity of expectation as follows:

µi(Ssess) =
∑

v∈F(Ssess,i)

Pr[X(v, i) = 1 | σi−1(Ssess)] (122)

We may upper bound |µi(Ssess)− µi(S̃)| as follows:

|µi(Ssess)− µi(S̃)| ≤
∑

v∈F(Ssess,i)∪F(S̃,i)

|Pr[X(v, i) = 1 | σi−1(Ssess)]− Pr[X(v, i) = 1 | σi−1(S̃)]|.

(123)
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Exactly as in the proof of Theorem 5, we upper bound the sum in (123) by its number of nonzero
terms. By Assumption 2, any term in this sum is nonzero only if the vertex v has at least one active
neighbor in S̃i4Ssess(i). The remainder of the proof, in which we upper bound the number of such
vertices, is exactly the same as in the proof of Theorem 5, with the exception that q is replaced by
the interval [1− p1ρn, 1− p0ρn].

With these ingredients, the statement of Proposition 2 remains the same. Its proof changes slightly: we use
Theorem 6 in place of Theorem 5, and in place of p we use p1ρn.

Propositions 2 and Lemma 2 allow us to prove a generalization of the utility theorem Theorem 4, which is
as follows.
Theorem 7 (Generalization of the FastClock utility theorem). We have that with probability 1− e−Ω(nρn),
for every i ≤ T − 1,

|Ssess(i) ∩ S̃i| = |Ssess(i)| · (1−O(nρn)−1/3). (124)

Proof. The proof steps are exactly the same, except that we apply the lower bounds given in Lemma 2,
rather than Lemma 1.

Finally, Theorem 1 generalizes to Theorem 3, whose proof remains intact, except that we use the generalized
version of the utility theorem in place of Theorem 4. This concludes the proof of Theorem 3.

C Examples

Example 3 (Failure to account for multiple time scales affects downstream statistical inference). Here we
describe a simple example that demonstrates that failure to account for multiple time scales in a cascade
can negatively impact the accuracy of downstream statistical inference. As this is only an example, we opt
for simplicity of analysis and, thus, leave certain details to the reader. These may be filled in by standard
concentration arguments.

Specifically, we focus on the problem of cascade doubling time prediction, studied in Cheng et al. (2014). The
problem is stated as follows: given cascade observations up to/including a time t ∈ R in which m vertices
are infected, the task is to predict an interval [a, b] such that, with probability at least 1 − δ, for some fixed
parameter δ > 0, the time of the 2m-th infection event lies in [a, b].

Consider a small-scale cascade model M given by the discretized independent cascade model as detailed in
Definition 6 on a graph G with n vertices, with edge transmission parameter pn = 1, probability of infection
from an external source pe = 0, and transmission timer distributed according to a geometric distribution
with success parameter λ. Consider a cascade generated by our two-scale model with small-scale model M
and clock C = ([0, k − 1], [k, 2k − 1], [2k, 3k − 1], [3k, 4k − 1], ...), for some fixed k ∈ N. Assume that G is a
complete binary tree and that the infection starts at the root node. Finally, assume that we have observed
the cascade up to and including the midpoint of session j: t = (j + 1/2)k.

We first calculate the typical number of vertices infected up to and including time t. The number of vertices
infected by the beginning of session j is given by

∑j−1
i=0 2i = 2j − 1, by the geometric sum formula. This

holds with probability 1. The number of vertices infected by time t is then 2j − 1 +C · 2j+1, for some specific,
computable constant C > 0. Thus, easily, the number of infected vertices approximately doubles by time t+k.

Next, we consider what our estimate of the doubling time would be if we were to incorrectly assume that the
cascade is generated by model M (that is, if we were to ignore the existence of the larger time scale). To do
this, we need to introduce some notation:

• Xj(t) – the number of vertices with j uninfected children at the end of timestep t.

• Y (t) – the number of uninfected children of infected parents at the end of timestep t. We call such
nodes “open slots”.
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• Z(t) – the number of vertices infected in timestep t.

• W (t) – the total number of vertices infected by the end of timestep t.

For any t′ > t, we have that Z(t′) is approximately λ · Y (t′ − 1), and Y (t′) is exactly Y (t′ − 1) + Z(t′),
because each new infection removes an open slot (the newly infected vertex) and creates two new open slots
(the children of the newly infected vertex). Thus, we have that Z(t′) ≈ λ(Y (t′ − 2) + Z(t′ − 1)), so that

Z(t′) ≈ λY (t′ − 1) = λ(Y (t′ − 2) + Z(t′ − 1)) (125)
= λ(Y (t) + Z(t+ 1) + Z(t+ 2) + ...+ Z(t′ − 1)) (126)
= λ(Y (t) + Z(t+ 1) + ...+ Z(t′ − 2)) + λZ(t′ − 1) (127)

= (1 + λ)Z(t′ − 1) = (1 + λ)t
′−t−1Z(t+ 1). (128)

Next, note that Y (t) can be related to W (t): since each new infection increases the number of open slots by
1, we must have that Y (t) = W (t) + 1. So we have Z(t′) ≈ (1 + λ)t′−t−1λ(W (t) + 1). Then

W (t′)−W (t) =
t′∑

i=t+1
Z(i) ≈ λ(W (t) + 1)

t′∑
i=t+1

(1 + λ)i−t−1 = λ(W (t) + 1) ·
t′−t−1∑
i=0

(1 + λ)i

= λ(W (t) + 1) · (1 + λ)t′−t − 1
λ

= (W (t) + 1) · ((1 + λ)t
′−t − 1).

Then, in order for t′ to be the doubling time for t, we must have that ((1 + λ)t′−t − 1) ≥ 1. It is then easily
seen that the required t′ is constant with respect to k, so that we substantially underestimate the doubling
time when k is large. Thus, failure to account for the larger time scale in this setting leads to substantial
and, in this setting, avoidable inaccuracy.

More realistic empirical experiments in DiTursi et al. (2017; 2019) confirm that accounting for multiple
timescales can, in practical settings, improve performance on doubling time prediction and several other
downstream statistical tasks.
Example 4 (Infection sequences and clocks). Consider a graph G with n = 10 vertices. A cascade may
produce an observed infection sequence Sobs = ({7}, {4}, {1, 3}, {5}, {2}, {8}, {}, {10}, {6, 9}), indicating that
vertex 7 is infected at time t = 0, 4 at time t = 1, 1 and 3 at time 2, etc. If the cascade was generated
according to our multiscale model with session end points at t = 1, 3, 4, 8, then this would induce the following
session infection sequence: Ssess = ({4, 7}, {1, 3, 5}, {2}, {6, 8, 9, 10}). The clock that induced this session
infection sequence is given by the session end points. As a partition into subintervals, it is encoded by
([0, 1], [2, 3], [4, 4], [5, 8]).
Example 5 (Frontier sets of an infection sequence). Consider the graph depicted in Figure 3, where
sets of vertices are arranged from left to right according to the example infection sequence Ssess =
({1}, {3, 5}, {2, 4}, {6}). The frontier sets corresponding to Ssess on this graph are

F0(Ssess) = {3, 4, 5, 6}, (129)
F1(Ssess) = {2, 4, 7}, (130)
F2(Ssess) = {6, 7}, (131)
F3(Ssess) = ∅. (132)

D Empirical results on synthetic and real graphs

In this section, we give our complete set of empirical results, continuing the material in Section 3.4.

Experiments on Erdős–Rényi graphs. We first experiment with Erdős–Rényi to confirm the theoretical
behavior of our estimator and compare its running time and quality to the DP baseline. We report the results
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Figure 3: The network for the frontier example, Example 5. Distinct shaded regions from left to right denote distinct
infection sets from the sequence Ssess in the example.

1000 3000 5000 10000
number of nodes

0.0

0.1

0.2

0.3

0.4

di
st
an

ce

FastClock
DP

(a)

1000  3000  5000  10000
number of nodes

10−2

10−1

100

101

102

ru
nt

im
es

 (s
ec

on
ds

) FastClock
DP

(b)

0.01 0.05 0.1 0.15 0.2 0.25 0.3
pn

0.0

0.1

0.2

0.3

0.4

di
st
an

ce

FastClock
DP

(c)

0.01  0.05  0.1  0.15  0.2  0.25  0.3
pn

100

101

102

103

ru
nt

im
es

 (s
ec

on
ds

) FastClock
DP

(d)

1 3 5 7 9
density (alpha)

0.0

0.1

0.2

0.3

0.4

0.5

0.6

di
st
an

ce

FastClock
DP

(e)

1  3  5  7  9
densit  (alpha)

10−4

10−3

10−2

10−1

100

101

ru
nt
im

es
 (s

ec
on

ds
) FastClock

DP

(f)

2 4 6 8
stretch

0.00

0.05

0.10

0.15

0.20

0.25
di
st
an

ce

FastClock
DP

(g)

2  4  6  8
stretch

100

101

102

103

ru
nt

im
es

 (s
ec

on
ds

) FastClock
DP

(h)

Figure 4: Comparison of the distance and runtime of the estimated clocks by FastClock and the baseline DP from DiTursi
et al. (2017) on Erdős–Rényi graphs (default parameters for all experiments: pn = 0.1, pe = 10−7, n = 3000, p = n−1/3, stretch
l = 2 unless varying in the specific experiment). (a),(b): Varying graph size. (c),(d): Varying infection probability pn. (e),(f):
Varying graph density p = n−1/α. (g),(h): Varying stretch.

in Figure 4. With increasing graph size FastClock’s distance from the ground truth clock diminishes (as
expected based on Theorem 1), while that of DP increases (Fig. 4(a)). Note that DP optimizes a proxy to
the cascade likelihood and in our experiments tend to associate too many early timesteps with early sessions,
which for large graph sizes results in incorrect recovery of the ground truth clock. Similarly, FastClock’s
estimate quality is better than that of DP for varying on pn (Fig. 4(c)), graph density (Fig. 4(e)) and stretch
factor for the cascades (Fig. 4(g)), with distance from ground truth close to 0 for regimes aligned with the
key assumptions we make for our main results (Assumption 1 or, more generally, 2). In addition to superior
accuracy, FastClock’s running time scales linearly with the graph size and is orders of magnitude smaller
than that of DP for sufficiently large instances (Figs. 4(b), 4(d), 4(f), 4(h)).

Experiments on Stochastic Block Model (SBM) graphs. We would also like to understand the
behavior of our estimator on graphs with communities where the cascade may cross community boundaries.
To this end, we experiment with SBM graphs varying the inter-block connectivity and virality (pn) of the
cascades and report results in Fig. 5. As the cross-block connectivity increases and approaches that within
blocks (i.e. the graph structure approaches that of an ER graph) FastClock’s quality improves and is
significantly better than that of DP (Fig. 5(a)). When, however, the transmission probability pn is high,
coupled with sparse inter-block connectivity, FastClock’s estimation quality deteriorates beyond that of DP
(Fig. 5(c)). This behavior is due to the relatively large variance of µt when the cascade crosses a sparse cut
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Figure 5: Comparison of the distance and runtime of the estimated clocks by FastClock and the baseline DP from DiTursi
et al. (2017) on Stochastic Block Model graphs (default parameters: n = 5000, two blocks/communities of sizes n/

√
n and

n − n/
√

n, pe = 10−7, stretch l = 2). (a),(b): Varying inter-block connectivity (pn = 0.1) where a setting of 0.2 makes the
graph equivalent to an Erdős–Rényi graph with p = 0.2. (c),(d): Varying infection probability pn (inter-block connectivity is
set to 0.01).

in the graph with high probability. This challenging scenario opens an important research direction we plan
to explore in future work.

D.1 Empirical results on a real graph

Here we evaluate the performance of FastClock and the DP algorithm from DiTursi et al. (2017) via synthetic
cascades on a real network. The graph in question, harvested by Bogdanov et al. (2013), is a Twitter
subnetwork consisting of 3000 nodes, with edges representing follower-followee relationships. The network
was constructed by a breadth-first search starting from a set of seed nodes consisting of the authors of that
work and their labmates. We generated cascades on this network with a single random initially infected node
and varied pn from 0.01 to 0.15. We plotted the accuracy and running time (Figure 6) of the two algorithms
versus pn, averaged over 50 trials. For all values of pn, the running time of FastClock is substantially
smaller than that of the DP algorithm. Regarding accuracy, for smaller pn, FastClock’s average distance is
smaller than or equal to that of DP. The accuracy of FastClock decays past approximately pn = 0.15 but
remains below an average distance of 0.07. We note that these larger values for pn may not be practically
relevant. E.g., in Kempe et al. (2003), values of pn between 0.01 and 0.1 (and, in general, varying inversely
in proportion to the degrees of nodes) were considered relevant.

E Discussion of knowledge of small-scale cascade model parameters

Our algorithm relies on knowledge of the parameters of the small-scale cascade model. Here we discuss this
aspect further. Our main messages are as follows:

1. Joint estimation of small-scale model parameters and the clock from a sample cascade is, without
any assumptions, information-theoretically impossible. This is to be expected: the small-scale model
parameters determine the local temporal dynamics of the process, and large-scale effects can distort
these local dynamics.
This makes the issue subtle and motivates work that is beyond the scope of the present paper.

2. In many use cases, small-scale model parameters may be estimated from data beyond sample cas-
cades. We give an example setting where this is plausible. In other settings, with certain assump-
tions, joint estimation from a sample cascade is possible. The main message here is that estimation
of small-scale model parameters is of interest, but a full exploration of practical methods is beyond
the scope of this paper. It is appropriate and plausible to regard these cascade parameters as being
given to us.

3. We can show that our algorithm is robust to random model parameter uncertainty.
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Figure 6: 50 Synthetic cascades generated on a real-world Twitter graph of about 3000 nodes. a and b)
distance and runtime over pn. DP exhibits higher accuracy at higher pn and FastClock does better at lower
pn. FastClock is much faster than DP, but loses a small amount of accuracy.

E.1 Estimation of transmission probabilities from non-cascade data

In some situations, cascade model parameters (i.e., transmission probabilities for individual edges) are de-
termined by observable pairwise node features and, hence, do not require cascade observations and ground
truth clock information for estimation. In other words, in these scenarios, it is plausible and appropriate
to think of the cascade model parameters as being already determined and available to us when we observe
sample cascades and estimate clocks.

More concretely, nodes v may be endowed with feature vectors ~fv ∈ Rd, for some dimension d, and the
single-timestep transmission probability across an edge (v, w) may be stipulated to depend deterministically
on ~fv and ~fw, in a way to be determined. I.e., the transmission probability is stipulated to be of the
form Fθ(~fv, ~fw), where Fθ(·, ·) is a known function depending on a parameter θ, which is to be estimated.
This can be estimated in certain settings by experiment: for a sufficiently large number of pairs (v, w) of
individuals (not necessarily coming from a graph), the experimenter infects vertex v and exposes v to w. If
the experimenter can reliably determine whether or not w becomes infected, then this provides an estimate
of the probability of transmission Fθ(~fv, ~fw), and could be used to estimate θ.

E.2 Robustness to cascade model parameter uncertainty

We can extend our theoretical guarantees for FastClock to the case where the small-scale cascade model
parameters are not known exactly, but where instead each edge transmission probability is an independent
sample from a fixed unknown distribution with known expected value and support bounded away from 0
and 1. That is, fix an arbitrary distribution D supported on [A,B], where 0 < A ≤ B < 1, with known
expected value pn. We stress that we do not know A or B. For each ordered pair of vertices (v, w) such that
{v, w} is an edge in the graph, pn((v, w)) ∼ D.

The FastClock algorithm’s guarantees remain the same. This is because the crucial property on which it relies
is concentration of each |Ssess(i)| around its expected value, conditioned on σi−1(Ssess). This conditional
expectation is µi(Ssess) in the setting where D assigns probability 1 to some fixed pn (or all of the pn(e) are
deterministic). When D is a nontrivial distribution, the analysis is slightly more complicated: we must show
that |Ssess(i)| remains concentrated around its conditional expected value (call it ¯|Ssess(i)|), but this number
is no longer exactly equal to µi(Ssess). Under our assumptions on the random graph model, ¯|Ssess(i)| is
asymptotically close to µi(Ssess) whenever |Ssess(i− 1)| → ∞. This is the case when i > 1. Thus, the only

35



Published in Transactions on Machine Learning Research (11/2022)

trouble comes when i = 1 and the seed set Ssess(0) has small cardinality (Θ(1) with respect to n). In this
case, with high probability, every vertex in F0(Ssess) has exactly one neighbor in Ssess(0) (unless the graph
is extremely dense). For each vertex v ∈ F0(Ssess), let e(v) denote this unique edge from v to Ssess(0). Then

¯|Ssess(1)| is asymptotically equivalent to µ1(Ssess) provided that∑
v∈F0(Ssess)

(1− pn(e(v))) ∼
∑

v∈F0(Ssess)

(1− pn). (133)

This is trivially the case because E[pn(e(v))] = pn and because the pn(e(v)), for different v, are independent.

Thus, our algorithm’s accuracy and running time guarantees are robust to random uncertainty in model
parameters.

F Estimation of Ssess(0)

Here we describe how |Ssess(0)| might be estimated under various assumptions.

In some application scenarios, we are free to choose cascade seeds: e.g., in influence maximization. In this
case, the problem is trivial.

Alternatively, if we assume that the seeds are uniformly randomly chosen, then with high probability they
form an independent set (if the graph is sparse enough). We can estimate Ssess(0) to be S′0 =

⋃k∗
j=0 Sobs(j),

where k∗ = max{k : ∪kj=0 Sobs(j)is an independent set in G}. This yields the correct result with high
probability if pe is small enough (which we assume in our theorems).

Without any assumptions, any algorithm must be given Ssess(0), because, e.g., it is impossible to distinguish
between a cascade C with T sessions versus zero sessions of a cascade whose seed set is the final state of C.

G Behavior of FastClock under deviations from the modeling assumption

Here we consider deviations from one of the modeling assumptions and their consequences for FastClock.
Specifically, we consider what happens when, within any given session, a small set of vertices that become
infected also can immediately begin the process of infecting a subset of their neighbors.

To examine this scenario, we consider a relaxation of our model, wherein, in each session j, a subset of at
most kj vertices may be “non-compliant”, in the sense that they become active immediately. Let us call
the non-compliant set for session j NCj . In this case, the total number of vertices in the infection trees of
these vertices is at most

∑
v∈NCj

deg(v), which is, with high probability, at most O(kjnp). Provided that
kj � (np)j , this does not affect the performance guarantee on FastClock.

In an extreme scenario where all vertices are non-compliant, we can modify the FastClock algorithm as
follows: starting at the beginning of each session, we keep a running total of the conditional expected
number of vertices infected since the start of the session. Simultaneously, we keep a running total of the
number of vertices actually infected since the session start. At the first time point at which these two numbers
differ by more than a certain threshold, we declare the previous timestep to be the end of the current session.
The threshold is chosen in the same manner as in the original FastClock algorithm, to provide a certain
probability of error guarantee.

H Real network statistics

Table 1 lists the structural statistics for large online social networks often used in empirical network science
research. Such networks are well within the expected density ranges we employ in our theoretical analysis,
namely their average degree is in the order (and typically higher) than a natural logarithm of the number
of nodes.
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Name Description Type Nodes N Edges AVG degree ln(N)
ego-Facebook Social circles from Facebook (anonymized) Undirected 4,039 88,234 22 8
ego-Gplus Social circles from Google+ Directed 107,614 13,673,453 127 12
ego-Twitter Social circles from Twitter Directed 81,306 1,768,149 22 11
soc-Epinions1 Who-trusts-whom network of Epinions.com Directed 75,879 508,837 7 11
soc-LiveJournal1 LiveJournal online social network Directed 4,847,571 68,993,773 14 15
soc-Pokec Pokec online social network Directed 1,632,803 30,622,564 19 14
soc-Slashdot0811 Slashdot social network from November 2008 Directed 77,360 905,468 12 11
soc-Slashdot0922 Slashdot social network from February 2009 Directed 82,168 948,464 12 11
wiki-Vote Wikipedia who-votes-on-whom network Directed 7,115 103,689 15 9

Table 1: Statistics of some of the real-world social and information network datasets from SNAP (http:
//snap.stanford.edu/data).
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