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Numerical simulations have revolutionized material design. However, although simulations excel at mapping an input material to
its output property, their direct application to inverse design has traditionally been limited by their high computing cost and lack of
differentiability. Here, taking the example of the inverse design of a porous matrix featuring targeted sorption isotherm, we
introduce a computational inverse design framework that addresses these challenges, by programming differentiable simulation on
TensorFlow platform that leverages automated end-to-end differentiation. Thanks to its differentiability, the simulation is used to
directly train a deep generative model, which outputs an optimal porous matrix based on an arbitrary input sorption isotherm
curve. Importantly, this inverse design pipeline leverages the power of tensor processing units (TPU)—an emerging family of
dedicated chips, which, although they are specialized in deep learning, are flexible enough for intensive scientific simulations. This

approach holds promise to accelerate inverse materials design.
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INTRODUCTION

Numerical simulations have transformed the way we design
materials’. For instance, density functional theory and molecular
dynamics excel at predicting the properties of materials based on
the knowledge of their composition and atomic structure®3. This
makes it possible to replace costly trial-and-error experiments by
simulations so as to screen in silico promising materials*. However,
numerical simulations are of limited help to tackle inverse design
problems (i.e., identifying an optimal material featuring optimal
properties within a given design space)®”’. Indeed, although
numerical simulations are typically faster and cheaper than
experiments, their computational burden usually prevents a
thorough exploration of the design space (e.g., the systematic
exploration of all possible materials’ compositions)®. In addition,
traditional numerical simulations are usually not differentiable,
which prevents their seamless integration with gradient-based
optimization methods®'°. These limitations—which are reminis-
cent of the state of machine learning before automatic
differentiation became popular''—have limited the use of
numerical simulations in inverse design pipelines'?.

To address this issue, it is common to replace simulations by a
differentiable surrogate predictor machine learning model, which
aims to approximately interpolate the mapping between design
space parameters (e.g., the material's structure) and the target
property of interest’'?'3, Following this approach, Generative
Networks (GNs)> have been used for inverse design application
using, for instance, autoencoders'®, generative adversarial net-
works'®, or generative inverse design networks'? The generator
can then be combined with the differentiable surrogate predictor
in the same pipeline so as to be trained by gradient back-
propagation'?'617_ However, this approach can result in difficul-
ties associated with the fact that the generator and predictor must
both be trained, either simultaneously or sequentially. In addition,

the ability of the generator to discover new unknown, potentially
non-intuitive material designs (i.e., which are very different from
those in the training set) is often limited by the accuracy and
generalizability of the surrogate predictor’~’. Then the question is,
can we avoid using surrogate predictor? With the recent
expansion of automatic differentiation technologies'®'®, differ-
entiable programming platforms—such as TensorFlow?°, JAX?!,
and TaiChi?>—are rapidly developing and getting attention for
differentiable simulation applications®>?%, including molecular
dynamics'®'" and robotic dynamics®®. However, as differentiable
programming remains largely unexplored in material simulations,
the potential of directly training a generator based on a
differentiable predictor has received less attention.

Here, to address the challenges facing surrogate predictor, we
introduce a deep generative pipeline that combines an end-to-
end differentiable simulator with a generator model. Note that the
present work is a fully developed version of our recent report in a
conference proceeding?®. We illustrate the power of this approach
by taking the example of the inverse design of a porous matrix
featuring targeted sorption isotherm—wherein the sorption
isotherm corresponds here to the amount of adsorbed liquid
water in the porous structure as a function of relative humidity.
This is enabled by the implementation of an end-to-end
differentiable lattice-based density functional theory code in
TensorFlow?®2!, We show that the trained generative model is
able to successfully generate porous structures with arbitrary
sorption curves. Moreover, this generator-simulator pipeline
leverages the power of tensor processing units (TPU)—an
emerging family of dedicated chips?’, which, although they are
specialized in deep learning, are flexible enough for intensive
scientific simulations. This approach holds promise to accelerate
the inverse design of materials with tailored properties and
functionalities.
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Numerical simulation of water sorption in a porous matrix. The porous matrix is represented by an N-by-N grid, wherein each pixel i
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of the grid can be filled with solid (n;=0) or be a pore (n;=1). p; is the density of water in the pore and is calculated by iteratively applying
Eg. (1) until convergence at each relative humidity (RH), where RH increases from 0 to 100% to yield the sorption isotherm, and p;=0 and 1
denote that the pore is fully empty or saturated with water, respectively.

RESULTS
Numerical simulation of water sorption in porous matrices

To establish our conclusions, we take a close inspection on the
conventional numerical simulation exemplified by water sorption
in a target porous matrix. Figure 1 illustrates the water sorption
simulation for a toy porous matrix represented by a square N-by-N
lattice, where each pixel i of the grid can either be filled with solid
(ni=0) or be a pore (n;=1), and the initially empty pores can be
gradually filled with water upon increasing relative humidity (RH),
with the pore water density p; =0 and 1 representing that the
pore is fully empty or saturated with water, respectively. At each
RH, the equilibrium density of water in each pore is computed by
lattice density functional theory (LDFT)?32°, Details about the LDFT
formalism are provided in the Methods section. Based on this
formalism, the water density p; at a given pixel i is given by Eq. (1)
(see Methods section), where p; depends on the state of its 4
neighbors, which is essentially a convolution operation. At each
RH, the equilibrium fraction of water is determined by iteratively
applying Eq. (1) on each pixel until a convergence in the {p} values
are obtained. The sorption isotherm of the porous matrix is then
determined by computing the equilibrium values of {p;} for all RH
values ranging from 0 to 100% with an increment dRH = 2.5%. At
each increment step K, namely, at RH =K x dRH (herein, K=1{0, 1,
2,3, ..., 39)), the equilibrium water density values {p}™ serve as
the starting configuration to calculate {p}*" at the subsequent
step K+ 1. More details of the numerical simulations can be found
in the Methods section.

End-to-end differentiable reformulation of the sorption
simulation

Such (LDFT) simulations are traditionally not differentiable. Here,
to address this limitation, we decompose Eq. (1) into a series of
mathematical operations that can be implemented as differenti-
able computation layers in TensorFlow. Figure 2 shows the
differentiable simulation architecture, where we decompose Eq.
(1) into three layers, namely, (i) the input layer, (ii) the CONV layer,
and (iii) the output layer. Note that the CONV layer represents the
convolution operation in Eq. (1)—i.e., one of the operations that
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can be efficiently performed by TPUs. The input layer consists of
three parallel layers associated with three input matrices,
respectively, where one input matrix {n;},,, is fed into the
output layer, and the other two matrices {p;}y, y and {1 —n;}yxn
are fed into two parallel CONV layers. Then the two CONV layers
conduct the convglution operation >jilweoj] gnd Z//i[Wmf(1 -
n;)] (see Eq. (1) in Methods section), respectively, wherein j/i
indicates 4 neighbors of pixel i. Finally, the two convolution
outcomes (denoted as C1 and C2) together with the input matrix
{ni}nx n is fed into the output layer that conducts the remaining
mathematical operation of Eq. (1), namely, p; = HE,W'ZW At
each RH, we repeat this three-layer block (i.e, the decomposed
layers of Eq. (1)) for M times in series, which is equivalent to
iteratively solving Eq. (1) until a convergence in the water density
is achieved. Importantly, since all layers share the feature of
automatic differentiation in TensorFlow, the gradient of each layer
can back propagate to enable end-to-end differentiation.

Accuracy of the differentiable simulator

We now evaluate the accuracy of the reformulated differentiable
simulator. Figure 3a shows a comparison between the sorption
curve of a porous matrix computed by the reference (undifferenti-
able) simulator and its reformulated differentiable counterpart,
where the area between the two curves defines the percentage
loss L of the differentiable simulation. We then evaluate the
average percentage loss of the differentiable simulator using a
large validation set of 8769 porous matrices. Figure 3b shows the
validation set of grids featuring a diverse population of reference
sorption curves (computed by the reference simulator), as
characterized by a wide distribution of the reference curves’
sinuosity index S,, where S, is calculated as the ratio of the
curvilinear length along the curve over the straight-line length
between end points of the curve. Figure 3¢ shows the percentage
loss L for the validation set as a function of the number of
convolution layers M. As expected, larger M yields more iterations
of Eg. (1) to facilitate the convergence of water density, thus
enhancing the simulation accuracy, and when M =100, L reduces
to a miniscule level so that the differentiable simulator is as
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Fig. 2 End-to-end differentiable reformulation of the sorption simulation. The sorption simulation (viz, the iteration of Eq. (1)) is
reformulated as a series of convolutional (CONV) layers in TensorFlow. Note that Eq. (1) is essentially a convolution operation, and M

consecutive CONV layers are mathematically equivalent to iterating Eq. (1) M times until a convergence in the water density {p;

¥ is achieved

at the Kth relative humidity (RH), where RH increases from 0 to 100% with a constant increment dRH and an increment index K, namely, RH = K

x dRH.

accurate as the reference simulator. Further, Fig. 3d shows the
average percentage loss (L) of the differentiable simulator at
M=100 as a function of S, for the validation set, where
the differentiable simulator exhibits a satisfactory accuracy
of (L) =~0.36% for the whole range of S,. Overall, these results
demonstrate that, by reformulating the LDFT simulation into a
succession of convolutional layers, the sorption simulator enables
TPU-adaptive computing and end-to-end differentiability without
accuracy deterioration.

Seamless integration of the differentiable simulator with an
inverse design generator

Due to its end-to-end differentiability, the reformulated sorption
simulator can be seamlessly integrated with an inverse design
generator. Figure 4a shows the architecture of the generator-
simulator pipeline. Taking as inputs a targeted sorption isotherm,
the generator transforms the curve into a porous matrix, which is
subsequently fed to the differentiable simulator to compute the
real sorption curve of the generated porous matrix. Note that the
generator is designed as a structure of dual, parallel deconvolution
blocks, where each block is fed with half of the input curve. These
two blocks aim to specifically generate small and large pores,
which are saturated with water at low and large RH, respectively.
More details about the architecture of the generator-simulator
pipeline are provided in the Methods section. Since each layer of
the pipeline is differentiable, the generator can then be optimized
by gradient backpropagation in TensorFlow so as to minimize the
difference between the input and output sorption curves. Note
that, here, the convolutional layers of the simulator are hard-
coded with fixed weights and, hence, are not optimized. This is
key advantage of our approach since it avoids difficulties arising
from the simultaneous optimization of the generator and
predictor in traditional implementations of generative pipelines.

Training the inverse design generator by differentiable
knowledge

We now focus on the training of the generator-simulator pipeline.
Upon their seamless integration in gradient backpropagation, the
generator is essentially trained by differentiable knowledge
encoded into the simulator, rather than a preset training set,
thus promoting the generator to learn the underlying physics.
During the training process, a grid size N = 20 (i.e., 20 x 20 lattice)
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yields about 7 million parameters to be optimized for the
generator, while the simulator comprises about 4000 convolution
layers to compute. The loss function L is defined as the percentage
loss between the input and output sorption curves, as illustrated
in Fig. 4b. The generator is trained based on a training set of
6,400,000 sorption isotherm curves and then subsequently
evaluated based on a test set of 8769 curves (see Fig. 3b). More
details of the training and test sets can be found in the Methods
section. Figure 4c shows the evolution of test set loss L as a
function of the number of training epochs, where the batch size is
set as 64 and each epoch contain 1000 batches. We find that the
accuracy of the generator plateaus after 50 epochs (which
corresponds to a training size of 3,200,000). Figure 4d shows the
average loss (L) as a function of the reference curve sinuosity S,
in the test set after 100 training epochs. We find that the
generator exhibits an average prediction loss of 3%, which is here
considered very good (see below). More details of the pipeline
training can be found the Methods section.

Training acceleration by tensor processing unit (TPU)
computing

Considering the large depth of the simulator and the number of
parameters to be optimized in the generator, the training process
comes with a significant computational cost. To mitigate this issue,
as a pioneering experiment, the training is conducted on TPUs?’,
TPU is a family of dedicated chips that assemble different
computing units for machine learning applications°. Figure 5a
shows a schematic of the TPU computing system composed of
both software and hardware architecture, where TensorFlow is a
software used to compile program ready for TPU computing on
TPU chip. In contrast to general purposes processors (i.e., CPUs
and GPUs), TPUs are specifically designed as matrix processors
thanks to their matrix unit (MXU)3'32, Although TPUs have been
extensively used for deep learning, their application to numerical
simulations has thus far remained limited®3. However, TPUs exhibit
enough flexibility to have the potential to accelerate a broader
range of computations. Figure 5b shows the training time per
batch as a function of both grid size and batch size on a TPU-v3-8
chip with 8 cores and 16 GB memory per core?’. The
computational performance is compared with the training time
yielded by a NVIDIA A100 GPU with 40 GB memory. All
benchmarks are conducted on Google Colab using the same
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arises from the matrix unit (MXU) capable of 128 x 128 multiply-accumulate operation. b Comparison of the training time per batch as a
function of the grid size N and batch size offered by Google’s TPU-v3-8 (with 8 cores and 16 GB memory per core) and an NVIDIA A100 GPU
with 40 GB memory. All benchmarks are conducted on Google Colab using the same TensorFlow code and single precision (float32).
¢ Comparison of the training time per batch between TPU and GPU as a function of batch size for N = 20. d Out-of-memory regions of TPU
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lines represent the out-of-memory boundary.

TensorFlow code and single precision (float32). Figure 5c further
describes the TPU and GPU training time as a function of batch
size for grid size N = 20. We find that, especially for large grid size
and batch size, the deliciated TPU hardware results in a training
time that is several times faster than that offered by the GPU
hardware considered herein (more than 4x faster, see Fig. 5c).
These results highlight the exciting, largely untapped potential of
TPU computing in accelerating computationally-intensive scien-
tific simulations (i.e, besides traditional deep learning
applications).

Note that we conduct the comparison using an up-to-date
version of TPU (TPU-v3-8) and GPU (GPU-Nvidia-A100). During this
comparison between TPU and GPU, their hardware architectures
are rapidly updated on the way to achieve better performance®?,
where TPU and GPU excel at matrix multiplication and parallel
computing, respectively. Relying on their different strategies to
accelerate numerical computing, we nevertheless find that the
training pipeline does not gain any acceleration contribution from
TPU computing with respect to GPU at the batch size of 64, which
suggests that small batch size does not leverage the computing
power of MXU operation and parallel compilation in TPU, as
compared to the highly paralleled GPU computing. Notably,
despite the fast execution speed of GPU-A100, TPU-v3-8 can
outperform GPU-A100 at certain parameter settings of grid size
and batch size (see Fig. 5¢). In practice, we adopt a batch size of 64
for GPU training, while a batch size of 256 for TPU computing to
expedite the training, and the prediction accuracy of generators
under both the training settings exhibit an excellent agreement
with each other.

Besides the execution speed, we further investigate the TPU
and GPU memory usage under various training settings to
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evaluate the accessible design space of the gird model. Figure
5d shows the out-of-memory regions in the parameter space of
grid size and batch size for the training pipeline in both the format
of 2D grids (present format) and 3D grids (see the format below).
Importantly, we find that the TPU computing generally exhibits
smaller out-of-memory regions than its GPU counterpart, which
echoes the fact that, for the same training pipeline, TPU hardware
is delicately designed to reduce the demanding requirements of
computing resources®®. As such, TPU computing offers an
attractive opportunity to access the design space that runs out
of memory on GPU, promising to accelerate the training pipeline
and extend its accessible design space.

Accuracy of the inverse design generator

Finally, we evaluate the accuracy of the trained generator on the
test set (which comprises more than 8000 target sorption
isotherms). After training, we find that the generator exhibits an
average prediction loss of 3% (see Fig. 4d), which is here
considered very good. Figure 6a offers an illustration of three
porous matrices that are generated so as to present three
archetypical sorption isotherms wherein: (i) full water saturation
occurs at very low RH (which arises in the presence of very small
pores), (ii) water saturation is delayed and occurs at very large RH
(which is a consequence of large pores), and (i) an intermediate
case (with medium-size pores). Overall, we find that the generator
model is able to predict realistic porous matrices, with expected
length scales for the pores. Importantly, the simulated sorption
curves of the generated porous structures exhibit all the features
(in terms of trend, convexity, and value) as the target sorption
curves.

npj Computational Materials (2023) 121



npj

H. Liu et al.

a x = {Ni}nxn

Simulator S(x)

Generator G(S(x))
| L

1.0 .
Low-RH
. 1/ condensation r
=]
S 0.5 Medium-RH -
< condensation
1 High-RH [
condensation
0.0 T T T
0 50 100
_ RH (%)
Medium o . A )
pore ' Target (
s S{G(S(x
__ 4| — Prediction ( ( ))
3
8 0.5 ~
<&
0.0 T T T .
0 50 100
RH (%)
b .
1.0 . !
— Target
— Prediction 0.5
- Low-RH High-RH — o0
S 05 response response Low-RH activation:
2 Small pore
<
0.0 : I : o 00
0 50 100  Combination pores of High-RH activation:
RH (%) different sizes Large pore
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patterns of low- and high-RH block are also provided.

As a final test of the generator, we assess the ability of the
generator to predict a porous structure featuring a target identity
sorption curve y = x. This is an especially challenging test set case
since (i) the sorption curve is not included in the training set, (ii)
such a smooth sorption curve (with no sudden jump in water
sorption) requires a complex, continuous pore size distribution,
and (iii) this case corresponds to maximum degeneracy—unlike
the cases of a 1-pixel or (N-1)x (N-1) pores, which present a
limited number of possible solutions. Once again, we find that the
generator yields a very realistic generated porous matrix, which, as
expected, exhibits a combination of small, medium, and large
pores (see Fig. 6b). Notably, the real sorption curve (computed by
the simulator) of the generated porous matrix indeed exhibits a
very close match with the y = x target, where the curve deviation
at high RH is likely ascribed to the limited capacity at grid size
N =20 to create giant pores that can delay the condensation up
to RH = 1. This confirms that the generative model has learned the
basic physical rules governing water sorption in porous media
(e.g., small and large pores get saturated as low and high RH, etc.)
and can successfully predict new unknown porous structures
featuring tailored arbitrary sorption curves. In that regard, the fact
that the generator is directly trained based on the simulator
(rather than on surrogate model that approximates reality by
learning from finite training set examples) is key to ensure that the
generator is not limited by the accuracy of the predictor, or its
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ability to extrapolate predictions to grids it has never been
exposed to during its training.

By designing as a dual, parallel-block structure (see Fig. 3a), the
generator shows not only high prediction accuracy but also
enough simplicity and interpretability out of the inductive bias (as
compared to a single, giant-block structure). After training, we find
that the activation patterns of these two blocks can specifically
generate small and large pores that are saturated with water at
low and large RH, respectively (see Fig. 6b), in agreement with the
basic physics of fluid sorption that small and large pores exhibit
early and delayed condensation behavior, respectively?®2°, These
results a posterior demonstrate that the physics-informed machine
learning framework offers a reasonable balance between model
accuracy, simplicity, interpretability, and extrapolability3>.

Mapping the 2D grids to 3D porous matrices

To associate the 2D grid to its 3D real material representation, we
evaluate herein how much of these 2D grid designs will translate
upon moving to the 3D matrices space. Note that the LDFT
simulation has been well established in both the format of 2D and
3D lattice to describe capillary condensation of disordered porous
materials?®35, and in a recent study®’, we have demonstrated that
the 2D lattice model can offer water sorption behaviors in
excellent agreement with the water sorption isotherms in cement
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pastes. However, the abstract space of 2D grid is an extensive
simplification of the real material space, while real materials are
significantly complicated in terms of system size, dimensionality,
and pixel state. These complexities make the simulation of real
materials heavily rely on the capability of computing hardware,
including execution speed and memory limitation.

Despite its simplicity, the 2D grid simulation nevertheless
provides an indicative representation of its real material counter-
part formulated by 3D porous matrix. Figure 7a provides an
example of mapping an 2D grid to its 3D matrix representation,
where the 2D convolution operation (with 4 nearest neighbor
pixels) in LDFT simulation is modified as 3D convolution (with 6
nearest neighbor voxels), and the sorption isotherms for the 2D
and 3D lattice are shown in Fig. 7b. Figure 7c further provides their
average percentage loss L) as a function of the reference curve
sinuosity S, in the validation set. We find that the percentage loss
of translation from 2D to 3D lattices’ sorption isotherms is about
14.8% for the whole range of S,. This translation loss is not trivial
but indicates that the sorption isotherms exhibit very similar trend
when translated from 2D to 3D lattices. Overall, these results
illustrate the close correlation between the toy 2D model and its
3D real material representation.

Generalization to 3D porous matrices’ inverse design

Besides mapping 2D grid to its 3D representation, we investigate
herein the direct applicability of this inverse design approach to
the real material space formulated by 3D porous matrix. To this
end, relying on the same generator-simulator pipeline (see
Fig. 4a), the sorption simulation of 3D porous matrices is readily
implemented by modifying the 2D convolution layer to 3D
convolution layer, where we find that the differentiable 3D lattice
simulator is as accurate as the conventional LDFT simulator and
exhibits a miniscule average percentage loss of 0.88% for the
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validation set (see Fig. 7d). Then the generator is designed to
predict a cubic grid with grid size N =10, as illustrated in Fig. 8a,
which is then fed into the differentiable 3D lattice simulator for
validation. More details about the architecture of the generator-
simulator pipeline are provided in the Methods section. Using the
same training scheme as that of 2D grid model, Fig. 8b shows the
average loss (L) as a function of the reference curve sinuosity S,
in the test set after 100 training epochs. We find that the
generator exhibits an average prediction loss of 2.9%, close to the
prediction loss of 33% in 2D grid model. These results
demonstrate that the 3D generator excels at inverse design in
3D space to generate 3D porous matrices with target sorption
isotherms. As such, the inverse design approach can flexibly
extend to 3D grid model in real material space.

However, compared to 2D model training, 3D model training at
the same gird size N incorporates a new dimension’s computation
that theoretically increases the computational cost N times. This
constitutes a significant burden on the execution speed and
memory for this 3D workflow. To rationalize the applicability of
this approach to 3D design space, we evaluate herein the
execution speed and memory usage of 3D grid model training
on both TPU and GPU hardware. Using the same benchmark
scheme as that of 2D grid model (see Fig. 5b), Fig. 8c shows the
comparison of the training time per batch as a function of the grid
size N and batch size offered by TPU-v3-8 and GPU-A100, and
Fig. 8d further describes the TPU and GPU training time as a
function of batch size for grid size N=10. We find that, at large
batch size of 256, the TPU computing can modestly expedite the
training to be slightly faster than GPU training (1.1x faster, see
Fig. 8d), in harmony with the faster TPU training for 2D grid model.
Despite their similarity in TPU acceleration, 2D and 3D grid model
exhibits a huge difference of computational burden at the same
grid size, which renders the 3D model easily run out of memory on
the current version of TPU and GPU (see Fig. 5d), with the
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maximum grid size N=20 for GPU and N =30 for TPU in the
accessible design space, which, however, illustrates the TPU
potentiality in requiring less computing resource than GPU to
extend the 3D design space thereof.

Inverse design of porous solids with target hysteresis
behavior

Finally, relying on the 3D model, we extend this approach to design
porous solids with target hysteresis behavior. Figure 9a offers an
illustration of the adsorption and desorption process in a 3D porous
matrix, and its hysteresis curve is provided in Fig. 9b. By inputting
the entire hysteresis curve into the generator-simulator pipeline,
the loss function L is defined as the sum of the percentage loss for
both the adsorption and desorption isotherm, as illustrated in Fig.
9c. The training and test sets are the same as before except that
each sorption isotherm is followed by a desorption isotherm to form
the hysteresis curve. Details about the preparation of training and
test sets are provided in the Methods section. Using the same
training scheme as before, Fig. 9d shows the average loss (L) asa
function of the sinuosity index of adsorption isotherm S, in the test
set after 100 training epochs. We find that the generator exhibits an
average prediction loss of 4.7% for the whole range of S,, which is
here considered very good.

Figure 10 offers an illustration of porous matrices generated for
various target hysteresis behaviors. By inputting a linear curve y = x
with zero hysteresis, the generator provides a porous matrix
exhibiting nearly linear adsorption isotherm but a pronounced
hysteresis (see Fig. 10a)—which turns out an intrinsic phenomenon
rooted in the complex metastability of disordered porous solids?3=6,
so that the hysteresis cannot be an arbitrary design. By inputting the
output (real) hysteresis curve, Fig. 10a shows the porous matrix
generated to present this target input hysteresis, and the predicted
hysteresis offers a close match to its input curve. As a further
validation, Fig. 10b offers an illustration of porous matrices
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generated to present the target hysteresis behaviors associated to
small and large pore matrix, respectively, where, indeed, the input
and output hysteresis agree well with each other. Overall, these
results highlight the flexibility of this approach to extend to
complex curve properties such as hysteresis behavior.

DISCUSSION

Overall, this work establishes a robust pipeline to enable the
inverse design of materials by leveraging an end-to-end
differentiable simulation as predictor. The fact that the generator
is directly trained based on a simulator rather than on a surrogate
machine learning model is key to ensure that the generator is not
limited by the accuracy or extrapolation ability of the predictor.
Compared to previous inverse design approaches using optimiza-
tion or traditional generative models®~’, the present approach
eliminates the prerequisite of a predefined dataset by integrating
differentiable knowledge into the inverse design pipeline, so that
a material’s inverse design is unbiased to the initial dataset and
can accurately extrapolate to a design space away from the
training space. As a key enabler of this approach, we adopt TPUs
to accelerate the training of the generator by gradient back-
propagation in TensorFlow. This illustrates the exciting possibilities
of TPU computing to accelerate scientific numerical simulations.
Although our results are built upon a toy sorption model, this
research has several scientific and societal implications. First, this
work illustrates the benefits of integrating differentiable simula-
tions in machine learning pipelines—which is key to accelerate
the discovery of new materials. Second, our results establish TPU
computing as a promising route to accelerate scientific simula-
tions, which are ubiquitous in various applications (drug discovery
by molecular dynamics, architectural design by finite element
method, weather forecast predictions, etc.)'=. Finally, the ability to
design new porous structures with tailored sorption isotherms
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Fig. 9

Inverse design of porous solids with target hysteresis behavior. a lllustration of the adsorption and desorption process in a 3D

porous matrix targeting the adsorption curve y = x. b Sorption hysteresis behavior of the 3D matrix, where the area between adsorption and
desorption isotherm is defined as the hysteresis area Ay. ¢ Loss function L for a target output, where L consists of both the percentage loss of
adsorption isotherm Lagsor, and desorption isotherm Lpeson. The target output is herein set as a linear curve y = x with Ay = 0. d Average test
setloss (L) as afunction of the sinuosity index of adsorption isotherm S, after 100 training epochs. The blue line represents the average loss

for the test set.

could leapfrog several important applications, including for CO,
capture®33° and gas separation?®*'. In addition, designing new
porous structures featuring a smooth, continuous sorption
isotherm (i.e., as close as possible to the y = x target used herein)
is important for drug delivery applications, to ensure that drugs
are continuously released at a constant rate in a given
environment#243,

METHODS
Lattice density function theory (LDFT) of sorption
We consider a simplified model of porous matrix by using (i) a
square N-by-N lattice (see Fig. 1a) and (ii) a cubic N lattice (see
Fig. 8a). In this lattice, the state of each pixel (or voxel) i is given by
the knowledge of (n; p;), where n;=0 and 1 indicate that the pixel
is filled with solid or is a pore, respectively, and p; is the density of
water in the pore upon increasing relative humidity (RH). In the
scenario of water sorption in nanoporous grids, the pixel size is
approximately the size of one single water molecules, i.e., 3 A per
dimension, and the sorption isotherm is dependent on pore pixel
distribution and the resultant pore size (rather than grid size N)*’.
pi=0 and 1 denote that the pore is fully empty or saturated with
water, respectively. Based on the LDFT formalism, the water
density p; at a given pixel i is given by:

Ni
>, ey (1) KT) (1)

P =

1+e
where p is the chemical potential (which depends on RH), k is the
Boltzmann constant, T is the temperature, wg is interaction energy
between two neighboring pixels that are filled with water, wyys is
the interaction energy between a pixel filled with water and a
substrate (i.e., a neighboring pixel filled with solid), and j/i are the
pixel IDs of the 4 neighbors of pixel i (note that, to avoid any
surface effect, periodic boundary conditions are applied)?°. Details
of the LDFT formulism behind Eq. (1) are provided in the following.
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According to LDFT?%2° the equilibrium {p} at a given RH is
computed by minimizing the configuration’s grand potential
function Q({p;}):

O({pi}) =kT Z,[Pi'n(Pi) + (n; = pi)In(n; — py)]
— W Z@-) PiPj — Wt Z(U) [o:(1 =) +p;(1 — )]
—uy_.p;
)

where (ij) indicates the sums are restricted to distinct nearest
neighbor pairs, u is calculated by u = g, + kT In(RH), where
T=298K, u,, is the chemical potential of water at saturated state
and can be estimated as p,, = wgx ¢/2 (here, the coordination
number ¢ =4 for 2D lattice and ¢ = 6 for 3D lattice). wy is derived
from the critical temperature of water (T.=647K) and
wg = 4kT./c. wpe is calculated from the interaction ratio
parameter y = Wps/Wg, Where y>1 indicates a hydrophilic
substrate and y <1 a hydrophobic substrate (here, y=1.5). By
minimizing Eq. (2) with respect to {p}, the solution of equilibrium
{o} is rewritten as an iteration loop of Eq. (1) until convergence,
where the convergence condition is set as 1/N? Z,(pim) —
pft>)<10’1° between two consecutive loop t and t+ 1. p; is
calculated at each RH for RH = 0-to-100% with an increment dRH
(here, dRH = 2.5%). Initially, the equilibrium p; = 0 when RH = 0. At
each increment step K, the equilibrium water density values {p}*"
at RH =K x dRH serve as the starting configuration to calculate
{o}** 1 at the subsequent step K+ 1 by iteratively applying Eq. (1)
until a convergence in the {p;} values is obtained. Finally, the water
sorption isotherm {p,, }, 4, is obtained by calculating the average
pore water density p,, = (0;) = 1/N*3_,(p;) at each of the 40 RH
increments. Relying on the same computation process, we flip the
40 RH values to obtain the desorption isotherm and the hysteresis
curve thereof {p,},g- More detailed descriptions of LDFT of
sorption can be found in Ref. %°.
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Architecture of the generator-simulator pipeline

The generator is designed as a structure of dual, parallel
deconvolution blocks (see Fig. 4a), where each block is fed with
half of the input sorption isotherm {p,,},, 4o Or hysteresis curve
{Pw}1x s0- In detail, the low- and high-RH block is fed with the low-
and high-RH half signal of the input {p,,}, i.e., a 1-by-20 array each
for adsorption isotherm or 1-by-40 array each for hysteresis curve.
Then the two blocks show the same structure, which consists of 4
layers in series, that is, (i) a fully connected dense neural layer
(DENSE) that contains 20 x 20 x 64 = 25600 neurons and outputs a
1-by-25600 array for 2D lattice or that contains
10x10x 10 x 8 =8000 neurons and outputs a 1-by-8000 array
for 3D lattice; (ii) a reshape layer (RESHAPE) that transforms the
one dimensional 1-by-25600 for 2D lattice or 1-by-8000 for 3D
lattice array into a three dimensional 20-by-20-by-64 for 2D lattice
or a four dimensional array 10-by-10-by-10-by-8 for 3D lattice
array; (iii) a deconvolution layer (DECONV) that contains 64
channels with a 20x20 filter size and outputs a three dimensional
20-by-20-by-64 array for 2D lattice or that contains 8 channels
with a 10x10 filter size and outputs a four dimensional 10-by-10-
by-10-by-8 array for 3D lattice; (iv) a convolution layer (CONV) that
contains 1 channel with a 3x3 filter size and outputs a two-
dimensional 20-by-20 array for 2D lattice or a three-dimensional
10-by-10-by-10 array for 3D lattice. The activation function of each
layer is set as ‘ReLU’ function, and batch normalization has been
applied to the output of each layer to accelerate the training
process**. Finally, the two 20-by-20 array for 2D lattice or 10-by-
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10-by-10 array for 3D lattice obtained from the low- and high-RH
block—which are denoted here as low- and high-RH activation,
respectively—are concatenated in parallel and are fed into the
generator’s output layer, namely, a convolution layer that contains
1 channel, uses a 3 x 3 filter size and a ‘binary sigmoid’ activation
function, and outputs a 20-by-20 prediction gird {n;},o, 5, for 2D
lattice or a 10-by-10-by-10 prediction grid {n;},ox10x10 for 3D
lattice. The generator output {n;} is then fed into the differentiable
simulator for validation. This configuration would go through
M =100 consecutive blocks of TensorFlow-based layers (i.e., the
decomposed operations of Eq. (1) programmed in TensorFlow, see
Fig. 2) at each of the 40 RH increments to obtain the output
sorption isotherm {p,} .4 and, if needed, continue the
computation at each of the flipped 40 RH points to obtain the
desorption isotherm and the output hysteresis curve thereof

{Pw}ixsor

Preparation of the training and test sets

The training set contains 6,400,000 target sorption curves. These
curves are generated automatically from a self-defined generative
function. This function aims to produce as many as possible curves
that are monotonically non-decreasing but vary differently in
terms of trend, convexity, and value. Although this generative
curve are not real sorption isotherms, they possess most
important features of real sorption curves and cover all possible
variations of real sorption isotherms. There are different ways to
define the generative function. Here we propose one type of
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generative function that satisfy the above requirements. This
function generates 20% ‘stepwise’ curves and 80% ‘anchor-based’
curves. According to the general classification of sorption
isotherms*>46, the ‘stepwise’ and ‘anchor-based’ generative
function enable an efficient description of, respectively, the
saturation and monotonicity feature in real sorption isotherms.
By discretizing the curve as a one dimensional 1-by-40 array
{Pw }1x 20 the ‘stepwise’ curves are designed as an array where the
first n elements =0 and the last (40—n) elements = 1, where the
integer n is uniformly randomized from 1 to 39. The ‘anchor-
based’ curves are designed by first defining an ‘anchor’ element
from the 1-by-40 array, where the anchor is the n-th element, and
we uniformly randomize its index n from 1 to 39 and its value A
from 0 to 1. Then, regarding all the elements before the anchor,
the increment D of their value between two consecutive elements
can be expressed as D=ef/>" efx A, where R is a random
number sampled from a normal distribution with a zero mean and
a standard deviation of o (here, o = 4). Similarly, regarding all the
elements after the anchor, the increment D of their value between
two  consecutive elements can be  expressed as
D=ef/> 4 ,efx (1 —A). Both the ‘stepwise’ and ‘anchor-
based’ curves can be generated efficiently to create a large
training set covering a diverse population of sorption curves. The
hysteresis curves are generated using the same ‘stepwise’ and
‘anchor-based’ generative function by setting the desorption
curve ahead of the adsorption curve. The stepwise desorption
curve inherits all features from the stepwise adsorption curve
except that the maximum index of zero elements is no larger than
n. The anchor-based desorption curve inherits all features from the
anchor-based adsorption curve except that the anchor value is no
less than A.

Finally, the test set are real sorption curves to evaluate the
generator’s prediction accuracy. Here, we create a test set that
contains 8769 real curves. These curves are generated by the
sorption simulator using a large set of grids (see Fig. 3b), which
includes 8769 diverse and random grid patterns. These random
grids are generated using the following strategy: By providing
some reference curves and initial grid configurations, the test set
grids are generated by varying the initial grids to approach the
reference sorption curves using particle swarm optimization—
where the grid variation rule is based on the competition between
local best grid and global best grid (see Refs. 4~%° for the
mathematical formulation), and the variations end up when the
local and global best grids become the same. Note that the end
grids are highly dependent on the selection of initial grids and
may exhibit sorption curves away from the reference curves. Since
the variation paths are biased to their initial grids—which are
generated on purpose to exhibit pronounced differences, the
grids on the different variation paths would inherently remain
distinctive in pore patterns (including different symmetries). All
these grids during the variation are collected to constitute the test
set of 8769 girds.

Training of the generator-simulator pipeline

In the training process, we first set the grid size N=20 for 2D
lattice and N =10 for 3D lattice, and the batch size = 64 for GPU
training and 256 for TPU training acceleration. Then we train the
pipeline for 100 epochs and each epoch contains 1000 batches.
The loss function used herein is the percentage loss L between the
forward output and the reference target curve (see Fig. 4b), that is,
the area between the forward curve and the reference curve. Note
that, since both the solid phase and pore phase in a porous matrix
shows some continuity within their phase, some regularization
term can be applied to the training process to simultaneously
accelerate the training and improve the prediction accuracy®.
Here, the regularization term designed for the generator output is
defined as " 37,[n;—n;|/4N*  for 2D lattice and
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v >2/iln; = n;| /6N? for 3D lattice, which panelizes a solid site
neighbored by a pore, or vice versa. In other words, the
generator's output gird would favor continuous solid phase or
continuous pore phase. Then we select the Stochastic Gradient
Descent (SGD) optimizer to minimize the loss function®*. The
momentum is set as 0.9 to accelerate gradient descent?°. The
learning rate is initially set as 1072 and gradually decays by a
factor of 0.1 after a patience of 10 epochs?°. Finally, a validation
step is applied to the pipeline after each training epoch using the
test set of 8769 sorption curves.
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