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Sub-4.7 Scaling Exponent of Polar Codes

Hsin-Po Wang and Ting-Chun Lin and Alexander Vardy and Ryan Gabrys

Abstract—Polar code visibly approaches channel capacity in
practice and is thereby a constituent code of the 5G standard.
Compared to low-density parity-check code, however, the per-
formance of short-length polar code has rooms for improvement
that could hinder its adoption by a wider class of applications. As
part of the program that addresses the performance issue at short
length, it is crucial to understand how fast binary memoryless
symmetric channels polarize. A number, called scaling exponent,
was defined to measure the speed of polarization and several
estimates of the scaling exponent were given in literature. As
of 2022, the tightest overestimate is 4.714 made by Mondelli,
Hassani, and Urbanke in 2015. We lower the overestimate to
4.63.

I. INTRODUCTION

OLAR CODE was proved to be capacity achieving

over any binary memoryless symmetric (BMS) channel
[Ari09]. Polar code also shows great potential in practice
and it was selected as part of the 5G standard for wireless
communication. That being the case, polar coding for short
block length has room for improvement when compared to
low-density parity-check code, the other code in the 5G
standard. Improving short-length polar code further can pave
the way for applications such as Internet of Things, as some
devices can only afford easily-decodable code and others must
reply very promptly.

Now that improving the performance of polar code at finite
block length is on the agenda, we first need to know how much
we can say about the unmodified code. There are two regimes
that were considered in literature. In the error exponent regime,
the code rate is fixed and the asymptote of the error probability
is evaluated. For polar code, it was shown that the block
error probability scales as exp(f\/ﬁ ), where N is the block
length. For variations of polar code that use different matrices
as the polarizing kernel, the asymptote of error can also be
computed and is about exp(—N?). Here, 3 > 0 is a number
completely determined by the Hamming distances among the
vector subspaces spanned by the rows of the kernel matrix.
Long story short, predicting the behavior of error probability
at a fixed code rate is straightforward. See [AT09; KSU10;
HMTU13; MT14] and those that cite them for more on this
topic.

In the scaling exponent regime, the second approach that
characterizes the performance of polar code, the error proba-
bility is fixed and the asymptote of the code rate is evaluated.
It is observed that the gap to capacity, which is the difference
between the channel capacity and code rate, scales as N~ /#,
Called the scaling exponent, this number g is difficult to
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TABLE I
TWO KEY WAYS TO SYNTHESIZE CHANNELS.
SC STANDS FOR SEQUENTIAL CANCELLATION DECODER.

weWw wWeWw

serial combination parallel combination

convolution at check node convolution at variable node
guess X1 — X2 given Y7, Yo guess Xo given Y7, Ya, X1 — Xo
decoded later in SC
named W or W+ or W(2)
more reliable than W
not BSC if Z(W) # 0,1

ZWe@W) = Z(W)?2

decoded earlier in SC
named W’ or W~ or W)
more noisy than W
still BSC if W is
1-ZWrW)>(1-2Z(W))?2

pinpoint exactly. Here is a list of progresses made before. It
was shown in [HAU10] that 0.2786 > 1/u > 0.2669 over
binary erasure channels (BECs). It was shown in [KMTU10]
that © ~ 3.626 over BECs. It was shown in [GHUI12] that
3.553 < p over BMS channels. It was shown in [HAU14] that
3.579 < p < 6 over BMS channels. It was shown in [GB14]
that u < 5.702 over BMS channels. Mondelli, Hassani, and
Urbanke showed in [MHUI16] that p < 4.714 over BMS
channels. The last record stood for seven years' and is the
one we intend to improve upon.

Scaling exponent’s definition generalizes to other scenar-
ios. To name a few: Over additive white Gaussian noise
channels, ¢ < 4.714 [FT17]. Over non-stationary BECs,
© < 7.34; over non-stationary BMS channels, p1 < 8.54
[Mah20]. Over (hereafter stationary) BECs, permuting the
rows of the Kronecker powers of Arikan’s kernel [19] improves
the scaling from p ~ 3.627 to ;1 ~ 3.479 with little complexity
overhead [BFS+17]. Using larger kernel matrices improves
scaling exponents even further: over BECs, p ~ 3.627 for
2 x 2 kernel, p =~ 3.577 for 8 x 8 kernel [FV14], u ~ 3.346
for 16 x 16 kernel [TT21], p ~ 3.122 for 32 x 32 kernel,
and j ~ 2.87 for 64 x 64 kernel> [YFV19]. (See [Tro21] for
sizes between 9 X 9 and 31 x 31.) In general, any nontrivial
matrix kernel over any alphabet has a finite scaling exponent
over any discrete memoryless channel [Wan21, Chapter 5].
Meanwhile, dynamic kerneling is also shown, conceptually, to
be improving the scaling exponent; for instance, u ~ 4.938
decreases to v ~ 4.183 for 3 x 3 kernels over BECs® [YB15].
Most challengingly, a series of works attempted to reach
w =~ 2, the optimal scaling exponent, and succeeded. Pfister
and Urbanke [PU19] showed that ;1 =~ 2 can be reached using
Reed—Solomon kernels over g-ary erasure channels as ¢ — co.

IThe preprint was first released in January 2015 at https:/arxiv.org/abs/
1501.02444

2The scaling exponent for the 64 x 64 kernel involves Monte Carlo method.

3We recalculate the exponents for dynamic kerneling using power iteration
to even the baseline for comparison.
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Fazeli, Hassani, Mondelli, and Vardy [FHMV21] showed that
1~ 2 can be reached using random linear kernel over BECs.
Guruswami, Riazanov, and Ye [GRY22] showed that p ~ 2
can be reached using dynamic random linear kernels over
BMS channels; plus the code construction is of polynomial
complexity. Wang and Duursma [WD21b] showed that p ~ 2
can be reached using dynamic random linear kernels over
discrete memoryless channels.

A good scaling exponent over BMS channels has several
boarder impacts. One: One can now describe the trade-off
between gap to capacity anderror probability; this is called
the moderate deviation regime [Wan2l, Section 2.6]. Two:
For simplified decoders, the scaling exponent dictates how
much soft-decision can be pruned away and controls the
complexity [WD21a]. Three: For parallelized decoders, the
scaling exponent dictates how much work still needs to be
processed in serial and controls the latency [HMF+21]. Four:
Polar code achieves the asymmetric capacity of any binary-
input channel using the technique introduced in [HY13]; the
corresponding scaling exponent assumes the same estimate as
BMS does [Wan21, Chapter 3]. In fact, polar code achieves the
same scaling exponent over discrete memoryless channels with
constructions given in [RWLP22]. Five: For lossless [Aril0;
CK10] and lossy [KU10] compression via polar coding, scal-
ing exponent can be defined similarly and assumes the same
bound [Wan21, Chapter 3]. Six: For multiple access channel,
rate-splitting helps avoid time-sharing and achieve the same
scaling exponent [CY 18]; for distributed lossless compression,
a similar technique applies [Wan21, Chapter 8]. Seven: Over
wiretap channels, polar code achieves the secrecy capacity but
consumes secrete keys shared between Alice and Bob; the
scaling exponent gives prediction on the length of the secrete
key [WU16; GB17]. Eight: For coded computation, scaling
behavior is related to not only the code rate but also the waiting
time [FM22].

The goal of this paper is to improve p < 4.714 to p <
4.63. The key idea is that a parallel combining followed by a
serial combining makes a channel “less BSC” and hence some
inequalities can be strengthened. On the execution side, we
remix a handful of techniques that are versatile and flexible:
We compute numerical convex envelopes to force functions
become convex to apply Jensen’s inequality; we use interval
arithmetic library to obtain mathematically rigorous bounds to
compensate coarse sampling; we use power iteration with a
finite state automata to “remember” recent history.

This paper is organized as follows. Section II reviews
notations and preliminary results. Section III reiterates the
old proof of p < 4.714; we did not add anything new; the
intention is to provide a baseline for comparison. Section IV
introduces tri-variate channel transformation (U ® V) ® W
and the corresponding Bhattacharyya parameter inequalities.
Section V demonstrates how to use power iterations with mem-
ory to utilize the new Bhattacharyya parameter inequalities.
Section VI wraps up the proof of the new result p < 4.63.

Fig. 1. BSC(p), binary symmetric channel with crossover probability p.

Fig. 2. BEC(e), binary erasure channel with erasure probability .

II. PRELIMINARY
A. Binary memoryless symmetric channels

A binary symmetric channel (BSC) with crossover proba-
bility p is a channel where a user feeds in a 0 or a 1 and
it outputs what is fed with probability 1 — p or flips the bit
with probability p. We denote it by BSC(p) and picture it in
Figure 1.

A binary erasure channel (BEC) with erasure probability €
is a channel where a user feeds in a 0 or a 1 and it outputs
what is fed with probability 1 — ¢ or outputs a question mark
with probability e. We denote it by BEC(g) and picture it in
Figure 2.

A binary memoryless symmetric (BMS) generalizes BSC
and BEC. It is a channel where a user feeds in a 0 or a 1
and it outputs a symbol randomly selected from an alphabet
set V. For a BMS channel W, the conditional probabilities
of outputting y € )Y conditioning on inputs 0 and 1 are
denoted by W (y|0) and W (y|1), respectively. A BMS channel
is memoryless in the sense that repeated uses of this channel
does not alter the conditional distribution. A BMS channel W
is symmetric in the sense that for any output symbol y € ),
there is another symbol § € ) such that W (g|0) = W (y|1)
and TV (y|1) = W(y|0).

B. Channel equivalence and channel decomposition

Channels can have arbitrary output alphabets, but those that
pose the same coding challenge are usually treated as the same.
An equivalence relation on the class of BMS channels is thus
defined to identify and distinguish channels.

We say that a BMS channel W: {0,1} — Z is a symbol
aggregation of another BMS channel V': {0,1} — ) if there
exists a map w: ) — Z such that

V(yl0) : V(y|1) = W(m(y)[0) : W(m(y)[1),
> V(©]0) + V(v[l) = W(2[0) + W(z[1)

z€T—1(2)
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Fig. 3. Ilustration of BEC(g) as undergoing BSC(0) with frequency 1 —e&
and undergoing BSC/(1/2) with frequency . Cf. [LHO6, Fig. 2.1].

for all y € Y and z € Z. One sees that the purpose of 7 is to
identify symbols sharing the same likelihood ratio. Two BMS
channels are said to be equivalent if they share a common
symbol aggregation.

This equivalence relation on BMS channels extends to a
partial ordering. A BMS W is said to be a degradation of V
if W can be obtained by post-processing the output of V. (For
instance, symbol aggregation counts as post-processing.) It can
be shown that V' and W are equivalent iff V' is a degradation of
W and W is a degradation of V. For more on this viewpoint,
see how to construct polar codes [TV13], how to deal with
general alphabet [GYB18], how to describe input-degradation
[Nas18], and how output-degradation is used to achieve p = 2
within polynomial complexity [GRY22].

Let BMS be the set of equivalence classes of BMS channels.
Let BMS;, be the set of equivalence classes excluding the
noiseless channel (W (y|0)W (y|1) = 0 for all y) and the
jammed channel (W (y|0) = W (y|1) for all y). What remain
are the nontrivial channels where coding is meaningful. Later
when Bhattacharyya parameter Z is defined, one will see that
BMS;, are channels with Z(W) ¢ {0, 1}.

Every BMS channel W assumes a BSC-decomposition

W = Z OZj BSC(pj),
J
where Zj aj=1land 0 < p; < 1 /2. This notation means
that W can be simulated by (is equivalent to) the following
procedure:

o select BSC(p;) with probability «;,
o reveal p;, and
o feed the input into BSC(p;) and reveal the BSC’s output.

As an example, Figure 3 pictures the decomposition of
BEC(g) into (1 — &) BSC(0) + £ BSC(1/2).

In general, the BSC-decomposition of a BMS channel
W: {0,1} — Y can be obtained by the following procedure:
First, aggregate all output symbols that share the same like-
lihood ratio. Now that W (y|0) : W (y|1) are all distinct for
all y € ), enumerate the output alphabet Y = {y1,..., ¥y},
let p; < 1/2 be such that 1 — p; : p; = W(y;[0) : W(y;[1)
for all y; such that W (y;|0) > W(y,|1), and then let «; be
W (y;]0) + W (y;|1). For more on this topic, see [GR20] and
Modern Coding Theory [RU08, Chapter 4].
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Fig. 4. Tllustration of BSC(p) m BSC(q), the serial combination of two

BSCs. A 0 ends up flipped to 1 with probability p(1—¢q) + (1 —p)qg = p*q.
Cf. [LHO6, Fig. 1.2].
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Fig. 5. Ilustration of BSC(p) ® BSC(q), the parallel combination of two
BSCs. The output is conflictive (01 or 10) with probability p x g. The output
is consistent (00 or 11) with probability px¢. Cf. [LHO6, Fig. 1.3].

C. Bhattacharyya parameter

The Bhattacharyya parameter of a BMS channel W is
denoted by Z(W). It is defined to be Z(BSC(p)) = 2\/pp
for BSCs, where p means 1 — p. And the definition extends to
the entire BMS via linearity:

Z @ pJpJ

Z(Z a; BSC(p,) ) Zaj (BSC(p;))
J

This quantity can be seen as the expectation of the following
random variable:

o select BSC(p,) with probability «;, and

o reveal Z(BSC(p;)), which is 2,/p;p;.
As an example, the Bhattacharyya parameter of BEC(g) =
£BSC(0) + e BSC(1/2) is £Z(BSC(0)) + eZ(BSC(1/2)) =
€-04¢e-1 = e. The corresponding random variable follows
the Bernoulli distribution with mean €.

D. Channel synthesis

We now define serial combinations and parallel combina-
tions. Readers are referred to [RUO8, Chapter 4], [Ari09], and
[GR20] for more details.

The serial combination of two BMS channels V' and W is
denoted by V m W. It is first defined for BSCs: BSC(p) ®
BSC(q) := BSC(p * q), where p x g := pg + pq. This new
crossover probability satisfies (p — p)(¢§ —q) =p*q—p*q,
where pxq :=1—p*xq = pg+ pq. See Figure 4 for a picture.
Now extend the definition of serial combination to the whole
BMS via bi-linearity:

(ZaJBSC )) B (ZﬁkBSC a))



=Y a;Bx BSC(p;) ® BSC(qx)
ik
= ;B BSC(p; * ).
ik
When the two operands are equal, W ® W is also denoted by
wo.
The parallel combination of two BMS channels V' and W
is denoted by V @ W. It is first defined for BSCs: BSC(p) ®
BSC(q) == px ¢BSC(£L) + pxgBSC(ZLL). And then the

pxq Pxq
definition is extended to the whole BMS via bi-linearity:

(Z a; BSC(p)) ® (Z Br BSC(Qk))
j k

=Y a;B8.BSC(p;) ® BSC(qx)

ik
Pjdk
= o i % qr) BSC| ——
Ejk: 350 (py > ax) BSC (L)

S P;jqk
+ %;ajﬁk(pj ) Bsc(m).

When the two operands are equal, W & W is also denoted by
wo.

E. Bhattacharyya equality

Bhattacharyya parameter is a special parameter in that
parallel combination of channels translates to multiplication
of Z’s.

Theorem 1. For any BMS channel W,
Z(VeW)=2Z(V)Z(W).
In particular, Z(W®) = Z(W)2.

Proof. We first show that equality holds for V' and W being
BSCs. Assume V' = BSC(p) and W = BSC(g). Then V &
W = px ¢BSC(EL) +p*gBSC(£L). The two component
BSCs have Bhattacharyya parameters

el -2 ) -

and

Z(BSC(&)) _o | P4 (TI): 2v/papq.

p*q pP*xq\pxq p*q

Overall, BSC(%) is with weight p x ¢ so it contributes
24/ppqq to the Bhattacharyya parameter; BSC(%) is with
weight px ¢ so it also contributes 2./ppgq to the Bhat-
tacharyya parameter. In sum, Z(V ® W) = 4,/ppqqg =
Z(V)Z(W).

The rest follows from the linearity of Z and the bi-
linearity of ® in the BSC-decomposition. More precisely,
let V' and W have BSC-decompositions V' = Zj a;V; and
W =%, BxWi, where V; and W), are BSCs. Then V &® W
has BSC-decomposition Zj i @Bk V;® W), and Bhattacharyya
parameter

S @B Z(Vi® Wi) =Y a;BuZ(V;) Z(Wi)
jk jk

This finishes the proof. O

ITII. OLD PROOF OF i < 4.714

This section follows [MHU16] and gives a self-contained
proof of p < 4.174.

A. Bhattacharyya inequalities

This subsection follows [RUOS, Exercise 4.62 (iv)] and
proves an inequality concerning Bhattacharyya parameters.
Define a function f: [0,1]> — [0, 1] by

f(z,y) =

Lemma 2. For 0 < p,q < 1 we have

22 + 42 — 122

f(Z(BSC(p)), Z(BSC(q))) = Z(BSC(p) m BSC(q)).

Proof. The left-hand side is

F(2VPP, 2v/44) = \/4pp + 4qq — 16ppqq
= 2v/pi(q + @) + (p + p)2qq — 4ppaq
= 2v/(pq + pq)(pq + pq)

=2v/(p*q)(P*Q)
= Z(BSC(p*q)),

which is equal to the right-hand side. O

A bi-variate function f(z,y) is said to be bi-convex if the
function is convex in x for any fixed y and convex in y for
any fixed z.

Lemma 3. f(z,y) is bi-convex.

Proof. Take the second derivative of f in x:

o f y*(1—9?)
el fla,y)?

This fraction is well-defined and nonnegative when 0 < y < 1.
Along the y = 0 segment, f evaluates to V2 and this is
convex in x. Therefore f is convex in x for any fixed y. For
convexity in the y-direction we invoke symmetry. This finished
the proof O

T,y) =

Theorem 4. For V,W € BMS we have
Z(VEW) > (Z(V), Z(W)).
Equality holds when V and W are BSCs.

Proof. Let V and W have BSC-decompositions »_; a;V;
and Zk BikWi, respectively, where V; and W) are BSCs.
Then V ® W has BSC-decomposition ij o B V; ® Wy, and
Bhattacharyya parameter

S aiBZ(V; B Wi) =Y a;Bef(Z(V;), Z(Wy)).
gk

ik



Fig. 6. x0-78(1 —x)%-78(222 + 3), a smooth instance of eigenfunction that
induces supremum of ratios 0.87 and overestimate u < 5.

Let X be a random variable that takes value Z(V}) with
probability ;. Let Y be an independent random variable that
takes value Z(/},) with probability 3. Now we want to show

Z(VeW)=Ef(X,Y) > f(EX,EY) = f(Z(V), Z(W)).

The left-hand side is greater than or equal to Ef(X,EY)
because f is convex in y for each x = Z(V;). The right-
hand side is less than or equal to Ef(X,EY) because f is
convex in z for a fixed y = EY. This finishes the proof. [

An interesting consequence of the preceding argument is
that the upper bound on Z(V ® W) follows consequently.

Corollary 5. For any V,W € BMS, we have
Z(VmW) < Z(BEC(Z(V)) BEC(Z(W))).
Equality holds when V and W are BECs.

Proof. Continue the notation from the previous proof. Now we
vary the random variables X and Y but fix their expectations.
Then Ef(X,Y") varies while f(EX,EY’) remains unchanged.
By Karamata’s inequality, a corollary of Jensen’s inequality,
Ef(X,Y) becomes larger when X and Y becomes more
marjorized. The most marjorized random variables taking
values in [0,1] are those that can only be 0 or 1. Those
correspond to the BSC-decompositions of BECs, which consist
of BSC(0) = BSC(1) (with Bhattacharyya parameter 0)
and BSC(1/2) (with Bhattacharyya parameter 1). Therefore,
Z(V ®m W) is maximized when V and W are BECs. This
finishes the proof. O

Corollary 6. For any BMS channel W with z = Z(W),

2V2—-22< Z(WP) <22 — 22,
Z(WO) = 22

B. Eigenfunction and eigenvalue

Let h: [0,1] — R be a concave function such that (0) =
h(1) = 0 but positive elsewhere. An overestimate of the
scaling exponent can be obtained via the following relation
hZW2)) +nZWT))

2h(Z(W))

)= >2 Ve ()

W eBMS,

Recall that BMS,, is the collection of all equivalence classes
of BMS channels where 0 < Z(W) < 1.

To see why the quotient governs the scaling behavior, note
that the “eigenvalue” \ is accumulative when we consider W’s
children, grandchildren, grand-grandchildren, and so on. To be
more precise, we have

WZ (WD) + h(Z(W?)) < 2X(Z(W))
and

R(Z(W5H)) + h(Z(WHO) + h(Z(WOD)) + h(Z(WOO))
< 20R(Z(WB)) + 20h(Z(WO))
< ANR(Z(W)).

And it is not hard to imagine

WZ(WET)) + -+ h(Z(WOO0))
< 2AR(Z(WED)) + -+ 4+ 2XR(Z(WO9))
<ANRZWD) + 4N h(Z(W D))
<8NR(Z(W)).

. ?2.759...7
In general, when we consider all descendants W *1°2:~"» at

the nth generation, the average of h(Z(W*1%2:+"=)) cannot
exceed A"h(Z(W)). This quantity is exponentially small. This
implies that the Z of deep enough descendants are generally
very close to 0 or to 1, hence the polarization phenomenon.

In our proof of i < 4.63, we will use eigenvalue to infer the
scaling exponent without elaborating on the gap to capacity
of an actual polar code. For the machinery that translates the
eigenvalue into the asymptotic behavior of polar codes, see
[MHU16] or [Wan21, Sections 2.4-2.6].

Since we know Z(W©) = Z(W)? and we know how
to bound Z(WT) using functions in Z(W), supremum (1)
assumes a simpler expression:

h(z?) + h(y)

sup sup )

O<z<l zvV2—122<y<L2x—22
As an example, h(z) = 2%78(1 — 2)%78(222 + 3) leads to
a supremum of 0.87 and an upper bound of p < 4.98. This
eigenfunction is plotted in Figure 6.

2

C. Power iteration

To obtain a good function h that minimizes suprema (1)
and (2)—and thereby minimizing the overestimate of u—
consider the following inductive assignment:

ho(z) = 2% "8(1 — 2)%78(222 + 3),
22
By (2) = b (@%) + Pn(y).

Sub 2 max h,,

rvV2—22<y<L2xr—122

This is very similar to power iteration, an algorithm that
approximates the longest eigenvalue of a square matrix. For
this reason h is analogously called an eigenfunction and
quotients of the form (h + h)/2h are called eigenvalues.

It is unlikely that h,, has a simple algebraic formula for
large n. To proceed, one puts several ticks on [0, 1]

L::{o,%,...,g_TlJ}



and let H € R**! be an array parametrized by L. The idea is
to use Linear_Interp(L, H) as a substitute of /4 both during
power iteration and when we want to overestimate .

So we let a computer execute the following program.

For all x € L:

Hlz] + 2°78(1 — 2)°78(222 + 3);
Loop until H converges:

h < Linear_Interp(L, H);

For all z € L:

H'[x] +
H « H';

h(z?) + h(y(H, ).
2h(z)max H ’

Here,
e H’is an auxiliary array that holds the new content of H;
e h:[0,1] — R is a function such that h(x) = H|[z] for
x € L and linearly interpolated for x ¢ L;
e y(H,z) is the argument y that maximizes h(y) over the
range zv/2 — 22 < y < 20 — x2.
We remark that there is an easy, i.e., O(1), implementation of
y(H,x):

zv2 —x2  if 2v/2 — 22 > argmax H,
y(H,z) = { 2z — 22 if 20 — 22 < argmax H, 3)

argmax [ otherwise.

This implementation is sound if h is unimodal. This might
not be the case halfway the power iteration; but it deals no
damage as long as H converges and induces a good bound.

Empirically, H converges fast. About 200 iterations is
enough to make H and H’ differ by 10715, As a comparison,
IEEE 754’s double-precision floating-point format has 53
significant bits (including the implicit leading 1) and a relative
precision of 2.22 - 10716,

Now that H converges, let H be the limit of H and let h
be Linear_Interp(L, H). An empirical upper bound of y is
obtained by

(— log,

Per our computation, ¢ = 2 - 10° gives the first four digits
(4.695) mentioned in [MHU16] (wherein ¢ = 105).
We also tested using a variant of Chebyshev nodes as L:

L= {%‘B(‘g)‘azo,%w,...,%w,w}. 5)

The motivation behind Chebyshev nodes is that they pay more
attentions to the two ends of the interval, the places where h(x)
becomes small and more precisions are needed. We found that
¢ =2-103 gives the first four digits (4.695), which indicates
that Chebyshev nodes is superior than evenly spaced ticks.

max
zeL\{0,1}

“4)

h(z?) + }}@(ﬁ[y@))‘l
2h(z) '

D. Foot of the mountain

_ Having an array H of evaluations, one would ask if
h = Linear_Interp(L, H) is a proper substitute of the
eigenfunction in the manner of whether

h(z®) + h(y(H, l’))>_
2h(x)

< [ —log, max
s ( 82 Oo<z<1

gives a finite upper bound. Unfortunately, no. When z is in
[0,1/2¢] or in [1 — 1/2¢,1], the interpolant is locally linear
and the quotient (h(22) + h(2z — 22))/2h(x) is constantly 1
(whereas we want it to be strictly less than 1).

In [MHU16, Section IIL.C], it is explained how to manip-
ulate h to obtain a proper eigenfunction that gives a more
rigorous bound on the eigenvalue. The strategy is to let J be
a tiny number; and let h(x) be %™ when 2 < ¢ and be
(1 — )%™ when 2 > 1 — 6. This way, the quotients for
0<ax<dand for 1l —0 < z < 1 are uniformly bounded
from above. For 6 < « < 1 — 4, since the denominator 2h(z)
is far away from 0, rounding error and sampling error can be
controlled if we evaluate the quotient at a sufficiently fine set
of points.

This type of function surgery is limited to very tiny neigh-
borhoods [0, ] and [1 — 6, 1] of 0 and 1, respectively. Hence it
shall not affect the eigenvalue too much. As an example, the
empirical estimate obtained by formula (4) is 4.695; and the
rigorous value reported in [MHU16] is o < 4.714. These two
numbers are only 0.4% apart.

For our new overestimate of u, we will skip the surgery
step and use formula (4), the maximum over a discrete but
very fine lattice, as an upper bound on the scaling exponent.

E. Road map to a better bound

While taking suprema (1) and (2), y ranges over an interval
[2v2 — 22,22 — 2] where the left endpoint is tight if W is
a BSC and the right endpoint is tight if W is a BEC. If W is
a BEC, then all descendants of W are BECs and 2z — 2?2 is
always tight.

On the contrary, if W is a BSC, the left endpoint is only
tight for now. After one parallel combination, W© will no
longer be a BSC, and zv/2 — 22 will not be tight anymore.
That is to say, there is always a tiny gap between Z(W©U)
and Z(W©)\/2 — Z(W©O)2, If we can come up with a better
lower bound than z+/2 — 22, then supremum (2) will be taken
over a smaller region, which makes it smaller.

The next section finds the better bound.

IV. TRI-VARIATE CHANNEL TRANSFORMATION

Consider the channel combination (U ® V) ® W. See Fig-
ure 7 for a visualization. Define a function g: [0,1]* — [0, 1]
that satisfies

9(Z2(U), 2(V), Z(W)) = Z(U® V) & W)

for all U, V, W that are BSCs. We can write g more explicitly
with the help of the following lemmas.

A. Tri-variate Bhattacharyya function

Lemma 7 (Trivariate Z). (BSC(p) ® BSC(q)) ® BSC(r) has
Bhattacharyya parameter

2V/(par -+ par) (par + par) + 2/ (par + par) (par + par).
Proof. BSC(p) ® BSC(q) is, by definition, px ¢ BSC(£L) +

pxq
p*xgBSC(£L). When this channel is serially-combined with
p*q

a BSC(r), the first summand becomes

pqr + ﬁqr)

p*qBSC(%*T):p*qBSC( o
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Fig. 7.
probability p*q.

and contributes Bhattacharyya parameter

2(p * q)\/”?%(%) = 21/(pqr + pgr)(par + pqr).
The second summand becomes

p*qBSC(ﬂ*r) :p*qBSC(M)
p*q p*q

and contributes Bhattacharyya parameter

2p**q\/%(%) = 2/(par + par) (pgr + par).

This finishes the proof. O

Lemma 8 (7 in terms of Z’s).

g(fﬂayvz):\/C+D+\/C—D:\/204_\/@’

where

1 _ _
C = Z(x2y2+x222+y2z2)’

D = %\/ﬁ\/y%z2

Proof. Let x, y, and z be 2./pp, 2./qq, and 2+/r7, respec-
tively, for some 0 < p, ¢, < 1/2. From Lemma 7, g(z,y, 2)

is 2vA + 2\/§, where
A = (pgr + pqr)(pqr + pqr)
= pqrpqr + pqrpqr + pqrpqr + pqrpqr
= p*@rT + ppqr’ + ppaqr® + pq°rT,
= ppgq(r® +7°) + (0°F + PP )7
and
B = (pgr + pqr)(pqr + pqr)
= P17 + ppaqr’ + ppeqr® + p2gre
= ppaq(r® +7°) + (0°¢* + p°¢*)rr.
To show C + D = 4A and C — D = 4B, it suffices to show
2(A+ B) =C and 2(A — B) = D. For the former,

_ o [ pPaq(r® +7%) + (p*¢ + pP¢*)rT
HA+B)=2 ( + ppaa(r? + 1) + (¢ + PP
= dppqaq(r® +7%) + 2(p* + p°)(¢° + *)r
2 2

e (1-5) 15 (- 5) (- 4)2
—— 124151 -
TR 5) "3 2 2 )

join

Ilustration of (BSC(p) ® BSC(q)) ® BSC(r), The output is conflictive (01 or 10) with probability p x g. The output is consistent (00 or 11) with

=C.
The third equality makes use of the rewriting rules 4r7 = 2>
and 72 + 72 = (r +7)? — 2r7 = 1 — 22 /2. For the latter,
ppeq(r® +7°) + (P*¢® + p*¢*)rr )
20A—B)=2 o _ . . _
( ) < = ppaq(r® +7°) = (p°¢° + p*¢*)rr
= 200" = p*)(@ — ¢*)r7
=20 —-pI@—qr7
1
= 5\/1—x2~\/1—y2-z2
=D.
The fourth equality makes use of the rewriting rule (p—p)? =
(p+ p)? — 4pp = 1 — 2. In conclusion, we have v4A +
VAB =/ C+D+/C-D = \/(\/C+D+\/C—D)2 =
V/2C + 21/C? — D2. This finishes the proof. O

A tri-variate function is said to be fri-convexity if it is
convex whenever any two arguments are fixed and the other
argument is varying. If g happens to be tri-convex, we will
be able to show that Z((U ® V) m W) is lower bounded
by 9(Z(U),Z(V),Z(W)) by the same Jensen-argument as
in Theorem 4. Unfortunately, ¢ is not tri-convex. The next
subsection will find a workaround to this.

B. Lower tri-convex envelope

g as defined above is not convex in any of the three
variables. We thus attempt to find a lower bound of g that
is tri-convex so that Jensen’s inequality applies. Consider a
function g: [0,1]® — [0, 1] that reads

g(x,y,z) == sup{f(x,y,z) | < g and is tri-convex},

where the supremum runs over all functions 6: [0, 1]> — [0, 1]
that are tri-convex and pointwise bound g from below. This
is very similar to the definition of the lower convex envelope,
the difference being that 6 is not convex but tri-convex. (An
example is that xyz is tri-convex but not convex.) We will
refer to ¢ as the envelope of g.

Theorem 9 (Counterpart of Theorem 4). For U, V,W € BMS,

ZU V)8 W) 2 §(Z(U), Z(V), Z(W)).



In particular, if W = V© for some V € BMS,

ZWB) > g(\/Z(W), \/Z(W),Z(W)).
Proof. For the former, it suffices to prove Z(U® V)W) >
0(Z(U),Z(V),Z(W)) for all tri-convex 6 that is also < g
pointwise. Fix a 8. When U, V, W are BSCs, the inequality
we want to prove holds:
Z(UeV)m W) =g(Z(U),Z(V),Z(W))
> 0(2(U), Z(V), Z(W)).
Now consider BSC-decompositions U = El a;u; and V =
Zj B;V; and W = >, v, Wy, where U;, V;, W, are BSCs.
Then (U ® V) ® W becomes .., a;B;v(U; ® V;) ® Wi,
thereby having Bhattacharyya parameter
Z(UeV)BW) =Y a:iBmZ(Us ®V;) B Wy))
ijk
= 3" B g2, Z(V;), Z(Wh))
ijk
> aiBmb(Z(U:), Z(V;), Z(Wi)
ik
> B0(Z(Uh), Z(V;), Z(W))
ij

> ZaiG(Z(Ui%Z(V), Z(W))

>0(Z(U), Z(V), Z(W)).

This finishes the proof of the lower bound on Z((U®V )mW).
For the lower bound on Z(W5), plug in U =V and W =
VO, and use the fact that Z(W) = Z(V)2. O

C. Approximate the envelop g

Computing the envelop ¢ algebraically does not seem
plausible nor possible. Our approach is to approximate ¢
numerically over a mesh

n—1

M= {o% ,1}3g[0,1]3.

Here, n is the resolution; say n = 200. We next evaluate g
at this mesh and run a program that iteratively lowers any
evaluation that breaks tri-convexity.

In detail, let G € RHDX (D)X (+1) be an (n41) x (n+
1) x (n+ 1) array indexed by M. Initialize G as

Glz,y, 2] + g(z,y, 2)

for all (z,y,2) € M. We call G the data points. If the
following does not hold for some (z,y,2) € M and © # 0, 1:

2G[x7y,z]<G[m—%,y,z}—&-G{x—i—%,y,z}, (6)

we say that the data point at (x,y, z) is breaking the convexity
along the x-direction. To correct that, we update this data point
as follows

1 1 1 1
Glz,y, 2] fG[x— f,y,z} + *G[Qf-‘r fyz} (7)
2 n 2 n
We also demand the convexity in y-direction and z-direction:

QG[m,y,z]éG[x,y—%,z}—&—G{m,y—&—%,z}, (8)

2G[w,y7z]<G{x,y,z—%}—&-G{x,y,z—i—%} 9)

If not, we update G|z, v, z| similarly.

We synthesize a program that constantly searches for in-
stances of data points that break the convexity in any of the
three directions and keeps lowering data points. Below is the
program; let us call it Tri_Convexify:

For all (z,y,%) € M:
Glz] « g(2,y,2);
Loop until G converges:
For all (z,y,2) € M:
If criterion (6) fails:
Update via formula (7)
If criterion (8) fails:
Update similarly;
If criterion (9) fails:
Update similarly;

It will stop when all three criteria are met modulo rounding
error. Empirically, G converges; mathematically, we can also
prove that G converges.

Proposition 10. Tri_Convexify makes G converge. For any
mesh point (x,y,z) € M, the data point G[z,y, z] converges
to

Glx,y,2] = sup{O[z,vy, 2] | © < G and is tri-convex}.

The supremum is over all arrays © € RH1)x(n+1)x(n+1)

that satisfy the discrete convexity criteria criteria (6) to (9)
and © < G entry-wise.

Proof. © =0 is a lower bound on G} it remains to be a lower
bound after an update of data point. Thus G keeps decreasing
but stays nonnegative. By the monotone convergence theorem,
G converges. Let G be the limit of G after any order of
updates. It must be tri-convex because any data point that
violates convexity should have been updated.

Now notice that any tri-convex lower bound © < G remains
to be a lower bound on G after an update of G. So any such
© maintains to be a lower bound on G. This means that G is
greater than or equal to the supremum of all such ©’s. But G
is itself a tri-convex lower bound of G so G is equal to the
supremum; the supremum is a maximum. O

Hereafter, G denotes both the empirical end result of
Tri_Convexify and the supremum defined in Proposition 10.
We call G the discrete envelop in contrast to the “continuous”
envelop g.

Lemma 11. Linear_Interp(M, G) is tri-convex if the data
points G satisfy the discrete convexity criteria (6) to (9).

Here, Linear_Interp(M,G): [0,1]> — R is a function that
evaluates to G[z,y,2] at (z,y,2) € M, and is tri-linearly
interpolated if (z,y,z) ¢ M. A defining feature of multi-
linear interpolation is that it is piecewise linear in any cardinal
direction.

Proof of the lemma. We shall prove this for a two dimensional
2 x 3 grid; the general statement follows by a generalization
of this argument.



Let there be six numbers on a grid
a—>b—-c¢

.

d—e—f
such that a + ¢ > 2b and d + f > 2e, i.e., the data points are
convex. Let ¢ be obtained by bi-linear interpolation such that

9(=1,1) —g(0,1) — g(1,1)
| | |
9(=1,0) — g(0,0) — §(1,0)
corresponds to grid (10).

We claim that § is convex at (0, 0) in the x-direction, that is,
g(—£,0) + g(e,0) = 2¢(0,0) for 0 < e < 1. This is because

(10)

g(—£,0) + g(e,0) =ed+ée+ef + &e > 2e.

Similarly, ¢ is convex at (0,1) in the x direction, that is,
g(—E, 1) + g(ga ]-) > 29(07 1)

Now we claim that § is convex at (0,y), where 0 < y < 1,
in the x-direction. That is to say, g(—&,y)+ (&, y) = 29(0,y)
for 0 < & < 1. This is because

= 2yg(07 1) + 2@.@(070) = Qg(o’y)~

This shows that the convexity on the boundary of the
interpolation cells follows from the convexity of the data
points. For convexity within a cell it trivially holds because
the value within a cell is defined through interpolation. Hence
the lemma is sound. O

We conclude that Linear_Interp(M, G), the tri-linear inter-
polant of the discrete envelop, can be used as a substitute of
g, the continuous envelop. Together with Theorem 9, we can
now lower bound Z(W©5) with a concrete object G in place
of the abstract object g.

Bibliographical remark: some of the arguments presented in
this section share common elements with [Wit74].

In the next section, we will demonstrate how to utilize this
new lower bound in power iteration.

V. FINITE STATE POWER ITERATION

For this section, recall the lesson that finite state automata
has some memory when digesting the input stream. We de-
velop a variant of power iteration that keeps track of whether a
synthetic channel is obtained by serial or parallel combination.

A. Finite state automata

To begin, suppose that there are two concave functions
¢ o [0,1] = R that satisfy ¢5(0) = ¢p(1) = ¢o(0) =

©o(l) = 0 but are positive elsewhere. Define shorthands
Yo, Yo, BMS — R by
Yo (W) = ea(Z(W)),
Yo (W) = ¢o(Z(W)),
(W) = (WD) + o (W)
= ¢o(ZWE)) + 9o (Z(W9))

2, new

lower bound of §(1/z,/z, ), old lower bound of zv/2 — z2, and parallel
combination’s Bhattacharyya parameter z2.

Fig. 8. From top-left to bottom-right: old upper bound of 2x — x

1 will be the counterpart of A in our new bound.

Here is the motivation of this indirect setup: in [MHU16],
h(Z(W)) is a score that measures the extent of polarization—
a smaller h(Z(W)) means that W is more polarized. Now
we measure the extent of polarization of W by first giving
its children scores and sum them, except that we are biased.
As we will see later, p(x) is greater than or equal to
oo (x) for all x. This means that, if UY and V© have the
same Bhattacharyya parameter, we will give V©, a parallel
combination, a lower score—because we think that V© is
more polarized.

There is a reason to distinguish serial combination from
parallel combination. Comparing Theorem 9 with Theorem 4,
we see that parallel combination assumes better bounds on
Bhattacharyya parameters. This implies that the domain of
supremum (2) can be made smaller, which potentially makes
the quotient corresponding to parallel combination smaller.

Given the motivation, now we want a uniform upper bound
on this ratio for all W € BMS:

Y(WE) +9(W°)
29 (W)
_ Ya(WE) + Yo (WE) + o (W) + 4o (W)
2pg(WH) + 240 (WO)

Hence it suffices to bound

Yo (WED) + o (WHO) P (WOH) + 9o (WOO)
29 (WE) 2¢6(WO)

from above. One can now see the automata: channels that are
serial combinations are always scored by ¥4, and channels
that are parallel combinations are always scored by 1. The
subscript of v indicates the current state of the automata; it
remembers how the concerned channel was synthesized.

and




We simplify the supremum of the first quotient as below:
e (W) + 4o (WFO)
2n(WE)
ea(Z(U7)) + 0 (Z2(U®))
2¢00(Z(U))
eo(Z(U7)) + ¢o(Z(U°))
2¢00(Z(U))
pa(z?) + ‘PO(y).
2¢n(z)

sup
W eBMS,

= sup
Uv=who

< sup
UeBMS,

= sup sup
0<z<l f(z,x)<y<L2z—x2
Here, the second supremum is taken over those U that are
themselves serial combinations. We then treat U as an usual
BMS channel and apply the classic lower bound (Theorem 4).
Because of that, y ranges over [f(x,z), 2z — 2?].
Similarly but not identically, the other quotient with ¢ in
the denominator can be simplified as below:

e (W) + o (WOO)

WeSlBl/aSQ 29 (W)
_ o(Z(VT)) + 9o (Z(VE))
VWO 2002Z(V)
< sup sup po(®) + ¢n(2)

0<a<1 §(v/T/Tow) y<2w—22 20 ()

Here, the second supremum is taken over those V' that are
themselves parallel combinations. We invoke Theorem 9 and
let z range over [§( /7, /7, z), 22 — 2%]. The new supremum
is taken over a strictly smaller region than in the previous
work—see Figure 8—so a smaller supremum is expected.

B. Power Iteration

It remains to use linear interpolation to represent ¢ and
@0, and apply power iteration to minimize the eigenvalues.

Let L be formula (5); say £ = 10°. Let ®2, © € R‘*! be
arrays parametrized by L. We execute this program:

For all z € L:
Ogfz] + 20781 — 2)078 (222 + 3);
Do [z] + 2078(1 — 2)078 (222 + 3);
Loop until &5 and @ converge:
¢ ¢ Linear_Interp(L, ®5);
w0 ¢ Linear_Interp(L, ®o);
For all z € L:
eo(2?) + oo (y(Pg, z))
204 (z) max ®n
¢o(2?) + oo (2(Pg, 2)) |
206 () max

O [x] +—

@ [z]

@DF@/;
@O%@/;

Here,
o @, and ®{, are temporary memory spaces that store the
updated content for the next round.
e y(Pg,x) and z(P, x) are meant to be the arguments that
maximize ¢ (y) and ¢y (2) over the ranges f(x,z) <
y < 2z — 22 and g(\/7,\T,2) < 2 < 22 — 22,
respectively.

Fig. 9. Eigenfunction pair ¢ (blue) and ¢ (brown). The former is
greater for x > 0.4—this is the place where z(z, ) > y(z, Pg) due

o §(vV, vV, x) > f(x, ).

o ¢ is Linear_Interp(M,G), which is ~ §. If a rigorous
lower bound of g is desired, see Appendix A.
We can reuse the implementation of y(H,x) in formula (3);
and implement z(H,x) as

GVEVE ) i §/E VT 2) > argmax H,
2(H,z) = { 2z — 2* if 22 — 22 < argmax H,
arg max [ otherwise.

Empirically, 5 and ®~ converge. Let $., and <i>o be the
end results of power iteration. We can now use
$p = Linear_Interp(L, @D)
@0 = Linear_Interp(L, &)
as the scoring functions. See Figure 9 for their plots; notice
that 3o, > @o.

VI. NEwW PROOF OF i < 4.63

This section gathers the materials and proves the main
theorem.

Theorem 12 (Main theorem). p < 4.63, where i is the scaling
exponent of polar coding using Arikan’s kernel [1{] over BMS
channels.

Proof. We have seen that Linear_Interp(M,G) ~ § and
d(Vx,\/r,x) < Z(WBP), where W is a parallel combina-
tion of another BMS channel and z = Z(WW). To obtain



v

/

Fig. 10. Piecewise linear interpolation (brown) of an arbitrary function (blue)
is an approximation but not a valid lower bound.

a practical yet rigorous lower bound on Z(WPD), see Ap-
pendix A for how to define G+, and G'\. By Theorem 17
therein, we have g (v, vz, z) < Z(WU) where g, =
Linear_Interp(M, G\)

Next, apply power iteration to optimize for the eigenvalues

A 2 A
N wp 22l +éo()

z€L\{0,1} f(z,x)<z<L2x—a? 240 (LL')
~ 2 A
sup sup Po(a?) +¢a(z)
T€LN[0,1} g (VE/Ew) <2 <20 —a? 2¢0 ()
Per our execution, both suprema are about 0.860714.
Finally, we conclude that

PWT) + (W)
2p(W)
has max(Ag, Ag) = 0.860715 as an empirical upper bound.

And 1 has log,(max(Ag, A)) ™! & 4.62125 as an empirical
upper bound. Hence it is safe to say p < 4.63. O

)\O:

sup
WeBMS,

VII. CONCLUSIONS

In this paper, we argue that the scaling exponent is an
essential constant characterizing the scaling behavior of polar
coding, of which very little is known. We then lower the
overestimate of the scaling exponent from 4.714 to 4.63.

The limit of this method—analyzing (U &® V) ®m W to
gain better control on Z—is 4.61126. This number is ob-
tained by assuming g tri-convex and using g(v/x, /T, x) =
x(1 4+ /5 —4x2)/2 as the lower bound on the Z(W©5) in
terms of x = Z(W©). Futhermore, we expect that analyzing
U® V) (W ® X) leads to a better bound.

APPENDIX A
LINEAR INTERPOLATION MADE A PROPER LOWER BOUND

There is a caveat when approximating § using G the mesh
is coarse. For one-dimensional interpolation (i.e., H and ®p
and ®), we can afford arrays of size 10° and the error is
negligible as we only cares about the first three digits of the
scaling exponent. Unlike the one-dimensional case, for a three-
dimensional mesh, the cube of 200 is already 8 - 109 but the
error is of the order of 1/200. See Figure 10 for an illustration
of the caveat.

In this appendix, we will demonstrate how to find an array
G, such that Linear_Interp(M, G\,) < g pointwise. With
G-, we can run the iterative algorithm Tri_Convexify and the
resulting array G will satisfy Linear_Interp(M,G,) < ¢
pointwise. This will give us a mathematically rigorous control
on Z(W©OH).

Fig. 11. If the target function is monotonically increasing, the evaluation at
an interval’s left end is a lower bound over the interval. Thus, shifting the
interpolant § units right makes it a lower bound, where ¢ is the width of the
intervals.

A. Monotonic increasing approach

Observe that g(z,y, z) is a monotonic increasing function
in z, y, and z. This is a consequence of z, y, z, and g being
the Bhattacharyya parameters of certain BSCs. In particular,
we know g(a,b,¢) < g(z,y,z) for all (x,y,z) € (a,b,c) +
[0,1/n]3. Here, the right-hand side is the mesh cell whose
lower-left-near corner is (a, b, ¢) and upper-right-far corner is
(a+1/n,b+1/n,c+1/n).

Inspired by the observation, we declare a new array G_, €
R(+1)x(n+1)x(n+1) that is parametrized by M and populated
by

1 1 1
G_la,b, | <—g(a—ﬁ\/0,b—ﬁ\/0,c—ﬁ\/0).

Here, a — 1/n VvV 0 means max(a — 1/n,0). We call this the
monotonic increasing approach and illustrate it in Figure 11.
The following lemma shows that linearly interpolating this
array serves as a lower bound.

Lemma 13. Linear_Interp(M, G_,) < g pointwise.

Proof. 1t suffices to check the inequality cell-by-cell. Fix
an (a,b,c) € M; we shall prove the inequality on the
cell (a,b,c) + [0,1/n]®. Now for any (z,y,2) in this cell,
Linear_Interp(M,G_,)(x,y,z) is a convex combination of
these eight numbers

Gola+ b+ et 3] Golat+ 5,0+ c+ 7],
Gola+ 5.6+ 2+, Golat b+ 2et 1],
G—)[a+%7b+%ac+%]7 GH[G/-F%,b—f—%,C—‘r%],
Gﬁ[a+%7b+%ac+%]7 GA)[G/-F%,b—f—%,C—‘r%],
By the definition of G_,, all eight numbers are less than
or equal to g(a,b,c), so Linear_Interp(M,G_,)(z,y,z) <
g(a,b,¢) < g(z,y, 2). -
If we apply the monotonic increasing approach to a 200 x
200 x 200 mesh, we get © < 4.66359. To go below 4.63, we

have to combine this with a second approach introduced in
the next subsection.

B. Smoothness approach

Idea: if we control two end points and the second derivative,
we control the evaluations in between.



Fig. 12. If the target function is smooth (the second derivative has an upper
bound, sup f/ < m), it can be lower bounded by parabolas. Thus, shifting
the linear interpolant m52/ 8 units down makes it a lower bound, where ¢ is
the width of the intervals.

Lemma 14. Let f: [0,1] — R be doubly-differentiable on

[0,1]. Suppose f(0) = f(1) = 0 and f"(x) < m for some
m > 0. Then for any z € [0, 1],

m

OERS

Proof. As a special case of Lagrange interpolation, consider a

linear interpolation using (0, f(0)) and (0, f(1)) as reference

points. Its error term is (0 — z)(1 — x) f”(y)/2 for some y €

[0,1]. Clearly (1 —x) < 1/4 and this finishes the proof. [

Lemma 15. Let n be a positive integer. Let g: [0,1/n]3 — R
be doubly-differentiable on [0,1/n)3. Suppose g = 0 at the
eight corners of the cube [0,1/n]3. Suppose g.. < my and
Gyy < ma as well as g., < mg for some mi,ma,m3 = 0.
Then for any (z,y,z) € [0,1/n]3,
mi + mo + ms
8n?

Proof. First apply Lemma 14 in the z-direction to lower bound
9(2,0,0), g(x,0,1/n), g(x,1/n,0), and g(z,1/n,1/n) by
—my/8n?. Then apply Lemma 14 in the y-direction to lower
bound g(x,y,0) and g(x,y,1/n) by —(my + ms)/8n?. Fi-
nally, apply Lemma 14 in the z-direction to lower bound
g(x,y,z) by —(my + ma + m3)/8n?. O

g(x,y,2) >

Lemma 15 provides an excellent way to lower bound g on
a mesh as the denominator 8n? keeps up with the memory
usage O(n?) better than the monotonic increasing approach
did, in which case the error was O(g’/n),
Let us declare a new array G| € R(*TD)X(nFD)x(n+1) that
is parametrized by M and populated by
mi1 + mgo +mg
Gyla,b,c] < g(a,b,c) o ,
where

my = sup max(gyz,0),

((a,b,c)+[—1/n,1/n]3)N[0,1]3
mo = sup

((a,b,c)+[—1/n,1/n]3)N[0,1]3
ms = sup

((a,b,c)+[—1/n,1/n]3)N[0,1]3

max(gyy, 0):

max(g..,0).

The suprema are taken over all mesh cells that touch (a, b, ¢).
The following lemma confirms that linearly interpolating G|
serves as a valid lower bound of g. See also Figure 12 for an
illustration.

Fig. 13. Both Figure 11 and 12 are proper lower bounds. Now we have the
freedom to choose tighter bound on an interval-by-interval basis.

Lemma 16. Linear_Interp(M, G|) < g pointwise.

Proof. Tt suffices to check the inequality cell-by-cell. Fix an
(a,b,c) € M; we shall prove that the inequality holds on
the cell (a,b,c) + [0,1/n]3. At the eight corners of this
cell, g and Linear_Interp(M, G) coincide. Hence § := g —
Linear_Interp(M,G) is a function that is zero at the eight
corners. Its second derivatives gzu, Gyy, and g.. are nothing
but g,», gyy, and g, respectively. Now apply Lemma 15:
g = —(my + mo + mg3)/8n3, where my,mo, m3 are the
suprema of the second derivatives over the concerned cell.
Hence

g > Linear_Interp(M, G) — W

> Linear_Interp(M, G)).

This finishes the proof. O

C. Interval arithmetic for derivatives

In the previous subsection, we see how to initialize G
in principle—evaluate g at every mesh point and subtract
by 1/8n? times the local suprema of second derivatives. It
remains to actually compute the second derivatives.

The first shortcut we take is that mq, mo, m3g do not have
to be the exact suprema; any upper bounds serve the same
purpose. So it remains to bound the second derivatives from
above for every cell. In fact, since we have 8n? in the
denominator, there is nearly no precision requirement; any
mq, me, mg that are < 10 will end up giving a better bound
than G_,.

The second shortcut we take is that there are softwares
that can take care of differentiation. Given the formula of
g, SageMath, an open-source mathematical software system,
computes its symbolic derivatives by passing the queries
to Maxima, a classical open-source software that excels at
algebra.

Once the symbolic expressions of g, gyy, and g.. are
obtained, the third—perhaps the biggest—shortcut we take
is treating each cell as a fuzzy triple of real numbers and
evaluating the expressions using interval arithmetic. For ex-
ample, the cell (0.1,0.4,0.7) + [0,0.1]® can be seen as an
imperfect representation of three real numbers x, y, and z
that are approximately 0.15, 0.45, and 0.75 with error radius
0.05. When evaluating, say, xy — 2, all we know is that the
true value must lie in the set




{zy — 2 | (z,y,2) € (0.1,0.4,0.7) + [0,0.1]3}
=[0.1-0.4-0.8,0.2-0.5—0.7].

An interval arithmetic package takes cares of the tedious edge
cases and returns an interval that provably contains the true
value of every mathematical expression.

In our case, MPFI is the C-library SageMath calls behind the
scene. The abbreviation stands for multiple-precision floating-
point interval. A defining feature of the MPFI library is that
it temporarily increases the precision during the evaluation
process to narrow down the output interval. As an example,
evaluating © — x without simplification first will double the
error radius. But by cutting the interval into smaller pieces
the result will be the union of smaller intervals surrounding 0,
hence improving the output precision.

D. The better-of-the-two approach

Given two approaches, G_, and G|, we see that G_, is
tighter at places where ¢ is small but ¢” is large; and G is
tighter whenever ¢’ is big and g” is far less than 8n2. In the
sequel, we will let G, be the array that uses values from G_,
or G| depending on which is tighter.

Consider a cell (a,b,c) + [0,1/n]> whose lower-left-near
corner is at (a,b, ¢) and upper-right-far corner is at (a + 1/n,
b+ 1/n,c+ 1/n). For every such cell, we want to decide
whether to use the monotonic increasing approach or the
smoothness approach. We set a rule: we will use G_, by
default, but if G_, is worse than G at all eight corners
(a,b,c) +{0,1}3, we switch to G|.

Now that we have specified which approach to use for every
cell, we can initialize G. Intuitively speaking, G |a, b, c]
will be G a,b,c] if any cell that touches (a,b,c) decides
to go for the increasing approach, but will be G[a,b,] if
all cells that touch (a,b,c) decide to go for the smoothness
bound. A formal summary is as below,

o G Ja,b,c] = Gla,b,c] iff for some mesh point
(z,y,2) € (a,b,c) + {—1/n,0,1/n}3 that shares a
common cell with (a,b,c), the monotonic increasing
approach is better: G_,[x,y, 2] > G| [z, v, z].

o G [a,b,c] =G la,b, | iff for all mesh points (z,y, z) €
(a,b,c)+{—1/n,0,1/n}? that share a common cell with
(a, b, c), the smoothness approach is better: G [z, y, 2] >
Gz, y, 2]

The following theorem concludes this appendix.

Theorem 17. With G~ defined as above, we have
Linear_Interp(M,G~,) < g.

With CJ\ being the result of performing Tri_Convexify on
G-, we have

g~, = Linear_Interp(MM, CJ\) < g.
In particular, with x .= Z(W) we have
Z(WH) = g (Vz, Vz, 3).

Proof. The first statement is by how G+, merges data points
from G_, and G,. The second statement is by the first

statement and Lemma 11. The last statement is by the second
statement and Theorem 9. O

For a faster way to convexify an array, see the next ap-
pendix.

APPENDIX B
CONVEXIFY FASTER

In this appendix, we describe a strategy to tri-convexify a
three-dimensional array G. This strategy converges faster than
repeated uses of formula (7).

Consider a one dimensional array A = {ao,...,a,} that
is parametrized by L = {ly,...,l,,}. We want to lower some
entries of A so that Linear_Interp(L, A) becomes convex.
This is equivalent to finding the convex hull of points

(lo, max(A)), (lo,ao0), .-, (In,an), (I, max(A)).

We next apply Graham’s scan. Since the [-coordinates are
already sorted, the time complexity of one scan is O(n). The
output of Graham’s scan is a list of points that support the
convex hull. For points that lie strictly inside, we update their
a-values using linear interpolation. This step also costs time
complexity O(n).

Now that we know how to convexify one dimensional
arrays, we iteratively apply this to the axes of the thee-
dimensional array GG. Here, an axis of G is data points where
two coordinates are fixed and the other coordinate is varying.

Since convexifying one axis only lowers the data points, G
is ever decreasing. But since G stays non-negative, it converges
by monotone convergence theorem.
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