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Abstract—In order to deal with increasingly complex com-
puting problems, an In-memory-based computation system was
proposed to replace the traditional Von-Neumann architectures.
In-memory computing can save the time and energy of data
movement between the memory and processor to avoid the
memory-wall bottleneck of traditional Von-Neumann architec-
ture. The associative processor (AP) is such an architecture
that is proposed to implement in-memory computing. Content
addressable memory (CAM), as a critical part of in-memory
computing, plays an important role in an AP. In this paper, we
proposed a novel FPGA implementation of the AP, including
the CAM and its peripheral circuits, such as the controller, data
cache, instruction cache, and program counter. The design details
of the whole AP architecture are described by Verilog HDL. To
the best of our knowledge, this is the first work that implements
an associative processor on a real-world FPGA platform.

Index Terms—In-Memory Computing, Associative Processors,
FPGA.

I. INTRODUCTION

To solve the memory bottleneck problem, the researchers
designed the in-memory computation structure [1], which is
considered the most efficient computing paradigm. All the
computations are performed in the memory without moving
the data between the processor and memory. In-memory
computing not only reduces the amount of data access between
the processor and memory but also reduces the computational
complexity of the problem [2].

The associative processor (AP) is considered to be an excel-
lent platform for implementing in-memory computation. The
key idea of implementing an associative processor is to place
a small arithmetic logic unit in each storage unit. Since APs
can easily implement single instruction, multiple data (SIMD)
[3], it has a strong performance in parallel computing. It is
widely used in various computing forms, such as convolution
[4], matrix multiplication [5], [6] and fast Fourier transform
(FFT) [7]. This makes it popular in artificial intelligence fields
such as machine learning and deep learning [8], [9].

The associative processors use content addressable memo-
ries (CAMs) to compute the data directly inside the memory.
Currently, most CAM implementations are based on traditional
SRAM designs [10]. However, this solution has a lot of static
and dynamic power consumption, and it is area inefficient.
Another possible implementation is the Field Programmable
Logic Gate Array (FPGA). Due to the outstanding perfor-
mance of FPGA in parallel processing and its high flexibility,
it provides a possibility to implement associative processors
based on FPGA. Compared with SRAM-based CAM, FPGA-
based CAM is more flexible and can flexibly utilize various
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resources on FPGA. For instance, [11] contains some im-
plementations of the CAM and TCAM based on the FPGA.
According to this survey, there are three main directions to
implement the CAM: by using block random-access memory
(BRAM), lookup table RAM (LUTRAM), and flip-flops (FFs).
Each of them has its advantages and disadvantages. [12]
proposed a Ternary CAM (TCAM) implementation based
on FPGA, which combines both BRAM and LUTRAM to
implement the TCAM architecture.

Currently, most CAM implementations are based on BRAM
or LUTRAM since they have more advantages in large CAM
sizes. As aforementioned, the existing FPGA-based CAM
designs can not perform computation due to the lack of
capability of the bitwise read and write operations. In that case,
our proposed design is based on the flip-flops to implement
the CAM modules, the first CAM design that can compute
data at the bit level based on FPGA.

In this paper, we introduced an FPGA-based design of an
associative processor and dedicated CAM module designed
to ease the AP operation. The contributions of this paper are
summarized in the following points:

o To the best of our knowledge, this is the first work that
proposed an AP design that contains a flip-flops-based
CAM with calculation ability on the FPGA.

« proposed an instruction set architecture (ISA) based on
this CAM design, which includes basic logical operations.

o proposed a possible controller and peripheral circuits
design.

The rest of the paper is organized as follows: Section II
gives the architecture of APs, and section II-C introduces
a simple self-designed Instruction Architecture Set for this
processor. Then Section III discusses the details of the FPGA-
based CAM design for APs. Finally, Section V shows this ar-
chitecture’s experimental results and analysis. Finally, Section
VI gives the conclusion and suggestions about future work.

II. AP ARCHITECTURE

The implementation of the associative processor is mainly
based on the CAM, which can automatically compare input
data with all the data stored in the CAM. At the same time, it
judges whether the input data matches any data stored in the
CAM and then outputs the matching information correspond-
ing to the matched data. In general, CAM can search and
compare large amounts of data in a single step or time cycle.
As a result, a search operation costs O(1) time complexity
for a CAM-based architecture compared to O(n) in traditional
architectures.

A. General AP Architecture

The architecture of a general AP is shown in Fig. la [3].
It contains an Instruction Cache, Controller, MASK registers,
KEY registers, CAM, TAG registers, and an optional inter-
connection circuit. Instruction cache stores the instructions
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Fig. 1: (a)General architecture of APs, (b)proposed architecture on

that are operated on the CAM. The Controller then generates
the required MASK and KEY values for the corresponding
instruction. The KEY register is used to store the value that
will be written or compared. MASK register indicates which
bits are activated during the operation phase. Each bit of MASK
and KEY will be the inputs for all cells of the corresponding
column. For each cell, if the MASK input is 1, then it means
that this cell is activated and will compare the KEY input
with the value stored in the cell. If they are matched, then
the output of this cell will be logic 1. Else if the stored
value is unmatched with the given KEY, then the output of
the cell is 0. In addition, if the MASK is 0, this column of
cells is not activated, and the outputs of these kinds of cells
are 1 by default. The value stored in each cell of the TAG
area is the result of AND operation of all cells’ output of the
corresponding row.

For example, in Fig. la, we set the MASK register as 101,
which means the first and third columns are activated to be
compared. Furthermore, we set the KEY register as 100. Then
the cells in the first and third columns will compare the KEY
values between the stored values. The bits in the TAG of the
corresponding rows will become logic 1 as shown in Fig. la.

To implement logic operations inside the CAM, each CAM
cell needs to have the ability to determine whether it needs
to be inverted itself according to whether the data matches or
not, or, whether the TAG is 1 or not. The method to implement
this will be illustrated in detail in section IV.

B. Proposed AP Architecture

To make the structure and function of this processor more
complete, in addition to the modules mentioned in section
II-A, we have added two other modules: the program counter,
and the data cache. The overall design architecture is shown
in Fig. 1b.

The proposed AP architecture contains the Program
Counter (PC), the Instruction Cache (IC), the Data Cache
(DC), the Controller, and the CAM. Like a traditional proces-
sor, the PC is responsible for counting the addresses of the
current program. The PC communicates with the IC and the
controller at the same time, because when the program needs
to perform operations, such as jumping, the controller needs
to send the jumping target address to the PC. After the IC
receives the address sent by the PC, it will check whether
there is an instruction corresponding to this address in the

FPGA, and (c) proposed design of the B cell.

current cache. If hit, the instruction is sent to the controller
for decoding. Otherwise, the IC will make the controller wait,
and at the same time send the new address to the DDR3
Interface. A group of instructions that corresponds to that
address is moved from the DDR3 to the IC. When the IC is
full, the needed commands are sent to the waiting controller.
The function of the DC is similar to that of the IC. The
controller sends the address of the required data to the DC,
and the DC judges whether it is a hit or not, and then sends
the required data to the controller. The controller is responsible
for controlling the operation of the entire processor and data
transmission between the cache and CAM. The CAM module
contains three matrices A, B, and R, which are used to store
and process the data required for one operation. The one-
dimensional vectors C and F are used to store the carry and
flag bits, and the Tag part is used to indicate whether each
row in the CAM match or not. This part will be explained in
section III in detail.

In addition to this, there are other 3 extra modules, Test-
bench, DDR3, and DDR3 Interface. Testbench is used to test
the entire processor; it reads an instruction file and a data
file from the computer and inputs them into the associative
processor for processing. After its processing is complete,
Testbench will output the results of the associative processor
to the computer.

To be able to process more data, instead of using a complex
testbench function, we store a large amount of data in the
DDR3 of the FPGA board. In the data input process of the
system. After the DDR3 is initialized, the DDR3 Interface
module will first send a data request signal to the Testbench,
and then the Testbench will send instructions and data to it in
turn and store them in DDR3. After this process is completed,
the DDR3 Interface module will automatically load the in-
struction at address O from DDR3 into the Instruction Cache.
When the Instruction Cache is loaded fully, the instruction
pointed to by the Program Counter will be loaded into the
Controller. Then, the entire system will start executing the
program.

C. Instruction Set Architecture

This section introduces a sample of the instruction set
architecture (ISA) of this processor. This ISA is a simple self-
designed instruction set prototype that focuses on the AP’s
processing. An instruction contains four parts, 4 bits opcode,

tag_cell



opcode example
RESET RESET;
ADD ADD;
SUB SUB;
0 operand opcode
TSC TSC;
ABS ABS;
STOP STOP;
1 operand opcode PRINT PRINT 0x1057;
2 operands opcode COPY COPY M_A M_B;
LOADRBR | LOADRBR 0x05 M_A 0x1005;
LOADCBC LOADCBC 0x00 M_B 0x1010;
3 operands opcode
STORERBR | STORERBR 0x01 M_B 0x1021;
STORECBC | STORECBC 0x03 M_B 0x1040;

TABLE I: The opcodes of ISA.

8 bits operand-1, 2 bits operand-2, and 16 bits operand-3.
Operand-1 indicates the address inside a CAM matrix, and its
maximum depends on the depth of CAM. Operand 2 indicates
which matrix of CAM will be loaded, which can be chosen
from matrix A, matrix B, and matrix R. Operand-3 indicates
the address inside the DDR3. If one operand is vacant, fill it
with 0.

There are 12 different opcodes, and they can be divided into
0 operand opcodes, 1 operand opcodes, 2 operands opcodes,
and 3 operands opcodes. The details and examples are listed
in the TABLE L

Let us emphasize the load and store operations here. In this
design, the data in the CAM matrix can be accessed either row
by row or column by column. Therefore, storage operations
are divided into STORERBR and STORECBC, representing
row-by-row storage and column-by-column storage. Similarly,
the load operation is divided into LOADRBR and LOADCBC.
Whenever a load operation is performed, the controller sends
the address (operand 3) that it wants to load to the data cache,
and the data cache checks whether the data at this address
has been loaded into the cache. If it misses, the cache will
load data from DDR3 that starts at the address indicated by
operand-3 until the cache is full. Then, if it is LOADRBR,
load the data on the row indicated by operand-2 in the cache
to the corresponding row in the CAM. If it is LOADCBC,
the corresponding column is loaded. Storage is the same. In a
word, row by row or column by column is for data exchange
between CAM and data cache, not between data cache and
DDR3. Data exchange between cache and DDR3 is always
row-by-row.

III. PROPOSED CAM IMPLEMENTATION

As introduced in section II-B, there are three different kinds
of matrices (matrix A, B, and R) and registers C, F, and
Tag. The matrix A is used to store the addend in addition,
subtrahend in subtraction, or the original data of 2’s com-
plement and absolute value operations. The matrix B stores
the augend, minuend, and in-place addition or subtraction

results. And the matrix R can store the results of the out-of-
place 2’s complement and absolute value operations. Register
C will store the carry bit of addition, or borrow a bit of
subtraction. Register F will store the flag bit of the out-of-
place 2’s complement and absolute value operations.

To implement the arithmetic calculation, the controller will
set the key and mask values to the CAM matrices according
to the corresponding lookup table (LUT) [3]. Then, for the
matched rows, we mark the corresponding rows in the tag area
and then invert the column whose MASK value is 1 according
to the LUT. The LUT determines the value of the KEY that
needs to be set at each phase and whether the corresponding
cell of the CAM needs to be inverted.

As shown in Fig. 1b, for each matrix in CAM, there will
be two address decoders. One is for decoding the row address,
and the other one is for the column address. The output of the
row decoder is called Ie_row, and that of the column decoder
is called Ie_col. Moreover, there will be an input signal called
inout mode. If the inout mode is Row x Row, the input or output
method of the CAM will be row-by-row. As a result, all the
Ie_col signals will be 1, but only the row indicated by the
row address will have Ie_row of 1. Similarly, inout mode is
Colx Col, all the Ie_row signals will be 1, and only 1 Ie_col
signal will be 1. And for each cell, only if both Ie_row and
Ie_col signals are 1, this cell will be able to get an input or
output its value.

In the following part, we will introduce the implementation
of cell B as an example. The cell of A, R, C, and F will be
similar to it.

A. Cell B Design

The architecture of a B cell is shown in Fig. 1lc. Each cell
contains a D flip-flop to store 1 bit of data. D[i][j] represents
the data stored in the cell in the i*" row and 5" column storing
either 1 or 0. According to Section II-C, there are three input
scenarios of a CAM matrix, input row-by-row, column-by-
column, and copy from another matrix. As a result, we need
a multiplexer to accommodate these scenarios. When this cell
is chosen (in other words, Ie_row & Ie_col equals 1) and the
inout mode is RowxRow, then the D will get the input data
from the jth bit of the input. On the other hand, if the inout
mode is ColxCol, then the D will update to the i*" bit of the
input. If the instruction is copy from another matrix, then the
DIi][j] will be directly equal to the Q[i][j] of the other matrix.
When copying from another matrix, signal Ie_R or Ie_C will
not be considered. During the evaluation, the multiplexer on
the right of Fig. 1c will be considered. If Mask[j] is 1, this
column of cells is selected. If Key[j] is 1 and D[i][j] is O, it
means the cell and the key are not matched. So, the output
tag will be 0. And if D[i][j] is 1, the output tag will be 1. In
other words, if the key is 1, the tag of the cell is equal to Q,
if the Key is 0, the tag will be equal to Q’. All the tags from
the same row will be ANDed together to generate a tag signal
of the row.

The Tag output signal is sent back to the multiplexer of the
B cell as shown in Fig. Ic. For instance, in the calculation
mode or the non-input mode (i.e. Ie_row & Ie_col equals 0),
if Mask[j] is 1 (The column j is selected), Tag[i] is 1 (the row
i matches), then D[i][j] is equal to Q’, that is, the bit stored in
the current cell has been inverted. By inverting the bit value



START -
Calculate opcode
Calculate

States
— STORECBC STORE_CBC STORE_END
— STORERBR STORE_RBR 4T
—LOADCBC LOAD_CBC
—LOADRBR—| LOAD_RBR
—COPY——» COPY_M
——PRINT—| PRINT_DATA
——STOP—| FINISH

Fig. 2: The state machine of the AP’s controller.

of each cell in the CAM, we can change the data stored in the
CAM, in other words, we can implement calculations in the
memory.

B. Tag Cell Design

As we introduced before, each matrix will output a tag_row
to indicate whether this row is matched or not. The tag matrix
is used for checking the line of each matrix together. For
example, for the ADD operation, we need to calculate the
tag for matrices A, B, and C; as a result, we need to connect
the tag_row of each row from each matrix to the tag area’s
corresponding row.

IV. CONTROLLER IMPLEMENTATION

The controller is an essential part of the AP because it
controls the various parts of the entire processor, decodes
the instructions, and transfers data between the cache and
the CAM. To make the controller operate correctly, this
design uses a state machine to manage the controller. For the
convenience of description, here we only introduce the state
machine jump process of the controller. The state machine of
the entire controller is shown in Fig. 2.

In the beginning, the entire controller will be in the START
state, and depending on the opcode, the controller will jump to
different states to perform different operations. In the follow-
ing, we will briefly introduce some details about implementing
some operations.

When the opcode is ADD, SUB, ABS, or TSC, the con-
troller enters the calculation state, which is the state of all
rectangles in Fig. 2. For APs, as mentioned in the previous
section, ADD, SUB, and ABS have four passes, while TSC
has three passes. Since the computation of the CAM takes 8
clock cycles to reach the steady state, each PASS state waits
for 8 clock cycles before jumping to the next state.

Let us take the ADD operation as an example in Fig. 3.
Initially, the controller is in the START state. After receiving
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Fig. 3: The state machine of the ADD operation.

the ADD command, the controller jumps to the PASS_1_ADD
state and sets the values of the corresponding MASK and KEY
registers. After that, the state jumps to the RSTTAG_ADD
state. In this state, the controller will issue the rst_tag signal to
reset the value of the TAG register in the CAM. The controller
will record the current PASS value so that the current PASS
information can be saved for return when the interrupt occurs.
Then because the current PASS is 1, the next state jumps to
PASS 2 ADD, and then back to RSTTAG_ADD. Until the
PASS value is 4, the state machine jumps from RSTTAG_ADD
to FINISH_CHECK state. In this state, it will check whether
the currently calculated bit has reached the MSB of the data;
if not, shift the MASK register to the left for 1 bit, and
jump to the PASS_1_ADD state to repeat the above process.
Otherwise, return to the START state. The operation process
of the other three calculations is the same.

Lastly, to load the data from board memory to the CAM,
we use LOADCBC or LOADRBR operation, which means
loading from the data cache to the CAM column by column
or row by row, respectively.

When the controller is at the LOAD_RBR or LOAD_CBC
states, it will set the inout_mode as RowxRow or ColxCol,
so that the corresponding matrix in CAM can get the input
correctly. Then the controller will send the memory address
to the data cache, and the data cache will check whether the
address misses or hits. If it hits, then the data cache will set the
data_cache_rdy signal to indicate that the data cache is ready
for the required data. If the address misses, the controller will
remain at the load state until the data cache is loading. After
getting the data, the controller will transfer the data to the
matrix and address of CAM that the instruction indicates.

Similar to the LOAD operation, in the STORE operation, the
controller will jump to STORE_RBR or STORE_CBC states
and then set the inout_mode to the matrix we want to store
and set the corresponding output the enable signal to the CAM
matrix. Then the controller will jump to STORE_END state
to reset some registers to 0, such as the address for output and
the output data registers.

V. RESULTS AND ANALYSIS

We use Xilinx Vivado 2018.3 as our design platform and
Verilog HDL as the development language. We used Xilinx
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Virtex-7 FPGA VC709 board, which has 433,200 LUTs and
866,400 FFs running at 100MHz. The resource usage, power,
and latency values are obtained from the Vivado synthesis
report.”” The main component of an AP is its CAM matrix.
We evaluated the resource utilities and power consumption
increase when the bit width and data depth grow. Except
for the CAM, the data cache is also sensitive to these two
parameters. By changing the two parameters, data depth, and
bit width, we can get utilization results about how many LUTSs
and flip-flops we will use in different data sizes and the power
consumption.

The trends of the LUTs and flip-flop utilization as depth
grows are shown in Fig. 4(a) and (b) respectively. Different
color lines represent different data width in bits, and we can
see that their utilization of them will increase linearly as the
data depth increases. It also shows that the utilization of LUTs
and flip-flops will also approximately double as data width
doubles.

Resource constraints undoubtedly limit the scale of AP.
As shown in Figure 4a, when the bit width is 64 and the
data depth is 256, the consumption of LUTs reaches 587,040.
This already exceeds the total LUT resources of the FPGA
used. Therefore, in our implementation, the maximum size
is 64 bit width x 128 data depth, and 32 bit width x 256
data depth. Compared with the high consumption of LUT, the
consumption of FF is much smaller. For a 64 bit width x
256 data depth CAM, the FF consumption is only 106675, as
shown in Figure 4b, which is about one-eighth of the total
resources of FFs. This is because each cell in the CAM,
shown in Figure lcc, contains one FF only to store data, but it
contains two complex LUTs to judge the input and output of a
single cell. This leads to high consumption of the LUT. At the
same time, the controller logic and the cache heavily rely on
the LUT utilization. In short, resource constraints can lead to
small-scale CAM arrays which will lead to lower performance
due to the high increase in data exchange with external storage.
For different use cases, such as ADD, SUB, TSC, and ABS
instructions listed in Table I, the impact of resource constraints
is the same. The total number of resources limits the product
of bit width and data depth. To calculate more data at the
same time, it is necessary to reduce the bit width as much as
possible, to make the data depth larger.

The growth trend of the total power consumption also
increases roughly linearly with the increase of the single
dimension of the CAM, as shown in Fig. 4 (c). And according
to Fig. 4 (d), the proportion of dynamic power consumption
will increase as the size of the CAM increases. This is
because the power consumption of peripheral circuits, such
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as controllers, is not sensitive to the size of the CAM. Also,
as the memory gets bigger, it consumes more dynamic power.
In addition, we evaluate the energy for some instructions such
as ADD and SUB to be 4.68 uJ and latency of 5940 ns for
16 bits and 64 data depth. While other instructions such as
TSC which consume 3.55 pJ and 4500 ns latency. When the
bit width is doubled, the energy and latency are also doubled.

Although our CAM design is not optimized for memory
operation like the previous works which rely more on BRAM
and LUT, our design can still be used as traditional CAM
where the search is the primary goal. Our design uses 45x
and 76x LUTs and FFs, respectively, consumes 24x more
power and runs at 1.7x slower frequency as compared to
the design proposed in [13] for 512x36 CAM. On the other
hand, when compared with ASIC designs based on SRAM
or emerging technologies such as RRAMs, ASIC is always
superior in terms of performance compared to FPGA-based
design due to many factors including the ability to design
dedicated hardware and higher operating frequency. To give
more insights on our design as compared to ASIC, the 64 of
16-bit ADD operation consumes 4.68uJ on our design that is
running at 100 MHz frequency as compared to the RRAM-
based ASIC which consumes 1.5nJ running at 1GHz [14].
So, by scaling our design to 1GHz, the energy will improve
by 2-5x which could lead to better performance than ASIC.
However, this would require further analysis and evaluation.
We consider our work as a platform for fast prototyping and
evaluating the performance of APs.

VI. CONCLUSION AND FUTURE WORK

In this paper, we introduced FPGA-based architecture for
the associative processor including the initial instruction set
for this AP. Verilog HDL language is used to digitally design
CAM, tag, controller, and other peripheral circuits based on its
arithmetic operation principle. We showed the linear scalability
of the proposed architecture through power, latency, and hard-
ware utilization results. Our CAM designs are much smaller
in scale compared to BRAM and LUT implementations of
CAM. Importantly, our design demonstrates the feasibility of
implementing compute-enabled APs on FPGAs. While our
study has shown promising results, further optimization is
required. In future work, we plan to optimize the CAM and
controller structures to improve the operating frequency and
reduce resource usage. Additionally, we aim to expand the
initial instruction set to achieve more complex functions, e.g.,
the program interruption and return, and parallel execution of
multiple instructions. Furthermore, after further optimization
is completed, we will compare the performance and power



consumption with the existing AP design to observe the
improvement brought about by the optimized design. We
believe these efforts will help further enhance the applicability
and effectiveness of our FPGA-based associative processor
architecture.
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