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ARTICLE INFO ABSTRACT

In this paper we reflect on our decade-long journey of creating, evolving, and evaluating a number of software
design concepts and technical debt management technologies. These include: a novel maintainability metric,
a new model for representing design information, a suite of design anti-patterns, and a formalized model of
design debt. All of these concepts are rooted in options theory, and they all share the objective of helping a
software project team quantify and visualize major design principles, and address the very real maintainability
challenges faced by their organizations in practice. The evolution of our research has been propelled by our
continuous interactions with industrial collaborators. For each concept, technology, and supporting tool, we
embarked on an ambitious program of empirical validation—in “the lab”, with industry partners, and with
open source projects. We reflect on the successes of this research and on areas where significant challenges
remain. In particular, we observe that improved software design education, both for students and professional
developers, is the prerequisite for our research and technology to be widely adopted. During this journey, we
also observed a number of gaps: between what we offer in research and what practitioners need, between
management and development, and between debt detection and debt reduction. Addressing these challenges
motivates our research moving forward.
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1. Introduction and could be used to guide specific improvements in their software

design, saving costs and reducing risk in the long run.

In this paper we describe a journey down a long and winding
road. This journey was motivated by our attempts to help software
developers and managers understand the root causes of, the costs,
and the consequences of a pernicious form of technical debt, called
design debt. Along this road we created a series of theoretical and
technical innovations — theories and tools — to help identify, measure,
and (hopefully) fix design debt, based on Baldwin and Clark’s design
rule theory [1]. Different from technical debt smells and measures
defined at the code level [2], we focus on design structure problems
that are often the root causes of lower level problems manifested in
code [3,4]. Baldwin and Clark’s theory provides a foundation upon
which to analyze and quantify well-known design principles, making
these previously informal design principles operable. This journey was
propelled by a mix of empirical studies and action research, with
follow-up semi-structured interviews. Our goal was to provide con-
vincing, quantitative evidence to both developers and managers of the
projects we interacted with that their design debt was real, and that
it could be precisely measured and monitored. We wanted to convince
these projects that the information provided by our tools was actionable
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We also reflect on the remaining challenges in this research area,
which will direct our future journey, and these are considerable. In
particular, we have learned that the most fundamental obstacle to the
broad adoption of our research and the resulting technology is the
lack of widespread understanding of basic design concepts and design
principles. For this reason we make a call to action for the software
engineering community: to improve software design education for both
students and software practitioners.

The field of software design has produced important innovations
for the past five decades, reaching back to the foundational work of
Parnas and others [5]. The ideas of abstraction and information hiding
and their many manifestations — in the SOLID principles, in design
patterns, in frameworks and software architectures — have changed
how the software community thinks about, talks about, and envisions
software systems. However, while this journey has resulted in substan-
tial numbers of ideas, papers and reports, and while it has influenced
many designs in the real world, it has produced little in the way of
objective, repeatable, empirically-grounded tools for design and design
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analysis. Design and design analysis are still, fifty years after Parnas’s
early publications, more of an art than a science. Good designers tend
to be old designers, the ones with decades of hard-won experience. For
this reason, there has been a gradual increase in technical debt and,
in particular, design debt, in the world-wide software community [6].
These problems are precisely what have driven our research and tool
development.

Over the past decade we have embarked on a journey of exploring,
evolving, and evaluating a series of innovative design concepts, tech-
nologies, and tools to manage software design and technical debt. We
were driven by a passion to understand the nature of complex software
designs, to visualize their structures, and to quantify their value. We
are fortunate in that shortly after the publication of each of our main
research innovations there were industrial practitioners who became
interested and initiated a collaboration. In our research journey we
proposed eight major new design concepts and technologies, evaluated
them by carrying out action research in more than a dozen companies.
Based on this experience we published five industrial case studies
with five different commercial organizations spanning manufacturing,
electronics, software services, healthcare, and other domains.

The new design concepts that we proposed build on top of one
another, based on the experiences and lessons learned from our ex-
tensive industrial collaborations. In other words, it is the continuous
evaluation of these ideas in “the lab”, working with industry partners,
and with open source projects, that has propelled their evolution. This
process also drove the development of our first research tool, Titan [7],
and its later evolution into DV8 [8]. Armed with these tools we were
able to explore their application to software design education. The
publications resulting from this line of research have accumulated
over 1,000 scholarly citations over the past decade. Upon reflection,
however, we realize that there is still a long way ahead for these
ideas and technologies to be widely adopted and to benefit software
development in practice.

Our research was motivated by Baldwin and Clark’s design rule
theory [1]. In our very first paper [9] we opened up the possibility of
using their theory to visualize design structure, to interpret Parnas’s
research on information hiding in design [5], and quantify the eco-
nomic value of information hiding. To bring this theory to practice, we
first proposed the Design Rule Hierarchy (DRH)—a way of clustering a
design structure to manifest the key design decisions of independent
modules and design rules. After that, we merged information extracted
from design structure and revision history, and published a new way
to detect an important architectural flaw, which we called Modularity
Violation. Soon after this idea was published in 2011, we worked with
a real-world industrial partner to determine the consequences of this
flaw in their projects. This set the tone for much of the research that
we have pursued since, as we will show. We developed a new options-
theory based metric, Decoupling Level (DL) [10], a new design model,
called design rule space [3,11], a suite of design anti-patterns (which we
also referred to as architecture flaws and hotspot patterns) [12,13], and
the tooling to automatically detect them. We developed a number of
technologies to determine the overall design complexity of a code base,
to detect the technical debt caused by problematic design structures,
and to guide project leaders in their decision-making surrounding
design debt. We explored various ways to visualize this information,
and to report on our results, all the while hoping to “close the gap”
between developers and management.

This gap has been one of our significant challenges. Typically a
developer knows, or at least feels, when their project’s design is degrad-
ing, when there is enormous and ever-growing technical debt, when
their productivity is dropping. But most developers have a problem
determining exactly how and why this is happening, and have even
less insight into how to fix it. So it is nearly impossible for them to
make the business case with management that the code base should be
thoroughly analyzed and refactored. The developers do not have the
necessary data and cannot provide convincing evidence that, should

Information and Software Technology 164 (2023) 107322

they be allowed to refactor, things will improve. For this reasons,
most projects plod along, growing increasingly debt-laden. And nothing
changes, so nothing improves. Our technologies, especially the return-
on-investment calculation [14], help address and alleviate this conflict
to some extent, but major challenges remain.

2. Related work

Our work has been motivated by the gaps we observed between
software research and practice on technical debt detection and man-
agement. As we will elaborate, we have come to believe that the
only way to fundamentally change the culture surrounding design and
architecture debt is through improved software design education.

2.1. What is offered vs. what is needed

In parallel to our journey of identifying and managing design
debt, various definitions and detection techniques of code smells [2,
15-18,18,19,19,20], design smells [21,22,22-24], and architecture
smells [25-27] have been proposed to identify suboptimal structures
or relations that may lead to technical debt. Fowler [28]’s definition
of “code smells”, e.g., god class, spaghetti code, code clones and
feature envy have been very influential. Garcia et al. [29] proposed
a suite of architecture smells based on the concept of components and
connectors. Fontana et al. [26,27] also defined a set of architecture
smells, such as hublike structure and cyclical components. Commercial
and research tools such as SonarQube [30], Designite [31], Struc-
turel101 [32], Lattix [33], and Arcan [34] are available to detect some
smells and anti-patterns. Although most of these definitions are also
based on the violation of design principles, their definitions are all
different, and so are the symptoms that they can detect [35].

Similar to our work, researchers have evaluated these code smells
and architecture smells using both open source and industrial projects.
For example, Palomba et al. [36] investigated the co-occurrence of
code smells in 395 releases of 30 open source Java systems. Jo-
hannes et al. [37] studied code smells in 15 applications. Prevalence of
smells in specific contexts or domains, such as code smells in Android
code [38], in SQL code [39], and in machine learning code [40] have
also been reported. Researchers also conducted various industrial stud-
ies to test the applicability’s of these definitions and associated tools.
Several books [41], [42] have introduced techniques for analyzing and
managing technical debt. Ernst et al. [43] surveyed 1,831 software
engineers and architects, and revealed that architectural decisions are
the major source of technical debt. Sas et al. [44] recently investigated
the evolution and impact of architecture smells in an industrial project.
Martini et al. [45] reported the relation between architecture smells
and architectural-level technical debt (ATD) with an industrial part-
ner. Arcelli et al. [46] reported a similar study, but with a different
industrial partner and more types of architecture smells.

The problem is, how to determine which of these symptoms are real
technical debt? All the companies we collaborated with have adopted
one or two of these tools to assess the quality of their source code,
which often report a large number of problematic instances, making
it hard to determine which ones are most important and worth fixing,
and developers [47] tends to ignore the reported issues. Even though
most of these symptoms are real problems, it is usually not feasible to
fix all of them. Multiple studies claim that architectural issues are the
major source of technical debt [3,43,48], but it is still not clear fixing
which high-level problems will have the greatest return on investment.
These problems were all raised during our collaboration with industrial
partners, when we realize how deep the gap is between software design
research and practice.

Another prominent example of this gap is software metrics, which
have been studied for decades in our research community. McCabe
Cyclomatic complexity [49] and Halstead metrics [50] are the most
well-known ones to measure program complexity. C&K metrics [51], LK
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Metrics [52], and MOOD Metrics [53] are also widely studied to mea-
sure object-oriented programs. In the software research community,
these metrics are often used for bug prediction and localization [54-
571, while our industrial collaborators are searching for metrics that
can accurately monitor architecture decay, compare different projects
and guide architecture improvement.

Our observation is that developers are often well aware of the
existence and location of their problems. Once we received a comment
“We do not need a tool to tell us these classes are error-prone, we fix them
every day!” The real difficulty is to determine the scope and severity
the problems, and convince both development and management that
the problem is worth fixing. Our research in the past decade has
been driven by the need to bridge this gap. Our fundamental idea
is to integrate revision history into design debt detection [11,12,58],
quantify the maintenance costs of each anti-pattern [13], design a
metric suitable for comparison and monitoring [10,59], and enable
quantitative return-on-investment (ROI) analysis [60].

2.2. Tools and metrics do not remove design debt

After our industrial collaborators adopted our tools and identified
design debt, we were often asked “How to fix these problems?”” Conver-
sations like this have tended to cover general software design topics,
such as design principles [5,61] and design patterns [62], and it is
clear that current software design education is inadequate, as many
software engineering educators have noted already [63-67]. Even when
development teams decided to refactor and remove the detected design
debt, it was challenging to assess whether the refactoring strategy was
appropriate. And it was also challenging to determine if this refactoring
was successful. Removing design debt effectively, just like creating a
good design, requires highly qualified designers, and they can only be
raised through proper software design education.

Currently, software design education may include teaching object-
oriented design, model-based design methodologies, design patterns,
design principles, and use-case analysis [68-73]. However, as Hu has
pointed out [63], there are no widely accepted learning materials or
pedagogy for software design. It is challenging to teach most of these
abstract concepts and principles. Students who do not have experience
with the challenges of maintaining a large-scale system are unlikely to
fully internalize the benefits of patterns, or the importance of making
a software system better modularized.

We have also been teaching software design and architecture courses
for decades, and we realize that there is no broadly accepted, effective
way for us to visualize or quantitatively assess: what a good design
should look like, whether and to what extent proper design principles
are followed, or which design patterns should be applied to address the
identified anti-patterns. Over the past decade we have been trying to
leverage our research results and tools to answer these questions, and
to improve software design education.

3. On the path of software design and technical debt research

Upon reflection, our research in the past decade follows the process
as depicted in Fig. 1. The first step is to identify common problems
in existing software design research and practice. Second, we derive a
suite of new concepts and metrics, based on Baldwin and Clark’s option
theory [1], to address these problems. The third step is the creation
of supporting tools so that we can evaluate these new concepts and
technologies at scale using open source projects. After that, we conduct
industrial collaborators and collect feedback from practitioners, which
helps to validate our hypotheses and which helps to create still more
new concepts and tools. In this process, we have published a number of
research papers, tool papers, industrial experience papers, as indicated
in Fig. 2.
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Fig. 1. Research design process.

3.1. Problem identification

As a community of research and practice, our understanding of
and ability to manage software design is still immature. Starting from
Parnas’s seminal paper on Information Hiding [5], software engineering
pioneers have proposed a number of key concepts to help reason about
software design. The most influential ones include the SOLID design
principles [61] and design patterns [62]. Although design principles
and patterns are widely recognized, their application mostly depends
on the experiences of individual designers and programmers. Designers
still cannot say, with confidence, if their designs are applied properly,
nor can they quantify the benefits of their design decisions. To visual-
ize and reason about software design, numerous research approaches
have been proposed to support software modeling, such as the unified
modeling language (UML) [74,75] and various architecture descrip-
tion languages (ADLs) [76-78]. In practice however, almost none of
these modeling approaches are regularly applied in real-world software
projects [79-81].

In part this is because it is difficult for practitioners to make the
link between design principles, patterns, modeling techniques and their
actual code. So these concepts remain abstract and disconnected from
the concerns of everyday programmers. There has been much work on
pattern detection [82-86] and architecture recovery [87-90], which
you might think would bridge this gap. But the accuracy of these
approaches is insufficient to make them practical, usable, and cost-
effective [91]. As a result, given all these advances in software design
research, it is still difficult for developers to assess their designs in a
disciplined way. It is difficult enough to visualize the design structure
of a pattern embedded in a complex code base, or the overall system,
let along quantitatively and objectively assess design quality.

Sullivan et al. [9] first introduced Baldwin and Clark’s [1] design
rule theory into software design modeling and quantitative assessment.
This was the first paper that used the design structure matrix (DSM) as
a way to visualize software designs. It also leveraged options theory
to quantity the value of information hiding. They quantified the two
designs described in Parnas’s seminal paper [5], showing that the
information hiding design offered much higher option values. The basic
insight was that the higher the technical potential of a module, the
higher its option value. Here technical potential denotes the likelihood
that a module can be changed and improved to increase its value.
For example, a module might be changed to provide better, faster, or
more robust functions. If a module never needs to be changed, it will
have low technical potential. Thus, the more independent high technical
potential modules there are, the higher the value of the overall system.

This research showed that the key step to creating truly independent
modules is to create abstract and high-quality design rules, e.g., critical
architecture decisions. Design rules in software are typically manifested
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Fig. 2. Publication timeline of major concepts, associated tools, and case studies.

as important abstractions, such as the key interfaces in design pat-
terns, that decouple the other parts of the design. For example, the
Observer interface in an observer pattern decouples a subject from
its concrete observers; the Abstract Factory interface decouples clients
from concrete factories. The importance of these design rules, as well
as their decoupling effects, can be visualized in a DSM model [1,3,9].
Using this representation many well known but previously informal
design principles, such as information hiding [5,9] and the SOLID
principles [2,12,13,61,92,93] can be visualized and quantified. This
combination of options theory and the DSM modeling opened up new
possibilities for modeling and assessing software designs with respect
to these design principles, and formed the foundation for our research
over the next decade.

Sullivan et al.’s paper [9] has, at the time of writing, had an impact,
at least on the academic community: it has been cited numerous times.
But bringing this theory to practice has posed significant challenges. For
example, how do we assess if a module has technical potential, and how
to measure such potential? And a more fundamental problem is, how
do we define a “module”? In his seminal paper [5], Parnas proposed
that “Each task forms a separate, distinct program module.”. In other
words, a module should be an independent task assignment. But how
is an independent task assignment manifested in a complex code base?
Answering these questions is the first step transforming this theory into
something that can be operationalized in real-world software practice.

Starting in 2011, and over the subsequent decade, we proposed a
number of concepts, supported by research tools, to advance our ability
to both visually and quantitatively assess software designs. Some of the
major milestones on this journey are highlighted in Fig. 2. Shortly after
each of the proposed concepts was published, one or more industrial
collaborators observed its potential value and contacted us. Working
with them, we were able to conduct industrial case studies to apply
these concepts in practice, and to publish our experiences.

During this process, and motivated by these conversations and these
results, our insights deepened and our initial research prototype tool,
Titan, was evolved into an industrial grade tool called DV8, with the
support of our collaborators. Next we briefly introduce each of the
fundamental concepts underlying our analysis approach. As we discuss
the concepts we will also present the associated industrial case studies,
and the tool capabilities we developed along the way.

3.2. New concepts in software design

Over the past decade we have proposed a number of new design
concepts with the objective of visualizing and quantitatively assessing
software design. These concepts were based on Baldwin and Clark’s
design rule theory and were modeled using design structure matrices.

Design Rule Hierarchy. In 2009 we proposed a concept that we called
the Design Rule Hierarchy (DRH) [94] to explore one of our early
fundamental questions, how to define true modules. In this hierarchy the
most influential design decisions — design rules such as key abstractions

— are clustered within the top layer of the hierarchy and are supposed
to be kept stable. The elements within subsequent layers depend on
design decisions in higher layers, and the elements within each layer
are clustered into mutually independent modules. The modules in the
bottom layer of a design rule hierarchy are true modules because they
can be changed, added, or removed without impacting the rest of the
system.

Fig. 3 illustrates the concept of a design rule hierarchy. In this
example we show a DSM reverse-engineered from the source code
implementing the Maze Game from Gamma et al.’s canonical design
pattern book [62]. This design applies the abstract factory pattern
so that the two concrete factories, red factory with RedWall.java,
Red Room.java, and Red M azeF actory.java and blue factory with
GreenRoom.java, BrownDoor.java, BlueW all.java, and
BlueM azeFactory.java, can be configured and switched at run-time.
This DSM is clustered using our DRH algorithm, which splits the 16
source files into two layers. The first layer contains seven files that are
most influential, including key abstractions such as MapSite.java, and
the key interface of the abstract factory pattern MazeFatory.java. The
bottom layer contains three true modules decoupled by the design rule
files in the first layer, including the two concrete factory modules, and
the main control module. Our study [94] also demonstrated that devel-
opers working on the same DRH module have more communications
than developers working on mutually independent modules, indicating
that a DRH module is likely to represent an independent task assignment.

Modularity Violation. Given that we have identified a set of modules
clustered into a DRH structure, we still have to the answer the following
the question: why does it matter? Can the definition of modules and
the DRH structure help with design quality assessment and, if so,
how? In 2011, we explored the relation between DRH modules and
file error-proneness and change-proneness. In our publication titled
“Detecting software modularity violations” [58], we reported that files
that belong to different DRH modules, but which changed together
frequently, are more error-prone and change-prone. We called this
phenomenon a modularity violation, as illustrated in Fig. 4. The DSM in
Fig. 4(a) only displays syntactical dependencies among these nine files,
showing that both ProducerImpl.java and ConsumerImpl.java depend
on PulsarApi.java. The other seven files are independent from each
other and from these three files. Their co-change history, as depicted
in Fig. 4(b), however, revealed that these files changed together fre-
quently. For example, in row 9, column 8 of Fig. 4(b), “(0,22)” means
that these two files have no structural dependencies, but were changed
together 22 times, indicating that there are strong implicit assumptions
coupling these files (Fig. 4(b)).

Design Rule Space. During this process we also applied these emerging
ideas, supported by the Titan tool [7] developed by our PhD students,
to the teaching of design patterns. In particular, we observed that
each implemented design pattern actually forms a design rule hierarchy
led by a few key interfaces. If we consider each key interface as a
design rule, its DRH, generated automatically by Titan, could identify
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Fig. 3. Abstract factory pattern in Design Rule Hierarchy (DRH).
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(b) Frequent Co-changes among Modules

Fig. 4. Modularity violation: modules appear to isolated but change frequently together.

the participants of the pattern and their relationships [92,93]. We
further tested this idea by analyzing the source code of several open
source projects, and we observed that in all of these projects, there
are typically just a few key interfaces, each leading a specific design
space reflecting one aspect of the design. We thus proposed the idea of
a Design Rule Space (DRSpace) [3], and that a complex software design
could be understood as multiple, overlapping design spaces, each of
which can be modeled as a DRSpace.

We also explored the correlation between DRSpaces and error-
proneness and change-proneness in source files. This study revealed
several interesting results that we published in ICSE 2014 [3], and later
extended into a journal paper [4] published in IEEE Transactions on

Software Engineering. In particular, this study revealed that most error-
prone files in a project can be captured by just a few DRSpaces. Seen
another way, it appeared that the more error-prone and change-prone
a set of files were, the more likely it was that they were architecturally
connected. Another interesting result was that if an influential design
rule is error-prone or change-prone, most of the files within its DRSpace
are also error-prone and change-prone. Thus DRSpaces could provide
some useful insights into software design quality.

Architectural Anti-patterns/Hotspot Patterns. Based on these obser-
vations on the relation between DRSpace, modularity violations, and
file error-prone and change-proneness, we defined and evaluated a
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Fig. 5. Unstable interface: influential files that often change with its dependents.

Managed Ledger.java is an unstable interface because 10 other files syntactically depend on it, and it changed frequently with most of the other 19 files in this cluster.

number of design flaws that we called anti-patterns [12]. Each of these
anti-patterns represents a problematic design structure that violates
one or more design principles and leads to high maintenance costs.
Later we further generalized these structures as six types of architecture
anti-patterns[13]:

Unstable interface: influential files that changed often with its
dependents, as illustrated in Fig. 5.

Crossing: files with high fan-in and high fan-out but changed with
all relatives frequently, as illustrated in Fig. 6.

Modularity violation: modules that appear to be isolated but
changed together frequently, as illustrated in Fig. 4.

Clique: files that form strongly connected component.

Package cycle: cyclically dependent folder pairs.

Unhealthy Inheritance: parent class depends on subclasses, or the
client of the hierarchy uses both the parent and the children,
detecting the violation of Liskov Substitution Principle [61].

The first three anti-patterns are defined based on both structural
dependencies among files and their co-change history. We have ana-
lyzed dozens of open source and industrial projects, and demonstrated
that files involved in these anti-patterns are much more error-prone
and change-prone than other files. These anti-patterns also provide
clues on what type of refactoring is needed. For example, to remove
a modularity violation, the designer should identify what caused the
co-changes, e.g., cloned code or implicit assumptions, and remove these
symptoms by modularizing them using more efficient abstractions.

(Compound) Architecture Debt. Anti-patterns and high-
maintenance file structures are naturally connected with the concept
of technical debt [95]: a problematic design structure that keeps
generating extra maintenance costs is a natural analogy of a “debt”.
Accordingly, we further defined a special type of technical debt, which
we called Architectural Technical Debt (ATD), referring to sub-optimal
architectural design decisions in a software system that incur high
maintenance costs—‘‘interest’—over time. To measure such debts, we
formally defined them, and demonstrated how to automatically identify
and quantify them using a novel history coupling probability ma-
trix [96]. In our follow up research, we further aggregated compound
ATDs to capture the complicated relationships among multiple ATD
instances. The point of this was that these compound ATDs should be

the focus of a project’s analysis, if they are seeking effective refactoring
solutions [11].

Decoupling Level. Starting in 2011, we have been collaborating with
a number of corporations who were interested in these technologies.
During our collaboration, the most frequently asked question was: “Is
there a way to measure the design quality of our product?” At this point,
we introduced to our collaborators the numerous software metrics [49,
52,53,97-99] published in our community in the past few decades.
However, in doing so we realized that despite decades of research on
software metrics, we still cannot reliably measure if one design is “more
maintainable” than another. Software managers and architects need
to understand whether their software architecture is “good enough”,
whether it is decaying over time and, if so, by how much. To address
these challenges, we contributed a new architecture maintainability
metric—Decoupling Level (DL) [10]—based on Baldwin and Clark’s
option theory and our own design rule hierarchy clustering. Instead of
measuring how coupled an architecture is, we measure how well the
software can be decoupled into small and independently replaceable
modules. We measured the DL for 108 open source projects and 21
industrial projects, each of which had multiple releases. Our main result
showed that the higher the DL score, the better the architecture. By
“better” we mean: the more likely bugs and changes can be localized
and separated, and the more likely that developers can make changes
independently. The DL metric also opened up the possibility of quanti-
fying canonical design principles of single responsibility and separation
of concerns, aiding cross-project comparisons and architecture decay
monitoring, and establishing design quality benchmarks.

Feature Decoupling Level.

The DL metric itself still could not assess if and to what extent an
architecture is “good enough” to support feature addition and evolution
— one of the most valuable properties of a design — or to determine
if a refactoring effort is successful, such that features can be added
more easily. We thus contributed a concept called the feature space,
and a formal definition of feature dependency, derived from a software
project’s revision history. We captured the dependency relations among
the features of a system in a feature dependency structure matrix (FDSM),
using features as first-class design elements. We also proposed a Feature
Decoupling Level (FDL) metric that could be used to measure the level
of independence among features. Our investigation of 17 open source
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Fig. 6. Crossing: files with high fan-in and high fan-out but change with all relatives frequently.

projects showed that files within each feature space are much more
likely to be changed together [59].

Active Hotspot. At this point, the concepts of design flaws, architec-
tural anti-patterns, and architecture debt had been adopted by several
of our industrial collaborators. However, a large scale software system
typically has dozens of anti-pattern or debt instances, and many of
them overlap with each other since one file can participate in mul-
tiple relationships with other files and hence multiple anti-patterns.
It takes time to pinpoint the exact patterns and files that need to be
refactored and to prioritize refactoring activities. Moreover, certain
anti-patterns, such as unstable interface and crossing, cannot be confi-
dently identified until both co-change and dependency count thresholds
are reached, which takes time. Severe software degradation does not
happen overnight, and it is often too late by the time an anti-pattern
is detected. Software evolves continuously through maintenance tasks
— primarily fixing bugs and adding new features — and architecture
flaws emerge quietly and largely unnoticed until they grow in scope
and significance. At some point the system becomes a challenge to
maintain. Developers are largely unaware of these flaws and their
impacts go unnoticed. To detect these flaws early, we proposed a
concept called Active Hospot [100], files that are changed frequently to
address different issues in a given time range. Using active hotspots, we
can monitor software evolution by tracking the interactions among files
revised to address issues and so we can identify problematic structures
earlier. Our study revealed that there exist just a few dominating active
hotspots per project at any given time. Moreover, these dominating
active hotspots persist over long time periods, and thus deserve special
attention by project personnel.

3.3. Supporting tools

A number of tools have been created that purport to measure
and analyze design complexity. Some of these are commercial tools
and others are academic. In this section we will first describe the
capabilities of our tools DV8 and Titan, as well as their differences.
Then we will discuss how these tools compare to other state-of-the-art
tools for design analysis.

To calculate DL scores, detect anti-patterns, visualize design struc-
tures and anti-patterns, and to be able to conduct large scale analyses,
interventions and evaluations, we created two tools over the past
decade: Titan [7] and DV8 [8]. The creation of these tools greatly
aided our research journey as they enabled automated analyses of
ever-increasing scale.

Titan Tool. Titan was created by Dr. Cai’s Ph.D. students as a re-
search prototype, to support DSM modeling, basic DSM manipulation
operations, DRH clustering, DRSpace extraction, DL calculation, and

modularity violation detection. Different from other DSM-based tools,
such as Lattix [33], Titan separates a DSM into two types of data
models: a dependency matrix and a clustering. Thus, a user could
view their source code using different clustering methods. Titan also
accepts dependency structures extracted from source code and history
co-change information extracted from a project’s revision history. As
the need to support new concepts and new features grew, as well as
the increased number of users we wanted to support, and the ever-
increasing scale of systems we wished to analyze, the limitations of
Titan, in terms of scalability, extensibility, and usability, became more
prominent.

DV8 Tool. Thanks to the support of our industrial collaborators, we
created a new industrial-grade tool, called DV8 [8]. Based on, and
evolved from Titan, DV8 supports anti-pattern detection, active hotspot
detection, and return on investment analysis. It makes it easy to navi-
gate between dependencies in a DSM to the source code from which
the DSM was created. DV8 also includes an important new feature,
we thought, for communicating with project leaders: the creation of
a design debt report that named and quantified the most serious
design debts. DV8 also provides better support for the user to analyze
different types of dependencies separately, and to configure project-
specific thresholds needed to detect anti-patterns. For each detected
anti-pattern and hotpot, DV8 exports a detailed spreadsheet with their
maintenance costs, as calculated from the project’s revision history.

Technical debt tool comparison. We consider DV8 to be a technical
debt detection tool, based on our definition of design debt. In fact,
many technical debt analysis tools have been developed in recent
years — both research tools and industrial products — such as Structure
101 [32], Designite [31], and SonarQube [30]. Each of these tools
purports to identify problematic files, and each tool does this using
their own definitions and measures. To understand the extent to which
these tools agree with each other we conducted an empirical study
analyzing 10 projects using multiple tools, including DV8, Structure
101 [32], Designite [31], SonarQube [30], Archinaut [101], and Suc-
cinct Code Counter (SCC) [102]. We wanted to see if the top-ranked
most problematic files reported by these tools were largely consistent.
Our results [35] showed that: (1) these tools report very different
results even for the simplest and most common measures, such as file
size in lines of code, code complexity, file cycles, and package cycles.
(2) These tools also differ dramatically in terms of the set of prob-
lematic files they identify, since each implements its own definitions
of being “problematic”. Our study also revealed that the code-based
measures these tools offered, other than file size and complexity, do
not even moderately correlate with a file’s change-proneness or error-
proneness. These tools, in the end, provided no more insight than
“big files are bad”, and you do not need an expensive tool to tell
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Step 3: Collect Feedback

Surveys and Interviews

with practitioners

Fig. 7. Research interaction steps.

you that. In contrast, co-change-related measures, such as those DV8
offers, performed better. These measures were positively correlated
with productivity measures such as bugs, changes, and churn. This
study highlighted the need for the community to create benchmarks
and data sets to assess the accuracy of software analysis tools in terms
of commonly used measures.

Different from other tools, like Designite, that are also based on
design concepts and principles (such as no cycles among packages) DV8
and Titan integrate co-change history with syntactical dependency re-
lations, making it more accurate in identifying debts that have already
incurred maintenance penalties. Unlike other tool-supported metrics,
such as cyclomatic complexity, the Decoupling Level metric supported
by DV8 is independent of project size [10]. Another popular tool that
is superficially similar to DV8 is CodeScene [103], which provides
visualizations of the most active code, and identifies hotspots based
on revision history only. By contrast, DV8 combines structure and co-
change information, and detect anti-patterns based on the violation of
design principles.

3.4. Industrial case studies

The development and evolution of these concepts and tools are the
results of our continuous interaction with our industrial collaborators.
We are lucky that, after we presented each of these concepts in con-
ferences, we were contacted each time by industrial practitioners to
initiate collaborative projects. New ideas and concepts grew out of
these practices, often motivated by the limitations of prior technologies.
We have now conducted dozens of analyses of real-world systems over
the years, interacting with over 10 commercial organizations.

The process we engaged in with our industrial collaborators in-
volved three major steps, as shown in Fig. 7. In Step 1 we gained
access to the project’s artifacts — typically code, commits, and issues
— and used those to determine the project’s architecture flaws in Step
2. We then created a report highlighting the set of architectural flaws,
accompanied by data showing the impact of each flaw in terms of
the bugs, changes, and churn that had accumulated around the files
participating in each flaw. This allowed us to quantify the impact, in
terms of lost productivity, accompanying each flaw. This report was
given back to the project’s key stakeholders, typically a project manager
and technical leads (architects and developers). In Step 3 we surveyed
and interviewed those key stakeholders, to try and assess whether the
problems that we had found were indeed causing pain in the project.

Our first industrial collaboration was with Siemens AG, which the
objective of assessing the effectiveness of modularity violation in terms
of identifying design problems. In this study, we identified sets of files
with modularity violations, that is, files that changed frequently to-
gether without being structurally related. Project personnel confirmed
that the identified clusters reflected significant architectural violations,
and important undocumented assumptions. Given this information a
refactoring proposal was made by Siemens developers, accepted by the
project manager, and implemented. Based on this experience, in 2013
we published our first case study titled “Measuring architecture quality
by structure plus history analysis” [104].

During this study, we had to evolve the Titan tool to support the
detection of modularity violations, other newly defined anti-patterns,
and the extraction of design rule spaces. In 2015 we performed a case
study with Softserve, an IT outsourcing company [14]. In this study
we analyzed one of Softserve’s systems, detecting its architectural anti-
patterns as a special type of technical debt—design debt—and built an
economic model of the costs and benefits of refactoring. Using this
model we were able to show a 300% return on investment in the first
year alone for the proposed refactorings.

At this time we began additional collaborations with other major
multinational companies to further develop and evaluate these ideas
and gradually transformed Titan—a research prototype—into DV8—a
more fully-featured and more carefully architected industrial-strength
tool. DV8 was architected to be more scalable and extensible, allow-
ing us to analyze larger systems and to extend our analyses to new
programming languages and new kinds of dependencies.

For example, at this point, we began working with ABB Ltd. the
Swedish-Swiss multinational manufacturer of electronics, robotics and
automation technology, and Huawei, a Chinese multinational tech-
nology corporation. In our ABB case study [105] we used DV8 to
measure the DL scores of eight of their projects and detected their
architecture flaws. We also collected development process data from
the project teams as input to DV8, reported the results back to the
practitioners, and followed up with discussions and interviews. Based
on these analyses, six of ABB’s projects decided to do refactorings. The
other two projects were small and received relatively good results from
the analysis. In our study with Huawei [106], the development teams
used DV8 to determine the severity of their technical debt, and used the
identified anti-patterns to guide their refactoring strategy and improve
their architectures.

Finally, we did a longitudinal study with BrightSquid, a provider
of secure communication tools for the healthcare industry [107]. We
analyzed BrightSquid’s secure communication platform over a one
year period (June, 2016-May, 2017). As a result of this analysis we
identified many areas of architecture debt — the “before” state of their
architecture — and recommended a refactoring plan to pay down the
debt. They did the refactoring over a three month period (January,
2018-March, 2018). We then collected data for the “after” state, from
March, 2018 to August 2018. Based on this “after” snapshot, we again
analyzed their architecture. The results were dramatic: after refac-
toring, the numbers of architecture flaws were reduced, and project
productivity measures increased dramatically. The average time needed
to close issues before and after refactoring was reduced by 72%. The
average bug-fixing churn per issue dropped by 2/3: from 102 LOC
before refactoring to 34 LOC after refactoring. The average bug-fixing
duration reduced 30%, dropping from 10 days before to 7 days. Brigh-
squid management and architects had intuitively understood that their
architecture was sub-optimal, but they were unsure if it is worthwhile
to refactor. This analysis quantified the severity of the problem and
guided them in their refactoring.

These case studies, taken together, presented (we believed) com-
pelling evidence of the value of this kind of automated analysis. At
the “push of a button” a system could be analyzed, unlike previous
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architecture analysis methods, such as the ATAM, which required a
great deal of planning and human labor [108,109]. We presented
analyses backed up by data from the projects themselves, and showed
the tremendous value that could be reaped by investing in refactoring
to remove design flaws.

4. Reflections and challenges to broad adoption

Although we have had a reasonable number of early adopters, and
the evolution of the concepts and tools are all based on continuous
industrial interaction, the actual uptake of the research and the sup-
porting tooling in industry has been scant. These early adoptions were
all initiated by our collaborators, after our conference presentations,
followed by multiple remote or in person meetings. The fact that
these companies are attending software engineering conferences and
the fact that they contacted us proactively to initiate collaborations
suggest that there is an on-going need to seek effective methods to
diagnose, manage, and quantify software architectures. During these
meetings with our industrial collaborators we explained not only the
tools, but also the design principles and rationales behind the metrics
and definitions that we had devised, as well as how to interpret the
results. After these tools were applied in their projects, we followed
up with additional meetings and interviews to get the team’s feedback.
During this process, we realized that there are still profound challenges
to the broad acceptance and adoption of our technologies in industry.
We detail some of these challenges below.

4.1. The need for improved software design education

Whenever we have introduced our technologies to practitioners, we
have always had to start by introducing basic design principles and
terms. We need to teach them about design! After that, our users have
had to study our papers to fully understand how the metrics and anti-
patterns are related to the design principles they were taught, and to
fully grasp the meaning and implications of the report generated from
our tool. We have found that we simply could not assume any solid
understanding of design concepts, even among seasoned programmers.
In addition to the five companies with whom we have published papers,
some of our unpublished collaborations were software design education
only. We offered senior architect training and graduate level software
design courses to several well-known companies including Samsung
and Comcast. Our contacts and our trainees from these companies
were all experienced architects with years of real-world experience in
software design, but the state of knowledge of the development teams
and the average developers who would actually use our tools was
problematic.

In our experience, garnered from years of interaction with multiple
Fortune 500 companies, with small companies, and with open source
projects, the average software developer lacks even the most basic
knowledge about design concepts. They often do not understand what
fan-in and fan-out are and why these matter, nor the benefits of creating
a hierarchical structure of dependencies among modules. They often
are unaware of the problems associated with large code files, and they
almost exclusively use inheritance for code reuse. Design patterns are
often poorly understood and wrongly applied. Once we observed a case
where one object created over 1,000 other objects, forming a huge
and expensive crossing. But the team leader argued that this was a
“factory” pattern. To their understanding, a “factory” pattern means
that an object should “manufacture” multiple objects. We could not
convince the team that this was wrong, because there are online blogs
defining “factory” in this way, even though there is not such a “factory”
pattern in the seminal “Gang of Four” design pattern book [62]. In
another case, there was a file containing numerous other functions, and
the team leader said it was a “composite” pattern, meaning that many
functions are composed together. This is just a list of the most egregious
misunderstandings that we have encountered. In these cases, it was
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impossible for the team to adopt our tool because the “patterns” they
applied will be identified as anti-patterns, and they believed that our
tool was wrong. It is only through intensive interaction, and argumenta-
tion, often augmented by data collection, that these misunderstandings
can be corrected. We have seen, over and over, fundamental failings in
the education of software developers.

Others have noted that teaching design concepts is a challenge,
e.g. [110]. We have attempted to address shortcomings in software
engineering education ourselves, but our results were not encourag-
ing [93]. We recognize that there is no quick fix for this problem.

4.2. The gap between software engineering research and practice

Our industrial collaboration experiences also revealed the surprising
gap between software engineering research and practice. Few devel-
opers, even team leaders, fully understood (or were even aware of)
canonical concepts such as Parnas’ information hiding, software fam-
ilies, or hierarchical structure. Even though the UML was developed
decades ago and has been intensively promoted, box-and-line style
diagrams are still the most popular way for developers to communicate
their “architecture”, if any notation is used at all. In our recent study
at Google, we employed UML component and sequence diagrams to
reason about a significant re-architecting decision [111]. In this pro-
cess, we realized that these basic UML models are still new to most
developers. If these foundational concepts in software research have
not been accepted or adopted after so many decades and numerous
publications and supporting tools, how long and what will it take for
practitioners to learn and widely adopt design rule theory, options
theory, DRH, DRSpace, DSM, and anti-patterns? We cannot be too
hopeful that adoption by “the majority” will happen any time soon.
The question is: what are the major obstacles that prevent the adopt of not
only our technologies, but also of the many foundational design concepts
that have been proposed by the software engineering research community
for decades? The following are the four gaps that we have determined,
based on our experiences.

4.3. The dilemma of software metrics: What we offer and what they need

Through all of our interactions with companies we have heard one
common request: how to quantitatively and continuously measure and
monitor design quality? Our contacts in these companies, who are either
senior architects or researchers, were familiar with various metrics
proposed in our research community, such as Cyclomatic Complex-
ity [49], C&K Metrics [97], or the maintainability scores provided by
commercial tools such as SonarQube. Our communications with our
collaborators revealed that developers are usually not convinced that
(1) these metrics can faithfully reflect the quality of their design: they
cannot be used to compare different projects or monitor the evolution
of one project; (2) they cannot provide guidance on how to improve
their design.

We proposed the DL metric to address some of these problems at
the request our industrial partners. Our early experiments were quite
successful: as reported in [10,112], and [106], DL was able to faithfully
compare the quality of different projects and monitor the evolution of
a project. But this metric was not always useful for all projects from all
companies. For example, in the BrightSquid case study [107], although
the design before refactoring had a significant number of anti-patterns
and suffered from severe technical debt, the DL scores of the “before”
and “after” designs were similar. Our experiences revealed that the DL
scores can be distorted by the programming languages and frameworks
in use. In particular, programs using modern, dynamic languages are
more likely to have higher DL scores than programs written in C
and C++ [113]. In other words, dynamic typing, polymorphism, and
dynamic binding frameworks can cause DL inflation. In these cases,
a high DL score does not necessarily mean that the system is easy
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to maintain, and those systems often have more modularity violations
caused by cloned code or implicit assumptions.

The final challenge is that DV8 users often expect that once the
development team reduces the instances of anti-patterns, the DL scores
will improve automatically. Some companies even set a target DL and
required all the teams to reach it, or set DL score improvement as part
of the developers’ objectives and key results (OKR). We then explained
that DL and anti-patterns are complementary and are defined based
on different data sources. We advised them not to use DL, or any
other single code-based metric, as the sole maintainability measure
because it is defined on structural dependencies only. Instead, the team
should continuously monitor productivity and quality changes, together
with the reduction of anti-patterns, and variations in DL scores. The
team leaders would still ask: “If so, can DV8 provide concrete refactoring
suggestions to improve DL?” We realized that what the practitioners
really needed was not only a metric but also concrete refactoring
guidance on how to improve that metric. They also needed evidence
that the improved metric score would lead to real improvements in
productivity and quality. Our quest for effective software metrics is not
over yet.

4.4. The challenge of productivity measures

Throughout our research we have been challenged to provide evi-
dence that the anti-patterns that we have identified really matter, and
that better or worse DL scores really do correlate with better or worse
architectures. How would we go about gathering evidence to support
such hypotheses? Clearly we needed to measure project quality and
effort, to see if, for example, the presence of flaws actually matters.

The problem is that few projects capture effort, and even those that
do capture effort admit that the measures that they capture are often
inaccurate (for example, developers make up effort numbers at the end
of the week, for their timesheets, rather than capturing actual effort
in real time). For this reason we have turned to objective measures of
productivity: bugs, changes, and the churn (committed lines of code)
related to the fixing of bugs and the implementation of changes. This
data can be mined from a project’s commit history and issue tracker.

These measures are clearly not perfect proxies for effort. We can all
recall times when a few lines of code required enormous time and effort
(e.g. debugging a complex algorithm) and other times when many lines
of code required little effort (e.g. creating a large but regular switch
statement). And there is no reason to expect that the sizes of commits
are anything but random, following a power law distribution [114]
and so such differences should wash out over time and many commits.
Furthermore, these measures are objective, widely captured by existing
software projects, and clearly related to effort, on average.

And so, while high quality project effort data is virtually impossible
to come by, we feel confident that our proxy measures of effort — bugs,
changes, and churn - give us the insight that we need to analyze design
debt. Furthermore, our interactions with developers and management
have confirmed this assumption over and over.

4.5. The gap between management and development

Despite what we believe to be a compelling body of evidence on the
importance of design, the software industry remains largely indifferent.
In our earlier industrial collaborations, our contacts were either in
management or research positions. Once they introduced our work to
the development team, it was up to the team to execute the tools and
interpret the results. In the end, it is the relationship between manage-
ment and development that determines if the organization will adopt
these technologies, and we have observed three different categories of
context here:

Case 1: Both management and development felt and acknowledged
the maintenance difficulties. In this case, DV8 can be used effectively
to quantity the amount and severity of technical debt, helping the

10
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organization to make informed decisions on refactoring. Most of our
published case studies fall into this category.

Case 2: Management is concerned but the development team is
indifferent. While developers may think about the design of their code
modules, they rarely think more broadly than that, about architec-
tural design. This is not surprising. Developers are, by and large, not
incentivized to create good designs. They are incentivized to pump
out features and fix bugs. When DV8 reported poor DL scores or anti-
patterns such as cliques or package cycles, the developers would argue
that their product had been like that for years, and it should not be
a concern. Even if the data reveals that the problematic structure is
incurring high maintenance costs, developers insisted that it is the right
“pattern” or the architecture is too expensive to refactor, or that the
tool is not accurate.

Case 3: The developers are concerned but the management team
is indifferent. In this case, the developers experienced the difficulty
of maintaining their software, but management had other priorities in
mind. Few companies prioritize or incentive removing technical debt
over creating new features, or maintaining other quality attributes,
such as performance and security. Due to the lack of focus on design
and design quality, and due to widespread ignorance about proper de-
sign principles, it can be difficult to convince managers to allocate the
needed resources to programmers — principally time - for refactoring.
In other words, even if they agree that there is design debt, as long as
new features can be added and the product keeps running, they often
chose to stick with the current design.

Note that these results all stem from case studies. Case study re-
search cannot, by itself, address issues involving populations. And the
nature of the intense collaboration required by case study research
precludes wide-spread population studies. So there is no way for us
to confidently answer the question of how common each of the above
cases is. What we can say is that we have now collaborated with dozens
of projects and over 10 companies spanning small to very large size,
in multiple application domains, operating in very different markets,
and we have not observed fundamental differences in their concerns
relating technical debt and software design.

Note also that there is a potential threat to validity here. In each
case these organizations came to us with their problems, having read
our papers or attended a talk. This introduces a selection bias. But this
selection bias should, if anything, work in our favor. That is to say that
we could expect that this bias means that our partner companies would
be more likely to become adopters than a random company. This has
not, in fact, been the case.

Finally, we observe that people tend to value and optimize what
they measure. To compound this problem people, as a whole, value
short-term gains over long-term ones. This is why we tend to sit on the
couch and eat sweets rather than getting up and exercising. It is part of
human nature. And so, without a change in hearts and minds, perhaps
catalyzed by education, we do not see the gap between management
and development to close any time soon.

The only solution to this problem is education. If developers and
managers are made aware of the negative consequences of their short-
term decisions, they may be motivated to changes such practices. The
widespread use of practices such as code reviews and unit testing,
for example, is evidence that developers practices can and do change
over time, with appropriate incentives. When people can see concrete
benefits from a practice, they are more likely to adopt it. The challenge
with design debt is that the link between cause and effect is less obvious
than the link between code reviews or unit testing and reduced bugs.

4.6. The gap between symptom detection and treatment

Even if DV8 reports a significant potential return on investment
for a refactoring, and a manager is convinced, there remains the final
question: how to refactor? It is often the case that even the most
well-intentioned programmers do not know where to start, and may
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actually cause more harm than good in their refactorings. Most of our
collaborators have agreed — once shown the data that we harvested
from their projects — with the design debts that our tool has detected.
That is, they agree that these are real debts causing real pain. But the
tool itself does not explain how to fix these problems. More than once
we were asked: “Your tool reported that if refactored successfully, our
productivity will increase by this much. But can your tool tell our developers
how to refactor?”

At this point, we have had to explain that the proper refactoring
strategy, such as which patterns should be applied to remove which
anti-pattern, should be determined based on both domain knowledge
and how the system is expected to evolve in the future. There is,
therefore, yet another a gap: between the design problems that we
detect and existing refactoring tools that a developer might employ to
resolve these problems. For example, no effective tools are available to
remove unstable interfaces. It is still the developer’s responsibility to
decide how to refactor. Again, we are back to dealing with the lack of
software education and awareness: in the end, as Brooks noted [115],
raising good designers is our best hope to create high-quality designs,
or high-quality refactoring strategies.

We can offer some useful guidance however. The architectural flaws
that DV8 detects are all violations of well-known design principles, such
as the SOLID principles. If we detect a modularity violation, this is a
typically a violation of the single responsibility principle [61]. If we
detect an unhealthy inheritance, this is a violation of Liskov substi-
tutability [116]. And knowing this leads one to an obvious refactoring
strategy. If there is a modularity violation, you need to modularize
the shared responsibility, perhaps placing it in its own class that other
classes can access. If there is an unhealthy inheritance, this is typically
resolved by moving a method from a child class to the parent class.
Thus while the identification of a flaw does not uniquely determine a
refactoring strategy, it does provide clear direction.

4.7. Tool and process challenges

There are a number of other factors that we should enumerate
that may have affected our success in transitioning our research ideas
and tools to industry. First, we are a small research-focused group.
Unlike professional consultants, we have little marketing experience
and no marketing budget. This may have hindered awareness and hence
adoption.

Second, our tool has an old-fashioned looking user interface, based
on Java Swing, and we have certainly paid insufficient attention to
tool usability. Perhaps an easier to use, more intuitive user interface
would have made a difference in adoption. Moreover, the desktop tool
alone is not sufficient to convey the software design knowledge needed
to understand the output of DV8. Currently DV8 outputs a number
of folders and spreadsheets. Our prior collaborations all started with
intensive communications and training. In this training we explained
basic design principles, how these principles, or their violations, can
be represented in DSMs, and how to interpret the DSM of each anti-
pattern. Similar to an MRI or CT scan image that can only be read
and interpreted by trained doctors, the current output of DV8 can only
be understood by architects who are familiar with DSMs and design
principles, which hinders its widespread adoption by developers.

Finally, we rely on third-party reverse engineering tools to extract
facts from a code base, such as Depends' and Understand.? We have
observed that different tools report slightly different results from the
same project. Thus, while we do not see this as a large threat to
validity — these tools are widely used and validated — we do not have
100% confidence in the data that we are extracting from the projects
under study. This could erode confidence in the results that we have
produced.

1 https://github.com/multilang-depends
2 https://scitools.com/
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5. Conclusions and the road ahead

Reflecting on our experiences in the past decade, we realize that
the most significant hurdle for “the majority” to adopt our research
outcome is for the majority to better adopt, understand, and apply de-
sign principles and established design strategies. This, in turn, requires
improved software design education, which is a critical need. Thus
we issue a call to action for the software engineering community: for
improved university and professional training in the field of software
design. Another challenge that we have noted is to bridge the gaps
between software research and practice. One way to bridge this gap
is to explore and keep evolving effective software metrics that cater
to the needs of practitioners and their managers. In addition, we need
to speak the right language — the language of practitioners — focusing
on productivity and quality, to foster broad adoption. These reflections
lead to the following four directions for our future research:

(1) Augmenting software design education. In the past decade, we
have applied Titan and DV8 into our own software design courses. In
2011 [92] and 2013 [93], we studied using DSMs to assess the mod-
ularity of student software. We did this by comparing the differences
between the DSM representing the intended design and the DSMs of
the software actually implemented by the students. The results showed
that even though the lab and homework assignments were of small
scale and in most cases detailed designs were given to the students in
the form of UML class diagrams, as many as 74% of the student sub-
missions, although they fulfilled the required functionality, introduced
unexpected dependencies so that the intended modular structure was
undermined. Our study shows that even students who understand the
importance of modularity and have excellent programming skills may
introduce additional harmful dependencies in their implementations,
and it is hard for them to detect the existence of these dependencies on
their own. We need to educate our students to think about technical
debt — how to find it and fix it [42] — and the costs and benefits of
refactoring. After applying DV8 to our own classrooms over the past
few years, the benefits of tool-support in software design education
became evident. It is possible to visualize the traditionally abstract
design concepts and patterns, and we can make them quantifiable
and operable. We plan to create more teaching materials, examples,
and real-world case studies distilled from our industrial collaboration
experiences, and better disseminate this new software design teaching
methodology.

(2) Bridging the gap between software design research and practice.
As we have experienced with our DL metric, given the evolution of
new programming languages, frameworks, and paradigms, software
metrics (and other research outcomes) need to improve and evolve
continuously along with software practice. Otherwise, our research
methods and results will soon become obsolete. Moreover, an effective
metric should not only support cross-project comparison and continu-
ous monitoring, it should also provide improvement guidance. We plan
to further improve DL and develop other complementary measurement
algorithms so that a user of the metric suite can be confident that an
improvement in the metrics will truly lead to better project outcomes.

(3) Productivity and quality focused design debt detection. Our
decade-long set of industrial experiences has revealed that, although
management and developers always have different concerns and speak
different languages, the common language they share is one of pro-
ductivity and quality measures. To enable broader adoption of our
technologies, we should highlight the design problems that directly
impact productivity and quality scores, and quantitatively manifest
their impact, rather than merely telling the team that their designs
violate design principles.

(4) We intend to go back to the companies that adopted Titan and
DV8 and interview them to understand in what ways, if any, their
development culture has changed as a result of these interventions.

Finally, we believe that we would benefit from more cross-
disciplinary collaboration with, among others, the refactoring, software
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project management, and software economics research communities.
This will helps us make software design a principled and quantifiable
discipline that can actually guide and benefit design practice in the long
run.
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