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Abstract

The goal of this study is to interpret denoising autoencoders by quantifying the importance
of input pixel features for image reconstruction. The importance of pixel features is evaluated
using the attributions of the pixel features to the latent variables of a denoising autoencoder used
for image reconstruction. Pixel attributions are computed using a highly accurate and automatable
gradient approach and are plotted as saliency maps. Saliency maps highlight the contribution of
the pixels for image reconstruction. Three sanity checks are introduced to verify the fidelity of the
generated saliency maps and also to elucidate the influence of inputs on the latent variables. The
classification accuracy of images is significantly lowered when the most important pixel regions

highlighted by the saliency maps are corrupted validating the proposed approach.

Keywords: Complex step derivative approximation; Saliency maps; Trustworthiness; Pixel

attributions; Sanity checks and Deep Neural Networks (DNNss).
1. Introduction

Deep neural networks (DNNs), for their remarkable predictive performance, are now
extensively used in various decision-making processes involving health care, law enforcement,

finance, and engineering analysis. As the decisions taken by DNNs carry significant social,
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political, and economic implications, DNNs are now expected to be fair, transparent, and
trustworthy. The concerns related to the embedded biases in the neural networks limit their use in
high-stake applications such as medical diagnosis, the autonomous bail system, and autonomous
driving [1-4]. In a survey conducted in 2021 across five countries including the United States,
Canada, Germany, the United Kingdom, and Australia, only one-third of 6054 participants are
willing to trust decisions taken by Al in general and 81% of people believe that the use of Al
should be regulated [5]. Since DNNs learn the functional mapping through complex non-linear
interaction of numerous network parameters, they remain as black-box models and offer little
explanation on how the decisions or predictions are made. To make the DNNs trustworthy, the
decisions made by them need to be made more interpretable to humans. Interpretability of DNNs
is also desired to establish the causal links and also to identify the important features in a model.
Several methods have been developed to enhance the interpretability of DNNs with two broader
approaches: construction of interpretable models or white box models and post-hoc interpretation

of black-box models.

White-box models use transparent, human-understandable models like linear models,
decision trees, and elementary rules-based models (addition, subtraction, etc.) to construct
interpretable representations. Generalized linear models (GLMs) [6, 7] allow us to map non-
linearity between the input and predictor variables using linear models with the help of link
functions. Link functions connect the linear predictor with the actual predictor. Wei et al [§]
proposed generalized linear models based on rules-based features for interpretable regression and
classification networks. In addition to offering interpretability, rules-based features enable the
model to capture non-linearity. Generalized additive models (GAMs) [9, 10] involve linear

addition of non-linear smooth functions of predictors to model the non-linearities. Supersparse



linear integer models (SLIM) [11] are made highly interpretable by only using basic elementary
operations on the predictors to make predictions. Boolean rules are also used to construct
interpretable network models [12]. Construction of white-box models offers more interpretability
than the post-hoc approaches, however, the prediction performance is compromised for the sake

of interpretability. Also, most of the white-box models are mainly applied to interpret tabular data.

Post-hoc approaches involve the interpretation of already deployed or trained models.
Since they are applied to the trained models, the prediction performance of the network is not
compromised. Post-hoc approaches are in general attribution-based. Attribution methods find the
relevance or importance (saliency) of input features in the prediction of outputs. Attributions can
be made on various types of input features such as tabular data, image features, and image pixels.
Local interpretable model-agnostic explanations (LIME) and Shapely Additive Explanations
(SHAP) are two popular feature attribution methods. They are also model-agnostic approaches
that can invariably be applied to any black-box models. LIME [13, 14] perturbs an instance and
generates new instances around the original instance, and uses those instances on simple
interpretable models such as linear models and decision trees to obtain interpretable representation.
SHAP [15] which is inspired by game theory estimates the contributions of both individual and
combined effects of features on a particular prediction. Deep neural networks used for image
recognition methods are majorly explained through feature visualization and pixel attribution.
Feature visualization helps to visualize how a neuron or a layer or a feature map in convolutional
neural networks detect image features such as texture, edges, and patterns. Attribution measures
the contribution of input features to the output predictions. Attributions, in general, are quantified
through the gradients of outputs with respect to the input features. Quantifying the attributions

using gradients is justified by the assumption that the model behaves linearly in the local



neighborhood of the inputs. Pixel attribution highlights the importance or saliency of input pixels
in regard to classification or image reconstruction. Pixel attributions are usually presented in the
size of the input image in the form of heat or contour maps. These maps are popularly known as
saliency maps [16]. Zeiler et al [17] proposed a Deconvolutional network (Deconvnet) which
reverses the process of a convolutional network to identify the pixel regions important for
classification. In Deconvnet, the gradient attributions of neurons are backpropagated even when
the activations of those neurons are zero during the feedforward step. Simonyan et al [18]
developed image-specific saliency maps based solely on the gradient values of output neurons with
respect to the input pixel features for image classification models. In this approach, unlike
Deconvnet, the gradient attributions are zeroed out based on the feedforward activations values.
In Guided backpropagation [19] both these approaches are combined in evaluating the gradient
attributions. Deconvnet and Guided backpropagation do not capture the negative influence of
inputs on the outputs since the negative gradients are filtered out. All the three approaches
discussed above suffer from the gradient saturation problem where the inputs near the flat gradient
regions are incorrectly given with low attributions. Integrated gradients [20] approach addresses
this problem by computing the pixel attribution using an average gradient. The pixel attributions
are defined as the element-wise product of original input pixel values and the average gradient
values. The average gradient is calculated by integrating the gradients over the scaled inputs varied
from a baseline value to the original value. The baseline value, in general, is taken at zero. Class
Activation Maps (CAMs) constructed from global averaging pooling layers of convolutional
neural networks were able to identify the discriminative image regions critical for the classification
of the images [21]. Grad-CAM [22] combined the ability of gradient-based techniques to identify

salient pixels and the class discriminative ability of CAMs. DeepLIFT proposed by Shrikumar et



al [23] addressed the zeroing of negative gradients in back-propagation-based gradient methods.
All these post-hoc approaches are model-specific, i.e., can only be applied to a specific type of

DNN.

The majority of the interpretable Al research is focused on the interpretation of neural
networks used for regression tasks and convolutional neural networks for image recognition. Not
much research is available on the interpretation of autoencoders especially on finding input
attributions to the latent space of denoising autoencoders. Autoencoders is a class of unsupervised
neural networks popularly used for image reconstruction, image denoising, feature extraction, and
dimensionality reduction [24, 25]. Some of the important applications of autoencoders include
clustering [26, 27], dimensionality reduction [28, 29], anomaly detection [30, 31], generative
modelling [32, 33], and preferences prediction [34, 35]. Understanding the contribution of inputs
to the latent space of autoencoders is of great research interest for the following reasons:
Autoencoders learn manifold structures of inputs in the lower dimensional latent space [36]. Also,
the latent space features in disentangled variational autoencoders act as the generative factors of
the input feature space [37]. Furthermore, in certain cases, the latent space of autoencoders used
for image reconstruction contains important insights on the decisions or predictions made by neural
networks. Most of the existing research on the interpretation of the latent variables involves the
modification of either encoder or decoder network simpler explainable networks specific to the
problem of interest. Curi. et al [38] restricted certain connections from latent variables nodes to
the output nodes to make the latent variables represent the latent traits in cognitive modelling and
performed relational analysis between the items of assessment (inputs) and the latent space (latent
variables). Sergei et al [39] used an additional linear encoding-decoding structure for the priorly

annotated factors for single-cell RNA-seq data to learn the latent representation using prior



knowledge. In Ref.[40], the inputs important for energy demand is analysed using two separate
latent spaces: one for the main power information and another for auxiliary power information of
the energy demand. Energy demand is predicted from the variables from the two latent spaces and
the inputs majorly influencing the energy demand is explained by identifying the inputs
significantly influencing the auxiliary latent space. All the three approaches we discussed above
are model-specific. Rami et al [41] proposed logic-driven autoencoders which is built with fuzzy
logic operators capturing the underlying logical relationships of the model. Although the logic-
driven autoencoders improve the transparency of network architecture, it is difficult to identify

and implement the under lying logic relationship of the problem.

In this study, we introduce a model agnostic highly accurate gradient-based attribution
method to interpret the relevance of input pixels to the latent space of denoising autoencoders for
image reconstruction. This gradient approach produces saliency maps outlining the importance
(attribution) of each pixel of an image. We have also introduced three sanity checks to verify the
fidelity of the generated saliency maps and elucidate the influence of inputs on the dimensionally
reduced latent variables. The rest of the manuscript is organized as follows: Section 2 explains the
overall research approach adopted in this study, Section 3 talks about the different types of
autoencoders, section 4 discusses the complex step derivative approximation method used in the
study to calculate network gradients, Section 5 details the implementation of the proposed gradient
approach, Section 6 discusses the obtained results and Section 7 provides the conclusions obtained

from this study.

2. Research Approach

Post-hoc interpretation of a deep neural network begins after the neural network is trained

and configured. So, a denoising autoencoder is configured and trained for the adequate
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reconstruction of the input images. Configuration of the autoencoder involves the selection of an
appropriate number of hidden layers and the number of neurons in each hidden layer and the
training involves the determination of network parameter values (weights and biases). The
interpretation of input space for image reconstruction is described through the attributions of input
pixels to the latent variables. Attribution of an image pixel is defined as the L, norm of the partial
derivatives of latent variables with respect to that input pixel. The partial derivatives of the latent
variables are calculated using a highly accurate and automatable gradient approach that is
discussed in Section 4. The attribution of each pixel of an image is computed by considering one
pixel at a time. Ultimately, saliency maps in the form of contours are constructed based on the
pixel attribution values. The saliency map of an image input gives the overall picture of the
contributions of the input pixels to the latent variables for its reconstruction. In the end, three sanity
checks are performed to verify the fidelity of the generated saliency maps. The flowchart outlining

the research approach employed in the current study is shown in Fig. 1.

3. Basic principles of important autoencoder architectures

The function of the autoencoder is to reconstruct the original input from a dimensionally
reduced latent space and thereby learn the important features in the data. This is done by joining
two contrasting neural nets, namely, an encoder and a decoder. The encoder of the autoencoder
represents the input (x) into a dimensionally reduced latent representation (g) called code and the
decoder expands the code (g) and tries to reconstruct the original input (X) [24, 25] without

significant loss of information. The schematic of a simple autoencoder is shown in Fig. 2. The



performance of the autoencoder is evaluated through the estimation of reconstruction loss or a loss
function which computes the difference between the reconstructed input and the original input
(L(x,X) = f(X —x)). In general, L, norm of the differences (between the original and
reconstructed input) or binary cross-entropy averaged over training instances are used to compute

the reconstruction loss.

Deep autoencoders are prone to overfitting and may learn the trivial identity function. The
problem of overfitting is addressed through the regularization of the network. Different approaches
are evolved to regularize the network which gives rise to four important variants of autoencoders
which are sparse autoencoders, contractive autoencoders, variational autoencoders, and denoising
autoencoders. In sparse autoencoders [42], the activations of selective nodes in the hidden layers
are restricted through a regularizer term which penalizes the weights and biases of the selective
hidden nodes with the higher activation values. The penalty or regularizer term can be based on L,
norm of activations or Kullback-Leibler (KL) divergence term. Sparse autoencoders are previously
used in the detection of heart diseases, recognition of sign language, and identification of structural
damage [43-46]. Contractive autoencoders [47] employ a regularizer that penalizes the Frobenius
norm of the Jacobians (matrix consisting of fist order derivatives) of hidden layer activations with
respect to the inputs. Frobenius norm is a root squared sum of the derivatives in the Jacobian
matrix. This makes the encoded network insensitive to the perturbations in the inputs which
effectively contracts the input region. Variational autoencoders [48] focusses on recreating the
distribution of the data rather than simply reconstructing the inputs. The code activations are
modeled with a probability distribution (prior probability distribution), usually a unit gaussian
distribution. The decoder then uses a reparametrized sample from the prior distribution and tries

to reconstruct the input with the same prior probability distribution. Variational autoencoders have



been successfully applied in molecular design, image segmentation, biological sequence analysis,
and novelty detection [31, 32, 49-53]. The cost functions associated with these autoencoders

including denoising autoencoders are presented in Table. 1.

Denoising autoencoders [54] have many important real-world applications such as
denoising images, medical videos, cluttered radar images, RNA sequences, and seismic data [54-
58]. NASA employs stacked denoising autoencoders to perform bias correction of satellite used
for precipitation detection and prediction of precipitation rates [59]. Unlike the other variants
discussed earlier, denoising autoencoders do not use any explicit regularizer term. This saves a lot
of computational effort when the network parameters are optimized through backpropagation. In
denoising autoencoders, the original inputs (cleaner inputs) are added with noise and fed into the
encoder network. The encoder network transforms the noisy input (X) into latent variables (g).
The decoder then attempts to reconstruct the cleaner (without any noise) input from the latent
variables (X). Here, the loss function computes the difference between the reconstructed input and
the cleaner input (L(x,X) = f (X — x)). The possibility of learning the identity function is avoided
here as the target output (cleaner input, x) differ from the network input (noisy input, X). A
properly trained denoising autoencoder learns the approximate structure of the manifold in a lower
dimension [36]. The inputs to the autoencoder can be added with different types of noises like
Gaussian, salt-pepper, Poisson, and speckle noise [60]. In the current study, a denoising
autoencoder with a bottleneck structure with additive Gaussian noise is interpreted employing a

gradient approach.

4. Computation of network gradients using Complex-step Derivative Approximation

method (CSDA)



The goal of the paper is to generate saliency maps that highlight the important pixels that
are responsible for the image reconstruction using denoising autoencoders. The saliency maps are
generated by plotting contours of gradients. The gradients are obtained by taking derivatives of
the latent variables (g) with respect to the original cleaner input pixel features (x). An accurate
and fully automatable sensitivity method is ideal for the evaluation of these derivatives. Based on
the past experience of the authors [61-64], we employed the complex step derivative
approximation method (CSDA) [65] to evaluate the gradients of latent variables (g) with respect
to the input pixel features (x). CSDA is used in this study as it offers several advantages over other
numerical techniques. The defining feature of CSDA is that it is free of subtractive cancellation
errors [66]. This allows us to obtain gradients at analytic level accuracy by choosing a very small
step size (h « 10~%). While other numerical techniques give erroneous estimates when functions
are evaluated at a discontinuous point, CSDA can give correct estimates right up to the
discontinuities [67]. CSDA can also find one-sided derivatives at discontinuous locations [67].
This is useful especially in the case of neural networks where discontinuous activation functions
are often employed. CSDA has been extended to also calculate higher-order derivatives of scalar
functions and Jacobians and Hessians of vector-valued functions [68]. Because of these
advantages, CSDA has been popularly used in performing sensitivity analysis for engineering
optimization [69, 70], approximating gradients of deep neural networks [63], numerically
evaluating tangent moduli [62, 71, 72], and implementing second-order Kalman filter for non-

linear state estimation [73, 74].

The Taylor’s series expansion of an analytic function, f, developed about a real point with

x with an imaginary step size ih, is expressed as follows:
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h? h3
fGetih) = fQ) +ihf () — o fUC) = 700 + - (D)
here, i = vV —1 is the unit imaginary number and h is the real step size. It is to be noted that we

assume f is real on the real axis.

When we equate the imaginary component of both sides of the equation (Eq. 1) and truncate
terms higher than the first order, we obtain the approximation for the first-order derivative as
follows

Imag(f (x + in))
h

f1(x0) = +o(h?) @

where, Imag implies the imaginary component and o(h?) refers to the second-order truncation
error. The expression given in Eq. 2 is the complex step derivative approximation to calculate the

first-order derivative of a scalar function.

The gradients (first-order variation of outputs with respect to the input features) of a neural
network is a vector-valued vector function. To obtain the output gradients with respect to the input
features using CSDA, a perturbation-based approach is formulated. This approach is implemented
in three steps: First, the network is configured and trained for a given classification or regression
task. Configuration involves the selection of the appropriate number of hidden layers and the
number of neurons in each hidden layer which provide the best possible network performance and
generalization ability. Training involves the determination of the network weights and biases.
Second, the input features of the trained network are perturbed (added) one at a time with an
imaginary step size ih. The input vector with one perturbed input is fed to the neural network and

the outputs corresponding to it are obtained through feed-forward operation. Finally, the gradients
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of the output vector with respect to the perturbed input are obtained by dividing the imaginary

components of complex outputs with the real step size h.

The implementation of CSDA in a simple two-layered neural network (see Fig. 3) and the
underlying mathematical operations are illustrated here. The network has an input layer and an
output layer. The input layer consists of 3 nodes which take the input x = (X1 X2 X3)T and the
output layer consists of 2 nodes which produce the output y = (¥1 ¥2)T . The output layer uses a
Rectified Linear Unit (ReLU) activation function. Eq. 3 shows the expression to compute the

activation value of the net input, z for ReLU function.

if z<0 3)

The network is first trained for a regression task and the trained network parameters are

_ [W11 W12 Wiz
W21 Wiz Wps

] and b = [zl] The feedforward operation to calculate y from x involves
2

the calculation of the net input, z = Wx + b, and the application of ReLU activation function to

the net input, y = ¢(z). The partial derivatives of y with respect to x is determined sequentially

by choosing one x; at a time. To calculate the partial derivatives dy, /dx;,0y,/0x; and 0y5/0x;,

the input feature x; is perturbed (added) with an imaginary step size ih and the feed work operation

is carried out. The mathematical operations involved in calculating dy, /0x; is presented here.

The net input of the first node of the output layer is computed as follows,

Zl S Wll(xl + ih) + W21x2 + W31.X3 + bl (4)

This can be rewritten as:

Z1 = Wq1X1 + Wy1Xy + Wy3x3 + by +iwqh %)
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The ReLU activation function given in Eq. 3 is defined for real inputs. Since, in the current case,
the inputs to the ReLU function are complex in nature, the conditions of the ReLU function is

modified in the following way to find the activation value of z;.

_ (0+0i if Re(z;) <0 (6)
1= {Re(zl) +Im(z;) if Re(z;) >0

where, Re(z;) and Im(z,) are real components of z;.

Assuming the case where Re(z;) > 0, y; can be written as

Y1 = Wi1Xg + WpiXy + Wysxs + by +iwgh (7)

Finally, the partial derivative of y; over x; is calculated as given below,

0y, _ Im(y;) )]

The partial derivative calculated in Eq.8 for this simple neural network is the same as that
of the analytic derivative calculated through the chain rule. Although we can implement chain rule
in neural networks to obtain analytical derivatives, it will be very challenging in the case of deep
convolutional neural networks where the implementation involves backpropagating derivatives
through numerous kernel filters and pooling layers. Since CSDA does not involve subtractive
cancellation errors, we can automate the process of finding partial derivatives for the entire

problem by choosing a common very smaller step size.

5. Implementation of CSDA in a denoising autoencoder to compute pixel attributions

In the current study, the proposed CSDA method to construct saliency maps is
implemented in two stages. In the first stage, the preprocessed MNIST handwritten [75] digit
images are fed into a denoised autoencoder and the network is trained to reconstruct the denoised

images. In the second stage, a feedforward neural network is constructed using the network
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parameters of the encoded part of the trained autoencoder network. Then, partial derivatives of
each latent feature with respect to each pixel position are computed and used to develop the
saliency maps. The schematic of the stages involved in evaluating the complex step gradients is
shown in Fig. 4. The details regarding the dataset and the preprocessing involved are described in

Section 5.1 and the detailed implementation procedure is given in Section 5.2.

5.1 Preparation of the input image data

The current study utilizes MNIST handwritten digits dataset for training the denoising
autoencoder. The digital images are in greyscale (one channel) with an image size of 28x28 pixels.
The greyscale values of each pixel range from 0 to 255. The training dataset is denoted by Dy.4in, €
R™ ™ where n is the number of training image examples and m is the number of pixels in an

image example. In the current case, n and m are 60000 and 784 respectively. Similarly, the testing

dataset is denoted by D.s; € R™™, where [ is the number of testing images which is 10,000 in

our current case. A p™ row of the dataset (called a datapoint) is defined as x*®) = ( xg() -, x,(jf ) )s
where xik) T x,E,’f ) are the pixel features and k ranges from 1 to p or 1 to r . The gray pixel ranges

of the both the datasets Dy 4in and Dy, are normalized by dividing with 255 and kept in the range

of 0 to 1. This is done to improve the convergence rate of the gradient descent algorithm.

In denoising autoencoders, the inputs are added with noise and the clean denoised inputs
are reconstructed from the noisy inputs. The reconstruction from the noisy inputs makes the
denoising autoencoders learn only the important model features and reduces the risk of overfitting.
The noisy datasets to be used in the current denoising autoencoder are obtained by adding gaussian

noise to the normalized datasets. The training and testing datasets added with noise are denoted as
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D.,4in and D, respectively. The addition of gaussian noise to an image example is given in Eq.

9.
X =q(x+kN) 9)

Here, x is a normalized cleaner image input and X is a noisy image input. q is a clip function which
bounds the pixel intensity values between 0 and 1. k is a scaling factor which alters the noise
variance. Increasing the k value increases the dispersion and sharpness of the added noise. No
noise is added to the images when the A is set zero. N is an array of independent probability values
sampled from a gaussian distribution with zero mean and unit variance and its dimension is same
size as that of x and X. Fig. 5 shows some examples of handwritten digit images before and after

the addition of noises.

5.2 Evaluation of pixel attributions

A denoising autoencoder is configured and trained to reconstruct the images of handwritten
digits of the MNIST database. We employed a trial and error approach to configuring the denoising
autoencoder which involves the selection of an appropriate number of hidden layers and neurons.
The autoencoder is said to be configured when it can reconstruct the input images without
significant loss of information and is generalizable to the unseen images. This is ensured by
limiting the binary cross-entropy of the network (measures the reconstruction loss of the network)
to 0.1 for both the training and testing dataset. To elucidate, a few examples of the handwritten
digit images reconstructed by the configured autoencoder is given in Fig. 6 along with the original
images. The schematic of the configured denoising autoencoder is presented in Fig. 4. The encoder
of the denoising autoencoder comprises an input layer with 784 nodes (corresponding to the total

pixels of a handwritten digit image) and a hidden representation layer with 128 nodes, followed
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by a bottleneck layer (called ‘code’) consisting of 32 nodes. Thus, in the current autoencoder the
noise-added 784-pixel information, X is compressed into a latent variable vector (g) of
dimensional size 32. The compressed data in the latent space is then expanded and the original
cleaner images are reconstructed through a decoder network. The decoder network follows the
inverted form of the encoder network and thus forms a symmetrical autoencoder network. The last
layer of the decoder (784 nodes) corresponds to the reconstructed image output, X. ReLU
activation function (see Eq. 3) is used for all the intermediate layers of the network and for the
final layer, a Sigmoid activation (Eq. 10, where z is the netput) function is employed.

(10)

Sigmoid(z) = TV

The performance of the network was measured using Binary cross-entropy between the
original image pixel intensities and reconstructed image pixel intensities as shown in Eq. 11. p; in

the equation refers to the predicted probability of a pixel being ‘1°.

(& (11)

L(x,X) = —NZ log p;

i=1

The weights and biases of the encoder and decoder are not tied-in and allowed to vary
independently. The network weights are updated based on ADAM (adaptive moment estimation)
optimization [76] during the training. The configuration parameters ADAM used in our analysis
are presented in Table 2. The model is fitted by running through 100 epochs with a mini-batch size
of 25. The final cross-entropy loss of both the training dataset and testing dataset is in the range of

0.08-0.09.

In the second stage, a simple feedforward neural network is constructed using the encoder

part of the successfully trained autoencoder. The last layer of this network is the ‘code’ layer of
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the autoencoder. The weights and biases of the encoder are simply transferred to this feedforward
neural network. Thus, when a handwritten digital image is fed into this network as pixel features,
X = (X1, Xz, ... Xpp), its dimensionally reduced latent space variables, g = (g1, 92, .-, gq) are
generated as the output. Here, m denotes the number of input pixels and g denotes the number of

latent variables which are 784 and 32 respectively for our case.

With the latent variables and the network parameters of the decoder, we can reconstruct
the original input images. Therefore, these latent variables contain the necessary information to
reconstruct the original image. Hence, we consider the input pixels which significantly contribute
to the latent variables are important for the image reconstruction. The contribution of input pixels
for the construction of latent space is otherwise known as the pixel attribution to the latent
variables. To determine the attribution, Ry, of an input pixel (x;) (contribution of a pixel feature
for image reconstruction), we employ the CSDA approach discussed in Section 4 and compute the
partial derivatives (0g,/0x;,09,/0x; ...0g,/0x;) of the latent features with respect to the input
pixel feature. The computation of partial derivatives with respect to x; through CSDA involves
perturbation of x;, calculation of complex latent outputs g5, gz, ..., g4 and finally, dividing of the
imaginary components of latent outputs with step size, h (0g,/0x; = Im(g1)/h, ..., 09,/0x; =
Im(gq)/h). The step size in the current analysis is taken as h = 10716 to minimize the truncation
error (see Eq. 2) without increasing the subtractive cancellation error. To determine a single
measure for the attribution (Ry,) of an input, we use the L, norm of the partial derivatives of the
latent features (g = {g; ..... g32}) with respect to each original clean input feature x;—.7g4 Which

is given as
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R = J(091/0%% + -+ 022/ 0x) (2
The attributions of each pixel feature (Ry, Ry,, ..., Ry, ,,) are computed sequentially using
this process and a saliency map of size 28%28 is constructed for the given input image. This entire
process of generating the saliency maps is automated through a simple loop sub-routine. Higher

saliency values at a pixel position indicate that the corresponding pixel feature significantly

influences the latent representation and therefore the reconstruction.
6. Generation of Saliency maps

Saliency maps in the forms of contours highlighting the attributions of each pixel feature
to the latent features are constructed for each handwritten image using the procedure described in
the previous section. Three examples of such saliency maps constructed are shown in Fig. 7 along
with its input images for the purpose of illustration. As seen in these contours, the regions occupied
by the handwritten digital strokes show higher attribution values whereas the white regions with
no information possess lower attributions. This demonstrates the proposed approach identifies the
important pixels necessary for the reconstruction. As the saliency maps are dependent on the input
image, the contours slightly differ for each example. However, as the differences are not notably
significant, we can make a general interpretation from the local pixel attributions. Furthermore,
we have formulated and performed three sanity checks to confirm the validity of the obtained
contours. These sanity checks are also useful to gain more understanding of how the input space

influences the latent variables.
7. Sanity Checks

Sanity Check-1: training using single-digit image subset: Since the regions occupied by
the strokes of the digits will have more attribution values in the saliency maps, it is expected that

18



saliency contours of the network trained with only one class of digits would closely resemble the
shape of those digits. To verify this premise, images of the database pertaining to each digit are
separated and the autoencoder is trained with images of digits belonging to only one category.
Then, the trained network weights and biases are used to construct the saliency maps. As expected,
and it is clearly seen in Fig. 8, the contours look very similar to the shape of the digits that were

used to train the network.

Sanity Check-2: spatial translation of digits and saliency maps: The contours of the
developed saliency maps are centered in the maps as the handwritten digits used for the training
are also centered in the images of fixed size. Hence, if the digits are translated off from the center,
the contours should show a similar shift. This is verified by offsetting the digit on the top-left
corner of the images and it is carried out by adding rows and columns of white pixels at the bottom
and right side of the original image. The original image of size 28X28 pixels is converted into
42x42 pixels with the digits being pushed to the top-left position (see Fig. 9a). The procedure
mentioned in section 5 is then repeated and a constructed contour is presented in Fig. 9b. The
contour in Fig. 9b clearly shows the corresponding shift of the contours to the top-left position and

validates this supposition.

Sanity Check-3: Corrupting the most and the least important pixels: In the above two
checks, we have qualitatively shown the developed saliency maps are meaningfully highlighting
the pixel attributions. To verify whether saliency values attributed to the pixels for the image
reconstruction are valid, we have formulated another sanity check. As in our current case, the digit
strokes are the only features present in the image, the pixel positions important for the image
reconstruction will also be important for the classification of images. Hence it is expected that if

the most important pixels (identified by the saliency maps) of the image dataset are corrupted and
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fed into a classifier, the classification accuracy would be decreased. Conversely, if the least
important pixels in the input image dataset to a classifier are corrupted, the classification should
remain unaltered. To verify this assumption, we identified 10%, 20%, and 30% percentages of the
most and least important pixel locations based on a local saliency map and corrupted those pixels.
As the local saliency maps do not differ significantly from each other, a local saliency map is
randomly chosen as the representative of the global saliency map. The pixels are corrupted based
on the grey intensity level, if the grey intensity value is above 100, it is changed to 0 and if the
value is less than or equal to100 it is changed to 255. Fig. 10 shows the extent of alteration of
images due to the applied corruptions. Fig. 10 clearly indicates the corruptions on the important
pixels lead to the significant erasure of digits strokes. These corruptions are made to the testing
dataset of the MNIST handwritten images. The classification accuracies of these corrupted testing
datasets are determined using a convolutional neural network (CNN) trained on the uncorrupted
MNIST handwritten digits. The employed convolutional neural network consists of three
convolutional layers alternated with max-pooling layers. The first convolutional layer uses 32
numbers of 3x3 kernel filters and the second and the third layer use 64 numbers of 3x3 kernel
filters. ReLU activation function is used in all three convolutional layers for non-linear activation.
The last (third) max-pooling layer is flattened to a fully connected layer of size 576. It is further
connected to a hidden layer of size 128 with a ReLU activation function. Finally, the hidden layer
is connected to a softmax layer of size 10 corresponding to each class of the digits. The summary
of the network architecture is presented in Table 3. The classification accuracies of the various
corrupted testing datasets are plotted as in Fig.11. As observed in the plot, the classification
accuracies are reduced considerably from 99.9% to 40% when the percentage of corrupted

important pixels is increased from 10% to 30%. However, the percentage of corrupted least
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important pixels had little effect on the classification accuracies. All the three checks described
above clearly demonstrate that the proposed gradient attribution method determines the importance
of each pixel location for image reconstruction of denoising autoencoders and offers an

interpretability measure for data scientists and analysts.

8. Conclusions

In this study, we examined the importance of each individual pixel feature of an image for
the image reconstruction. The importance of pixel features was evaluated through the attributions
of the pixel features to the latent variables of a denoising autoencoder used for image
reconstruction. Saliency maps showing the pixel attribution contours were developed in the end.
We also verified the fidelity of the saliency maps using three sanity checks introduced in this study.
Through the saliency maps and sanity checks, we were able to identify the important pixel features

for the image reconstruction. The key outcomes of this study are listed below:

1) Saliency maps in the form of contours depicting the attribution of each pixel feature to image
reconstruction are generated. Higher intensity regions of the saliency maps show the most
important image pixels used by the denoising autoencoder for image reconstruction.

2) The first saliency check is performed to verify whether the attribution contours of a single class
of digits resemble the shape of the trained digit. This is envisaged because the digit strokes of
the same class exhibit less variation in occupying the pixel regions. The saliency maps
developed for a denoising autoencoder trained with a single class of digits validate this
supposition.

3) Since the attribution contours are influenced by the pixel regions frequently occupied with
digit strokes, it is presumed that a translational shift in trained images exhibits a similar shift

in the contours of the saliency maps. This is confirmed through the saliency maps of a
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denoising autoencoder trained with images whose digits are translated to the top-left corner.
The contours in the saliency maps are also translated to the top-left corner.

4) The third saliency check is formulated to validate the pixel attribution values in the context of
image classification. A drop in the classification accuracy is expected when the most important
pixels (indicated by the attribution values) of the images used for the testing are corrupted. As
expected, the classification accuracy dropped drastically from 99.99% to 40% when 30% of
the most important pixels are corrupted. Also, the classification accuracy is unaltered when

30% of the least important pixels are corrupted.

As the proposed approach is perturbation-based, it can be used to find the attributions of
specific features of the inputs to the outputs. This approach can be readily applied on already
deployed networks and can be extended to other deep autoencoders architectures and convolution
neural networks. The sanity checks introduced in the current work can be used as a framework to

validate the other attributions-based interpretability methods.
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Tables

Table 1: Cost functions of various autoencoders

Autoencoders Cost function

Sparse autoencoders L(x,%) + 2 Zlail
i

L(x, %) + AlJx0)|IZ
Contractive autoencoders

Jx) = %4;(0g;/0x,)°

Variational autoencoders L(x,%)+1%;KL(q;(g|x)|lp(9))

Denoising autoencoders L(x,X)

where, £ denotes the reconstruction loss, x is the input, X is the reconstructed input with some
information loss, g is the latent vector, A is the regularization parameter, a; is i*" activation of the
latent layer, J is the Jacobian of the partial derivatives, g; is the j th latent variable, x; is the it"
input feature. KL is the divergence function, q;(g|x) — is the learned distribution of a dimension

of the code layer and p(g)) is a true prior distribution which is assumed to follow unit gaussian

distribution.

Table 2: Parametric Values of the ADAM optimizer employed in the study

Parameter b1 B € a

Value 0.9 0.999 | 1078 | 0.001
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Table 3: Network architecture details of CNN used in the Sanity Check-3: Corrupting the most

and the least important pixels

Activation Data Size
Layer Layer size
function
Input - - 28x28x1
Convolutional Layer 1 32%3x%3 ReLU 28x%28x%32
Max pool Layer 1 2x2 - 14x14x32
Convolutional Layer 2 64%3%3 ReLU 14x14%64
Max pool Layer 2 2x2 - TxT7x64
Convolutional Layer 3 64%3%3 ReLU TxT7x64
Max pool Layer 3 2x2 - 3x3x64
Fully connected layer 1 576x1 - 576x1
Hidden layer 128x1 ReLU 128x1
Output layer 10x1 SoftMax 10x1
Figures
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( )
Training and configuring a denoising autoencoder (DA) for image

reconstruction
. J

Y
Implementing a highly accurate gradient approach in the encoder
part of the trained DA

Y

Obtaining gradients of latent variables with respect to input pixels

Y

Evaluating the pixel attributions using the obtained gradients

A 4

Generating saliency maps in the form of pixel attribution contours

A 4
Verifying the fidelity of the saliency maps and elucidate the
influence of inputs using sanity checks

Fig. 1: Flow chart of the research approach employed in the current study.
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Y

3

Fig. 2: A schematic of a simple autoencoder. The autoencoder consists of three components: an

Encoder decoder

encoder — compresses the input (x), a code layer (g) — dimensionally reduced latent space and a

decoder — reconstructs the input (¥) with some loss of information.

Netinput,z  Output, y

Input, x

Fig. 3: Structure of the simple feedforward network used to illustrate the implementation of CSDA.
The network consists of three input features ( x4, x, and x5 ) and two outputs (y; and y,). ReLU

function is used to activate the net input values (z; and z,).
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Stage 2: Perturbation of input nodes to evaluate complex step
gradients

Fig. 4: Schematic of the stages involved for evaluating partial derivatives of latent variables with
respect to input features. Stage 1 involves training and configuration of the denoising autoencoder
and Stage 2 involves sequential perturbation of inputs with an imaginary step size and ih and

calculation of partial derivatives of latent variables with respect to the input features.
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Fig. 5: Handwritten digit images before (top row) and after (bottom row) the addition of gaussian

noises

“H

Fig. 6: Top row shows the original input handwritten images, and the bottom row shows the

reconstructed handwritten digit images by the configured denoising autoencoder. The structure of
the autoencoder is configured such that the binary cross entropy of training and testing is less than

0.1
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Fig.7: Image based saliency maps for three examples of MNIST handwritten digits. The input
images are shown on the top-left corner of the maps. Red regions of the maps indicate the high
attribution values of the pixel features and white regions indicate the almost zero attributions of

pixel regions.



Fig. 8: Saliency maps of digit images used in the denoising autoencoders trained with one class of
digits. Red regions of the maps indicate the high attribution values of the pixel features and white
regions indicate the almost zero attributions of pixel regions. The saliency maps resemble the shape

of the digits class the network is trained with.
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Fig. 9: a) an example of images offset into top left corner b) corresponding saliency map of
complex step gradient norms. The contours in the saliency maps shows the same shift as that of

the shift introduced in the trained images.
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Fig. 10: Examples of testing images used by the classifier. a), b) and c) shows the image examples
in which 10%, 20% and 30% of the most important regions are corrupted. d), e) and f) shows the
image examples in which 10%, 20% and 30% of the least important regions are corrupted. Most
and least important pixel regions of the images are identified through the generated saliency map.
The corruption of most important regions shows the significant erasure of strokes of the

handwritten digits.
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Fig. 11: Plot between classification accuracy (%)

pixels corrupted

and percentage of pixels corrupted. An almost

flat dashed line pertains to the corruption of the least important pixels and the solid line with

accuracy dropping to 40% pertains to the corruption of most important pixels.
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