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ABSTRACT
Background. Software Engineering (SE) is a new and emerging
topic in secondary computer science classrooms. However, a review
of the recent literature has identified an overall lack of reporting on
the development of SE secondary curriculum. Previous studies also
report low student engagement when teaching these concepts. Ob-
jectives. In this experience report, we discuss the development of a
9-week, project-based learning (PBL) SE curriculum for secondary
students. During this curriculum, students create a socially relevant
project in groups of two to three. We discuss displays of partici-
pant engagement with CS concepts through the PBL pedagogy and
the SE curriculum. Method. We examine participant engagement
through group artifact interviews about student experiences during
a week-long, virtual summer camp that piloted activities from our
curriculum. During this camp, students followed a modified SE
life cycle created by the authors of the paper. Findings. Partici-
pants showed engagement with the curriculum through various
aspects of PBL, such as autonomy, creativity, and personal inter-
est in their project topic. Implications. The lessons learned from
this experience report suggest that PBL pedagogy can increase stu-
dent engagement when teaching CS concepts, and this pedagogy
provides detail and structure for future secondary SE curriculum
implementations to support educators in the classroom.

CCS CONCEPTS
• Social and professional topics→ K-12 education; Computer
science education; Software engineering education.
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1 INTRODUCTION
There has been growing interest in integrating software engineering
(SE) concepts with K-12 computer science (CS) curriculum. Most
of these integrations have taken place in secondary schools and
include concepts such as testing and software development cycles.
However, in a recent systematic mapping study, it was identified
that the K-12 SE literature lacks details of the course materials
[27]. It was also identified that there has been a lack of student
engagement when teaching SE concepts [27].

The goal of this experience report is to share our findings of
student engagement with CS from exposure to our modular project-
based learning (PBL) SE curriculum for secondary students [19, 30].
In our SE module, students work within groups to develop a final
project over a duration of 9 weeks. These projects are meant to be
socially relevant and connect to students’ interests tomake the topic
of CS more engaging. We use a block-based learning environment
that connects to Application Programming Interfaces (APIs), which,
in turn, provide students with a wide range of online datasets to
use in their projects. Students also learn about various SE topics
such as Human-Computer Interaction, Prototyping, and the various
software development life cycles.

To pilot this curriculum, we ran a virtual week-long summer
camp that implemented activities from our SE module. We con-
ducted group artifact interviews with participants to understand
their engagement with camp activities and materials. We chose to
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analyze group project interviews using thematic analysis to find
patterns in participant experiences [23].

Three themes emerged from the thematic analysis of group in-
terviews: Challenges With Design, Attitudes Towards Project, and
Attitudes Towards Collaboration. We found students showed engage-
ment in CS with the curriculum materials and with various aspects
of PBL pedagogy, such as student autonomy and creativity.

1.1 SE in Primary and Secondary Education
There has been a growing interest in software engineering (SE)
education to prepare K-12 students for the workforce. Despite the
relevance of SE education for K-12 students, most of the available
instructional units lack detail and are limited for large-scale use
[27]. Previous research has also indicated that educators fear that SE
concepts are too complicated for secondary students [14]. Hermans
and Aivaloglou address this in their findings of a massive open
online course (MOOC) that introduces K-12 students to software
engineering concepts [14]. One main finding was that students
thought that software engineering concepts were no more difficult
to understand than foundational programming concepts [14]. In an-
other study investigating students’ ability to learn SE best practices,
Gutierrez et al. confirmed that primary and secondary students are
more than capable of comprehending SE concepts [13].

1.2 Project-Based Learning
Our curriculum aims to provide the K-12 CER community with a
detailed SE curriculum for secondary students using project-based
learning (PBL) [19, 30], which has been found to have significant
benefits in increasing student performance, communication and
engagement when used in CS classes [11]. PBL is a student-centered
pedagogy in which students decide what actions they wish to take
to solve a problem [19, 30]. Project-based learning allows instruc-
tors to teach SE concepts and best practices while helping students
develop new collaboration skills. This pedagogy is especially rele-
vant to teaching SE due to the importance of teamwork and agile
development in CS. In software development teams, better team-
work quality has been associated with better team performance
and improvements in personal success and learning of the team
member [15, 22].

Our SE module is part of a larger course, Computer Science Fron-
tiers (CSF) [20] , designed for students to take after completing the
US College Board’s Advanced Placement Computer Science Prin-
ciples (AP CSP) course [8]. A purpose of this course is to trigger
secondary student interest in CS early in their academic careers by
introducing them to advanced topics, such as Artificial Intelligence
(AI), Internet of Things (IoT), and SE, that they would typically not
be exposed to until undergraduate studies. We target secondary
students in this curriculum because previous research has shown
that female interest in CS develops in high school, when many
other career choices occur [24].

This introduces another goal of this course: broadening partici-
pation in CS by increasing young girls’ engagement in the CS cur-
riculum. Previous research has shown that young girls are mostly
interested in topics of social relevance in interdisciplinary and
people-oriented fields [18, 29]. Socially relevant projects have also
been shown to increase the participation of underrepresented and

Figure 1: Diagram of the modified software engineering life
cycle used in the SE module.

young female students [7, 10, 26]. Therefore, we centered our cur-
riculum around socially relevant and people-oriented projects, sim-
ilar to how the other modules in the CSF course are structured
[1, 12, 31].

2 MODULE CURRICULUM
In this section, we give details about our SE module curriculum, a
modified SE life cycle, previous work that uses similar PBL peda-
gogy and the block-based learning environment used in our cur-
riculum.

2.1 Software Engineering Module
Our SE module curriculum enables students to learn about the soft-
ware engineering process while creating programs that are accessi-
ble and socially relevant. In its full implementation, the SE module
takes place over nineweeks and is designed to fit a typical secondary
classroom schedule. Module materials have been adapted from a
college-level SE course to be appropriate for secondary students.
Examples of SE topics taught in the module curriculum include
the following: documentation, product specifications, prototyping,
project management, human-computer interaction (HCI), user ex-
perience, affinity diagramming, accessibility, and ethics. Each week,
students will complete lessons related to a modified version of the
agile SE life cycle that has been developed for this module (Figure
1). This version was developed by the authors of this paper who
have experience in curriculum development for secondary students
and have experience teaching an undergraduate SE course at a large
research institution.

In total, there are four phases of our modified life cycle: Plan-
ning, Design, Development, and Testing/Feedback. In the Planning
phase, students would answer questions such as, "What specific
features will your program have to meet Sprint ’#’ requirements?",
and "Who will be working on which tasks?", to develop a plan for
their next iteration. This ensures that all members of the group
know which tasks to complete and that projects are completed in
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a timely manner. In the next phase, Design, students are able to
modify their design based on concepts from their previous lesson
or on tasks delegated in the planning meeting. During the Develop-
ment phase students would program the tasks they were deemed
responsible for per the planning and design meetings. Finally, in
the Testing/Feedback phase, students would test their programs and
give other groups feedback on how to improve their programs.

Every three days, each group would complete an iteration of this
cycle with the goal of completing their group project by the end of
the module. The topics mentioned previously (e.g. human-computer
interaction, documentation) will also be integrated into their class-
room time. Preferably before the next planning phase, so students
can apply concepts from the lesson to their next cycle iteration.
Contingent on publication, online access to our curriculum will be
provided.

2.2 NetsBlox
To facilitate the introduction of advanced topics to students, the
curriculum uses a block-based programming environment (BBP),
NetsBlox. Similar studies that have introduced K-12 students to SE
concepts also use BBP environments, such as Scratch [13, 14]. Nets-
Blox supports advanced programming techniques and connects to
several Application Programming Interfaces (APIs) to enable inter-
disciplinary projects and access to online datasets [5, 6]. Examples
of these datasets include, but are not limited to, climate and weather
data, New York Times articles, and song lyrics. By forming this con-
nection, students can create a wide range of projects on topics they
are interested in. This can spark interest in CS in students who
are typically not drawn to the subject [4]. This also opens up the
possibility of device programming for students interested in app
development.

Using a BBP language, reduces the possibility of syntax errors,
while ensuring successive development of code [34]. This allows
students to focus more on the computing concept they are learning
than on the semantics of a programming language. NetsBlox also
contains a collaboration feature, similar to Google Docs, that allows
students to work on a project simultaneously on different machines
[3]. The concurrent editing was crucial in the design of the SE
module in order for students to program their project at the same
time, on their own computers. During the virtual summer camp, this
was vital as students were not physically together in a classroom
environment.

3 RESEARCH METHODS
In this section, we give details about the study and researchmethods,
including camp implementation, facilitators, and participants. We
also describe the restructured camp curriculum, interview protocol,
and analysis of interview transcripts.

3.1 Camp Implementation
We condensed the SE module into a virtual, week-long summer
camp curriculum to test the material with secondary students. Stu-
dents participated in the camp for seven hours each day. As a
requirement to attend the SE camp, the students had to attend at
least one of the camps that we facilitated the two weeks prior. These
camps corresponded to other modules of the CSF curriculum (AI

and IoT) and were also taught using NetsBlox mentioned in Section
2.2.

The camp was facilitated using the Zoom online platform [32].
Zoom allowed remote communication between groups with the
breakout room feature, screen sharing, and audio/video recording.
Group interviews for this study were conducted on the fourth day
of camp. How the students were grouped is discussed in Section
3.2.

3.1.1 Camp Facilitators. The SE camp was co-taught by five teach-
ers, onemale and four female. All teachers have experience teaching
the AP CSP course to secondary students. All camp facilitators also
participated in a week-long professional development (PD) several
weeks before the camp. The purpose of this PD was for teachers to
become familiar with the materials of the SE camp and ask ques-
tions about unfamiliar concepts. Four out of five of the teachers also
have experience facilitating camps for the other modules, AI and
IoT, in the full CSF curriculum. Camp facilitators were also joined
by one female graduate student and one female undergraduate
student.

3.1.2 Participants. A total of eight students, two female and six
male, consented to be part of this study. Of the six male partic-
ipants, 5 self-identified as Southeast Asian/Indian, and one self-
identified as East Asian /Pacific Islander/Asian Other. Of the two
female participants, one identified as Southeast Asian/Indian, and
one self-identified as East Asian /Pacific Islander /Asian Other. All
participants were recruited from the institutions of the teacher
facilitators mentioned above.

3.2 Restructured Camp Curriculum
On the first day of camp, students were introduced to SE and the
criteria for the projects they would be creating throughout the
week. Following the introduction, students created proposals for
their project and presented them. Then, students chose their three
favorite proposals and ranked them in order of most to least pre-
ferred. After the rankings were submitted, students were put into
groups based on their pitch rankings; This resulted in four different
groups: three groups of two students and one group of three stu-
dents (Note: not all students participated in interviews). The next
two days followed a schedule similar to that shown in Figure 2. This
figure also connects the activities from the camp to the modified
software development life cycle discussed in section 2.1

During these days, the camp began with group sprint planning,
then a project design meeting. After the design meeting, the groups
had 75 minutes of development time. The topic of the day was
presented after the development time and was followed by an hour-
long break, then 30 minutes more development time. The SE top-
ics that were taught throughout the week were Documentation,
Project Management, HCI, and Play Testing. At the end of the day,
the groups presented short demos of their projects to show other
students and facilitators for feedback.

On the fourth day of camp, the students completed play test-
ing of each group’s project. They received peer feedback on how
to improve their project and make it more accessible. After play
testing, the groups were given development time for one hour and
45 minutes. During this time, two researchers (female) conducted



WiPSCE ’23, September 27–29, 2023, Cambridge, United Kingdom Gransbury et al.

Figure 2: Example schedule of a day from the summer camp.
Activities from the camp are mapped to difference phases of
the curriculum’s modified software development life cycle.

group project interviews. The students had interacted with these
researchers every day at the camp, so they had gained a level of fa-
miliarity with them. On the last day of camp, the students received
more development time before their final presentations. Finally,
the groups presented their projects to the camp and were able to
interact with other projects using a feature in NetsBlox.

3.3 Interview Protocol
To gain insight into student’s experiences during the camp we
conducted group project interviews with each of the four groups.
Questions asked in these interviews related to student engagement
with activities and attitudes towards their artifacts. All interviews
took place on the fourth day of camp and were approximately 30
minutes long. Two female graduate students facilitated the inter-
views through Zoom. One researcher asked questions, while the
other took notes on participant responses. The following questions
asked in these interviews are shown in Table 1.

Table 1: Questions asked during group interviews.

Group Questions
1. What is your project about?
2. How did you decide on your project?
3. Now can one of you share your screen and walk me through
the code and show me what the different parts do?
4. What were some bugs you had to deal with or are dealing
with?
5. What was the most challenging part of going through the SE
process for your project?

Individual Questions
1. How is this project similar to or different from previous
projects you’ve worked on?
2. What are you most proud of about creating your project?
3. Overall how would you describe this project experience?

3.4 Interview Analysis
After completing the group project interviews, three researchers
used thematic analysis to analyze the transcript data [23]. Thematic
analysis involves a team of researchers coding qualitative data, then
condensing that data into common themes. This methodology is
often used to analyze dialog in study participant interviews [23].
Due to the low population size of the study, a qualitative approach
gives us greater insight into student engagement with SE concepts,
compared to quantitative data. During our thematic analysis we
completed the following 4 phases: (1) Review data and rectify tran-
scripts; (2) Code first interview together and discuss codes; (3) Code
other three interviews; (4) Group codes into themes. We completed
thematic analyses for all group project interviews and coded the
first interview together to establish a norm across all four inter-
views.

4 RESULTS: THEMATIC ANALYSIS
This section describes the results of the thematic analysis of group
interviews. Groups were formed based on the interest the partici-
pants had in the project proposals on the first day of camp. Common
themes we found across all four groups consist of: Challenges With
Planning / Design, Attitudes Towards Project, and Attitudes Towards
Collaboration. Table 2 displays participants responses to the group
interview questions that display engagement with our curriculum
and activities.

5 DISCUSSION
5.1 Student Engagement
As mentioned in the literature review, the pedagogical method of
PBL has been shown to increase student engagement when used
in CS classes. An initial objective of this study was to determine
the effects of using PBL on student engagement in our curricu-
lum. A surprising result was that the student in Group 1 showed
engagement with her project, despite not having a partner who
also contributed code to the project. Previous research has shown
that young women enjoy collaborating when actively learning CS,
therefore increasing their engagement [21]. The student explained
that her strong feelings were due to her interest in the focus of her
project. It may be the case that if it is not possible for a woman to
collaborate while learning CS, the use of PBL may counteract the
engagement lost from not being able to learn collaboratively.

Another important finding was that the students in Group 2 and
Group 3 specifically commented on their engagement of the camp
due to the use of the PBL pedagogy. The students in Group 2 said
that they enjoyed being able to implement a concept they had pre-
viously learned in "their own way". This comment directly relates
to autonomy, which conveys that one’s behavior is an expression
of their self [28]. Student autonomy is one of three psychological
needs that serve as the main driver of human behavior, as stated
in Self-Determination Theory (SDT) [17]. STD is a theoretical lens
within developmental and educational psychology to understand
how humans are self-motivated and engaged [9]. This finding sug-
gests that the use of PBL pedagogy can cause students to engage
with concepts being taught through student autonomy.
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Table 2: Student responses from the group interviews organized into the themes found through thematic analysis.

Groups Challenges With Planning /
Design

Attitudes Towards Project Attitudes Towards Collabora-
tion

Flood Preven-
tion (1F)

"I think it was during the be-
ginning stages on like Mon-
day, Tuesday, when I was still
trying to figure out like what
I wanted to do with the app."

She commented on the
"positive outlook" she had
throughout the project be-
cause of her interest in the
project topic.

One student reported it was
"nice" to be able to use that
code as a starting point and
make the code their "own"
through the SE project

"I enjoyed it when the in-
structors came into the break-
out rooms. I also liked an
overview of the day. The in-
structors were extremely kind
and easy to reach out for
help."

Inspirational
Quotes (1F,
1M)

They decided to begin testing
different sentiment analysis
techniques by "[testing] dif-
ferent codes to see what is go-
ing to work better".

The young woman said that
they were proud of their
project because of its possi-
bility of helping people and
"motivat[ing] them to do
what they want".

Both students commented
on being able to use this
concept "in their own way"
by implementing it in their
program.

"It was fun thinking of ways
to solve our problems to-
gether"

Drawing
Game (3M)

Early in the week, the mem-
bers of group 3 realized that
they may not be able to imple-
ment more than 2 users at the
same time.

".... [the user] can sort of cus-
tomize it to whatever they
feel like and not just have to
... deal with [the program]
because they ... [can] make
it fit their needs".

"better experience than
what I had before [and] had
more creativity to add what
we wanted"

"... working alone can get a lit-
tle bit tedious but ... working
with two or three people ... it’s
a lot more fun"

Remote Con-
trol App (2M)

One student explained that it
was hard for the pair to orga-
nize their thoughts such as "...
what shouldwe do on this day,
what should we do tomorrow,
what should we do day after?"

"[They] were able to create
something that could actu-
ally help people"

Another member of the
group liked that you could
also have fun with their
project and that it also has
"a serious point"

They commented they en-
joyed being able to work with
a partner because they were
able to overcome their "road-
blocks" easier than if they
were working alone.

We will now consider comments made by a student in Group
3 who had previously taken CS courses: "[The camp was a] better
experience than what I had before [and] [w]e had more creative
[freedom]. We didn’t really have projects [in previous classes] be-
cause there was a set curriculum". This student expressed that he
was able to engage with the curriculum more than his previous
CS classes because of the creative aspect of the PBL pedagogy.
Previous literature has shown that creative thinking can increase
self-efficacy [25, 33], leading to increased enjoyment and engage-
ment in CS introductory courses [16]. Therefore, it can be assumed
that the creative aspects of PBL can lead to student engagement of
CS concepts. These findings raise intriguing questions regarding
the nature and extent of student autonomy and creativity in CS
classes and their important roles in student engagement with CS.

5.2 Lessons Learned: For Practitioners
The initial objective of this study was to determine student en-
gagement with our project-based learning curriculum in a virtual
summer camp. Below we discuss the lessons learned from a practi-
tioners stand point for future implementation of our curriculum:

• When implementing this module and SE in general, it would
be beneficial for students to have completed coding activities
they can draw inspiration from for their projects. All groups
used concepts from activities in the camp they completed
the week prior to the SE camp in their projects. We believe

this also had a large impact on their engagement of the SE
camp since they had knowledge of how to implement other
CS concepts besides SE.

• Students also seemed to be more engaged due to the collab-
orative aspects of the camp. One student said it made him
feel more creative, while another student said it was eas-
ier to overcome the obstacles they had with more than one
person working on an program. Another student also said
their group was able to create more ideas for their project
together versus them brainstorming ideas on their own.

• When pairing secondary students it is important to consider
the factors of familiarity (students who are friends with
each other), previous programming experience, and project
interest. Some factors may produce more productive and
collaborative groups than others, and greatly depends on the
students [2, 35] .

5.3 Limitations
A limitation of this study is that it was conducted virtually, thus
we were not aware of the specific distractions in each student’s
environment. These distractions may have negatively impacted
students engagement with the materials. Another limitation is low
camp attendance; which makes these findings less generalizable for
female engagement in our curriculum. Although only two female
students interviewed, their experiences give us insight into possible
ways to increase female engagement in CS using a SE curriculum.
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Despite the relatively limited sample, this work also offers valuable
information on overall student engagement in CS using SE.

6 CONCLUSIONS & FUTUREWORK
The purpose of the current study was to examine student engage-
mentwith CS using our SE curriculum after participating in a virtual
week-long camp. The first major finding was students expressed
their engagement with CS through statements about student au-
tonomy and creativity. Both of these concepts are directly related
to the use of the PBL pedagogy. The findings reported here shed
new light on how to use advanced CS topics, such as SE, in CS
classrooms to increase student engagement. More research using a
traditional classroom environment and a larger sample size could
provide insight into how the curriculum specifically directly affects
the engagement of women and underrepresented students.
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