
Copiloting the Copilots: Fusing Large Language Models with
Completion Engines for Automated Program Repair

Yuxiang Wei
University of Illinois

Urbana-Champaign, USA
ywei40@illinois.edu

Chunqiu Steven Xia
University of Illinois

Urbana-Champaign, USA
chunqiu2@illinois.edu

Lingming Zhang
University of Illinois

Urbana-Champaign, USA
lingming@illinois.edu

ABSTRACT

During Automated Program Repair (APR), it can be challenging

to synthesize correct patches for real-world systems in general-

purpose programming languages. Recent Large Language Models

(LLMs) have been shown to be helpful łcopilotsž in assisting de-

velopers with various coding tasks, and have also been directly

applied for patch synthesis. However, most LLMs treat programs as

sequences of tokens, meaning that they are ignorant of the underly-

ing semantics constraints of the target programming language. This

results in plenty of statically invalid generated patches, impeding

the practicality of the technique. Therefore, we propose Repilot, a

general code generation framework to further copilot the AI łcopi-

lotsž (i.e., LLMs) by synthesizing more valid patches during the

repair process. Our key insight is that many LLMs produce outputs

autoregressively (i.e., token by token), resembling human writing

programs, which can be significantly boosted and guided through a

Completion Engine. Repilot synergistically synthesizes a candidate

patch through the interaction between an LLM and a Completion

Engine, which 1) prunes away infeasible tokens suggested by the

LLM and 2) proactively completes the token based on the sugges-

tions provided by the Completion Engine. Our evaluation on a

subset of the widely-used Defects4j 1.2 and 2.0 datasets shows that

Repilot outperforms state-of-the-art techniques by fixing 27% and

47% more bugs, respectively. Moreover, Repilot produces more valid

and correct patches than the base LLMwith the same budget. While

we focus on leveraging Repilot for APR in this work, the overall

approach is also generalizable to other code generation tasks.
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1 INTRODUCTION

Automated Program Repair (APR) seeks to reduce the manual bug-

fixing effort of developers by automatically synthesizing patches

given the original buggy code [20]. State-of-the-art traditional

APR tools are mainly based on handcrafted repair templates to

match the buggy code patterns and apply the corresponding code

changes [21, 41]. Although outperforming other traditional tech-

niques [37, 43, 47], such tools can only fix the bug types within the

preset templates and cannot generalize to new bug types. With the

development of Deep Learning (DL) techniques, researchers build

learning-based APR [29, 72, 74] tools based on Neural Machine

Translation (NMT) [57] architecture. They train NMT models to

translate buggy code into correct code by learning from pairs of

buggy and fixed code scraped from open-source commits. However,

as discussed in prior work [67], the training sets of these tools can

be limited in size and also contain irrelevant or noisy commits.

More recently, researchers have leveraged the growth in the field

of NLP to directly use Large Language Models (LLMs) [10, 17] for

APR [31, 66, 67]. LLMs not only achieve impressive performance on

many NLP tasks [7], but are also shown to be reliable łcopilotsž1 in

assisting developers with various coding tasks [4, 40]. The reason

is that modern LLMs often include large amounts of available open-

source code repositories as part of their training dataset. Recogniz-

ing the power of LLMs, researchers have recently applied LLMs for

APR: instead of translating buggy code into correct code, LLMs are

directly used to synthesize the correct patch from the surrounding

context. AlphaRepair [67] reformulates the APR problem as a cloze

(or infilling) task [2, 19]: it first replaces the buggy code snippets

with masked tokens and then uses CodeBERT [17] to fill correct

code in given the surrounding context. Other studies on LLMs for

APR have applied even larger LLMs with different repair settings

(including generating complete patch functions) [33, 53, 66].

While prior LLM for APR techniques achieve state-of-the-art

bug-fixing performance, they use LLMs in a black-box manner,

where the underlying LLM generate programs according to the to-

ken distribution without any structural or semantic understanding

of the code. To highlight the limitations with current LLMs for APR

tools, In Figure 1 we show 3 scenarios where LLM can generate

incorrect patches. 1 Generating infeasible tokens. In Figure 1.1,

the LLM has a high probability (>90%) of generating String to com-

plete the asString method. However asString is not a valid field

access for the object t and is also not part of the scope of the current

1One popular AI pair programmer tool (based on Codex [10]) is named Copilot [22].
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2.0 single-line bugs fixed respectively with 30 more combined

fixes across both datasets compared to the previous best baseline.

Our further evaluation shows that Repilot consistently improves

the validity and correctness of the generated patches with a

limited overhead (7% for CodeT5 and negligible for InCoder).

2 BACKGROUND AND RELATED WORK

2.1 Large Language Models for Code

Recent advances in Natural Language Processing (NLP) have em-

powered the idea of using Large Language Models (LLMs) that are

pre-trained on enormous corpora of natural language and code for

various code-related tasks [4, 5, 10, 38, 70]. LLMs are based on the

transformer architecture [59] that can be categorized into encoder-

only, decoder-only and encoder-decoder. Encoder-only models

use only the encoder component by training using Masked Lan-

guage Modeling (MLM) [15] objective where a small percentage

(e.g., 15%) of the tokens are masked on. The goal of MLM is to re-

cover these masked tokens given the surrounding context. Encoder-

only models such as CodeBERT [17] and GraphCodeBERT [23] are

designed to provide a representation of the input code to be used for

downstream tasks such as code classification [71]. Decoder-only

models, on the other hand, aim to autoregressively generate to-

kens based on all previously generated tokens. CodeGEN [50, 51],

Codex [10] and PolyCoder [70] are examples of decoder-only LLMs

where they can be used for code autocompletion tasks. Different

from encoder- and decoder-only LLMs, encoder-decoder models

(e.g., CodeT5 [60, 61] and PLBART [3]) combine both encoder and

decoder together and jointly train both components together. A

commonly used pre-training objective for encoder-decoder models

is Masked Span Prediction (MSP) where random spans (multiple

consecutive tokens) are replaced with single masked tokens and the

models learn to fill in the masked span with the correct sequence of

tokens. Furthermore, decoder-only models like InCoder [19] can

also do infilling through the causal language modeling [2] objective.

Instead of using the decoder to predict the next token in the origi-

nal training data, similar to MSP, InCoder also replaces random

spans with masked span tokens. During training, InCoder learns

to autoregressively recover the original spans. With this training

strategy, InCoder can perform infilling with bidirectional context

similar to encoder-decoder models, enabling cloze-style repair.

2.2 Code Completion

Code completion is one of the most frequently used features in

Integrated Development Environments (IDEs). It substantially al-

leviates the complexity of software development by interactively

suggesting program constructs after the user’s caret position while

programmers are typing, including identifier names and library

APIs. Code completion is now an indispensable infrastructure of

the most widely-used programming languages and can be easily

integrated into most modern text editors thanks to the presence

of the Language Server Protocol [48], which standardizes the com-

munication between tools and language services. Traditionally, a

semantics-based Completion Engine is implemented on top of a se-

ries of complex incremental syntactic and semantic analyses of

the target programming language, since it needs to understand

partially written programs and provide real-time feedback. The

Completion Engine has full access to a project repository and its de-

pendencies and can produce suggestions according to its semantic

understanding. Recent advances in LLMs demonstrate the capa-

bility of generating long and complicated completions. However,

they may produce unreasonable programs due to the limitation in

the code context size and the loss of program analysis by simply

treating programs as token sequences. In this paper, we use the

term Completion Engine to refer to the semantics-based one. We

formally define the expected properties of a Completion Engine in

our framework in Definition 3.4.

2.3 Automated Program Repair

Automated Program Repair (APR) aims to generate patches given

the buggy code location and the bug-exposing tests. Traditionally,

APR approach can be categorized as constraint-based [13, 35, 43, 47],

heuristic-based [36, 37, 63] and template-based [21, 25, 34, 41, 42,

46]. Among these classic techniques, template-based tools have

been shown to achieve the highest number of bug fixes by using

handcrafted repair templates to target specific bug patterns [21].

However, these handcrafted patterns cannot cover all types of bugs

that exist and as such, template-based tools cannot fix bugs outside

of their pre-determined templates.

To address the issue faced by template-based APR tools, re-

searchers resort to Neural Machine Translation (NMT) [57] to de-

velop NMT-based APR tools [11, 29, 39, 44, 72, 74]. NMT-based APR

tools train an NMT model to translate the input buggy code into

the correct code through bug-fixing datasets containing pairs of

buggy and fixed code. However, these bug-fixing datasets may con-

tain only a small number/types of bug fixes, especially compared

to a large amount of available open-source code snippets, due to

the difficulty in obtaining bug-fixing commits [67]. Additionally,

the datasets can fail to filter out unrelated commits [30] such as

refactoring, which adds noise to the training datasets. Due to this

reliance on training using bug-fixing datasets, these NMT-based

tools also cannot generalize to bug types not seen during training.

Recently, researchers begin to directly apply LLMs for APR [66].

AlphaRepair [67] is the first to directly use LLMs for cloze-style

(or infilling-style) APR: it masks out the buggy code snippet and

then uses CodeBERT [17] to directly fill in the correct code given

the surrounding context. While AlphaRepair demonstrates the po-

tential to use encoder-only models for cloze-style APR, other stud-

ies [33, 53, 66] have looked into applying all three types of LLM ar-

chitecture. FitRepair [64] further improves AlphaRepair via domain-

specific fine-tuning and prompting strategies leveraging the plastic

surgery hypothesis [6]. Even more recently, researchers have ap-

plied dialogue-based models for APR [8, 56, 68, 69]. For example,

ChatRepair [69] proposes a fully automated conversational APR

approach by learning from prior patching attempts, including both

patch code and test failure information.

Compared to traditional and NMT-based APR techniques, LLM-

based techniques are able to achieve new state-of-the-art bug-fixing

results [66, 67]. While the performance is impressive, one particular

limitation of these techniques is the lack of guidance in patch gen-

eration. Prior work mainly treats the LLM as a black box and only

queries the model via beam search [67] or sampling [33, 53, 66]. This
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checks if any of the tokens in the Trie is a prefix of next-token right

after Line 3 in Algorithm 2. If it is the case, Repilot directly skips to

the next iteration, avoiding further analysis.

4.4 Active Completion

Not only is a Completion Engine able to determine the feasibility of

a possible next token suggested by themodel, as shown in ğ4.2, but it

can also proactively suggest a potential continuation of the current

program without querying the model, just like how developers

benefit from autocompletion.

Algorithm 3 describes active completion in detail. The function

ActivelyComplete takes three inputs: the Completion Engine CE,

the current program prog, and the current caret position caret, and

outputs a sequence of tokens completion-toks as the continuation of

prog at caret. Initially, Repilot gets the completion result according

to Equation (3.5), given prog and caret (Line 2), and checks if it is

unknown (Line 3). If it is the case (completions = unknown), the

result is set to an empty string, meaning no extra completions are

produced (Line 4). Otherwise, Repilot calculates the common prefix

of all the completions (Line 6). Note that the type of the resultant

variable completion is a sequence of characters in the Programming

Language alphabet, different from the language model’s Σlm, so

Repilot further aligns the completion to fit the model’s vocabulary

(Line 7). Finally, the result is returned at Line 8.

Algorithm 3 Active Completion

Inputs: Completion Engine CE, Program prog, and Caret Position caret.

Output: The actively completed tokens completion-toks.

1: func ActivelyComplete(CE, prog, caret)→ Σ
∗
lm :

2: completions : P(Σ∗pl ) ∪ {unknown} := CE.complete (prog, caret )

3: if completions = unknown then

4: completion-toks := 𝜀

5: else

6: completion: Σ∗pl := CommonPrefix(completions)

7: completion-toks : Σ∗lm := AlignTokens(Σlm, completion)

8: return completion-toks

4.5 Soundness of Repilot

In this section, we show the theoretical guarantee of each algorithm

discussed above under the condition that the Completion Engine is

strict (Definition 3.4).

Lemma 4.1 (Soundness of Pruning). The tokens pruned away

in Algorithm 2 (GuidedPrune) result in infeasbile programs.

Discussion. From Equation (3.7) in Definition 3.4, we can de-

duce that a program is infeasible at some caret position if the Com-

pletion Engine does not return unknown but the set of completions

is empty, i.e.,

|completions | = 0 → (prog, caret) ⊭ Φ

if completions ≠ unknown
(4.7)

The pruning at Algorithm 2 happens at Lines 8 to 9, which is exactly

what is described above. As a result, we can conclude that the

program with next-token appended is infeasible, and hence it is safe

for Repilot to abandon the token. □

Lemma 4.2 (Soundness of Memorization). The memorization

discussed in ğ4.3 does not affect GuidedPrune’s behavior.

Discussion. The theorem holds because all the memorization

techniques mentioned in ğ4.3 do not change the semantics of Guid-

edPrune but only speed up the process. □

Lemma 4.3 (Soundness of Active Completion). If a program

is feasible at some caret position, the new program produced by Algo-

rithm 3 (ActivelyComplete) is feasible at its new caret position.

Discussion. Based on Equation (3.7) from Definition 3.4, any

continuations not matching the set of completions would bring

about an infeasible program. In the case where these completions

have a shared common prefix, any continuations not starting with

this common prefix would be invalid. Therefore, completing the

original program with the common prefix (Line 6 in Algorithm 3)

is the only way to yield a new feasible program. □

On the basis of Lemmas 4.1 to 4.3, we can easily prove that

Repilot’s overall algorithm is sound.

Theorem 4.4 (Overall Soundness). Algorithm 1 (Repair) does

not miss any feasible programs in the language model’s search space.

When will Repilot fail? Although the theorems are about the

soundness of Repilot, i.e., it prunes the search space correctly, it does

not provides any guarantee that Repilot produces a valid patch every

time. Therefore, Repilot’s expected behavior is to be able to obtain

valid patches more efficiently, rather than being entirely error-free

during the generation.

5 EXPERIMENTAL SETUP

In this paper, we study the following research questions to evaluate

Repilot.

• RQ1: How does Repilot’s bug fixing capability compare with

state-of-the-art APR techniques (ğ6.1)?

• RQ2: How effective is Repilot in improving the compilation rate

of patch generation (ğ6.2)?

• RQ3: Are all components of Repilot making positive contribu-

tions to its effectiveness (ğ6.3)?

• RQ4: Can Repilot generalize to different subjects of bugs and

models (ğ6.4)?

We first compare the repair performance of Repilot, instantiated

with CodeT5, against state-of-the-art APR tools across both tradi-

tional, NMT-based, and LLM-based tools on the Defects4J datasets

in RQ1. In RQ2, we then closely evaluate the improvement in compi-

lation rate Ð percentage of compilable patches generated to demon-

strate that Repilot is not only effective in bug repair but can gener-

ate a higher number of compilable patches compared with existing

tools. Furthermore, we perform a detailed ablation study in RQ3

to evaluate the contribution of different components of Repilot.

Finally, in RQ4, we extend our evaluation of Repilot beyond its use

with CodeT5 in the previous RQs. We go a step further by imple-

menting Repilot with InCoder and assessing the performance of

Repilot using both CodeT5 and InCoder on single-hunk bugs from

both Defects4J 1.2 and 2.0 to demonstrate the generalizability of

Repilot across different LLMs and bug subjects.
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Table 3: Component contribution of Repilot

Variant Generation

Time

%Compilable

Patches

%Plausible

Patches

#Plausible

Fixes

#Correct

Fixes

Repilot∅ 0.232s 43.2% 3.95% 56 37

Repilotp 0.294s 60.7% 5.02% 62 41

Repilotmp 0.255s 58.7% 4.82% 60 40

Repilot 0.248s 63.4% 5.21% 63 42

cost of training a new model. Additionally, Repilot uses the active

completion ability of Completion Engine to directly generate these

rare identifiers to further boost the compilation rate. As such, Repi-

lot is able to achieve the highest percentage of compilable patches

across all four different settings.

6.3 RQ3: Ablation Study

To study the contribution of each component of Repilot to its overall

effectiveness, we conduct an ablation study that aims at justifying

the following hypothesis:

• Algorithm 2 (GuidedPrune) helps LLM to achieve valid (compi-

lable) patches more efficiently on a pruned search space.

• Memorization (ğ4.3) reduces the frequency of querying the Com-

pletion Engine, thus speeding up patch synthesis.

• Active completion provides further guidance of synthesis that

and helps Repilot efficiently achieve more valid patches.

• The plausible rate of patches becomes higher along with the

compilation rate.

To give grounds for these hypotheses, we set up the following

four variants:

• Repilot∅ uses only the base LLM (CodeT5) for patch synthesis.

• Repilotp applies pruning defined in Algorithm 2.

• Repilotmp leverages memorization (ğ4.3) on top of pruning.

• Repilot employs active completion for further guidance.

and evaluate them by comparing them against their efficiency in

generating compilable, plausible patches, and correct patches.

Table 3 shows the generation time (in seconds per patch), the

contribution in terms of the percentage of compilable and plausi-

ble patches among all uniquely generated patches, the number of

plausible fixes, and the number of correct fixes for each of the four

variants on Defects4J 1.2 single-hunk bugs. We first observe that

just using the base LLM for APR (Repilot∅), we achieve the lowest

compilation rate at 43.2%. By adding the pruning provided by the

Completion Engine, we can significantly improve the compilation

rate to 60.7%, the number of plausible fixes from 56 to 62, and the

number of correct fixes from 37 to 41. Additional improvement is

made by adding the active completion technique to achieve the

full Repilot with the highest compilation rate at 63.4%, plausible

percentage 5.21%, the most number of plausible fixes at 63, and the

most correct fixes at 42.

Looking at the patch generation time, starting from Repilot∅,

adding pruning via Completion Engine incurs an over 25% overhead.

However, this can be significantly reduced by using memorization

(Repilotp) to achieve around 10% overhead by avoiding querying

the Completion Engine once we know an identifier is invalid. Fur-

thermore, active completion can further reduce the overhead to

7% since instead of having to sample the LLM for each step in the

generation, we can actively complete an identifier.

As a result, all the components contribute to the overall effective-

ness of Repilot. Repilot can consistently increase the compilation

and plausible rate, as well as produce more plausible/correct fixes

while incurring minimal overhead compared with directly using

LLMs for patch synthesis.

6.4 RQ4: Generalizability

To demonstrate the generalizability of Repilot across different sub-

jects of bugs and models, on the one hand, we further evaluate

Repilot with CodeT5 on all single-hunk bugs of Defects4J 2.0. On

the other hand, we additionally instantiate and evaluate Repilot

with a larger InCoder-6.7Bmodel. Identical to RQ3, we also conduct

500 samples in RQ4 due to the high cost of APR.

Table 4 shows the comparison between the baseline Repilot∅
and our full Repilot approach across different subjects of bugs and

models. We consider the same set of Defects4J 1.2 single-hunk bugs

as in RQ3 and an extra set of Defects4J 2.0 single-hunk bugs.

Upon investigation, we can see that Repilot with CodeT5 sur-

passes the baseline on Defects4J 1.2 as illustrated in RQ3. Further-

more, on Defects4J 2.0, it can also achieve 18.1 percentage points

(pp) more compilable and 3.0 pp more plausible patches, as well as 6

more plausible fixes and 4 more correct fixes, with a 7.4% overhead.

Meanwhile, when Repilot is instantiated with InCoder, it still

produces more compilable and plausible patches, as well as more

plausible and correct fixes on both Defects4J 1.2 and Defects4J 2.0

over the baseline InCoder. It eventually gives 6 more correct fixes

on Defects4J 1.2 and 1 more on Defects4J 2.0.

One major difference comparing Repilot with InCoder and

CodeT5 is that when Repilot is equipped with InCoder, a much

larger model than CodeT5, it incurs negligible overhead. This is

because compared to the high cost of autoregressive sampling using

larger models, the extra cost from querying the Completion Engine

is much smaller and thus trivializes the overhead of Repilot when

applied on larger models. Also, the larger InCoder model, whether

or not it is applied with Repilot, can consistently fix more bugs

across both Defects4J 1.2 and 2.0 than CodeT5, further confirming

prior finding that larger LLMs often perform better for APR [66].

Overall, the experimental results indicate that Repilot can gener-

alize to different sets of bugs (both single-hunk bugs in Defects4J

1.2 and 2.0) as well as larger LLMs (InCoder)

7 LIMITATIONS

First, to bring out Repilot’s full potential, it is important that the

Completion Engine can provide useful guidance while remaining

strict (Definition 3.4). However, it is generally more difficult to

balance the usefulness and strictness of a Completion Engine in

many dynamically typed programming languages, such as Python,

compared with Java studied in this paper, which is a statically typed

programming language. Meanwhile, there is a growing trend of

dynamically typed languages adopting support for type hints [12,

49, 54]. Considering this, we believe that Repilot can still provide

significant advantages in such environments.

Another limitation of Repilot lies in the evaluation. On the one

hand, while it is true that an increase in the compilation rate of
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Table 4: Generalizability of Repilot across both subjects of bugs and models

Variant Model Subject of Bugs Generation Time %Compilable Patches %Plausible Patches #Plausible Fixes #Correct Fixes

Repilot∅ CodeT5-large Defects4J 1.2 0.232s 43.2% 3.95% 56 37

Repilot CodeT5-large Defects4J 1.2 0.248s 63.4% 5.21% 63 42

Repilot∅ CodeT5-large Defects4J 2.0 0.230s 46.7% 9.02% 59 41

Repilot CodeT5-large Defects4J 2.0 0.247s 64.8% 12.02% 65 45

Repilot∅ InCoder-6.7B Defects4J 1.2 1.70s 32.4% 3.85% 70 48

Repilot InCoder-6.7B Defects4J 1.2 1.70s 47.2% 4.96% 78 54

Repilot∅ InCoder-6.7B Defects4J 2.0 1.67s 34.6% 5.06% 67 45

Repilot InCoder-6.7B Defects4J 2.0 1.69s 48.0% 6.87% 68 46

Repilot can lead to the discovery of more plausible and correct fixes,

it is important to note that a significantly higher compilation rate

does not necessarily translate to a proportionally large increase

in plausible and correct fixes. On the other hand, Repilot is only

evaluated with CodeT5 for RQ1 and RQ2 with a 5000 sampling

budget. CodeT5 is a rather łsmallž LLM compared to those LLMs

with billions of parameters. Although we further include InCoder-

6.7B as a multi-billion-parameter LLM in RQ4, due to time cost, we

only sample 500 times per bug, which may be insufficient to reflect

the distribution of the generated patches. Overall, the scope of our

evaluation considering two LLMs (CodeT5 and InCoder) and one

programming language (Java) is still narrow given that Repilot is

a general framework that can be instantiated with any pair of an

LLM and a Completion Engine for some programming language.

Finally, despite the examples we show in the paper, our eval-

uation lacks strong empirical evidence to support the claim that

LLMs have difficulty in generating rare tokens and how Repilot

solves the problem. Besides, our evaluation limits the application

of Repilot to patch synthesis, even though we claim that Repilot

can be applied to other code generation tasks. In the future, we will

apply and evaluate Repilot on more diverse code generation tasks.

8 THREATS TO VALIDITY

Internal. We share the same main internal threat to validity with

prior APR tools where we have to manually examine each plausible

patch to determine patch correctness. We address this by carefully

analyzing each patch to determine if it is semantically equivalent

to the reference developer patch. Furthermore, we have released

our full set of correct patches for public evaluation [62].

Our use of the CodeT5model poses another internal threat where

the open-source training dataset of GitHub projects [27] may over-

lap with our evaluation of Defects4J. We follow prior work [66, 67]

and address this by computing the correct bug fixes of Repilot from

Defects4J that is part of the CodeT5 training data. In total, 7 out

of 66 and 6 out of 50 overlap with training data on Defects4J 1.2

and 2.0 respectively. For comparison fairness, if we were to exclude

these 7 and 6 bugs and compare them with the previous baseline

tools on the remaining bugs, we are still able to achieve the highest

bug fixes at 59 and 44 (best baseline at 45 and 29). The same threat

applies to the use of InCoder, but since its detailed training data is

not revealed, we are unable to explicitly address this problem. To

mitigate the problem, we only evaluate InCoder in RQ4, where all

the variants face the same potential leakage.

Moreover, our modified implementation of the completion en-

gine requires manual inspection to guarantee soundness property.

In practice, this is a significant trust base that may introduce false

positives during pruning. However, our theorem still provides a

partial guarantee and is able to explain unsoundness. At the same

time, our evaluation result justifies our claims and demonstrates

the practicality of Repilot.

Finally, in our evaluation, we follow the convention used in prior

work to directly report the bug fix results without reproducing them,

which poses a threat to the reliability of the results. Meanwhile,

we only run each of our experiments once, which could introduce

extra statistical biases.

External. The main external threat to validity comes from our

evaluation dataset where the performance of Repilot may not gen-

eralize to other datasets. To address this, we compare Repilot against

state-of-the-art baselines on both Defects4J 1.2 and 2.0 to show that

the performance is sustained across both versions. To address this

further, we plan to evaluate Repilot on additional APR datasets also

across different programming languages.

9 CONCLUSION

We propose Repilot Ð the first APR approach to combining the

direct usage of LLMs (e.g., CodeT5 and InCoder) with on-the-fly

guidance provided by Completion Engines. During autoregressive

token generation, Repilot queries the Completion Engine not only

to prune invalid tokens but also to proactively complete the currently

generated partial program, thereby reducing the search space of the

LLM. Our evaluation on a subset of the widely-studied Defects4J 1.2

and 2.0 datasets shows Repilot is able to achieve the state-of-the-art

results. Furthermore, Repilot, through the usage of Completion

Engine, is able to generate more valid and compilable patches than

prior tools with minimal overhead compared with directly using

LLMs for APR.

DATA AVAILABILITY

We have open-sourced Repilot, which can be accessed on GitHub

at https://github.com/ise-uiuc/Repilot. Additionally, an immutable

artifact for Repilot is publicly available on Zenodo [62].
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