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ABSTRACT

Novice programmers need to write basic code as part of the learning
process, but they often face difficulties. To assist struggling students,
we recently implemented personalized Parsons problems, which are
code puzzles where students arrange blocks of code to solve them, as
pop-up scaffolding. Students found them to be more engaging and
preferred them for learning, instead of simply receiving the correct
answer, such as the response they might get from generative Al
tools like ChatGPT. However, a drawback of using Parsons problems
as scaffolding is that students may be able to put the code blocks in
the correct order without fully understanding the rationale of the
correct solution. As a result, the learning benefits of scaffolding are
compromised. Can we improve the understanding of personalized
Parsons scaffolding by providing textual code explanations? In this
poster, we propose a design that incorporates multiple levels of
textual explanations for the Parsons problems. This design will be
used for future technical evaluations and classroom experiments.
These experiments will explore the effectiveness of adding textual
explanations to Parsons problems to improve instructional benefits.
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1 INTRODUCTION

One main goal of introductory programming courses is to develop
basic coding skills. Although AI generation tools are now widely
used in professional code development, it is still crucial for be-
ginners to participate in code-writing activities to fully acquire
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fundamental programming concepts. In recent work, we explored
providing Parsons problems as scaffolding for students who are
struggling while writing code independently in Python [2-4]. By
leveraging the power of LLMs, we designed and implemented a
system called CodeTailor to provide multi-stage personalization
through a Parsons problem to assist students with code writing
(Figure 1). An initial study with 18 novice programming students
showed that CodeTailor is engaging and benefits learning. How-
ever, some students reported challenges as they could not fully
understand the meaning of some code blocks. Textual explanations
could help users understand the program’s components, objectives,
and structure [5]. They can assist beginners in learning more from
the Parsons problem, providing an additional opportunity to read
code blocks, understand the problem, and comprehend the solution.
Hence, we propose a design to incorporate multiple levels of natural
language explanations into CodeTailor. While explanations have
been given with various programming learning materials or activ-
ities, there is limited research on integrating them with Parsons
problems. Given the increasing interest and demonstrated effects of
using Parsons problems to scaffold novice programmers’ learning,
more research is required to explore the integration of explanations
into Parsons problems.
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Figure 1: A write-code box (left) with a pop-up personalized
Parsons problem as scaffolding (right).

2 SYSTEM DESIGN

CodeTailor is a large language model (LLM)-powered system that
provides real-time, on-demand, and multi-staged personalized Par-
sons problems to support students while writing code. It differs
from existing hint systems for programming in that CodeTailor
provides an active learning opportunity through the help. Specifi-
cally, students need to engage in problem-solving with the support
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return True
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Figure 2: A subgoal list about the Parsons problem solution.

Drag from here Drop blocks here

for 4 in range(len(nuns)): [ def 1is_ascending (nuns) J

if nums[i] > nums[i+1] if len(nums) < 2:

return True
It checks if the length of the nums list
is less than 2.
If so, the code block following this line
(indented below it) will be executed.

block-level explanation

for| i in range(ten(nuns) [BF) :

The "-1" is used here to ensure that the loop only iterates
— up to the second-to-last element, avoiding an "out of
range" error when comparing the last two elements.

atom-level explanation

Perfect! It took you 3 tries to solve this. Click Reset to try to solve it in one attempt.

Figure 3: Block-level and atom-level explanations for the

finished Parsons blocks.
provided rather than merely being consumers of a displayed help

message [1]. An overview of CodeTailor’s main interface is shown
in Figure 1. After clicking the “Help" button, CodeTailor provides a
personalized Parsons problem that is dynamically generated based
on the student’s latest code state. The personalized Parsons prob-
lem is partially complete, with the correct student-written code
lines already in place and unmovable. The distractors, which are
unnecessary blocks in the correct solution, are generated from the
student’s own incorrect code lines. Furthermore, CodeTailor adjusts
the difficulty of the Parsons problem based on students’ requests. If
a student fails three times with a fully movable Parsons problem,
CodeTailor allows them to combine two code blocks into one. Once
the student successfully solves the Parsons problem, they can copy
the solution to the write-code box.

We enhance CodeTailor by incorporating multiple levels of
LLM-generated textual explanations. Four types of explanations
will be generated and inserted in real-time, enabling CodeTailor
to provide personalized explanations accompanying the Parsons
problem. We are still exploring methods to assess the quality of
these explanations automatically.

Subgoal guidance explanation: Students will have access to a
subgoal summary of the solution provided in the unsolved Parsons
problem. This is presented in numbered bullet points, breaking
down the current programming task into 4-6 more manageable task
subgoals (Figure 2). The subgoal guidance aims to help students gain
a high-level abstract understanding and guide those who struggle
to start solving a Parsons problem.

Block-level code explanation: After solving the Parsons prob-
lem, students can hover over each block to get an explanation of
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each block. These explanations clarify the behavior and purpose
of the Parsons solution at the block level (Figure 3). For paired
distractors, the explanation also provides reasoning for why the
correct block is right and why the corresponding distractor block
is incorrect.

Atom-level code explanation: For each block in the Parsons
solution, students can also click on an atom (individual elements
of the programming language, such as keywords and statements)
within a code block to receive an explanation of the atom’s text
surface, execution (if any), and purpose (Figure 3).
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Figure 4: Students will receive a menu-based self-explanation
question after solving the Parsons problem.

A self-explanation question to reflect on the Parsons so-
lution: After getting the write-code problem correct, this Parsons
solution will appear again without any textual explanations. This
time, students need to explain the reasoning behind this solution
in a menu-based self-explanation prompt. The prompt is designed
to minimize guessing and enhance students’ understanding. In this
case, an LLM will generate the main structure of this explanation,
leaving keywords to be filled in (Figure 4) by the student.
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