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Abstract

In this paper, we consider an application of lot-streaming for processing a lot of multiple
items in a hybrid flow shop (HFS) for the objective of minimizing makespan. The HFS that
we consider consists of two stages with a single machine available for processing in Stage
1 and m identical parallel machines in Stage 2. We call this problem a 1 + m TSHFS-LSP
(two-stage hybrid flow shop, lot streaming problem), and show it to be NP-hard in general,
except for the case when the sublot sizes are treated to be continuous. The novelty of our
work is in obtaining closed-form expressions for optimal continuous sublot sizes that can
be solved in polynomial time, for a given number of sublots. A fast linear search algorithm
is also developed for determining the optimal number of sublots for the case of continuous
sublot sizes. For the case when the sublot sizes are discrete, we propose a branch-and-bound-
based heuristic to determine both the number of sublots and sublot sizes and demonstrate
its efficacy by comparing its performance against that of a direct solution of a mixed-integer
formulation of the problem by CPLEX®.

Keywords Scheduling - Lot-streaming - 1 + m hybrid flow shop

1 Introduction

In this paper, we consider the problem of scheduling a single lot over a hybrid flow shop.
Depending upon the application, the lot is said to either have a size U or consist of U
identical items. The hybrid flow shop that we consider has two stages with a single machine
in Stage 1 and m parallel and identical machines in Stage 2. We implement the process of
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lot-streaming, thereby allowing the lot to be split into multiple sub-lots for simultaneous
processing over parallel machines in Stage 2. Upon processing over the Stage 1 machine,
each sublot incurs a fixed removal time in Stage 1 before its transfer to one of the machines
in Stage 2. We determine an optimal schedule for the objective of minimizing makespan. As
such, we obtain the number of sublots, sublot sizes, and sublots’ assignment to the machines
in Stage 2. We consider two cases for sublot sizes-continuous and discrete (integer). We
designate this problem as a 1 + m Two-Stage Hybrid Flow Shop Lot-streaming Problem (1
+ m TSHFS-LSP).

The Hybrid Flow Shops (HFS) have important applications in flexible manufacturing sys-
tems that work on the principle of agile manufacturing. Devor et al. [4] mention the view
shared by industrial executives that a competitive advantage in the future lies in strategies
promoting speed to market and adherence to changing customer demands. Agile manufactur-
ing is a collective expression for all such strategies geared towards thriving in a continuously
changing production environment, and therefore it is becoming a system of increasing impor-
tance currently because of its ability to effectively respond to changing customers’ demands.
Flexible manufacturing systems have attracted a significant amount of attention from the
research community in the past. The HFSs are the physical entities that define the core of
such systems. They have been employed for producing discrete products in the electronics,
furniture and steel industries Tang et al. [21], and also, have been used in continuous process-
ing industries such as textile Jungwattanakit et al. [11], food-processing Yaurima-Basaldua
et al. [25], and chemical and pharmaceutical Gholami et al. [5].

Some specific examples of 1 + m HFSs include the scheduling problem encountered
at the blade line for Pratt and Whitney Inc. Li [14], where various part types are grouped
into part families or batches in Stage 1 for processing on the machines in Stage 2, and the
scheduling of a program on a parallel-task computer, where a single machine in Stage 1
performs sequential data loading from external memory. Subsequently, the program is split
into tasks that are performed concurrently on parallel CPUs in Stage 2 Carpov et al. [1].
Wittrock [24] and Jin et al. [10] present a related problem for the assembly of printed circuit
boards (PCB), where the lots of different sizes of PCBs move sequentially through a three-
stage HFS, with each stage having several insertion machines in parallel to insert electronic
components on PCBs.

An extensive overview of research on the HFSs has been presented by Ribas et al. [16] and
Ruiz and Vazquez-Rodriguez [17]. The scheduling of jobs or lots on a two-stage HFS (having
a single machine at Stage 1) with varied constraints and objectives has been addressed by
Gupta [6], Sriskandarajah and Sethi [20], Kusiak [13], Gupta and Tunc [7], Gupta and Tunc
[8], Hoogeveen et al. [9] and Carpov et al. [1]. However, their work does not consider lot-
streaming. Gupta [6] has shown that the two-stage HFS scheduling problem is NP-hard for
a given number of jobs and the objective of minimizing makespan. We claim that the 1 + m
TSHFS-LSP is an NP hard problem as well, since it is a generalization of the problem studied
by Gupta [6]. If we fix the number and sizes of sublots in 1 + m TSHFS-LSP, the resulting
sublots have a role similar to that of the jobs that require scheduling over the two-stage HFS.
Although, the 1 + m TSHFS-LSP is NP hard in the general sense, yet we will show later that
there exists a special case for which this problem presents itself with a pseudo-polynomial
time solution.

Even though lot-streaming promises benefits while minimizing completion time-based
measures for flow shop configurations and its variants (including HFS), its application in
the HFS-based problems has been rather limited in the literature, due to the added modeling
and computational complexity. Notably, the studies in this regard include those by Tsubone
et al. [22], Zhang et al. [27], Zhang et al. [28], Liu [15], Cheng et al. [2], and, more recently,
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by Zhang et al. [26] and Shao et al. [19]. Tsubone et al. [22] studied the impact of using
lot-streaming in a 1 + m hybrid flow shop on makespan, total flow time, maximum work-in-
process, and capacity utilization, by using a simulation model. Zhang et al. [28] considered
the 1 + m HFES problem for the objective of minimizing mean completion times of the sublots.
They study the case of equal sublot sizes and have presented two heuristics together with
specifying a lower bound on the solution value. The case of a single lot m + 1 hybrid flow
shop for the criterion of minimizing makespan is presented in Zhang et al. [27]. The problem
is solved assuming equal sublot sizes, which are then modified to obtain an integer solution.
Liu [15] studied the m + 1 HFS problem for the objective of minimizing makespan by treating
sublot sizes to be continuous. They proved a property of an optimal solution, in which the
sublots can be assigned to Stage 1 machines following a round-robin assignment rule. Even
though they specified sublot assignment decisions, sublot sizes were obtained using a linear
program for a given number of sublots. A heuristic method was presented to determine the
number of equal-sized sublots. Cheng et al. [2] made an important contribution towards
reducing the complexity of the algorithm for obtaining an optimal schedule of a special case
of the 1 + m HFS problem (where they studied m = 2). They not only determined an optimal
number of sublots, but also determined their sizes for both continuous and discrete cases. Their
key contribution lies in the development of closed-form expressions for continuous sublot
sizes when the number of sublots is specified. In this paper, we have generalized this result
to 1 + m two-stage HFS (where m > 2). Moreover, we have developed an efficient method
to determine an optimal number as well as sizes of sublots for both continuous and discrete
cases. Zhang et al. [26] present a collaborative variable descent neighborhood algorithm for
a hybrid flow shop problem where a lot is split into consistent sublots for processing, while
Shao et al. [19] address a distributed heterogeneous hybrid flow shop problem in which a job
is split into sublots for assignment to factories (machines) having different capacities for the
objective of minimizing the makespan.

The problem that we address in this paper can be stated as follow: Given a lot of size U
(parts) to be processed in a 1 + m hybrid flow shop consisting of one machine in Stage 1 and
m parallel machines in Stage 2 (all available at time zero), determine the number of sublots
and sublot sizes where each sublot is processed first on the machine in Stage 1 and then on
one of the machines in Stage 2, so as to minimize the makespan. A sublot-attached removal
time is incurred for each sublot on the machine in Stage 1. We consider instances of both
continuous and discrete sublot sizes. We have already presented above real-life examples of
such a problem for both continuous Jungwattanakit et al. [11], Yaurima-Basaldua et al. [25],
and Gholami et al. [5] and discrete Tang et al. [21], Jin et al. [10], and Wittrock et al. [24]
sublot sizes. A sublot-attached removal time is incurred because of preparation of a sublot
before its transfer to a machine at the second stage.

For a multi-stage production process, it is well-known that splitting a lot of a job into
sublots and then processing them in an overlapping fashion over the available machines can
improve a regular measure of performance Kalir and Sarin [12]. A key question that arises
in implementing this idea is how to split the lot, i.e., determination of number of sublots
and sublot sizes. For the problem on hand, because of the presence of parallel machines in
Stage 2, the allocation of sublots to the machines in that stage is another issue that must be
addressed. However, it has been shown that for the case of continuous sublot sizes Liu [15],
it is optimal to allocate the sublots in rotation to the machines in Stage 2. Still, the makespan
is impacted by the number of sublots and sublot sizes, which is what we determine in this
paper. To that end, first, we assume the number of sublots to be given and sublot sizes to be
continuous. Then, the resulting problem is only to determine sublot sizes in order to minimize
makespan. Subsequently, we address the problem of determining both the number of sublots

@ Springer



438 Journal of Global Optimization (2024) 89:435-455

and continuous sublot sizes for the objective of minimizing makespan. Finally, we address
the general problem of determining number of sublots, discrete sublot sizes and allocation
of sublots to the machines in Stage 2 for the same objective function.

The contributions made by the paper can be summarized as follows:

1. A closed-form expression to determine continuous sublot sizes for a given number of
sublots for a new hybrid flow shop lot streaming problem with applications in flexi-
ble manufacturing systems and agile manufacturing, among others, for the objective of
minimizing makespan.

2. A polynomial time algorithm to determine both the number of sublots and continuous
sublot sizes.

3. A method to determine both the number of sublots and discrete sublot sizes that performs
better than the direct solution of a mathematical model of the problem by the commercial
solver CPLEX.

Organization of the paper The remainder of this paper is organized as follows. Section 2
contains the notation used along with a model formulation for the 1+m TSHFS-LSP. Section 3
addresses the case of continuous sublot sizes. Here, we obtain closed-form expressions for
sublot sizes when the number of sublots, n is specified. We also present an algorithm to
determine an optimal value of n in this section besides determination of sublot sizes that
minimize makespan. The case of discrete sublot sizes is addressed in Sect. 4, wherein a
branch-and-bound-based heuristic is developed to obtain the number and sizes of sublots as
well as the assignment of sublots to the machines in Stage 2 for the objective of minimizing
makespan. The performance of this method is compared with that of directly solving the
proposed model formulation for the 1 + m TSHFS-LSP by CPLEX® for which the results
are presented in Sect. 5. Concluding remarks are then made in Sect. 6.

Keeping in view that we are studying a HFS, it is assumed that m > 1 for the material
presented in Sects. 3 and 4. For the case when m = 1 (i.e., we have a two-machine flow shop)
with multiple sublots, we refer to Vickson [23].

2 Model formulation

Consider the following notation.
Parameters:

U Lot size (u is used as an index for lot size, 1 <u < U).

t Removal time for a sublot at the Stage 1 machine incurred before transferring it to any
machine in Stage 2 (note that the unit processing time of the machine in Stage 1 is
fixed at unity; other parameter values, p and ¢, and variables measuring time are scaled
accordingly).

p Time to process one part at any machine at Stage 2.

m Number of machines available at Stage 2 (note that j is used to represent an index of a
machine and k is used to represent number of machines at Stage 2,1 < j, k < m).

7 Maximum number of sublots allowed, for both continuous and integer-sized sublots
(note that i is used to represent indices of a sublot and n is used to represent number of
sublots, 1 < i, n < n).

p=({@+1)/p.

Decision Variables:

M(u, n, k) Makespan value of an optimal schedule, for a given u, n and k, where the lot of

size u is split into n sublots and processed on precisely k£ machines in Stage 2.
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Note that when the number of sublots (k) is less than m, then these sublots will
be processed on k machines in Stage 2 because these machines will be available
when the sublots finish processing on the machine in Stage 1. However, when
k > m, the sublots will be processed on m machines. Consequently, we use the
notation as indicated.

Mu) Makespan value of an optimal schedule for a given lot size u. The number of
sublots in such a schedule is designated by 7 (1), and these sublots are assigned
to k(1) machines in Stage 2 (1 < k(u) < m, 1 < A(u) < 7).

M (u, n,)  Makespan value of an optimal schedule, for a given u and n,. An optimal
number of sublots in such a schedule is designated by n(u, n,), and these
sublots are assigned to Iz(u, n,) machines in Stage 2 (1 < Ig(u, ny) < m,
1 <au, no) <no, <n.

Si(u, n, k) Sublot size for theith sublot (sublots are numbered in order of their sequence
on Stage 1 machine) in a schedule, where the lot of size u is split into
n sublots and processed on precisely k machines at Stage 2. We also use
sublots numbered in the reverse order in which case s; (1, n, k) represents
size of the ith sublot from the end of a schedule in Stage 1; i.e. 5;(u, n,
k) = sp—i+1(u, n, k). Note that the sublot sizes need not be equal. They are
appropriately determined for the continuous and discrete cases.

C1,i(u, n, k)  Completion time of the ith sublot in Stage 1 when the lot of sizeu is split
inton sublots and processed on precisely k machines in Stage 2.

Cy,i,j(u, n, k) Completion time of the ith sublot on the jth machine in Stage 2 when the
lot of size u is split inton sublots and processed on precisely k machines at
Stage 2 (1 < j <k).

We now present a mixed integer program (MIP) model for the 1 + m TSHFS-LSP, and
designate it as Model TSHFS-LSP. We also define three sets of binary variables:v; = 1, if
sublot i is used, and = 0, otherwise, Vi = 2, ...7; x; ; = 1, if sublot i is assigned to machine
J in Stage 2, and = 0, otherwise, Vi =1, ...n, Vj =1, ...m; and h; = 1, if jth machine
is used for scheduling any sublot in Stage 2, and = 0, otherwise, Vj = 1, ...m. We use an
upper bound on the number of sublots. Since all of these sublots need not be used, variable
v captures this fact.

2.1 Model TSHFS-LSP

m
Minimize: M + ¢ Zl hj
]:

M>cy,j, Vi=1...m 1)

c11=s81+1 )

cri>cri—1+si+ty, Vi=2,...10 3)
crijzeLi+psi—0(1—xi ;). Vi=1,...0,j=1...m 4
crij =it j+psi—0(l—x;;),Vi=2,...0,j=1...m 5)
€,0j>¢i1,j,Vi=2,...0,j=1,...m (6)
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m
> oxij=1Vi, W @)
j=1
n
5=U ®)
i=1
S,‘SUU,‘,Vi:l,...ﬁ )
v;i <vi_1, Vi =2, . (10)
n n
oxij <Y xijuVi=1,.m (11)
i=1 i=1
si>0, Vj=2,...m (12)
cLi =0, v €{0, 1}, nj € {0, 1}},\7’1' =1, j=1...m (13)
2,i,j =20, x;,; €{0, 1}

The objective is to minimize the makespan of the schedule, along with a small penalty
proportional to the total number of machines used in Stage 2 (we use a small enough value
of € in order to minimize the number of machines used without compromising the makespan
value; here, we use €). Constraints (1) enforce the makespan value to be at least as large as the
last sublot’s completion time on each machine in Stage 2. Note that, it is not necessary for the
last sublot (or any other sublot) to have non-zero size for its completion time to be defined.
The relationships among sublots’ completion times are captured by Constraints (2) and (3)
over the Stage 1 machine, and by Constraints (4), (5), and (6) over the machines in Stage 2.
Constraints (7) assert unique assignment for each sublot in the second stage. Constraint (8)
ensures all sublot sizes to add up to the lot size U. Constraints (9) ensure that the sublot size
is zero when a sublot is not used. Constraints (10) strengthen the model by adding symmetry-
breaking conditions. Constraints (11) ensure that no sublot is assigned to a machine when
that machine is not used. Constraints (12) strengthen the model by adding another symmetry-
breaking condition that enforces the number of sublots assigned to the machines to be in the
non-increasing order of their indices. Constraints (13) define the domains of the variables. A
standard value of 6 for use in constraints (4) and (5) is taken as pU.

2.2 Solution methodology for continuous sublot sizes

In this section, we determine an optimal schedule for the 1+m TSHFS-LSP for the case when
the sublot sizes can take on continuous values. It is further divided into two sub-sections.
Sect. 3.1 addresses the determination of sublot sizes S; (U, n, m) (or S; (U, n, m)), Vi = 1,
...n, allocation of sublots to the Stage 2 machines, and makespan value M (U, n, k) when
the number of sublots is fixed to n(< ), while in Sect. 3.2, some key results are derived for
use in the determination of an optimal schedule when the number of sublots is not specified.

2.3 Determination of optimal schedule when the number of sublots is fixed

Theorem 1 For a given lot of size U, number of machines, m ( > 2), and number of sublots,
n,
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1. if n < m, the optimal continuous sublot sizes can be obtained by only utilizing n number
of machines, and assigning each sublot to a different machine in Stage 2. The sublot sizes
are thus obtained by solving the following expressions.

Ei:pEi,1+t/p,Vi:2,...n (14)

ifi =U (15)
i=1

2.if n > m, the optimal continuous sublot sizes are obtained by solving the following
expressions.

Ei:pgi,1+l/[),\7’i:2,...m (16)

Si=@Gi—1...+Si—m)/p+mt/p,¥Yi=m+1,...n (17)

anf,- =U (18)
i=1

Sublots are assigned to the machines in Stage 2 following the ‘round robin assignment’

rule; i.e., sublots 81, Sy, Sama+1, - . . are assigned to machine 1, sublots S», Sy42, Som+2,
... are assigned to machine 2, and so on.

Note that S; is used as a shorthand for S;(U, n, m) here. In order to minimize the
makespan, the completion times of the last sublots assigned to the machines in Stage 2
should be as close to each other as possible. Starting backward, Expressions (14), (16) and
(17) specity sublot sizes such that the processing of a sublot overlaps those of the requisite
number of subsequent sublots without creating an idle time on any machine in Stage 2.

The proof of Theorem 1 and those of other results in the sequel are presented in the
Appendix section in order not to detract the reader.

Remark 1 For the case, n < m, M(U, n, m) is equivalent to M(U, n, n); similarly, S; (U,
n,m)=8;U,n,n),Vi=1,...n.

Determination of S; (when n < m). The value of S| is obtained by straight-forward
substitutions using Eqgs. (14) and (15) as follows.
Up-1)—t(p"—np+n—1
5, = (=1 —1(p" —np+n—1) (19)
pt—=1
5 :pi—1§1+t<p"—1 —1),Vi =2,...n (20)

Determination of S| (when n > m). In matrix notation, Egs. (16)—(18) can be represented
in the form, Ax = b, where x denotes a vector of unknown sublot sizes of dimension n.
As such, various established exact methods can be used to obtain X, or equivalently, Si,
Vi = 1, ...n. These include ‘Gaussian Elimination’, which is known to have arithmetic
complexity of O(n?). At best, the inverse operation takes O(n>37®) order of complexity
using the Coppersmith-Winograd algorithm Coppersmith and Winograd [3], which involves
performing ‘LU decomposition” of matrix A. Our aim is to further improve upon the time
complexity of obtaining S;, Yi = 1, ...n, by utilizing the inherent structure present in
(16)—(18).

By using Theorem 1 and the results from linear algebra pertaining to recurrence sequences,
the value of S is obtained by the expression given in (21) when p # m and by (22) when
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p = m (for the derivation of these expressions and generation of these two conditions, please
refer to Appendix EC.2).

— ((wn —e—nc)+ 1(22"1_21 Bk — bk)(p"‘1 - 1)))
o Bk — bk)
U = ((@n —ne’ —nn+ 1)’ /2)+;(z (B, k/—nbk/)( 1-1)))

Zznz_l (lgn,k/ - I’lbk/)pk*1

Among the scalars, of particular interest are 8, ; and w,, Vi = 1, ...m — 1, when p # m,

2D

51 =

(22)

51 =

and B, ; and w,, Vi = 1, ...m — 1 when p = m. These are obtained as follows.
[Bu1 Bu2 - Bum—t ]T =B R, (23)
w, =W, Rm mm (24)
[ﬂn,l’ﬁn,zhnﬂn,mq/] =Bu,m-1/ Rm s and (25)
o, = wyR,L e, (26)

where By, -1, Ry, and By, 1 are scalar matrices, and r?,, w,, and w',, are scalar
vectors. Note that the calculations in Egs. (23)—(26) involve computation for the inverse of
matrix Ry, ,», which has an order of complexity, O(m?>37°) based on the method described
in Coppersmith and Winograd [3]. Also, it takes O(mn) time to obtain rJ,, thus requiring
O(m2'376 + mn) time to obtain S| alone. Finally, we can determine sizes of the remaining
n-1 sublots in no more than O(n) time, after having computed the value of S, as shown
next. Overall, the complete schedule can be obtained in polynomial time, O(m*37 + mn +
n) or O(m*37). Since, m < < n typically, our approach offers a significant reduction
in time complexity over the conventional approach as discussed earlier; i.e., compare O
(m2'376) v/s O(n2'376), respectively.

The rest of the sublot sizes, S;, Vi = 2, ...m, follow from the S| value, and they can be
obtained using (16) as follows.

5 =o' ls H(pf—l - 1)w =2, ..m 27)

The value of S,,41 can be obtained by using (17). Fori = m +2, ...n, S; is obtained as
follows.

Si = pSi—1 —Si—m—1/p, YVi=m+2,...n (28)

Equations (16)—(18) do not guarantee attainment of non-negative values for all sublot
sizes. The next result provides necessary and sufficient conditions that ensure the schedule
obtained using Theorem 1 is feasible; i.e. all the sublot sizes are non-negative.

Corollary 1 If the last sublot size is non-negative, then all other sublot sizes are strictly
positive; i.e.,S; > 0= 8§; > 0, Vi =2, ..., n, and the complete schedule is a feasible one.

Corollary 2 The schedule given by the sublots is critical (i.e., no sublot waits for processing
over the machines in Stage 2, once it starts processing on the machine in Stage 1, and there
is no idle time on the machines in Stage 2), and the completion times of the last sublots on
Stage 2 machines are the same. In such a case, the makespan value, M (U, n, m)is given by,

MU, n,m)=U +nt+ ps;(U, n, m) 29)
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The next question of interest is: how does S| vary with U and n, and when in fact can
it become negative? Indeed, we show in Theorem 3 below that S| decreases monotonically
with increment in n, and thus it can become negative beyond certain value of » that we call
ny, for n feasible. This result is helpful in determining optimal #, a topic that we address in
Sect. 3.2. We present a result in Theorem 4 that directly aids in the determination of optimal
n as well. We also present below an algorithm to findns. But first, we show in Theorem 2
how sublot sizes vary with variation in U for a given n.

Theorem 2 For a given number of machines, m( > 2), and the number of sublots, n, the
values of S;(U, n, m), ¥i = 1, ..., n, increase (decrease) with increment (decrement) in
lot size, U.

Theorem 3 For a given lot of size, U, and number of machines, m( > 2),

1. S1(U, n, m) decreases monotonically with increment in the number of sublots, n.
2. There exists an integer, n;i, s.t.Nn > nj, the solution given by Theorem lis infeasible; i.e.,
S1(U, n, m) is negative (we designate by nsthe smallest of all such n; values and n.)

Corollary 3 For a given U, noand m( > 2),

1. if §1 (U, ny, m) < 0, then a solution given by Theorem 1 is not feasible Vi > n,,.
2. it S1(U, n,, m) > 0, then a solution given by Theorem 1 is feasible Vn < n,.

Remark 2 The definition of n together with Corollary 3 imply that S1(U, n, m) > 0,
Vn < ny and thatif ny # 7, then S{(U, n, m) <0, Vn > ny.

‘We now present an algorithm to obtain ny, based on the binary search method.
Algorithm 1 Determination of n ¢, for a given U and m( > 2).

Initialize n; = 2, and n,, = n, at the start.

If S| (U, ny, m) <0, go to Step 3, else if S1 (U, ny, m) > 0,letny = n, and stop.

If S| (U, n;, m) >0, go to Step 4, else if S1(U, n;, m) <0, letny =n; — 1 and stop.
Letn, = [(n;+ny)/2],if S| (U, n;, m) < Othenn, =n, —1,else,n; = n,+ 1. Return
to Step 2.

Ll S

Theorem4 Fora given U,n( < nf)and m( > 2), there exists an integer, ng, s.t. the makespan
for the lot of size U obtained using the number of sublots larger than ngs, where ng = n +
LpSl U, n, m)/tJ, does not improve over the makespan obtained using n sublots.

Another interesting question to investigate is how does s (and accordingly other sublot
sizes) vary with p. To understand this behavior, consider the case of n < m. We can re-write
Expression 19 for 51, as follows:

51 =

Up=1) _ [, _ne=D
ot —1 ot —1
Recall p = 2 Note that as p — 00, p — 1,and when p — 0, p — o0. These values

of p represent the situations where the processing time on the machines in Stage 2 is very
large or very small. Note that

lim s; = —¢, and also lim s; = —¢
p—>00 p—0

That is, in the limit, the solution becomes infeasible basically due to the presence of
removal time ¢. The expression for 51, for the case when n > m, albeit more complex, has a
similar structure, and will lead to infeasible solutions as well under these conditions.
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2.4 Determination of an optimal schedule when the number of sublots is
not specified

By Remark 1, we have the following expression for optimal makespan value,

M(U) = min MU, n, k) = min MU, n, k) (30)
1nn 1nn
lkm 1k min(n, m)

Note that, for 1 < m < my < n, MU, n, my) < M(U, n, mp), since we can always
transfer mo — m1 sublots from the optimal schedule on m; machines to each one of the
extra my — m1 machines in Stage 2 that become available when using m, machines in total.
Therefore, Expression (30) reduces to the following.

MU) = min M(U, n. min(z, m)) (31)

For a given set of problem parameters, U, i, m, t, and p, we next present an algorithm
to determine the optimal makespan value, M(U ), following (31), which leverages upon the
results given in Remark 2 and Theorem 4 in order to reduce the search space for n. Even
though, an overwhelming number of experimental results show that the optimal makespan
value for a specified number of sublots, 7, is a convex function of z (in the discrete sense), we
only state this as a conjecture at this point and do not use it in the design of the algorithm. As
such, in the worst-case scenario, we perform a linear search from 1 to 7 to determine optimal
n. We designate the algorithm as Linear Search Algorithm (LSA). We also determine, M U,
n), V1 < n < n, within this algorithm, which will be used later in Heuristic 1. Algorithm LSA
has a pseudo-polynomial time complexity of order (’)(m2'376 + mﬁ) (note that the parameter,
7, is usually expressed as a linear function of U). The steps of LSA are as follows.

Algorithm LSA Determination of best makespan value (continuous sublot sizes).

1. Let M(U) < MU, 1,1) < U+t+pU, A(U) < 1,andm(U) < LMU, 1) « M
U, 1, 1). Letk < 2.

2. If k < m, continue, else go to Step 5.

Letn < k.Ifn <nygU, m), contmue else go to Step 7.

4. Obtain M(U, n, k) by (29). If M(U)e > M(U, n, k), then let M(U) < M(U, n,

k), n(U) < n, and m(U) < k. Let M(U) <« mm{/\/l(U, n—1), MU, n, k)}. Let

k < k + 1. Return to Step 2.

Letn < m.Ifn <ns(U, m), letn < ny(U, m), and continue, else ¢ g0 to Step 7.

6. Obtain M (U, n, m) by (29).If M(U)e > MU, n, m), then let M(U) < MU, n,
m), n(U) <« n,and m(U) <« m. LetM(U n) < mln{/\/l(U n—1), MU, n, m)}.
Letn <« rmn(n ng(U, n, m)) Letn <— n+ 1. If n < &, then repeat Step 6, else go to
Step 7.

7. Ifn <, let M(U, n') < M(U, n— 1), Va' = n, ...7. Stop.

e

e

3 Case of discrete sublot sizes

In this section, we present a Branch-and-Bound-based Heuristic (B&BH) to solve the 1 +m
TSHFS-LSP, for the case when the sublot sizes are discrete (integer). However, for compar-
ative purposes, we also solve Model 1 + m TSHFS-LSP directly by using a state-of-the-art
commercial solver, for a given U, n, m, t and p, after imposing the integrality restrictions
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on sublot sizes. The results of an experimental investigation on the performance of these
methods that provide information on the makespan value, M(U) = M* —¢ ZT:] hj, num-

ber of sublots, A(U) = Z?: 1 vF, and the number of machines required,7(U) = Z;”: 1 h’]f,
corresponding to the best MIP solution, are presented in Sect. 5. Although we describe
the proposed B&BH in detail in Appendix EC.9, we briefly discuss here some of its key
features. It is a constructive procedure, wherein a tree structure evolves for a given set of
problem parameters, Ui, m, t, and p, starting from a single root node. At any time during
the procedure, the tree structure may contain multiple nodes with each node in the proposed
branch-and-bound scheme representing a partial schedule (note that we use the word ‘partial’
in a general sense to encompass a complete schedule as well). Using the results derived for
the case of continuous sublot sizes, we impose the following at every node generated in the
tree: (1) the maximum number of sublots in a schedule to be smaller than 7 (because of which
we call it a heuristic method), and (2) a tight lower bound on the makespan value attained by
using a sublot-based bound and a machine-based bound, which helps in reducing the size of
the search tree. During the course of this procedure, a node corresponding to the incumbent
solution is maintained, which yields the best schedule so far for the 1 + m TSHFS-LSP at its
termination.

4 Computational investigation

In this section, we investigate the performances of methods LSA and B&BH against the
direct solution of the MIP Model 1 + m TSHFS-LSP (the sublot integrality constraints are
relaxed for comparing its performance with that of LSA) using CPLEX®. Both LSA and
B&BH were implemented and solved using C++ on Xcode (v10.0), whereas the MIP model
was solved using C++ Concert library of CPLEX® (v12.8) in multi-thread mode. All tests
were conducted on a 2.6 GHz Intel Core i5 processor, with a maximum available RAM of
8GB.

We present six tables of comparative results—Table 1 for the continuous case, and Tables 2,
3,4, 5, 6 and 7 for the discrete case, one for each unique pair of U and ¢ values. In all of
these tables, the maximum number of sublots,z, is fixed at half of the lot size, U, which is
fixed at 1000 for the continuous case, and it takes the value of either 100 or 1000 for the
discrete case. For both cases, the value of 7 is fixed at either 0.20, 1.00, or 5.00 secs, whereas
the value of p is varied. A tolerance value of T = 0.1% is set for the optimality gap for the
direct solution method CPLEX® as well as for B&BH. As such, a test run was terminated
either when the allowable CPU time limit of 1800.00 secs was reached, or when the lower
bound on the makespan value and the best incumbent solution’s makespan value fell within
the tolerance value set for the optimality gap.

For the continuous case, we observe that the best makespan values obtained by the direct
solution method and LSA are comparable in almost all the test cases. However, the striking
difference is in the time taken by the two methods before termination. In all the test cases,
LSA achieves an optimal solution in a matter of milliseconds, amounting to nearly a 100.00%
drop compared to the time taken by the direct solution method.

For the discrete case, first, we make remarks on the general trends observed for the 1 + m
TSHFS-LSP based on the results presented in Tables 2, 3, 4, 5, 6 and 7: (1) For a given U
and m, the computational difficulty (time taken to achieve optimality within the prescribed
tolerance value) increases for both methods either with an increment in the value of p for a
fixed ¢ value, or with a decrement in the value of ¢ for a fixed p value. This is attributed to
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an increment in the value of the ratio p/z, which, in turn, has a direct correlation with the
number of sublots, n(U), specified in an optimal schedule, and the number of machines, m
(U), used for allocating these sublots in Stage 2,71. (2) For a given U and m, the makespan
value, M(U), corresponding to an optimal schedule increases for both methods either with
an increment in the value of p for a fixed ¢ value, or with an increment in the value of ¢ for
a fixed p-value, as expected. It also decreases with an increment in the number of machines
available in Stage 2, m, for a given U, p and t. Regarding comparative performances of the
two methods: (i) B&BH is able to achieve optimality in 83 out of the 90 total cases tested. In
the remaining 7 cases, it terminates with the maximum optimality gap of only 1.20% from
its lower bound value. Even so, in such cases, it reports a better makespan value than that for
the direct solution method. (ii) The direct solution method is not able to achieve optimality
in 50 out of the 90 cases tested, with the maximum optimality gap of as high as 99.89%
(note that the direct solution method struggles with ramping up the lower bound value for
higher values of any combination of U, m, p, or 1/t in general). Still, in 20 such cases,
the makespan value matches that obtained using the B&BH, and in only 8 of these cases,
it reports an improvement of 0.13% on an average over B&BH in makespan value (note
that even though the B&BH achieved optimality within the set tolerance of 0.1% in all of
these 8 cases, the lower bound reported for the B&BH is slightly higher than the makespan
value observed for the direct solution method in 6 out of these 8 cases, which is due to the
fact that B&BH is actually a heuristic method, therefore the lower bounds observed for the
two methods are not directly comparable). However, in the remaining 22 cases, the B&BH
reports a smaller makespan value compared with that obtained by the direct solution method
by an average of 3.84% with a maximum as high as 15.12%. In fact, the standard deviation
in the improvement is 4.67% which points to a strong positive skewness in the distribution
of makespan improvement percentage for these 22 cases. (iii) For all the 90 test cases, the
B&BH reports an improvement in makespan value of 0.90% on average compared with that
obtained by the direct solution method. Even though, this improvement in the makespan value
is not relatively large, the difference in time required before termination by both methods is a
clear indication of the superiority of the B&BH, where the CPLEX requires close to 1095.00
secs compared to 315.00 secs for the B&BH on average.

5 Concluding remarks

In this paper, we addressed scheduling of a production lot over a two-stage HFS with 1 + m
configuration using lot-streaming, for the objective of minimizing the makespan. A HFS
configuration is encountered in a variety of practical situations such as continuous processing
industries, flexible manufacturing systems and parallel computing environments. We have
generalized the work of Cheng et al. [2] to an 1 + m HFS. The novelty of our work is in
obtaining an optimal schedule in polynomial time, O(m2'376 + mn), where n is the specified
number of sublots the lot is to be split into for scheduling over m machines in Stage 2, for the
case when the sublot sizes are relaxed to be continuous. A branch-and-bound-based heuristic
is also developed for the case in which sublot sizes are discrete; it relies on the use of a tight
lower bound on makespan. Its efficacy is revealed after testing its performance against that of
the direct solution of a MIP formulation for the 1+m TSHFS-LSP by CPLEX®. The former is
able to obtain solutions within a 0.10% optimality gap in 83 out of 90 instances, and requires
an average of 315.00 secs before termination, whereas the latter obtains solutions within
0.10% optimality gap in only 40 out of 90 instances, and requires as much as 1095.00 s on
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average before termination. The results clearly show the superiority of our proposed method
over the direct solution approach.

Having analyzed the application of lot streaming to a 1 + m hybrid flow shop problem,
a potential direction for further research includes consideration of more than one parallel
machine in Stage 1, both for the case of continuous and discrete sublot sizes. In particular,
it would be interesting to investigate if the alternate assignment rule applies to the Stage 1
machines as well. Another interesting situation to consider is the one obtained by relaxing
the assumption of parallel machines in Stage 2 and instead considering uniform or unrelated
machines. In the same vein, this situation can be considered for the machines in Stage 1 as
well.

Supplementary Information The online version contains supplementary material available at https://doi.org/
10.1007/s10898-023-01354-0.
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