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ABSTRACT 
Parsons problems are computer programming puzzles that require 
learners to place code blocks in the correct order and sometimes in-
dentation. Introductory computer programming instructors use 
them to teach novices how to code while optimizing problem-
solving efficiency and cognitive load. While there is research on 
the design of Parsons problems for programmers without disabili-
ties and programmers with visual or motor impairments, research 
regarding their accessibility for programmers with cognitive dis-
abilities is scant. To identify the accessibility barriers and benefits 
of Parsons problems for neurodiverse programmers, an exploratory 
multiple-case study was conducted. Participants were asked to read 
eight chapters of an interactive eBook on Python and to solve Par-
sons problems. Within-case analyses of 15 retrospective think-aloud 
interviews with five novice programmers with disabilities led to 
four recommendations for improving the cognitive accessibility of 
Parsons problems. For example, programmers with seizure disor-
ders may experience seizures when solving programming problems 
that require numeric calculations. Hence, creating a range of Par-
sons problems that do not require mental arithmetic could improve 
the learning experience for programmers with seizure disorders 
and those who struggle with mental calculations by lowering their 
cognitive load. Given this study’s qualitative and exploratory ap-
proach, it does not offer conclusive, broadly generalizable results. 
Yet, it reveals detailed and promising avenues for exploration in 
computing education research that might elude many quantitative 
techniques. 
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1 INTRODUCTION 
While 3.48% of programmers are physically (visibly) disabled, 22.6% 
of programmers are neurodiverse (invisibly disabled) [44]. In par-
ticular, the percentage of developers who identify as having a con-
centration or memory disorder (10.6%), anxiety disorder (10.3%), 
and mood or emotional disorder (9.7%) has increased since 2021 
[44, §Neurodiversity]. Learners with cognitive, learning, and neu-
rological disabilities represent 33% of nearly seven million disabled 
students with the potential to be computer programmers [28], but 
several things may dissuade them from learning how to code. In 
particular, challenges to providing computing education to students 
with disabilities include choosing the right pedagogical approach 
and creating accessible learning materials and technologies [34, 
§Students with Disabilities]. 

Parsons problems are an active learning pedagogical technique 
that require learners to place blocks in the correct order and some-
times the correct indentation; they can also include distractor blocks 
that are not a part of the correct solution [16]. Prior research has 
provided evidence that Parsons problems and their variants can 
improve problem-solving efficiency, lower cognitive load, teach 
learners to identify and apply programming patterns, challenge 
learners, and be of use for learning to most undergraduate novice 
programmers [16, 19, 23, 24, 60]. Studies have also shown that dis-
tractors make these problems more difficult, increase self-reported 
extraneous cognitive load (i.e., the complexity of how the infor-
mation to be learned is presented), and can increase time-on-task 
without increasing problem discrimination [14, 22, 53]. But are 
these drag-and-drop computer programming practice problems 
accessible to neurodiverse learners? 

Neurodiversity signifies individual variation in cognitive func-
tion, behavioral traits, and affect; it is an umbrella term considered a 
‘moving target’ that is useful for how it helps us imagine the world 
from something other than a neurotypical perspective—thereby 
decentering cognitive norms about, for example, rates of learning 
[5, 9, 52]. Most research on learning design has focused on neu-
rotypical individuals [35], and there is relatively little computing 
education research on learners with cognitive disabilities and how 
they learn to program [12, 33]. In a recent systematic literature 
review on Parsons problems, researchers also pointed out the lack 
of investigations into the experiences of underrepresented pro-
grammers such as neurodiverse learners [16]. Hence, the research 
question addressed in this study was: 
RQ1: What do neurodiverse learners report are accessibility barri-

ers or benefits when solving Parsons problems? 
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This is the first research study focused on the accessibility of 
Parsons problems for novice programmers with cognitive, learning, 
and neurological disabilities (also referred to as neurodiverse). The 
design considerations highlight both the individual and the overall 
needs of programmers with disabilities that could have a curb-cut 
effect—that is, programmers without disabilities could benefit from 
addressing the needs of neurodiverse programmers. Each design 
recommendation is grounded in prior research within and outside 
the field of computing education. Importantly, this is an exploratory 
multiple-case study with a small N (see [38]) that was intended 
to be a careful qualitative analysis of neurodiverse programmers 
solving Parsons problems. Additional studies would need to be 
conducted in other contexts with programmers with and without 
disabilities to determine the generalizability of these findings. 

2 RELATED WORK 
This section reviews the literature on 1) neurodiverse learners and 
2) Parsons problems. 

2.1 Neurodiversity 
Neurodiversity refers to individual variation in cognitive function, 
behavioral traits, affect, and sensory functioning differing from 
the general or ‘neurotypical’ population [49]. Judy Singer, a soci-
ologist and autistic rights advocate, coined the term in 1999 [52]. 
Proponents view autism, attention deficit hyperactivity disorder, 
Tourette syndrome, dyslexia, hearing voices, bipolar disorder, down 
syndrome, dementia, and other neurominority experiences “as com-
ponents on a broader continuum of sensory, affectual, and cognitive 
processing” [49, p. 2]. Neurodiversity is a challenge to the deficit 
(medical) model that portrays neurominorities as “ill, broken, and in 
need of fixing” where neurological deficits/disorders are exclusive 
to the individual [48, p. 1]. In contrast, the social model of disabil-
ity concerns external forces that enforce restrictions on disabled 
people [49]. 

Most research on learning design has focused on neurotypical 
individuals [35], and there is relatively little research in computing 
education on learners with cognitive disabilities [33]. Accessibility 
research has disproportionately focused on blind and low-vision 
users [36]. Autism, intellectual or developmental disabilities (IDD), 
and cognitive impairment account for under 10% of papers within 
accessibility research and case studies only account for 4.0% of meth-
ods used [36]. Hence, this paper presents an exploratory multiple-
case study of five participants with distinct and slightly overlapping 
cognitive disabilities to fill the gaps. This study carefully analyzes 
neurodiverse programmers’ engagement with an interactive Python 
eBook that includes Parsons problems. 

2.2 Parsons Problems 
Parsons problems are drag-and-drop practice exercises that require 
learners to place code blocks into the correct order and sometimes 
indentation. In 2006, Dale Parsons and Patricia Haden developed 
them for introductory programming courses to maximize engage-
ment, help students learn syntax, introduce common errors, model 
well-written code, and provide instant feedback [45]. These types 
of problems enable learners to demonstrate semantic and strategic 

knowledge without having to generate syntax, although some stu-
dents use syntactic clues within the blocks to piece together the 
solution without necessarily understanding the problem, which can 
lead to a trial-and-error problem-solving strategy [14, 63]. These 
problems typically only have one correct solution, yet there are 
many ways to write code from scratch [45]. 

Parsons problems prompt the kind of explicit learning computer 
scientist have advocated for [55]. Explicit learning is facilitated by 
direct and unambiguous delivery of procedures and scaffolding to 
guide learners through the learning process with clear goals and 
ways to measure success [2]. Instructors have used Parsons prob-
lems as both formative and summative assessments [14]. Scores 
on Parsons problems correlate highly with scores on write-code 
assignments [7, 14]. Since Parsons and Haden’s initial study, re-
searchers have developed a variety of Parsons problems; they can 
vary by dimension, feedback, adaptation, and use of distractors. 
Parsons problems are also used to scaffold learning how to write 
code from scratch [26, 27]. Yet the extent to which Parsons problem 
research generalizes to programmers with disabilities is unknown. 

2.2.1 Accessibility of Parsons Problems. Most research on teaching 
programming to learners with cognitive disabilities has focused on 
block-based programming—a popular approach used to increase 
inclusion and equity in the classroom because it’s an appealing ac-
tivity [12, 63]. Accessibility research on block-based programming 
has mostly focused on K-12 programmers with visual or motor im-
pairments using the Scratch visual programming language [39, 40] 
and promising new research using Quorum Blocks [56]. Several 
challenges exist for learners with visual impairments, including 
navigating, comprehending, debugging, and skimming code [41]. 
However, block-based programming is distinct from Parsons prob-
lems in terms of the problem statement, the scope of the problem, 
and the design of the user interface [16]. Generally, environments 
for block-based programming are open-ended, in contrast to Par-
sons problems, which are not. 

Parsons problems can feature two types of adaptation. Intra-
problem adaptation happens when the difficulty of the current 
problem is dynamically reduced after three incorrect attempts. Each 
time the learner clicks the “Help Me” button to initiate the intra-
problem adaptation, the system will remove a distractor block from 
the solution, or if no distractors are left and more than three blocks 
remain in the solution, it will combine two blocks into one. In 
addition, inter-problem adaptation happens when the difficulty of 
the next problem is changed based on the learner’s performance on 
the previous problem. If the learner struggles, the next problem can 
be made easier by removing some or all of the distractor blocks. If 
they solved the previous problem in one attempt, the next problem 
could be made harder by using all the distractor blocks and showing 
them randomly mixed in with the correct blocks. These features 
can aid us in creating cognitively accessible learning experiences. 

Parsons problem research has generally focused on what neu-
rotypical individuals prefer (Parsons or write-code problems) and 
their computational practices, perspectives, and attitudes inside 
classrooms or labs (i.e., how they solve Parsons problems, whether 
they find them useful, and if they comprehend the adaptation pro-
cess) [16]. Hence, this study explores the cognitive accessibility [see 
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31] of Parsons problems for neurodiverse programmers learning to
code outside of the classroom.

3 METHODOLOGY 
To answer the research question, I conducted an exploratory multiple-
case study [62]. Case study methodology was originally intended 
for exploratory purposes [18]. Exploratory case studies are designed 
to discover what’s happening, search for new insights, and generate 
ideas and working hypotheses for future research [62]. Case studies 
are also a popular research design of inquiry into how learners with 
cognitive disabilities learn how to program [12]. 

3.1 Participants 
The author recruited novice programmers with disabilities from a 
postsecondary research institution in the northern Midwest of the 
United States via a flyer sent to several listservs. Participants were 
eligible if they had a cognitive, learning, or neurological disability 
as categorized by W3C’s Web Accessibility Initiative (WAI) and 
defined by the Diagnostic and Statistical Manual of Mental Disor-
ders, Fifth Edition (DSM-V). They were asked to fill out a sign-up 
questionnaire used to screen participants, which included a prior 
programming experience survey [25] and a disability questionnaire 
derived from [3] if they were eligible. Participants received a $500.00 
stipend for completing the study. Five participants completed the 
study; demographic information about each participant is shown 
in Table 1; their ages ranged from 21 to 38. 

3.2 Materials 
The eBook used in this study is an interactive version of Dr. Charles 
Severance’s Python for Everybody. It features typical instructional
material (text, pictures, videos) and interactive features with im-
mediate feedback (code-writing problems, debugging problems, 
Parsons problems, multiple-choice questions, fill-in-the-blank ques-
tions, and matching questions) [17]. The eBook covers program-
ming fundamentals (strings, variables, loops, conditionals, func-
tions), data structures (lists, tuples, dictionaries), object-oriented 
programming, and an introduction to data science (Files, Beauti-
ful Soup, APIs, Databases). Participants were asked to complete 
eight sets of reading and programming practice problems (see Table 
2). There were a total of 32 Parsons problems that had anywhere 
between zero and five distractor blocks. For an example of the 
problems used in this study see Figure 1. 

3.3 Protocol 
Participants were reminded via email once a week to complete the 
reading and practice assignments. The deadline for completing the 
study was flexible. Upon completing each week, participants were 
also asked to answer an open-ended question. It asked them to 
“Please read over the strategies, standards, and resources from W3C 
for making the web accessible to people with cognitive disabilities 
by clicking on this link and then answer the following question. 
Did you encounter any accessibility barriers and/or benefits while 
using the interactive eBook today? If so, please explain?” 

I conducted three retrospective think-aloud interviews with each 
participant online via Zoom after they completed the reading and 
practice problems for weeks three, six, and eight. First, I asked 

Figure 1: Example Parsons problems from Chapter Seven 

participants for consent. Second, I asked them to solve a set of 
computer programming problems while I took notes to support 
my observations. Finally, I followed up with the participants about 
their responses to the open-ended question about the cognitive 
accessibility of Parsons problems. 

3.4 Analysis 
Multiple-case studies can be examined through both within-case 
analysis and cross-case synthesis [62]—the latter has been used 
in computing education research to understand the needs of as 
little as two participants [54]. Each of the retrospective think-aloud 
interviews were transcribed and then qualitative analysis was per-
formed using ATLAS.ti. The author developed a codebook using 
a structural coding approach based on the research question: one 
code for accessibility barriers and one code for accessibility benefits 
[50]. The author and a colleague coded 20% of the transcripts and 
identified examples independently until we reached 100% agree-
ment based on recommendations from [21]. The author coded the 
remaining transcripts independently. 

4 RESULTS AND DISCUSSION 
Each week, the participants were asked if they encountered any 
accessibility barriers or benefits while solving the Parsons problems 
at the end of each chapter and, if so, to explain. Within-subject 
analyses led to one design recommendation about increasing the 
cognitive accessibility of Parsons problems for each participant. 
Each participant picked their pseudonym. 

4.1 Programmers with Seizure Disorders 
Amanda reported experiencing focal seizures when solving Par-
sons problems due to the presence of numbers. Focal seizures can 
originate in the temporal, frontal, occipital, or parietal lobe [see 
47]. In response to the question about the cognitive accessibility of 
Parsons problems, Amanda said: 
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Table 1: Participant Demographics 

Pseudonym Gender Ethnicity Disability Programming 
Experience 

Amanda (she/her) Female White Mental Health Disability; 
Neurodiverse; Seizure 
Disorder 

SPSS, R 

Claire (she/her) Female White Attention Deficit 
Hyperactivity Disorder 
(ADHD); Neurodiverse 

SPSS, R 

User (they/them) Agender Russian-Yakut ADHD; Mental Health 
Disability 

None 

Sophia (she/her or they/them) Female Latina Learning Disability; 
Mental Health Disability; 
Memory Impairment 

Mplus, SPSS, R 

John (he/him) Male Asian, White Neurodiverse; Tourette 
Syndrome 

None 

Table 2: Weekly eBook Chapter Assignments with Estimated 
Reading Time 

Week Chapter # of Pages Estimated 
Reading Time 

1 Variables, Expressions, 
and Statements 

14 40 min. 

2 Debugging 5 30 min. 
3 Conditional Execution 11 40 min. 
4 Functions 13 40 min. 
5 Loops and Iterations 8 40 min. 
6 Strings 13 40 min. 
7 Lists 15 46 min. 
8 Dictionaries 7 33 min. 

Notes: The estimated reading time is based on 200 words per minute. 

“I’ve had two seizures....The first three days, it didn’t 
happen. I think [during the chapter on conditional exe-
cution and functions]. Numbers are sometimes trigger-
ing for me...usually, when I have a seizure, I’ll put my 
head down to get blood back to my head. I normally feel 
kind of faint. I don’t have convulsive seizures. I have 
focal seizures....It’s not really anything that can be con-
trolled. It’s just the presence of numbers, and sometimes 
if I’m going through [the material] too fast. If it says 
it’s going to take forty minutes, it’ll probably take me 
two hours.” 

This observation led to the following design consideration: 

Learners with seizure disorders may experience more seizures when 
solving Parsons problems that require mental calculations. 

While pace may be a factor, this finding is consistent with pre-
vious research on the relationship between mental arithmetic and 
seizures [61]. Ingvar and Nyman [29] termed this epilepsia arith-
metices to describe a sort of reflex epilepsy in which mental arith-
metic results in clinical seizures. Amanda also reported that her 

seizures come from her right temporal lobe, consistent with re-
search on number processing in the temporal lobe and epilepsy 
[13]. 

4.2 Programmers with ADHD and Tourette 
Syndrome 

Claire reported that distractor blocks improved her comprehension 
and helped with the inattention she experienced while solving 
Parsons problems. 

During one of the think-aloud sessions, when solving a problem 
with three distractor blocks, Claire expressed that she was not 
preoccupied with them but focused and knew what to do (see Figure 
1 for an example of distractor blocks paired using the word ’or’). 
She said that she was not distracted by them because she “didn’t 
pay enough attention to them or how many there were, but rather, 
she paid attention to choosing the correct block. Claire commented, 

“I actually think the distractors are beneficial because I 
have to think about the code itself rather than just the 
order...having the [distractor blocks] makes me think 
about which one of [the blocks] is the correct way to do 
this [the correct approach], so for the future, I’ve already 
thought about that and processed it a little more because, 
without it, I’m kind of prone to just glancing at it and 
saying, ‘Oh, that looks right.’ But then I didn’t have to 
think about exactly what it is.” 

Claire said she thought distractor blocks would be better for 
some learners with ADHD. She agreed with the statement that 
the distractor blocks caused her to focus and pay attention. Claire 
explained: 

“because if I read something, sometimes I’ll just read it 
for....this is an analogy, but I’ve learned a lot of foreign 
languages, and I’ve found when I’m trying to learn the 
vocabulary and I just look at a word, I’ll understand 
what the word means. But then if I have to recall it, I 
won’t know how to spell it correctly....the [distractors] 
make me think about the spelling or how it’s written. 
And then I understand it better. I actually have to look 
at it and think about it.” 
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Similarly, John, who openly identified as having Tourette Syn-
drome and being neurodiverse, expressed a preference for paired 
distractor blocks —blocks linked by ‘OR’—due to his eye and motor 
tics. John said, “...with my Tourette syndrome, it takes extra time to 
type, and moving things around using a mouse takes a lot longer 
for me just because there are interruptions.” 

This observation led to the following design consideration: 

Learners with an attention-deficit/hyperactivity disorder (ADHD) 
or Tourette syndrome may learn more from Parsons problems with 
paired versus jumbled distractor blocks. 

Attention-deficit/hyperactivity disorder (ADHD) is frequently 
diagnosed in people with Tourette syndrome [57]. Learners such as 
Claire, who have ADHD, experience an increase in distractibility 
[1]. “Inattention involves difficulties with keeping the learner’s 
attention focused and to shift the focus of attention as necessary” 
[46, p. 75]. Similarly, programmers with Tourette syndrome, like 
John, experience impaired motor control, which John identified as 
an interruption/distraction when learning. Distractor blocks are 
extra code blocks not part of a correct Parsons problem solution. 
Whereas past researchers have found distractors increased extra-
neous cognitive load [22] and time-on-task [53], the present study 
provides evidence that paired distractor blocks may improve focus 
for learners with ADHD or Tourette syndrome. This would be a 
desirable difficulty [cf. 6]. Unpaired distractors may not focus the 
attention of learners with ADHD and not support efficient drag-and-
drop actions for learners with Tourette syndrome who experience 
tics—“sudden, habit-like movements or utterances that typically 
mimic some fragment of normal behavior and involved discrete 
muscle groups” [57, p.956]. Moreover, researchers who have in-
vestigated how learners with ADHD learn introductory computer 
programming concepts state one approach is to use completed ex-
amples [46] of which Parsons problems can be considered a variant 
[16]. 

4.3 Programmers with a Mental Health 
Disability 

User had stated that they had a mental health disability, so I followed 
up with them about it. When asked what kinds of positive content 
or activities would raise their energy and mood, User responded: 

“One of the things that I do for emotional regulation 
is look at videos of cats....I would [also] say empow-
ering social justice content like an article about a so-
cial work problem or social media content in which a 
person understands how taking care of themselves is 
actually resistance and a revolutionary practice. There’s 
a whole range of things that feel affirming....a social 
justice program—people would be all over that—and 
gender fluidity. I don’t think that kind of thing exists 
though...” 

User reported that they watched videos of cats to regulate their 
emotions while learning and that they would be motivated by social 
justice-oriented, relevant, interest-driven Parsons problems. This 
observation led to the following design consideration: 

Learners with an attention-deficit/hyperactivity disorder (ADHD) 
or a mental health disability may experience an increase in (1) focus 
or (2) positive emotions if presented with relevant or interest-driven 
Parsons problems. 

Computing education researchers have found there is a need to 
support self-regulated learning (SRL) strategies such as emotional 
regulation in computer science education (CSEd) [20] and to design 
“intelligent systems that respond adaptively to students’ emotions” 
when learning how to program [11, p. 30]. Kinnunen et al. [32] 
used a media computation approach to explore learners’ emotional 
experiences with Java programming assignments and found that 
students with negative programming experiences reflect positively 
on their self-efficacy. Learning scientists have also posited that “be-
cause learning is influenced in fundamental ways by the context in 
which it takes place, schools and classrooms should be learner and 
community-centered” [42, p. 22]. Context and culture are critical 
aspects of learning. And furthermore, research shows that partic-
ipants like User and Sophia, who struggled with math problems, 
benefit from intelligent tutoring systems that personalize problems 
to students’ out-of-school interests [59]. 

Figure 2: Sophia’s Handwritten Notes on Lists 

4.4 Programmers with Memory Impairment 
Sophia’s memory was impaired due to a traumatic brain injury. 
She reported that longer and more complex chapters in the eBook 
required note-taking and that she interacted better with text on 
paper than eBooks because of her memory impairment. She and 
Claire took copious notes and used them to solve Parsons problems. 
In particular, when solving problem two during the last think-aloud 
session, Sophia used her notes on lists to help (see Figure 2). This 
observation led to the following design consideration: 

Learners with memory impairment or ADHD may need easy access 
to their notes to increase their problem-solving performance. 
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This observation is consistent with research linking note-taking, 
memory, and comprehension and the usefulness of note-taking and 
concept mapping in introductory computer science courses [30]. 
Note-taking is an active learning strategy that improves problem-
solving performance [58]. Sophia engaged in both constructive (free-
form) and active (summarized/copy-and-pasted) note-taking [8]. 

4.4.1 Limitations. First, this study only examined five novice pro-
grammers with different and some overlapping disabilities; one 
cannot assume these findings will generalize to other contexts. A 
replication of this study with a larger sample of learners who iden-
tify with each of the participants’ disabilities would further support 
each corresponding design recommendation and whether these 
findings can be generalized across learners and contexts. 

Second, participants in this study were not exposed to other 
environments for solving Parsons problems and learning how to 
program; hence, the results may be a byproduct of the interactive 
eBook used in this study. 

4.4.2 Future Work. Future investigations into the effectiveness of 
Parsons problems for learners with disabilities should compare 
their experiences with different environments that support Parsons 
problems. Various programming practice websites and open-source 
tools support instructors and learners in using Parsons problems 
including Codio, Codespec, Epplets, js-parsons, PraireLearn, Rune-
stone Academy, and UPP (the Unnamed Parsons Problem Tool). 
Furthermore, human-computer interaction (HCI) research is rich 
with measures such as Fitts’ law that may help us better investigate 
human movement and accessibility concerns [37]. 

Disciplines offer us an excellent way to be sensitive to varia-
tions in learning [4], and computing education instructors and 
researchers have called for us to increase computing in other disci-
plines (also known as CS + X) [51]. Future research should investi-
gate how we can develop discipline-specific programming problems 
in Python and other languages that increase cognitive relevance 
[10] and the quality of the overall learning experience. 

Finally, future research on Parsons problems should explore 
paradigms such as Grid-Coding, speech-driven programming, and 
the use of problem-solving stages to improve accessibility for neu-
rodiverse programmers, sighted, blind, and low-vision (BLV) pro-
grammers, and programmers with motor impairments [15, 43]. 

5 CONCLUSION 
With the appropriate scaffolding and support, neurodiverse learn-
ers can excel at computer programming. This work contributed to 
the first empirical multi-case study on how neurodiverse learners 
learn how to program outside of the classroom with an interactive 
eBook with Parsons problems. Think-aloud observations led to the 
generation of five design considerations about how to improve the 
cognitive accessibility of Parsons problems. First, there exists a rela-
tionship between mental arithmetic and clinical seizures that should 
inform how instructors and cognitive tutors decide which computer 
programming problems to present to novice programmers. Second, 
this work highlights the impact that paired vs. jumbled distractor 
blocks may have on the learning experience for programmers with 
disabilities. This has implications for how we create these kinds 
of blocks and when we should and should not present them to 

learners (i.e., we would not want to make it harder for learners with 
tics to choose between these blocks). This work also adds to the 
findings on emotional regulation in computer science education 
concerning its importance in the design of computer programming 
problems. And, providing a space for note-taking may improve 
the problem-solving performance of programmers with disabili-
ties. Future research should explore the generalizability of such 
observations with larger groups of learners who identify with each 
case. 
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