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Graph Neural Networks (GNNs) are a popular machine learning framework for solving various graph processing applications. This
framework exploits both the graph topology and the feature vectors of the nodes. One of the important applications of GNN is in the
semi-supervised node classification task. The accuracy of the node classification using GNN depends on (i) the number and (ii) the
choice of the training nodes. In this paper, we demonstrate that increasing the training nodes by selecting nodes from the same class
that are spread out across non-contiguous subgraphs, can significantly improve the accuracy. We accomplish this by presenting a novel
input intervention technique that can be used in conjunction with different GNN classification methods to increase the non-contiguous
training nodes and, thereby, improve the accuracy. We also present an output intervention technique to identify misclassified nodes
and relabel them with their potentially correct labels. We demonstrate on real world networks that our proposed methods, both
individually and collectively, significantly improve the accuracy in comparison to the baseline GNN algorithms. Both our methods are
agnostic. Apart from the initial set of training nodes generated by the baseline GNN methods, our techniques do not need any other
extra knowledge about the classes of the nodes. Thus, our methods are modular and can be used as pre-and post-processing steps with
many of the currently available GNN methods to improve their accuracy.
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1 INTRODUCTION

Node classification, which involves identifying nodes of the same class in a complex network, is a fundamental problem
in data mining. With the advent of information rich datasets, features associated with nodes also contribute to the
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classification. Therefore, semi-supervised techniques such as graph neural networks (GNN [21, 25, 36, 44, 45, 84, 94,
99]), that can incorporate both structural as well as node feature information, have become popular tools for node
classification.

Beginning with a training set of nodes whose true class (or label) is known, the features of the nodes are updated
based on the features of their neighbors using a form of Laplacian smoothing. Nodes having similar features after
smoothing are assigned to the same class.

After implementing any GNN model, the primary focus is to change the hyperparameters to achieve better accuracy.
Two naive approaches for increasing the accuracy of a neural network model consists of (i) increasing the number of
hidden layers and (ii) increasing the the number of training nodes.
Increasing the number of hidden layers. Sometimes, a neural network model with low representational capacity [32]
may struggle to fit the training set. By increasing the number of layers, we can increase the representational capacity of
the model. However, increasing the number of hidden units incurs increasing of time and memory cost. Moreover, in
the case of some GNN models, increasing the number of hidden units often leads to the over-smoothing problem. As
discussed in [47], a large number of hidden layers in the GCN [44] (a GNN variant) can result in nodes from different
classes having almost indistinguishable features after the final smoothing operation.
Extending training nodes agnostically using random walks. Increasing the number of training nodes results in
increasing the accuracy (see Fig. 1). Nevertheless, simply increasing the number of training nodes defeats the purpose of
semi-supervised learning. Instead, a recent method [47] has focused on agnostically increasing the number of training
nodes by applying random walks from small set of initial training nodes of known labels. This method extends the
training set using (a) the label information of a few seed nodes and (b) the structure of the network. No additional label
information is needed and the methods are analogous to an unsupervised set expansion technique [74, 86].

Fig. 1. Accuracy increases with percentage of training nodes used. This experiment was conducted on the Cora Network [71] using
the GCN as implemented in Kipf et. al. [44].

Issues with extending training nodes. Methods for increasing the training set using random walks suffer from two

main issues as follows.
First, these methods tend to produce training nodes that are localized in the neighborhood of the seed nodes. The

initial set of training nodes are selected to represent each class. However, in cases, where the same class is distributed
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across non-contiguous subgraphs, some of these subgraphs may not be represented in the training set. If the nodes in
the extended training set come from the same subgraph, then other subgraphs will remain unrepresented and their
nodes will be prone to misclassification. It is important to apply pre-processing to ensure that the training nodes
are spread out across the network and not localized at certain regions. We illustrate this idea through a hypothetical
example in Fig. 2.

Fig. 2. Collection of training nodes of same class but non-contiguous sub-graphs improves accuracy. Top (i), the correct labels of
the nodes. Bottom left (ii), training nodes are {A, B} and {I, G} from the two different classes. The subgraph {K,L,M,N} is erroneously
subsumed into the green class. Bottom right (iii), training nodes are {A, M} and {G, I}. The yellow class has representative from two of
its subgraphs, and correct classification is obtained.

Second, the nodes visited through a random walk from a set of seed nodes are all assigned the label of the respective
seed nodes. However, in practice, several nodes can come from different classes. These misclassified nodes, when used
as training nodes, can reduce the accuracy. In particular, we have observed that the output consists of localized regions
of wrongly classified nodes. It is important to apply post processing to identify potentially misclassified nodes and
correct their labels.

Our main contribution in this paper is to develop novel input and output intervention methods to address these two
issues by (i) selecting a set of training nodes distributed along various non-contiguous subgraphs of same class and (ii)
identifying misclassified nodes and correcting their labels.
Input intervention: For this, we leverage the structure of the graph using variations of random walks, as well as the
feature vector associated with each node.
Output intervention: For this, we leverage the confidence vector associated with each node at the output to identify nodes
with low confidence in classification, and then relabel the low confidence nodes with the labels of their nearest high
confidence nodes.

To summarize, our main contributions are –
• Develop input intervention schemes based on a combination of randomwalk [90]/node embedding technique [63]
and clustering/grouping techniques like 𝐾-means [30] and 𝐾-NN [28] to create a large set of training nodes
collected from various non-contiguous sub-graphs of a graph using structural and feature vector information.
• Develop output intervention schemes to correctly relabel nodes predicted with low confidence, based on nearest
neighbors labeled with high confidence.
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Our results show that our input and output intervention techniques together can significantly improve the accuracy in
comparison to baseline GNN methods, as well as GNN where the training set is extended using variations of random
walk. Our performance gains over the most competing baseline on six benchmark networks of sizes varying between
2.7K–2.5M nodes range between 2%–141%1. Finally, our intervention methods are modular and any advanced GNN
method can be fitted seamlessly into the pipeline to obtain improved accuracy.

2 SOME PRELIMINARIES

2.1 Formal definitions

Consider a graph 𝐺 (𝑉 , 𝐸, 𝐹 ) where 𝑉 is the set of nodes, 𝐸 is the set of edges, 𝐹 = [𝑓1, 𝑓2, ..., 𝑓 |𝑉 |]𝑇 ∈ R |𝑉 |×𝑚 is the
feature matrix and 𝑓𝑣 is the𝑚 dimensional feature vector corresponding to node 𝑣 . We can write 𝑉 = 𝑉𝑙 ∪𝑉𝑢 where 𝑉𝑙
is the set of nodes of known class label and 𝑉𝑢 is the set of nodes of unknown class label. Also let 𝐿 = {𝑙1, 𝑙2, ..., 𝑙𝑘 } be
the set of 𝑘 class labels, i.e., there are |𝐿 | = 𝑘 classes and class 𝑐 has label 𝑙𝑐 and each node belongs to a certain class. We
also denote 𝑑𝑖 as the degree of node 𝑖 and 𝑑𝑎𝑣𝑔 =

∑ |𝑉 |
𝑖=1 𝑑𝑖/|𝑉 | as the average degree of the graph 𝐺 .

2.2 Training set expansion

In [47], the authors showed that adding more hidden layers in GCN (a GNN variant) can lead to over-smoothing, which
in turn makes the features indistinguishable and hence reduces classification accuracy. The authors further improved
the accuracy of the GCN by first taking small sets of training nodes for each class and then extending these small sets
using PaRWalk [90], a variant of random walk, starting with the training nodes in each set as seeds. In this section, we
briefly discuss the workings of PaRWalk. In addition, we have observed that extending training nodes using a popular
node embedding technique (DeepWalk [63]) in the graph also results in increasing the accuracy. Thus, in addition to
PaRWalk, we also discuss the DeepWalk method.
PaRWalk. Although basic random walks can globally explore the graph, they may fail to capture non-local graph
structure [53]. In order to tackle this Wu et. al. [90] suggest partially absorbing random walks (PaRWalk) - a variant of
random walk. PaRWalk is a second-order Markov chain and in each state, it has partial absorption. If the absorption is
properly set, then the absorption probabilities can capture the non-local graph structure. An absorption probability 𝑎𝑖 𝑗
defines the probability of a random walk starting from node 𝑖 , being absorbed in node 𝑗 in any finite number of steps.
All pair of absorption probabilities can be represented as a matrix A.
DeepWalk. DeepWalk [63], is an unsupervised feature learning technique that leverages the latent information of
nodes in a network. DeepWalk uses basic random walks to gather local information to learn latent representations.
Similar to a language modeling tool, it requires a corpus and a vocabulary as its input, where the corpus is a set short of
truncated simple random walks and the vocabulary is the set of nodes𝑉 . The algorithm iterates a few numbers of times
(W𝑃 ), and in each iteration, for every node 𝑣 , it produces a short random walk𝑊𝑣 of a given lengthW𝐿 . This𝑊𝑣 is
used to update the node representations. Finally it produces a matrix of node representations Φ ∈ R |𝑉 |×𝑑 , where |𝑉 |
denotes the number of nodes, R is the set of real numbers and 𝑑 is the size of embedding.

3 PROPOSED FRAMEWORK

Our goal is starting from a very few nodes in 𝑉𝑙 as seed nodes, and with the help of input level and output level
interventions, to improve the accuracy of the prediction of the label of the nodes in 𝑉𝑢 .

1We compute % gain as [(acc. for new method - acc. for baseline)/(acc. for baseline)]*100
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Fig. 3. Our proposed input and output interventions to GNN-based node classification.

We now present our main contributions, namely the (i) input level intervention to increase the spatial diversity of
the training set and the (ii) output level intervention to identify and relabel the misclassified nodes. Figure 3 gives a
pictorial representation of these steps.

3.1 Input level intervention

We consider the two methods ParWalk and DeepWalk, both of which extend the set of training nodes through different
versions of random walk. However, merely extending training nodes can miss capturing the instances of the same class
that are part of different non-contiguous sub-graphs in a graph. We leverage the well known clustering (𝐾-means) and
classification (𝐾-NN) methods to track down the training nodes with same class label from different non-contiguous sub-
graphs. Below we describe the steps of our algorithms (see Algorithm 1 for PaRWalk implementation and Algorithm 2
for DeepWalk implementation). We follow the same steps as in [47] for the selection of seed nodes. Our modification
begins from Step 1 of the algorithm.
Seed nodes selection: The initial input is a set of seed nodes (𝐼𝑐 ) selected from each class 𝑐 ∈ {1, 2, ..., 𝑘}. We choose two
seeds per class. In Figure 3 we show this example for two classes, class A and class B.
Step 1: In this step, first we extend the set of training nodes using either a variant of basic random walk (PaRWalk) or a
node embedding method (DeepWalk). Then we aim to identify the nodes that contain the same label as the seed nodes.
Lines 4 − 9 in Algorithm 1, Lines 5 − 13 in Algorithm 2 and the Step 1 in Figure 3 demonstrate this step.

In Algorithm 1, random walk using ParWalk is defined by the transition probability matrix A. Given, a graph
Laplacian Γ, the transition probability matrix A can be calculated as A = (Γ + 𝛼Λ)−1, where Γ = 𝐷 − 𝐴, 𝐷 is the
degree matrix 𝐷 = 𝑑𝑖𝑎𝑔(𝑑1, 𝑑2, ..., 𝑑 |𝑉 |), 𝑑𝑖 is the degree of node 𝑣𝑖 and 𝐴 is the adjacency matrix, 𝛼 > 0 is a scalar value,
Λ = 𝑑𝑖𝑎𝑔(𝜆1, 𝜆2, ..., 𝜆 |𝑉 |) is known as the regularizer, and 𝜆𝑖 ≥ 0 is some arbitrary value. Line 2 in Algorithm 1 shows
the necessary step. More details about the absorption probability are in section A.2.
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In Algorithm 2 graph embedding using DeepWalk can be achieved by, implementing the DeepWalk algorithm stated
in [63]. We have written the DeepWalk algorithm using two simple steps - first, we build the model using the required
parameters, as given in the code associated with [63], then we obtain the node embeddings by fitting the graph𝐺 inside
the model. Lines 2 − 3 in Algorithm 2 show the necessary steps.

For each seed node 𝑖 ∈ 𝐼𝑐 , using PaRWalk or DeepWalk, we agnostically capture a set 𝑋 of at most 𝑡 most similar
nodes that are therefore likely to belong to the set 𝐼𝑐 . The value of 𝑡 is obtained as per [47] where, 𝑡 = |𝐼𝑐 |×𝑏×𝜂∑𝑘

𝑐=1 |𝐼𝑐 |
, 𝑏 is a

constant (we set 𝑏 to 3), 𝜂 = |𝑉 |/(𝑑𝑎𝑣𝑔)𝜏 , 𝑑𝑎𝑣𝑔 is the average degree of the graph 𝐺 and 𝜏 is the number of layers of the
GNN.

For ParWalk, corresponding to node 𝑖 , node 𝑗1 is more similar than node 𝑗2 if 𝑎𝑖 𝑗1 > 𝑎𝑖 𝑗2 , where 𝑎𝑖 𝑗1 and 𝑎𝑖 𝑗2 are
the absorption probabilities corresponding to node pairs (𝑖 , 𝑗1) and (𝑖 , 𝑗2) respectively. For the set 𝐼𝑐 , to extract the 𝑡
most similar nodes, first the column vector A:,𝑖 = [𝑎1𝑖 , 𝑎2𝑖 , ..., 𝑎 |𝑉 |𝑖 ]𝑇 is taken from the transition probability matrix of
PaRWalk A for all nodes 𝑖 ∈ 𝐼𝑐 . Then we add them and make a final vector A𝑆 =

∑
𝑖∈𝐼𝑐 A:,𝑖 and select the 𝑡 highest

valued nodes.
For DeepWalk, for a node 𝑖 , node 𝑗1 is more similar than node 𝑗2 if 𝐶𝑆 (Φ(𝑖),Φ( 𝑗1)) > 𝐶𝑆 (Φ(𝑖),Φ( 𝑗2)). 𝐶𝑆 (𝑓1, 𝑓2) is

the Cosine Similarity [75] between vector 𝑓1 and vector 𝑓2, Φ(𝑛) ∈ R𝑑 represents the embedded vector of a node 𝑛 of
size 𝑑 (we set 𝑑 to 100). For the set 𝐼𝑐 , to capture at most 𝑡 most similar nodes, 𝑡/|𝐼𝑐 | closest nodes are extracted for all
𝑖 ∈ 𝐼𝑐 . Then the union of the newly extracted nodes are taken to produce the final set of at most 𝑡 most similar nodes.

Given this extended set of training nodes𝑋 , we then perform an unsupervised classification using𝐾-means algorithm
to divide the set 𝑋 into two clusters 𝐶1 and 𝐶2, as per the feature vector of the nodes. We assume that the larger
cluster will contain more nodes of the same class as the seed while the smaller cluster will aggregate the nodes from
other classes. This assumption is based on the intuition that most of the nodes at short distances from the seed will be
of the same class, and therefore will be part of the larger cluster (𝐶1). Indeed, as shown in the results, this heuristic
significantly improves the classification results.
Step 2: In this step we replace the potentially correct locally clustered nodes (set𝐶1) with spatially diverse ones. Line 10
in Algorithm 1, Line 14 in Algorithm 2, and Step 2 in Figure 3 illustrate this step.

We apply the 𝐾-Nearest Neighbors (𝐾-NN) method to the feature vector space of the nodes and find |𝐶1| nodes that
are nearest to the centroid of the nodes in set 𝐶1. These new nodes are selected from the set of unvisited nodes 𝑉 − 𝑋 .
This new set of nodes form the set 𝐶1′, and is the set of extended nodes obtained from the initial seed from which the
random walk was initiated.
Including set𝐶2: In practice, we can apply only the𝐶1′ set of training nodes. However, our goal is to compare the benefit
of using spatially diverse nodes with those obtained through random walk methods. Therefore we combine the set 𝐶1′

with the set𝐶2 (potentially mislabeled nodes), to create our final training set 𝑋 ′ (Line 11 and Line 15 in Algorithm 1 and
Algorithm 2 respectively). Note that the potentially mislabeled nodes are spatially local and the potentially correctly
labeled ones are spatially diverse.
Relabeling the nodes 𝑋 : As a final sub-step, we relabel the nodes in the extended set 𝑋 to the label of the starting seed
nodes as described in Lines 12 − 14 in Algorithm 1 and Lines 16 − 18 in Algorithm 2.
Building the final training set: Finally we merge the relabelled extended nodes obtained corresponding to all classes to
make the final training set (Line 15 in Algorithm 1 and Line 19 in Algorithm 2).
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Algorithm 1: Algorithm for input level intervention with PaRWalk
Input :The network 𝐺 (𝑉 , 𝐸), Graph Laplacian Γ, scalar value 𝛼 , regularizer Λ, set size 𝑡 , set of initial seed

nodes’ set I = {𝐼1, 𝐼2, .., 𝐼𝑘 }
Output :Extended training set S

1 S ← ∅;
2 A ← (Γ + 𝛼Λ)−1;
3 for each class 𝑐 ∈ {1, 2, ..., 𝑘} do
4 A𝑆 ←

∑
𝑖∈𝐼𝑐 A:,𝑖 ;

5 𝑋 ← select the 𝑡 highest valued indices from A𝑆 ;
6 𝐶𝑙𝑢𝑠1,𝐶𝑙𝑢𝑠2← 𝐾-means(𝑋 , 𝑐𝑙𝑢𝑠𝑡𝑒𝑟𝑆𝑖𝑧𝑒 = 2);
7 𝐶1← max(𝐶𝑙𝑢𝑠1, 𝐶𝑙𝑢𝑠2);
8 𝐶2← min(𝐶𝑙𝑢𝑠1, 𝐶𝑙𝑢𝑠2);
9 𝐶1𝑐𝑒𝑛𝑡 ← centroid of 𝐶1;

10 𝐶1′ ← using 𝐾-NN, select |𝐶1| nearest nodes to 𝐶1𝑐𝑒𝑛𝑡 from (𝑉 − 𝑋 );
11 𝑋 ′ ← 𝐶1′ ∪𝐶2;
12 for each node 𝑥 ∈ 𝑋 ′ do
13 𝐿𝑎𝑏𝑒𝑙 [𝑥] ← 𝑙𝑐 ;
14 end
15 S ← S ∪ 𝑋 ′;
16 end

3.2 Output level intervention

Our second contribution is to identify misclassified nodes and relabel them to their potentially correct labels in an
agnostic manner. The steps are shown in Algorithm 3 (for PaRWalk) and Algorithm 4 (for DeepWalk).

The final layer in the GNN is usually passed through a softmax layer to obtain the vector of probabilities 𝐶𝑉𝑖 =
[𝑝𝑖1, 𝑝𝑖2, ..., 𝑝𝑖𝑘 ] of a node 𝑖 belonging to each class, where, 𝑝𝑖 𝑗 is the probability that node 𝑖 has class label 𝑙 𝑗 ∈ 𝐿. We
term this vector as confidence vector and define the confidence of a node 𝑖 as: 𝐶𝑜𝑛𝑓 (𝑖) = max(𝐶𝑉𝑖 ). We then calculate
the mean (𝜇) and standard deviation (𝜎) of the distribution of the confidence score of all the nodes (𝐶𝑜𝑛𝑓 ). A node 𝑖 is
defined as a high confidence node if 𝐶𝑜𝑛𝑓 (𝑖) ≥ 𝜇 + 𝛼 ∗ 𝜎 and a low confidence node if 𝐶𝑜𝑛𝑓 (𝑖) < 𝜇 + 𝛼 ∗ 𝜎 .

We create a set of sets 𝐻𝐶𝑁 of high confidence nodes for each class. Thus, 𝐻𝐶𝑁 = {𝐻𝐶𝑁1, 𝐻𝐶𝑁2, ..., 𝐻𝐶𝑁𝑘 }, where
𝐻𝐶𝑁𝑐 represents set of high confidence nodes of class 𝑐 . Then, for each class 𝑐 , we find the set of high confidence nodes
(𝐻𝐶𝑁𝑐 ) from 𝐻𝐶𝑁 . Starting from 𝐻𝐶𝑁𝑐 , i.e., the set of high confidence nodes, we perform PaRWalk or DeepWalk to
fetch a set of nodes (𝑅𝑊𝑁 ) of size atmost 𝑡 . Here the size of 𝑡 is set to the ratio of the number of nodes in 𝐺 to the
number of classes in 𝐺 (Lines 3 − 5 in Algorithm 3 and Lines 4 − 9 in Algorithm 4).

For each node in 𝑅𝑊𝑁 , if the node is a low confidence node, we change its label using the following rule. We create a
set formed of the union of the nodes in (𝐻𝐶𝑁𝑐 ) and the neighbors (𝑁𝑏𝑑) of the current node, we choose the label (𝑙𝑐 ) of
the node whose confidence is maximum, and relabel the low confidence node with that label (Lines 6 − 19 in Algorithm 3
and Lines 10 − 23 in Algorithm 4).

Note that our methods are completely agnostic. Other than the class of the initial seed nodes, we do not have any
external knowledge of the class per node. We simply estimate the class based on randomwalks and clustering techniques
such as 𝐾-means and 𝐾-NN.
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Algorithm 2: Algorithm for input level intervention with DeepWalk
Input :The network 𝐺 (𝑉 , 𝐸), walks per nodeW𝑃 , walk lengthW𝐿 , set size 𝑡 , set of initial seed nodes’ set

I = {𝐼1, 𝐼2, .., 𝐼𝑘 }
Output :Extended training set S

1 S ← ∅;
2 𝑀𝑜𝑑𝑒𝑙 ← 𝐷𝑒𝑒𝑝𝑊𝑎𝑙𝑘 (W𝑃 ,W𝐿);
3 𝐸𝑚𝑏 ← Fit 𝐺 in the Model to get the node embedding;
4 for each class 𝑐 ∈ {1, 2, ..., 𝑘} do
5 𝑋 ← ∅;
6 for each node 𝑛 ∈ 𝐼𝑐 do
7 𝑋𝑛 ← get nearest 𝑡

|𝐼𝑐 | nodes of 𝑛 using 𝐸𝑚𝑏;
8 𝑋 ← 𝑋 ∪ 𝑋𝑛 ;
9 end

10 𝐶𝑙𝑢𝑠1,𝐶𝑙𝑢𝑠2← 𝐾-means(𝑋 , 𝑐𝑙𝑢𝑠𝑡𝑒𝑟𝑆𝑖𝑧𝑒 = 2);
11 𝐶1← max(𝐶𝑙𝑢𝑠1, 𝐶𝑙𝑢𝑠2);
12 𝐶2← min(𝐶𝑙𝑢𝑠1, 𝐶𝑙𝑢𝑠2);
13 𝐶1𝑐𝑒𝑛𝑡 ← centroid of 𝐶1;
14 𝐶1′ ← using 𝐾-NN, select |𝐶1| nearest nodes to 𝐶1𝑐𝑒𝑛𝑡 from (𝑉 − 𝑋 );
15 𝑋 ′ ← 𝐶1′ ∪𝐶2;
16 for each node 𝑥 ∈ 𝑋 ′ do
17 𝐿𝑎𝑏𝑒𝑙 [𝑥] ← 𝑙𝑐 ;
18 end
19 S ← S ∪ 𝑋 ′;
20 end

3.3 Rationale and Discussion

We now provide a rationale of why our intervention methods improves the classification. For both algorithms, the
random walks aim to identify the local structures based on the assumption that nodes that are structurally local belong
to the same class. However, the structural properties and the distribution of class in nodes need not always correspond.

Our input intervention aims to ameliorate the discrepancies between the structure of the graph and labeling of the
nodes by first selecting the set of nodes that are most likely to be in the correct class and then extending this set via
comparing similar feature vectors, rather than locally close nodes. Thus we combine both structural as well as feature
properties. Further in our output intervention, we check if the nodes in the neighborhood of high-confidence nodes
have low confidence and alter the label of its high-confidence neighbor(s). This output intervention allows us to further
refine the classification.

3.3.1 Number of nodes in the expanded training set. We now discuss how large should we make the extended training
set. We set the lower bound of the size of the extended training set as 𝜂;

𝜂 = |𝑉 |/(𝑑𝑎𝑣𝑔)𝜏

where 𝑑𝑎𝑣𝑔 is the average degree of the graph𝐺 and 𝜏 is the number of layers of the GNN. We now estimate the number
of training nodes required for a GNN with 𝜏 layers to propagate their labels to cover the entire graph. Thus, for a
Manuscript submitted to ACM
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Algorithm 3: Algorithm for output level intervention using PaRWalk
Input :The network 𝐺 (𝑉 , 𝐸), Predicted label of all nodes 𝑃𝑟𝑒𝑑𝐿𝑎𝑏𝑒𝑙 , set size 𝑡 , Confidence of each node 𝐶𝑜𝑛𝑓 ,

Hyper parameter 𝛼 , mean (𝜇) and standard deviation (𝜎) of the distribution of confidence of all the
nodes, graph laplacian Γ, scalar value 𝛼 , regularizer Λ,.

Output :Modified 𝑃𝑟𝑒𝑑𝐿𝑎𝑏𝑒𝑙 .
1 A ← (Γ + 𝛼Λ)−1;
2 𝐻𝐶𝑁 ← select a set of high confidence nodes for every class using 𝐶𝑜𝑛𝑓 , 𝜇 and 𝛼 ∗ 𝜎 ;
3 for each class 𝑐 ∈ {1, 2, ..., 𝑘} do
4 A𝑆 ←

∑
𝑖∈𝐻𝐶𝑁𝑐

A:,𝑖 ;
5 𝑅𝑊𝑁 ← select the 𝑡 highest valued indices from A𝑆 ;

/* change the label of the low confidence nodes */

6 for each node 𝑢 ∈ 𝑅𝑊𝑁 do
7 S ← 𝐻𝐶𝑁𝑐 ∪ 𝑁𝑏𝑑 (𝑢);
8 𝑓 ← select a node in S;
9 𝑚𝑎𝑥𝐶𝑜𝑛𝑓 ← 𝐶𝑜𝑛𝑓 (𝑓 );

10 if 𝐶𝑜𝑛𝑓 (𝑢) ≤ 𝜇 - 𝛼 ∗ 𝜎 then
11 for each node 𝑣 ∈ S do
12 if 𝐶𝑜𝑛𝑓 (𝑣) >𝑚𝑎𝑥𝐶𝑜𝑛𝑓 then
13 𝑚𝑎𝑥𝐶𝑜𝑛𝑓 ← 𝐶𝑜𝑛𝑓 (𝑣);
14 𝑙 ← argmax𝑖 (𝐶𝑉𝑣);
15 end
16 end
17 𝑃𝑟𝑒𝑑𝐿𝑎𝑏𝑒𝑙 [𝑢] ← 𝑙

18 end
19 end
20 end

particular class 𝑐 , the size of the extended set would become,

𝑡 =
|𝐼𝑐 | × 𝜂∑𝑘
𝑥=1 |𝐼𝑥 |

where 𝑘 is the number of classes and 𝐼𝑥 is the set of initial seed nodes of a class 𝑥 . Now, using the random walk (here,
the transition probability matrix A), one can obtain the 𝑡 most similar nodes of a set of seed nodes 𝐼𝑐 of a class 𝑐 .

3.3.2 Error calculation on the expanded training set. Now we calculate the probability of error while extending the
training set. Let the final set of extended training nodes be S =

⋃𝑘
𝑖=1 S𝑖 , where S𝑖 be the set of extended nodes for

class 𝑖 . Note that the label of all the nodes in an extended set S𝑐 is changed to 𝑙𝑐 . Thus, the label of the nodes from
other classes will also be relabelled to the class label 𝑙𝑐 . This results in an error in the extended set.

Now assume that𝑉𝑐 be the set of nodes with class label 𝑙𝑐 . Thus it is easy to verify that,
⋃𝑘

𝑖=1𝑉𝑖 = 𝑉 and𝑉𝑖 ∩𝑉𝑗 = Φ

for 𝑖 ≠ 𝑗 and 𝑖, 𝑗 ∈ {1, 2, ..𝑘}. Therefore the number of nodes having the correct class label 𝑙𝑐 within set S𝑐 will be

N𝑐 = |S𝑐 ∩𝑉𝑐 |

Thus, the number of unwanted nodes (nodes from another class) within S𝑐 or the error associated with S𝑐 will be:

E𝑐 = |S𝑐 | − N𝑐 = |S𝑐 | − |S𝑐 ∩𝑉𝑐 |
Manuscript submitted to ACM
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Algorithm 4: Algorithm for output level intervention using DeepWalk
Input :The network 𝐺 (𝑉 , 𝐸), Predicted label of all nodes 𝑃𝑟𝑒𝑑𝐿𝑎𝑏𝑒𝑙 , set size 𝑡 , Confidence of each node 𝐶𝑜𝑛𝑓 ,

Hyper parameter 𝛼 , mean (𝜇) and standard deviation (𝜎) of the distribution of confidence of all the
nodes, walks per nodeW𝑃 , walk lengthW𝐿

Output :Modified 𝑃𝑟𝑒𝑑𝐿𝑎𝑏𝑒𝑙 .
1 𝑀𝑜𝑑𝑒𝑙 ← 𝐷𝑒𝑒𝑝𝑊𝑎𝑙𝑘 (W𝑃 ,W𝐿);
2 𝐸𝑚𝑏 ← Fit 𝐺 in the Model to get the node embedding;
3 𝐻𝐶𝑁 ← select a set of high confidence nodes for every class using 𝐶𝑜𝑛𝑓 , 𝜇 and 𝛼 ∗ 𝜎 ;
4 for each class 𝑐 ∈ {1, 2, ..., 𝑘} do
5 𝑅𝑊𝑁 ← ∅;
6 for each node 𝑛 ∈ 𝐻𝐶𝑁 do
7 𝑋 ← get nearest 𝑡

|𝐻𝐶𝑁𝑐 | nodes of 𝑛 using 𝐸𝑚𝑏;
8 𝑅𝑊𝑁 ← 𝑅𝑊𝑁 ∪ 𝑋 ;
9 end

/* change the label of the low confidence nodes */

10 for each node 𝑢 ∈ 𝑅𝑊𝑁 do
11 S ← 𝐻𝐶𝑁𝑐 ∪ 𝑁𝑏𝑑 (𝑢);
12 𝑓 ← select a node in S;
13 𝑚𝑎𝑥𝐶𝑜𝑛𝑓 ← 𝐶𝑜𝑛𝑓 (𝑓 );
14 if 𝐶𝑜𝑛𝑓 (𝑢) ≤ 𝜇 - 𝛼 ∗ 𝜎 then
15 for each node 𝑣 ∈ S do
16 if 𝐶𝑜𝑛𝑓 (𝑣) >𝑚𝑎𝑥𝐶𝑜𝑛𝑓 then
17 𝑚𝑎𝑥𝐶𝑜𝑛𝑓 ← 𝐶𝑜𝑛𝑓 (𝑣);
18 𝑙 ← argmax𝑖 (𝐶𝑉𝑣);
19 end
20 end
21 𝑃𝑟𝑒𝑑𝐿𝑎𝑏𝑒𝑙 [𝑢] ← 𝑙

22 end
23 end
24 end

Therefore, the probability of error associated with S𝑐 will be:

P𝑐 =
E𝑐
|S𝑐 |

=
|S𝑐 | − |S𝑐 ∩𝑉𝑐 |

|S𝑐 |
=
𝑡 − |S𝑐 ∩𝑉𝑐 |

𝑡
= 1 − |S𝑐 ∩𝑉𝑐 |

𝑡
, as |S𝑐 | = 𝑡,∀𝑐 ∈ {1, 2, ..., 𝑘}

Also, the probability of error associated with S will be:

P =

∑𝑘
𝑐=1 E𝑐∑𝑘
𝑐=1 |S𝑐 |

=

∑𝑘
𝑐=1 ( |S𝑐 | − |S𝑐 ∩𝑉𝑐 |)∑𝑘

𝑐=1 |S𝑐 |
=
𝑘𝑡 −∑𝑘

𝑐=1 |S𝑐 ∩𝑉𝑐 |
𝑘𝑡

= 1 −
∑𝑘
𝑐=1 |S𝑐 ∩𝑉𝑐 |

𝑘𝑡
, as |S𝑐 | = 𝑡,∀𝑐 ∈ {1, 2, ..., 𝑘}

The value of the probability depends on how accurately the input level intervention technique collects the nodes having
the same label as that of the initial seed nodes. As an example, if we assume that the classes are uniformly distributed
and for each class, the input intervention method captures 3

4
𝑡ℎ correct nodes (nodes having same class label as with

𝑐) then, |S𝑐 ∩𝑉𝑐 | = 3𝑡
4 implying P𝑐 = 1 − 3𝑡

4𝑡 = 1 − 3
4 = 1

4 . In our study, we have taken 𝑡 as, 𝑡 = 𝑏 |𝐼𝑐 |×𝜂∑𝑘
𝑥=1 |𝐼𝑥 |

, where 𝑏
is an integer. Tuning 𝑏 results in increasing or decreasing the set size 𝑡 . When the value of 𝑡 is large, then too many
nodes from other classes come into S𝑐 thereby increasing the error and thus reducing the test accuracy of the GNN.
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Conversely, when 𝑡 is small, too few nodes from the actual class 𝑐 come into S𝑐 , resulting in low test accuracy of the
GNN. Experimental results capturing the probability of error for each class are provided in Figure 4. We also present
the plot of error associated with the fully extended set S and the test accuracy of GCN while tuning the set size 𝑡 in
Figure 5. In our study, we set 𝑏 to 3.

4 EXPERIMENTAL SETUP

4.1 Datasets

Our experiments are conducted on the datasets in Table 1. Cora [71], CiteSeer [71], PubMed [71] and Cora-ml [10] are
citation networks. On each network, the documents are represented by nodes and the citation links are represented by
edges. The node feature (a 0/1-valued vector) represents the absence/presence of a certain word in the corresponding
document, and, classes represent subjects, labelled starting from 0 to (number of subjects - 1). Amazon Photo [72] and
Amazon Computers [72] are subsets of the Amazon co-purchase network [57], where the goods are represented by
nodes. If two goods are often purchased together then there is a link (edge) between them. The features of the nodes
represent absence/presence of a certain word in the corresponding product reviews. In these two datasets above, the
nodes (goods) are divided into several classes (product categories); for example, the goods in the Amazon photo can be
classified as: ‘Digital Concepts’, ‘File Photography’, ‘Flashes’, ‘Lenses’, ‘Video’ ‘Surveillance’, ‘Binoculars & Scopes’,
‘Tripods & Monopods’, and ‘Lighting & Studio’.

In the category of the larger networks, ogbn-arxiv [85] is a citation network among all computer science arXiv papers.
A node represents an arXiv computer science paper and a link between a pair of nodes represents the citation. Each
node is associated with a feature vector obtained by taking the embeddings of words in the corresponding paper’s title
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and abstract. Each node in this dataset is associated with a label representing the subject area such as cs.LG, cs.AI, cs.OS
etc. There are 40 such subject areas available in the dataset. The ogbn-products [85] dataset is a graph that represents
an Amazon product co-purchasing network and is undirected and unweighted. Products are represented by nodes on
Amazon, and edges between two products show that they were bought together. Labels associated with each node
represent the product categories. A portion of the Microsoft Academic Graph makes up the heterogeneous network
named ogbn-mag [85] (MAG). Papers (736,389 nodes), authors (1,134,649 nodes), institutions (8,740 nodes), and fields of
study (59,965 nodes) are among the four types of entities present in the graph. There are also four types of directed
relations connecting the four types of entities: an author is “affiliated with” an institution, an author “writes” a paper,
a paper “cites” a paper, and a paper “has a topic of” the field of study. Similar to ogbn-arxiv, each publication has a
128-dimensional word2vec feature vector connected with it, although input node features are not linked to any of the
other types of entities. The labels associated with each data represent the venue.

Network nodes Edges Features Classes Distribution of Nodes in Each Class
Citeseer [71] 3327 4732 3703 6 0: 7%, 1: 18%, 2: 20%, 3: 21%, 4: 18%, 5: 16%
Cora [71] 2708 5429 1433 7 0: 13%, 1: 8%, 2: 15%, 3: 30%, 4: 16%, 5: 11%, 6: 6%
Cora-ml [10] 2995 8416 2879 7 0: 12%, 1: 13%, 2: 15%, 3: 15%, 4: 29%, 5: 6%, 6: 9%
Pubmed [71] 19717 44338 500 3 0: 20%, 1: 40%, 2: 40%
Amazon Photo [72] 7487 119043 745 8 0: 5%, 1: 23%, 2: 9%, 3: 12%, 4: 12%, 5: 10%, 6: 26%, 7: 4%
Amazon Computers [72] 13381 245778 767 10 0: 3%, 1: 16%, 2: 11%, 3: 4%, 4: 39%, 5: 2%, 6: 4%, 7: 6%, 8: 16%, 9: 2%
ogbn-arxiv [85] 169,343 1,166,243 128 40 Can be found in Appendix A.1
ogbn-products [85] 2,449,029 61,859,140 100 47 Can be found in Appendix A.1
ogbn-mag [85] 1,939,743 21,111,007 128 349 Can be found in Appendix A.1

Table 1. The test suite of real-world networks.

4.2 Baseline methods

We use the following baseline GNN methods for comparison: (i) GCN, the popular GCN method as implemented
in [44] which is a linear approximation of spectral graph convolution, (ii) GAT [84], where each neighbourhood
of a node gets a different attention (weights) during the aggregation step. (iv) ChebyNet [25], ChebyNet is based
on Chebyshev polynomials to implement the approximation of spectral convolution. It directly uses Laplacian as a
filter. (v) APPNP [45], that combines the graph convolutional networks (GCN) and personalized PageRank to derive
an improved message propagation technique. (vi) GPR-GNN [21] which is just like APPNP; however instead of
personalized PageRank, GPR-GNN uses generalized PageRank. (vii) JK-Nets [94], In Jumping Knowledge Networks
(JK-Nets), layer-wise jump connections and selective aggregations are implemented. (viii) GraphSAGE [36], It mainly
works in an inductive setting, but can be tuned to work in a transductive setting also.

In addition, we also compared our intervention methods with the following seven methods for training set expan-
sion [47, 96]. These techniques were used in conjunction with GCN – (a) Co-training, in which the training set is
extended using PaRWalk [90]. The normalized absorption probability matrix 𝐴 is computed first, then, the confidence of
a node belonging to class 𝑐 is measured. The top𝑚 nodes with the highest confidence measure are added to the training
set with label 𝑙𝑐 ; (b) Self-training where after training GCN with initial training nodes, for each class, the top𝑚 nodes
with with highest confidence, as determined by the softmax scores are added to the training nodes; and combination
of co-training and self-training where the combination of the above two methods are tested by taking (c) the union
(Co-Self-union) and (d) intersection (Co-Self-intersection) of the extended training sets returned by the co-training
and self-training methods. (e) Training Node Augmentation (TNA) [96], in which intersection of nodes obtained from
several already trained GNNs having confidence greater than a particular threshold are collected to expand the training
Manuscript submitted to ACM
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set. (f) Random sampling, in which for each class, rather than using the random walk, the training sets are expanded
using random sampling of nodes. (g) Hi-deg-path, in which for each class, a path of high-degree nodes is picked (like
meta-path in heterogeneous graph [49]). Starting from each of the training nodes, we search for its neighbor(s) having
the highest degree, then we pick the highest degree neighbor, relabel it with the label of the starting node, put it into
the set, and continue the process from this highest degree neighbor until the set of high-degree nodes stops extending.

4.3 Hyperparameter settings

For all the models we have kept the following hyperparameters fixed: In our input level intervention we have used
two training nodes from each class. A random set of 1000 nodes (other than the training nodes) are taken for testing
purposes for all the models. We are not using any validation set. The number of hidden layers used is two. We have
set the learning rate to 0.01 and epochs to 200. We have used 16 hidden units and 𝐿2 regularization whose weight
has been set to 5 × 10−4. For the smaller graphs (Cora, Citeseer, Pubmed, Amazon Computers, Amazon Photo, and
Cora-ml), we set walks per nodeW𝑃 to 30 and walk lengthW𝐿 to 50. For the larger graphs (ogbn-arxiv, ogbn-product
and ogbn-mag), we set walks per nodeW𝑃 to 10 and walk lengthW𝐿 to 50.

4.4 Time complexity analysis

In this section, we shall provide the time complexity of our algorithms. In both the input and output intervention
methods, we have used random walks. So, before calculating the exact time complexity of both algorithms, we calculate
the time complexity of the random walk first.
Time requirement using PaRWalk: PaRWalk algorithm requires the computation of absorption probability matrix
A = (Γ + 𝛼Λ)−1, where, Γ is the graph laplacian defined as Γ = 𝐷 −𝐴, 𝐷 is the degree matrix 𝐷 = 𝑑𝑖𝑎𝑔(𝑑1, 𝑑2, ..., 𝑑 |𝑉 |),
𝑑𝑖 is the degree of node 𝑣𝑖 and 𝐴 is the adjacency matrix, 𝛼 > 0 is a scalar value, Λ = 𝑑𝑖𝑎𝑔(𝜆1, 𝜆2, ..., 𝜆 |𝑉 |) is the known
regularizer and 𝜆𝑖 ≥ 0 is some arbitrary value. The computation of Γ is linear. Computation of (Γ + 𝛼Λ) is also linear.
A can be computed using Williams algorithm [2] in 𝑂 ( |𝑉 |2.373) time.
Time requirement using DeepWalk: In the case of DeepWalk, as per the algorithm given in [63], the time complexity
can be calculated as 𝑂 (W𝑃 |𝑉 | (W𝐿 + 𝑙𝑜𝑔( |𝑉 |))), where,W𝑃 is the walk per node,W𝐿 is the walk length, |𝑉 | is the
number of nodes. The term 𝑙𝑜𝑔( |𝑉 |) is due to the time complexity of SkipGram [63] method.

4.4.1 Time complexity of input level intervention. It is evident from Algorithm 1 and 2 that the major computations
are contributed by (i) the random walk, (ii) 𝐾-means and (iii) 𝐾-NN algorithms. Therefore, we shall discuss the time
complexity one by one and then aggregate the total time complexity.
(i) Time requirement using random walk has been discussed in the previous section.
(ii) Time requirement using 𝐾-means [58]: For 𝑡 samples of dimension𝑚 each and 𝛿 clusters the time taken by 𝐾-means
algorithm is 𝑂 (𝑡𝛿𝑚𝑗), where 𝑗 is the number of iterations until convergence of the 𝐾-means algorithm.
(iii) Time requirement using 𝐾-NN: For a cluster of average size |𝐶𝑎𝑣𝑔 |, 𝐾-NN [28] requires 𝑂 ( |𝐶𝑎𝑣𝑔 |𝑚), where𝑚 is the
dimension of each sample in the cluster 𝐶𝑎𝑣𝑔 .
Time requirement of Algorithm 1: Upon aggregating these above three, total time taken is the time taken by (i) +
for each class, time taken using (ii) and (iii). Therefore, for |𝐿 | number of class labels, total time taken

𝑇𝑖𝑝_𝑝𝑎𝑟 = 𝑂 ( |𝑉 |2.373) + |𝐿 | (𝑂 (𝑡𝛿𝑚𝑗) +𝑂 ( |𝐶𝑎𝑣𝑔 |𝑚)) .
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The above expression can be further written as:

𝑇𝑖𝑝_𝑝𝑎𝑟 = 𝑂 ( |𝑉 |2.373) + (𝑂 ( |𝑉 |𝑚𝑗(𝑑𝑎𝑣𝑔)𝜏
) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚))

Details of the derivation can be found in Appendix A.3.
Time requirement of Algorithm 2: In the case of DeepWalk, applying a similar approach, the total time complexity
for the input level intervention is:

𝑇𝑖𝑝_𝑑𝑒𝑒𝑝 = 𝑂 (W𝑃 |𝑉 | (W𝐿 + 𝑙𝑜𝑔( |𝑉 |))) + (𝑂 (
|𝑉 |𝑚𝑗
(𝑑𝑎𝑣𝑔)𝜏

) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) .

4.4.2 Time complexity of Output level intervention: From Algorithm 3 and 4, the time complexity can be calculated as:
time taken by (i) the random walk, and (ii) rest of the operations.
(i) Time requirement using random walk has already been discussed.
(ii) Time requirement to relabel the selected low confidence nodes, as computed in the respective algorithms:
Time requirement of Algorithm 3: Line 2 requires O(|𝑉 |) time. For each class, Line 4 and 5 both need O(𝑡 ) time +
Lines 6 − 19 requires O(𝑡 ( |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔)) time (considering average degree as 𝑑𝑎𝑣𝑔 and the average number of high
confidence nodes as |𝐻𝑎𝑣𝑔 |). So, the total time required is (using PaRWalk):

𝑇𝑜𝑝_𝑝𝑎𝑟 = 𝑂 ( |𝑉 |2.373) +𝑂 ( |𝑉 | + |𝐿 | (𝑡 + 𝑡 ( |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔)))

This can be further written as:

𝑇𝑜𝑝_𝑝𝑎𝑟 = 𝑂 ( |𝑉 |2.373) +𝑂 ( |𝑉 | + |𝑉 | (1 + |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔))

The detailed derivation can be found in Appendix A.4
Time requirement of Algorithm 4: Similarly, the total time required is (using DeepWalk):

𝑇𝑜𝑝_𝑑𝑒𝑒𝑝 = 𝑂 (W𝑃 |𝑉 | (W𝐿 + 𝑙𝑜𝑔( |𝑉 |))) +𝑂 ( |𝑉 | + |𝑉 | (1 + |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔))

Time requirement of both the input and output intervention: When we use both the input and output intervention
techniques, the randomwalk is computed only once, which is then used in both interventions. Therefore, the computation
time in the case of PaRWalk for both interventions can be written as:

𝑇𝑖𝑝_𝑜𝑝_𝑝𝑎𝑟 = 𝑂 ( |𝑉 |2.373) + (𝑂
(
|𝑉 |𝑚𝑗
(𝑑𝑎𝑣𝑔)𝜏

)
+𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) +𝑂 ( |𝑉 | + |𝑉 | (1 + |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔))

and in the case of DeepWalk:

𝑇𝑖𝑝_𝑜𝑝_𝑑𝑒𝑒𝑝 = 𝑂 (W𝑃 |𝑉 | (W𝐿 + 𝑙𝑜𝑔( |𝑉 |))) +
(
𝑂 ( |𝑉 |𝑚𝑗(𝑑𝑎𝑣𝑔)𝜏

)
+𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) +𝑂 ( |𝑉 | + |𝑉 | (1 + |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔))

Approximation for large graphs: In the case of PaRWalk, for the larger graph (ogbn-arxiv, ogbn-mag, and ogbn-
products), computation of the absorption probability matrix is infeasible. Therefore for the larger graphs, we approximate
(linear) the absorption probability matrix calculation. In our study, we set all 𝜆𝑞 = 1, for 𝑞 ∈ {1, 2, ..|𝑉 |}, or in other
words, we set Λ = 𝐼 = Identity matrix. Thus the absorption probability becomes A = (𝐿 + 𝛼𝐼 )−1. Applying the concept
of binomial theorem: A = (𝐿 + 𝛼𝐼 )−1 = 𝛼−1 (𝛼−1𝐿 + 𝐼 )−1 = 𝛼−1 (𝐼 + 𝛼−1𝐿)−1 = 𝛼−1 (𝐼 − 𝛼−1𝐿 + (𝛼−1𝐿)2 − ...) inspired
by the following formula, (1 + 𝑥)−1 = 1 − 𝑥 + 𝑥2 + .... We further approximate the absorption probability matrix A
as 𝛼−1 (𝐼 − 𝛼−1𝐿) by removing the higher order terms. Thus, with this linear approximation, the time required for
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obtaining the absorption probability becomes 𝑂 ( |𝑉 |). In the case of DeepWalk, we have reduced the hyper-parameters
(number of walks per node and walk length) as discussed in section 4.3 to reduce the time.

5 EMPIRICAL RESULTS

As stated earlier, our main goals are to increase the accuracy of GNNs by (a) applying input level intervention and (b)
applying output level intervention. In the input level intervention, we use two methods for training set expansion –
ParWalk and DeepWalk. These two methods are also used in the output level intervention for capturing the nodes that
are most similar to the high confidence nodes for each class. For this reason, we grouped our results into two categories:
one corresponding to ParWalk and the other corresponding to DeepWalk. For each group, we have shown results for
applying (i) only input intervention (ip + GNN variant), (ii) only output intervention (GNN variant + op), and (iii) both
input and output interventions (ip + GNN variant + op).

5.1 Results using PaRWalk

Table 2 shows the results of all the three combinations of interventions along with the baselines using PaRWalk. We see
that with only input level intervention, the accuracy increased in every case compared to the baselines (highest gain
= (68-31)/31% = 119%, for cora network and ChebyNet model) For only output intervention, the accuracy increased
a little compared to the baselines (highest gain = (44-37)/37% = 19%, for cora network and SAGE model). When we
plug-in both the input and output interventions, as expected, the combination gives maximum gains compared over the
baselines (highest gain = (70-31)/31% = 126%, for cora network and ChebyNet model). For each intervention, including
baselines, we have boldfaced the maximum accuracies (mean and standard deviation) in the table.

5.2 Results using DeepWalk

Table 3 presents the results of only input intervention, only output intervention, and both input and output interventions,
respectively, using DeepWalk as the training node expansion method. As with the previous results (PaRWalk), we
can see that plugging the intervention methods improves the accuracies compared to the baseline method. For input
intervention, highest gain = (67-31)/31% = 116% (ChebyNet model and cora network), for output intervention, highest
gain = (29-23)/23% = 26% (JKNet model and cora-ml network).

5.3 Comparison with training set expansion baselines

In Fig. 6, we compare the proposed input intervention method with other baselines that uses training set expansion,
viz., (i) co-training, (ii) self-training, (iii) co-self-union, (iv) co-self-intersection, (v) Training Node Augmentation (TNA),
(vi) Random Sampling and (vii) High-deg-path. For each network, the leftmost bar represents the accuracy for GCN
(base model). Next seven bars represents seven baselines (i)–(vii) and the last two bars represent the input intervention
methods with ParWalk and DeepWalk respectively. It is evident from Fig. 6 that in almost all cases (except Amazon
Photo) our methods outperform the other training set expansion baselines. This result is representative and holds true
for all other GCN variants noted in Tables 2 and 3.

5.4 Significance test on output level intervention

In order to verify if the results of the output level interventions are statistically significant we report in Tables 4 and 5 the
𝑝-values for the Mann-Whitney significance test [55]. For all cases 𝑝 < 0.05 which indicates that the output intervention
indeed produces results that are significantly different from the results produced by the base GNN variant.
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GNN model Networks

Cora Citeseer Pubmed Photo Computer Cora-ml ogbn-arxiv ogbn-product ogbn-mag

Ba
se
lin

es

GCN 0.45±0.05 0.33±0.06 0.52±0.05 0.32±0.09 0.21±0.09 0.36±0.04 0.12±0.04 0.15±0.03 0.02±0.04
GAT 0.44±0.04 0.35±0.04 0.54±0.05 0.47±0.10 0.41±0.10 0.41±0.08 0.09±0.02 0.17±0.02 0.02±0.03

ChebyNet 0.31±0.05 0.26±0.03 0.47±0.04 0.35±0.11 0.27±0.09 0.24±0.09 0.09±0.02 0.11±0.05 0.03±0.06
GPR-GNN 0.48±0.06 0.38±0.05 0.62±0.08 0.54±0.13 0.44±0.17 0.52±0.09 0.14±0.02 0.21±0.02 0.05±0.03
APPNP 0.50±0.05 0.36±0.04 0.59±0.04 0.23±0.11 0.10±0.10 0.36±0.10 0.14±0.03 0.20±0.04 0.05±0.03
JKNet 0.35±0.04 0.27±0.05 0.57±0.04 0.17±0.10 0.32±0.10 0.23±0.11 0.08±0.03 0.12±0.02 0.02±0.03
SAGE 0.37±0.05 0.30±0.05 0.56±0.05 0.42±0.11 0.32±0.10 0.31±0.11 0.04±0.03 0.11±0.06 0.02±0.07

In
pu

t
in
te
rv
en
tio

n

ip+GCN 0.71±0.03 0.56±0.05 0.65±0.00 0.39±0.01 0.62±0.02 0.64±0.03 0.22±0.03 0.27±0.04 0.09±0.04
ip+GAT 0.63±0.02 0.57±0.03 0.75±0.01 0.52±0.02 0.59±0.02 0.64±0.03 0.19±0.03 0.28±0.03 0.09±0.04

ip+ChebyNet 0.68±0.01 0.62±0.03 0.85±0.00 0.50±0.03 0.51±0.01 0.60±0.03 0.20±0.02 0.20±0.07 0.11±0.05
ip+GPR-GNN 0.68±0.01 0.60±0.03 0.83±0.01 0.57±0.03 0.50±0.08 0.67±0.03 0.24±0.01 0.24±0.07 0.08±0.04
ip+APPNP 0.69±0.01 0.56±0.03 0.75±0.00 0.34±0.03 0.54±0.04 0.66±0.04 0.23±0.03 0.23±0.07 0.08±0.08
ip+JKNet 0.52±0.01 0.43±0.03 0.75±0.01 0.27±0.01 0.48±0.03 0.45±0.02 0.19±0.07 0.18±0.08 0.04±0.07
ip+SAGE 0.63±0.04 0.60±0.03 0.78±0.01 0.55±0.02 0.46±0.03 0.57±0.01 0.12±0.05 0.14±0.07 0.06±0.04

O
ut
pu

t
in
te
rv
en
tio

n

GCN+op 0.50±0.05 0.36±0.05 0.54±0.05 0.33±0.09 0.25±0.08 0.39±0.04 0.15±0.03 0.16±0.03 0.02±0.03
GAT+op 0.46±0.04 0.38±0.05 0.53±0.05 0.48±0.07 0.49±0.08 0.45±0.07 0.12±0.04 0.17±0.04 0.03±0.03

ChebyNet+op 0.35±0.04 0.27±0.03 0.48±0.04 0.36±0.10 0.28±0.09 0.27±0.08 0.11±0.04 0.12±0.04 0.03±0.03
GPR-GNN+op 0.50±0.05 0.39±0.04 0.62±0.05 0.55±0.09 0.47±0.11 0.54±0.11 0.15±0.05 0.22±0.03 0.05±0.03
APPNP+op 0.51±0.15 0.39±0.15 0.60±0.05 0.24±0.04 0.15±0.04 0.39±0.10 0.14±0.04 0.20±0.03 0.06±0.07
JKNet+op 0.37±0.10 0.29±0.09 0.59±0.04 0.18±0.04 0.32±0.04 0.29±0.09 0.11±0.04 0.13±0.03 0.02±0.03
SAGE+op 0.44±0.05 0.32±0.05 0.58±0.05 0.44±0.10 0.33±0.09 0.35±0.08 0.06±0.03 0.12±0.04 0.03±0.03

Bo
th

in
te
rv
en
tio

n

ip+GCN+op 0.74±0.01 0.63±0.02 0.67±0.01 0.40±0.04 0.64±0.05 0.68±0.02 0.24±0.04 0.28±0.03 0.09±0.04
ip+GAT+op 0.65±0.01 0.63±0.03 0.77±0.02 0.54±0.06 0.63±0.08 0.67±0.01 0.21±0.05 0.28±0.03 0.09±0.04

ip+ChebyNet+op 0.70±0.02 0.65±0.03 0.86±0.01 0.51±0.01 0.52±0.08 0.63±0.01 0.21±0.04 0.21±0.03 0.12±0.04
ip+GPR-GNN+op 0.69±0.02 0.63±0.01 0.83±0.01 0.58±0.07 0.51±0.09 0.70±0.01 0.27±0.03 0.24±0.03 0.09±0.04
ip+APPNP+op 0.71±0.01 0.59±0.01 0.78±0.01 0.35±0.06 0.53±0.08 0.69±0.01 0.24±0.04 0.24±0.03 0.09±0.04
ip+JKNet+op 0.54±0.02 0.44±0.01 0.76±0.01 0.27±0.06 0.57±0.09 0.47±0.01 0.21±0.04 0.19±0.03 0.04±0.04
ip+SAGE+op 0.65±0.01 0.65±0.01 0.78±0.01 0.43±0.06 0.56±0.10 0.60±0.01 0.13±0.04 0.16±0.03 0.09±0.06

Table 2. Accuracy of different baselinemethods with andwithout applying interventions. ip: input intervention, op: output intervention.
Here we use PaRWalk in the intervention technique. Photo: Amazon Photo and Computer: Amazon Computer.
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Fig. 6. Comparison of % accuracy (Y-axis) for different training set expansion methods: Training Node Augmentation (TNA), random
sampling (Random), High-deg-path (Hi-deg), Co-training, Self-training, Co-Self-union, Co-Self-intersection and our proposed input
interventions. ip (Par): input intervention with PaRWalk, ip (Deep): input intervention with DeepWalk, Photo: Amazon Photo and
Computer: Amazon Computer.

5.5 Compute time on standard datasets

Tables 6 and 7 compares the time to execute all the different baseline methods while using PaRWalk and DeepWalk in
the intervention pipeline respectively. The time to classify using the intervention methods will naturally be higher
since more steps are required. In addition with various GNN baselines, it is evident from the tables that if the network
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GNN model Networks

Cora Citeseer Pubmed Photo Computer Cora-ml ogbn-arxiv ogbn-product ogbn-mag
Ba

se
lin

es

GCN 0.45±0.05 0.33±0.06 0.52±0.05 0.32±0.09 0.21±0.09 0.36±0.04 0.12±0.04 0.15±0.03 0.02±0.04
GAT 0.44±0.04 0.35±0.04 0.54±0.05 0.47±0.10 0.41±0.10 0.41±0.08 0.09±0.02 0.17±0.02 0.02±0.03

ChebyNet 0.31±0.05 0.26±0.03 0.47±0.04 0.35±0.11 0.27±0.09 0.24±0.09 0.09±0.02 0.11±0.05 0.03±0.06
GPR-GNN 0.48±0.06 0.38±0.05 0.62±0.08 0.54±0.13 0.44±0.17 0.52±0.09 0.14±0.02 0.21±0.02 0.05±0.03
APPNP 0.50±0.05 0.36±0.04 0.59±0.04 0.23±0.11 0.10±0.10 0.36±0.10 0.14±0.03 0.20±0.04 0.05±0.03
JKNet 0.35±0.04 0.27±0.05 0.57±0.04 0.17±0.10 0.32±0.10 0.23±0.11 0.08±0.03 0.12±0.02 0.02±0.03
SAGE 0.37±0.05 0.30±0.05 0.56±0.05 0.42±0.11 0.32±0.10 0.31±0.11 0.04±0.03 0.11±0.06 0.02±0.07

In
pu

t
in
te
rv
en
tio

n

ip+GCN 0.69±0.02 0.54±0.05 0.64±0.00 0.38±0.01 0.63±0.02 0.62±0.03 0.21±0.04 0.24±0.03 0.07±0.05
ip+GAT 0.62±0.03 0.53±0.03 0.74±0.02 0.53±0.03 0.61±0.02 0.61±0.03 0.20±0.03 0.23±0.03 0.07±0.08

ip+ChebyNet 0.67±0.01 0.61±0.03 0.85±0.00 0.50±0.03 0.51±0.01 0.58±0.03 0.19±0.03 0.18±0.05 0.09±0.04
ip+GPR-GNN 0.68±0.01 0.60±0.03 0.81±0.01 0.60±0.03 0.50±0.08 0.66±0.03 0.23±0.03 0.24±0.05 0.07±0.04
ip+APPNP 0.69±0.01 0.57±0.03 0.74±0.02 0.32±0.03 0.55±0.04 0.65±0.04 0.23±0.03 0.24±0.07 0.08±0.07
ip+JKNet 0.53±0.01 0.41±0.03 0.75±0.01 0.28±0.01 0.47±0.03 0.43±0.02 0.17±0.03 0.18±0.06 0.06±0.06
ip+SAGE 0.62±0.04 0.58±0.02 0.78±0.01 0.54±0.05 0.46±0.09 0.58±0.04 0.12±0.02 0.15±0.06 0.06±0.04

O
ut
pu

t
in
te
rv
en
tio

n

GCN+op 0.49±0.05 0.36±0.05 0.55±0.06 0.33±0.10 0.23±0.09 0.38±0.05 0.13±0.03 0.16±0.03 0.02±0.03
GAT+op 0.45±0.03 0.39±0.04 0.54±0.06 0.48±0.10 0.43±0.12 0.45±0.07 0.11±0.04 0.17±0.05 0.03±0.08

ChebyNet+op 0.35±0.04 0.27±0.03 0.48±0.04 0.38±0.10 0.28±0.09 0.27±0.08 0.10±0.06 0.13±0.03 0.04±0.05
GPR-GNN+op 0.50±0.05 0.40±0.04 0.62±0.05 0.55±0.09 0.47±0.11 0.53±0.11 0.16±0.04 0.22±0.02 0.05±0.03
APPNP+op 0.54±0.15 0.37±0.15 0.60±0.05 0.24±0.04 0.13±0.04 0.39±0.10 0.15±0.03 0.22±0.06 0.05±0.03
JKNet+op 0.37±0.10 0.29±0.09 0.59±0.04 0.18±0.04 0.32±0.04 0.29±0.09 0.12±0.05 0.13±0.06 0.03±0.04
SAGE+op 0.42±0.05 0.32±0.05 0.58±0.05 0.44±0.10 0.33±0.09 0.35±0.08 0.05±0.07 0.13±0.06 0.03±0.04

Bo
th

in
te
rv
en
tio

n

ip+GCN+op 0.71±0.03 0.57±0.02 0.66±0.03 0.40±0.04 0.63±0.05 0.66±0.05 0.23±0.03 0.25±0.05 0.07±0.04
ip+GAT+op 0.64±0.01 0.56±0.03 0.77±0.03 0.54±0.07 0.62±0.10 0.64±0.02 0.22±0.05 0.23±0.04 0.08±0.03

ip+ChebyNet+op 0.68±0.03 0.63±0.04 0.85±0.01 0.51±0.01 0.52±0.08 0.62±0.01 0.22±0.04 0.18±0.06 0.09±0.03
ip+GPR-GNN+op 0.70±0.03 0.62±0.03 0.83±0.01 0.61±0.06 0.52±0.06 0.69±0.03 0.25±0.03 0.25±0.05 0.09±0.04
ip+APPNP+op 0.70±0.02 0.60±0.03 0.74±0.01 0.33±0.06 0.56±0.07 0.68±0.01 0.25±0.03 0.24±0.06 0.08±0.04
ip+JKNet+op 0.56±0.04 0.42±0.03 0.76±0.01 0.29±0.06 0.57±0.09 0.44±0.01 0.19±0.07 0.19±0.06 0.07±0.05
ip+SAGE+op 0.64±0.02 0.62±0.02 0.78±0.01 0.55±0.07 0.47±0.09 0.61±0.02 0.14±0.03 0.16±0.03 0.08±0.05

Table 3. Accuracy of different baselinemethods with andwithout applying interventions. ip: input intervention, op: output intervention.
Here we use DeepWalk in our intervention techniques. Photo: Amazon Photo and Computer: Amazon Computer.

GNN vs GNN+op Networks

cora citeseer pubmed photo computer cora-ml ogbn-arxiv ogbn-product ogbn-mag
GCN vs GCN+op 0.002 0.001 0.002 0.011 0.012 0.004 0.002 0.01 0.02
GAT vs GAT+op 0.001 0.005 0.0001 0.001 0.011 0.004 0.004 0.02 0.04

ChebyNet vs ChebyNet+op 0.002 0.004 0.003 0.002 0.007 0.002 0.003 0.01 0.03
GPRGNN vs GPRGNN+op 0.001 0.03 0.002 0.005 0.02 0.004 0.002 0.01 0.04
APPNP vs APPNP+op 0.002 0.005 0.009 0.003 0.01 0.01 0.004 0.02 0.02
JKNet vs JKNet+op 0.01 0.002 0.0003 0.010 0.034 0.003 0.002 0.01 0.04
SAGE vs SAGE+op 0.0006 0.0007 0.001 0.0001 0.008 0.003 0.001 0.01 0.04

Table 4. Significance tests with output interventions plugged in. ParWalk is used in the intervention methods.

GNN vs GNN+op Networks

cora citeseer pubmed photo computer cora-ml ogbn-arxiv ogbn-product ogbn-mag
GCN vs GCN+op 0.003 0.001 0.001 0.013 0.02 0.001 0.002 0.02 0.02
GAT vs GAT+op 0.003 0.002 0.001 0.002 0.01 0.005 0.004 0.01 0.02

ChebyNet vs ChebyNet+op 0.001 0.002 0.003 0.01 0.02 0.012 0.002 0.02 0.01
GPRGNN vs GPRGNN+op 0.004 0.002 0.002 0.001 0.02 0.002 0.001 0.02 0.03
APPNP vs APPNP+op 0.001 0.005 0.003 0.002 0.02 0.012 0.006 0.01 0.03
JKNet vs JKNet+op 0.001 0.004 0.004 0.002 0.03 0.001 0.002 0.02 0.03
SAGE vs SAGE+op 0.002 0.0008 0.004 0.001 0.08 0.001 0.002 0.02 0.02

Table 5. Significance tests with output interventions plugged in. DeepWalk is used in the intervention methods.
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is large (such as computer), then more time is needed for our intervention method. In case of PaRWalk, the actual time
requirement is due to the calculation of the absorption probability and in case of DeepWalk, the actual time requirement
is mainly due to two parameters: random walk length and number of times the random walk is required.

GNN model Networks

cora citeseer pubmed photo computer cora-ml ogbn-arxiv ogbn-product ogbn-mag
Ba

se
lin

es

GCN 3s 5s 24s 36s 73s 5s 88s 32015s 1608s
GAT 35s 72s 207s 300s 601s 57s 626s 35393s 2551s

ChebyNet 15s 44s 51s 117s 248s 38s 261s 33265s 1987s
GPRGNN 9s 18s 38s 67s 147s 17s 166s 32965s 1843s
APPNP 9s 17s 37s 66s 147s 16s 163s 32958s 1839s
JKNet 8s 11s 64s 40s 85s 10s 93s 32329s 1679s
SAGE 9s 26s 46s 98s 187s 23s 253s 32768s 1983s

Random-sample 4s 6s 26s 38s 78s 6s 90s 32037s 1629s
TNA 8s 14s 50s 62s 156s 11s 95s 32048s 1641s

Hi-deg-Path 4s 8s 31s 46s 92s 9s 93s 32037s 1631s
Co-training 10s 13s 241s 131s 756s 11s 345s 33135s 2369s
Self-training 9s 18s 161s 86s 547s 10s 324s 33124s 2213s
Co-Self-union 15s 27s 347s 185s 922s 18s 548s 51567s 3516s

Co-Self-intersection 16s 27s 347s 185s 922s 18s 537s 51769s 3532s

In
pu

t
in
te
rv
en
tio

n

ip+GCN 11s 15s 248s 160s 880s 13s 940s 47763s 37593s
ip+GAT 44s 75s 432s 424s 1416s 71s 1788s 51194s 38566s

ip+ChebyNet 22s 56s 278s 241s 967s 47s 1164s 49094s 37989s
ip+GPRGNN 16s 27s 261s 193s 957s 30s 1025s 48794s 37856s
ip+APPNP 18s 29s 259s 191s 956s 27s 1022s 48781s 37849s
ip+JKNet 17s 18s 283s 167s 898s 19s 947s 48091s 37687s
ip+SAGE 19s 37s 269s 225s 1003s 33s 1116s 48534s 37973s

O
ut
pu

t
in
te
rv
en
tio

n

GCN+op 5s 9s 240s 144s 792s 9s 731s 37266s 5127s
GAT+op 36s 74s 422s 408s 1320s 66s 1582s 40649s 6079s

ChebyNet+op 18s 45s 270s 227s 1060s 43s 983s 38526s 5506s
GPRGNN+op 10s 20s 252s 188s 864s 26s 834s 38253s 5373s
APPNP+op 10s 18s 250s 186s 863s 25s 830s 38244s 5368s
JKNet+op 9s 12s 274s 161s 804s 15s 757s 37562s 5207s
SAGE+op 12s 28s 263s 209s 919s 32s 996s 39037s 5723s

Bo
th

in
te
rv
en
tio

n

ip+GCN+op 12s 19s 468s 270s 1604s 18s 1586s 52989s 41126s
ip+GAT+op 46s 77s 651s 534s 2135s 81s 2748s 56486s 42122s

ip+ChebyNet+op 23s 59s 497s 351s 1785s 52s 1889s 54361s 41566s
ip+GPRGNN+op 19s 33s 477s 314s 1676s 40s 1695s 54082s 41427s
ip+APPNP+op 19s 30s 474s 312s 1673s 39s 1693s 54072s 41405s
ip+JKNet+op 20s 23s 495s 288s 1620s 24s 1613s 53378s 41233s
ip+SAGE+op 22s 40s 481s 343s 1749s 43s 1868s 54785s 41798s

Table 6. Time requirement for different methods. PaRWalk is used in the intervention methods.

5.6 Effects on increasing the number of hidden layers

In this section, we describe how the number of layers affects the accuracy of the GNN in the input intervention. Figs. 7
and 8 shows the results of the GNNs equipped with only input intervention on cora network (the trends for the other
networks are similar). Except for GPRGNN and APPNP, we can see that the accuracy does not get affected much as we
increase the number of layers. For GPRGNN and APPNP, transition from layer 3 to layer 4 results in a sudden drop in
the accuracy.

5.7 Sensitivity analysis

Both the PaRWalk and DeepWalk have certain parameters that might affect the accuracy of our results. In this section
we study the influence of such parameters by varying a certain parameter while keeping others fixed. We did this
study for three networks: cora, citeseer and pubmed (results for other networks not shown for brevity). As a specific
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GNN model Networks

cora citeseer pubmed photo computer cora-ml ogbn-arxiv ogbn-product ogbn-mag
Ba

se
lin

es
GCN 3s 5s 24s 36s 73s 5s 88s 32015s 1608s
GAT 35s 72s 207s 300s 601s 57s 626s 35393s 2551s

ChebyNet 15s 44s 51s 117s 248s 38s 261s 33265s 1987s
GPRGNN 9s 18s 38s 67s 147s 17s 166s 32965s 1843s
APPNP 9s 17s 37s 66s 147s 16s 163s 32958s 1839s
JKNet 8s 11s 64s 40s 85s 10s 93s 32329s 1679s
SAGE 9s 26s 46s 98s 187s 23s 253s 32768s 1983s

Random-sample 4s 6s 26s 38s 78s 6s 90s 32037s 1629s
TNA 8s 14s 50s 62s 156s 11s 95s 32048s 1641s

Hi-deg-Path 4s 8s 31s 46s 92s 9s 93s 32037s 1631s
Co-training 10s 13s 241s 131s 756s 11s 345s 33135s 2369s
Self-training 9s 18s 161s 86s 547s 10s 324s 33124s 2213s
Co-Self-union 15s 27s 347s 185s 922s 18s 548s 51567s 3516s

Co-Self-intersection 16s 27s 347s 185s 922s 18s 537s 51769s 3532s

In
pu

t
in
te
rv
en
tio

n

ip+GCN 8s 11s 213s 138s 683s 11s 1123s 49567s 38251s
ip+GAT 41s 78s 398s 401s 1201s 68s 1969s 52963s 31998s

ip+ChebyNet 21s 51s 246s 192s 854s 42s 1347s 50823s 38639s
ip+GPRGNN 14s 24s 229s 171s 776s 26s 1208s 50492s 38486s
ip+APPNP 15s 23s 227s 169s 774s 26s 1205s 50483s 38482s
ip+JKNet 13s 17s 254s 143s 702s 13s 1128s 49862s 38327s
ip+SAGE 16s 33s 246s 206s 805s 32s 1293s 50331s 38632s

O
ut
pu

t
in
te
rv
en
tio

n

GCN+op 5s 8s 202s 123s 608s 8s 921s 38127s 5632s
GAT+op 37s 74s 389s 385s 1133s 54s 1764s 41625s 6591s

ChebyNet+op 17s 47s 237s 174s 781s 41s 1144s 39395s 6042s
GPRGNN+op 10s 19s 217s 156s 699s 20s 1004s 39097s 5883s
APPNP+op 10s 19s 217s 154s 699s 20s 1002s 39085s 5875s
JKNet+op 9s 13s 245s 127s 625s 12s 922s 38484s 5021s
SAGE+op 13s 30s 227s 193s 725s 30s 1093s 38880s 6018s

Bo
th

in
te
rv
en
tio

n

ip+GCN+op 12s 16s 391s 230s 1221s 15s 1956s 55682s 42283s
ip+GAT+op 45s 80s 583s 486s 1743s 69s 3107s 59203s 36025s

ip+ChebyNet+op 25s 54s 435s 248s 1395s 52s 2230s 56967s 42698s
ip+GPRGNN+op 18s 28s 411s 293s 1346s 30s 2048s 56582s 42539s
ip+APPNP+op 18s 28s 408s 291s 1341s 30s 2044s 56571s 42522s
ip+JKNet+op 17s 22s 439s 231s 1249s 17s 1959s 56029s 41713s
ip+SAGE+op 23s 38s 431s 307s 1361s 41s 2153s 56461s 42683s

Table 7. Time requirement for different input intervention methods. DeepWalk is used in the intervention methods.
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Fig. 7. Effects on the % accuracy (Y-axis) for different GNN models while varying the number of layers in cora network. L: Number of hidden layers in the GNN. PaRWalk is
used for input intervention.
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Fig. 8. Effects on the % accuracy (Y-axis) for different GNN models while varying the number of layers in cora network. L: Number of hidden layers in the GNN. DeepWalk is
used for input intervention.
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GNN model, we picked GCN since it is faster among all and investigate only the input level intervention for both these
random walk methods.
Tuning PaRWalk’s parameters: The only parameter in ParWalk is the absorption probability 𝛼 . We tune it to 10 values
starting from 10−6 to 10−1 and plot the results in Figure 9. As can be seen, the change in accuracy is negligible as we
increase 𝛼 from 10−6 to 10−1. This observation states that the accuracy of GCN is not much sensitive to the absorption
probability.
Tuning DeepWalk’s parameters: Set of important parameters in DeepWalk method includes (i) window sizeW𝑆 , (ii)
walks per nodeW𝑃 , (iii) walk lengthW𝐿 . Figure 10 shows the accuracy of the GCN while tuning various parameters.
In Figure 10(a), we can see that the accuracy slowly increases as we increase the window size while keeping walks per
node to 1 and walk length to 2. In Figure 10(b), the accuracy first suddenly increases and then stabilizes as number of
walks per node increases from 1, while keeping other two parameters fixed to 2. In Figure 10(c), the trends are similar
to Figure 10(b) (we keep the other parameters - window size and walks per node to 2 and 1 respectively). For all the
parameters, the accuracy quickly stabilizes showing that the random walk has converged and any change in the node
embeddings after this point is extremely rare.

0 2 · 10−2 4 · 10−2 6 · 10−2 8 · 10−2 0.1
55

60

65

70

𝛼

A
cc
ur
ac
y(
%)

Cora
Citeseer
Pubmed

Fig. 9. Sensitivity analysis on ParWalk by tuning various parameters while performing input intervention. The absorption probability
𝛼 is varied from 0.1 to 10−6

6 RELATEDWORK

Random walks. A random walk is a random process of moving from one node to another node and creating a path.
According to to [52], every Markov chain can be thought of as a random walk on a directed graph, whereas, a random
walk in an undirected graph is a time-reversible Markov chain. [60] investigated random walks on complex networks
and derived the exact expression for the mean first-passage time between two nodes. Variants include random walk
with restart [62], lazy random walk [73], personalized PageRank [29], PaRWalk [90], etc. In [81] random walk is used to
extend the original node2vec node-neighborhood sampling method and generate a second-order random walk sampling
for heterogeneous multi-graphs. Multiple applications are built using random walk based algorithms including link
prediction [51], recommendation system [33, 34], computer vision [73], semi-supervised learning [110, 111], network
embedding [35, 63], complex social network analysis [69] etc. Several surveys on random walk include [11, 69, 92].
Node embedding techniques based on random walks. Node embedding techniques are popular graph represen-
tation learning methods [37]. Few popular random walk based node embedding techniques include DeepWalk [63],
Manuscript submitted to ACM
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Fig. 10. Sensitivity analysis on DeepWalk by tuning various parameters while performing input intervention. (a) Varying window size,
while fixing walks per node = 1 and walk length = 2. (b) Varying walks per node, while fixing window size = 2 and walk length = 2. (c)
Varying Walk length, while fixing window size = 2 and walks per nodes = 1

Node2Vec [35], Large-scale Information Network Embedding (LINE) [80], Asymmetric Proximity Preserving (APP) [104]
etc. DeepWalk applies standard random-walks, while Node2Vec considers biased random walks and APP adopts rooted
PageRank, among others. LINE operates by optimising an objective function that keeps both the global and local
network structures intact. Huang et. al. [41] broadly categorizes the random walk based node embedding process into
two categories: Pointwise Mutual Information (PMI) and Auto-covariance. DeepWalk [63], WalkLets [64], NetMF [66],
Node2Vec [35], LINE [80] and NetSMF [65] fall into the PMI group whereas, Multiscale [70] and their (Huang et. al.’s)
proposed method [41] falls in the auto-covariance group. Further surveys on node embedding techniques based on
random walk can be found in the following articles [12, 16, 24, 88].
Graph-based semi-supervised learning. Semi-supervised learning (SSL) [17, 82] and more specifically, graph-based
SSL (GSSL) [22, 105, 111] have become popular over the last few years. It deals with spreading labels from a small set of
labeled data points to a wider number of unlabeled data. In order to learn from both labeled and unlabelled data, some
GSSL [8] exploited the pairwise correlations among the nodes in the min-cut technique. Some approach takes into
account the cluster assumption [18], which specifies that the decision boundary should not intersect densely populated
areas. Authors in [5, 42] used the spectral method for the semi-supervised learning task. [40] discussed the consistency
of optimization-based techniques for the GSSL, with the assumption that the labels that have small noise and the
unlabelled data are well clustered. Other works include the inclusion of label propagation method using Gaussian field
and harmonic functions [111], random walk [79, 90], transductive SVM [23], combination of label propagation and
bipartite graph construction [89] etc.

It is crucial to reduce the burden of computational and storage costs for GSSL approaches given the rapidly rising data
volume. By utilizing the convergence of the eigenvectors of the normalised graph Laplacian to the eigen-functions of
weighted Laplace-Beltrami operators, Fergus et. al. [27] provided a method for constructing numerical approximations
to the eigenvectors of normalized graph Laplacian. Few GSSL methods consider the feature vectors associated with
the data along with the graph structure that includes regularization tasks. For example, Zhang et. al. [101] suggested
employing prototype vectors in order to approximate the graph-based regularizer in GSSL with the assumption of
low-rank approximation and little information loss. Belkin et. al. [4] proposed some algorithms for regularization on
graphs. The suggested algorithms are fairly straightforward and solve a single system of linear equations, which is
typically sparse. Zhou et. al. [107] proposed GSSL by higher order regularization where they used Iterated Laplacian
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regularisation, which is comparable to a higher order Sobolev semi-norm. Li et.al. [46] used preconditioned conjugate
gradient descent and Nystrom subsampling to boost the effectiveness of Laplacian Regularized Least Squares. Belkin et.

al. [6] presented a methodology for data-dependent regularisation that takes advantage of the probability distribution’s
geometry. Recent surveys on GSSL can be found in [77, 78].
Graph neural networks for node classification.GNN [91] is a powerful tool for various graph-based semi-supervised
tasks such as node classification [25], link prediction [48], graph classification [25, 93], graph embedding [13], and so on.
Node classification is one of the major tasks in the network domain since it has a lot of applications in several areas such
as text classification [98], neural machine translation [56], molecular fingerprints learning [26] etc. Apart from [25],
other tools for node classification tasks include [36, 44, 84], etc. The development of GNN for node categorization is
hampered by over-fitting and over-smoothing. Therefore current works on GNNmostly focus on alleviating these issues.
For example, in [47], the authors improved the accuracy of the GCN by extending the training set using PaRWalk [90].
Jumping Knowledge Networks (JKNet) [94] is another alternative, where for each node, the neighborhood features
are weighted differently during aggregation. Mutual Teaching for Graph Convolutional Networks (MT-GCN) [99] is
inspired by knowledge distillation [39] and label smoothing [59]. The model uses both the temperature of the softmax
layer and the ground truth labels for training label expansion as well as teaching the peer network.

However, knowledge distillation techniques typically suffer from either subpar distillation brought on by insufficient
use of unlabeled data or overconfident and biased pseudo-labels. To circumvent this problem, Luo et. al. [54] offers
DualGraph, a guiding framework to more efficiently use unlabeled graphs for semi-supervised graph classification,
motivated by current developments in contrastive learning [15] and dual learning [38]. Approximate personalized
propagation of neural predictions (APPNP) [45] utilizes PageRank [61] along with GCN [44] to derive an improved
message passing scheme in the graph. Generalized PageRank Graph Neural Network (GPRGNN) [21] has been inspired
by the APPNP model that proposed a generalized PageRank GNN that overcomes the problems of over-fitting and
over-smoothing. DropEdge [67] acts as a data augmenter and a message passing reducer by randomly removing a specific
number of edges from the input graph during each training epoch. Iterative Deep Graph Learning (IDGL) [20] learns
graph structure and graph embedding jointly and iteratively and, thereby, improves the accuracies. Deep Graph Infomax
(DGI) [83] is based on maximising mutual information between patch representations and corresponding high-level
graph summaries, both of which are derived using well-established graph convolutional network architectures.

The Graph Harmonic Neural Network (GHNN) [43] which consists of two modules: a graph kernel network (GKN)
module [19] and a graph convolutional network (GCN) module that examines graph topology data from contrasting
angles. By providing emphasis to high-quality unlabeled data during the training of two modules, they created a novel
harmonic contrastive loss and a harmonic consistency loss to harmonise the training of two modules and reconcile the
consistency of their predictions.

7 DISCUSSIONS AND FUTUREWORK

We present methods for input and output level intervention on GNN to improve its accuracy. In the input intervention,
we extend the training set with a set of other training nodes of the same class by carefully selecting nodes from different
non-contiguous subgraphs. We use variations of random walks or node embedding techniques to extend the training
sets and 𝐾-means followed by 𝐾-NN to increase the diversity of the nodes. In the output intervention, we use a random
walk or node embedding technique in a similar vein to identify the misclassified nodes and relabel them to correct class
labels using the confidence of the nodes. We now discuss some of the possible extensions of our work.
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Application in inductive setting. Our research is focused on transductive scenarios in which we are aware of the
testing nodes throughout training. Another situation is referred to as an inductive setting [7], in which we are unaware
of which nodes are the training nodes during training. Inductive learning makes the assumption that there are some
rules that can be applied by the model and that allow us to categorize a pattern given its attributes. In contrast to the
transductive setting, the inductive node embedding problem is particularly challenging because, in order to generalize
to unseen nodes, freshly observed subgraphs must be “aligned” to the node embeddings that the algorithm has been
already optimized for. A node’s neighborhood’s structural characteristics that disclose both the node’s local function in
the graph and its global position must be recognized through an inductive framework.

Both of our intervention methods use random walk which is used to pick up the set of nodes very similar to the
original nodes but is agnostic of the node type. Therefore to extend our methods to the inductive framework we have to
incorporate the random walk into the inductive functions. Note that the subsequent steps of clustering using 𝐾-means
and 𝐾-NN do not depend on the knowledge of which nodes are the training nodes.
Application to hypergraphs. A hypergraph is a generalization of a graph in which multiple nodes can be connected
by an edge (relationship). There are datasets with relationships between the nodes that are not pairwise, such as email,
co-citation, co-authorship, correspondence, etc. Hypergraphs enable us to model linkages in such cases. Some popular
works based on hypergraph can be found in [76, 100, 106]. Some works based on the application of the GNNs on
the hypergraph can be found in [3, 95, 102]. Bai et. al. [3] demonstrated mathematically that when a non-pairwise
relationship degenerates into a pairwise one, graph convolution is a specific case of hypergraph convolution. Therefore,
our suggested intervention methodology, which is based on GNNs for ordinary graph settings, can be applied to
hypergraph settings, where the random walks (on the ordinary graph) that we now utilize in our intervention technique
need to be converted to random walks on hypergraph [14].
Application to heterophily graphs. A heterophily graph has a very low homophily value, where the homophily of a
node 𝑣 can be defined as the ratio of the number of neighbors having same labels as 𝑣 to the number of neighbors of 𝑣 .
The homophily value of a graph is the sum of the homophily values of all the nodes normalised by the number of nodes.
Typically, in a heterophily graph, a large number of edges exist whose two terminals have different class labels. In this
paper, only the homophily graphs are studied. But there exist real world graphs such as Chameleon [68], Squirrel [68],
Cornell [31], Texas [31] that are heterophily in nature. Existing works on applying the GNN on heterophily networks
include [9, 21, 97, 108]. A recent survey on heterophily network can be found in [103]. As our future work, we plan
to integrate some non-local neighborhood extension methods such as high-order neighborhood mixing [1, 109] or
potential neighborhood discovery [50, 87] methods with our input intervention technique, so that not only we can
extend the training set (with the help of the input intervention), but also the model can correctly choose the neighbors
(with the help of these non-local neighbor extension methods) of each node in the network for the feature aggregation
and updation steps. In similar lines, the output intervention technique can also be modified so that it can correctly
recognise the class labels of the neighbours of a node even in the heterophily environment and relabel them properly.

In this paper, we have concentrated on input and output interventions. In the future, we aim to introduce in-process
interventions, making changes to the GNN architecture itself, as well as extend the model for the inductive and
hypergraph settings. We also plan to introduce parallelism in the entire pipeline so that the methods can scale to very
large networks faster.
Reproducibility. All our datasets are public. The code is available at: https://github.com/anjangit000/inputGCN/tree/
master
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A APPENDIX

A.1 Dataset table

The details about all the datasets are given in Table 8.

A.2 Absorption probability in ParWalk

Given a graph𝐺 (𝑉 , 𝐸), a random walk can be defined as a markov chain over𝑉 . The transition probability of a standard
random walk jumping to a node 𝑣 from a node 𝑢 can be given as:

𝑝𝑢𝑣 =
𝐴(𝑢, 𝑣)
𝑑𝑢

Thus, the transition probability matrix of a standard random walk can be given as:

𝑃 = 𝐷−1𝐴

where 𝐷 is the degree matrix 𝐷 = 𝑑𝑖𝑎𝑔(𝑑1, 𝑑2, ..., 𝑑 |𝑉 |), 𝑑𝑖 be the degree of node 𝑣𝑖 and 𝐴 is the adjacency matrix of
graph 𝐺 . PaRWalk is a variant of the standard random walk. The transition probability of a PaRWalk can be given
as [90]:

𝑝𝑎𝑟𝑢𝑣 =


𝛼𝜆𝑢

𝛼𝜆𝑢+𝑑𝑢 𝑢 = 𝑣

𝐴(𝑢,𝑣)
𝛼𝜆𝑢+𝑑𝑢 𝑢 ≠ 𝑣

The absorption probability of a PaRWalk can be given as:

𝑎𝑢𝑣 =


𝛼𝜆𝑢

𝛼𝜆𝑢+𝑑𝑢 +
∑
𝑥≠𝑢

𝐴(𝑢,𝑥)
𝛼𝜆𝑢+𝑑𝑢 𝑎𝑥𝑢 𝑢 = 𝑣∑

𝑘≠𝑢
𝐴(𝑢,𝑣)
𝛼𝜆𝑢+𝑑𝑢 𝑎𝑘𝑣 𝑢 ≠ 𝑣
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Network nodes Edges Features Classes Distribution of Nodes in Each Class
Citeseer [71] 3327 4732 3703 6 0: 7%, 1: 18%, 2: 20%, 3: 21%, 4: 18%, 5: 16%
Cora [71] 2708 5429 1433 7 0: 13%, 1: 8%, 2: 15%, 3: 30%, 4: 16%, 5: 11%, 6: 6%
Cora-ml [10] 2995 8416 2879 7 0: 12%, 1: 13%, 2: 15%, 3: 15%, 4: 29%, 5: 6%, 6: 9%
Pubmed [71] 19717 44338 500 3 0: 20%, 1: 40%, 2: 40%
Amazon Photo [72] 7487 119043 745 8 0: 5%, 1: 23%, 2: 9%, 3: 12%, 4: 12%, 5: 10%, 6: 26%, 7: 4%
Amazon Computers [72] 13381 245778 767 10 0: 3%, 1: 16%, 2: 11%, 3: 4%, 4: 39%, 5: 2%, 6: 4%, 7: 6%, 8: 16%, 9: 2%
ogbn-arxiv [85] 169,343 1,166,243 128 40 0: 0.33%, 1: 0.40%, 2: 2.85%, 3: 1.22%, 4: 3.46%, 5: 2.92%, 6: 0.95%, 7: 0.34%, 8: 3.68%, 9: 1.66%, 10: 4.64%, 11: 0.44%, 12:

0.017%, 13: 1.39%, 14: 0.35%, 15: 0.23%, 16: 16%, 17: 0.30%, 18: 0.44%, 19: 1.69%, 20: 1.22%, 21: 0.23%, 22: 1.12%, 23:
1.67%, 24: 13%, 25: 0.74%, 26: 2.71%, 27: 2.83%, 28: 12.64%, 29: 0.24%, 30: 6.97%, 31: 1.67%, 32: 0.24%, 33: 0.75%, 34:
4.64%, 35: 0.07%, 36: 2.08%, 37: 1.39%, 38: 0.88%, 39: 1.19% Can be found in Appendix

ogbn-products [85] 2,449,029 61,859,140 100 47 0: 4.67%, 1: 4.48%, 2: 4.74%, 3: 6.17%, 4: 27.31%, 5: 1.66%, 6: 6.48%, 7: 7.03%, 8: 4.52%, 9: 2.75%, 10: 2.14%, 11: 1.34%, 12:
5.39%, 13: 4.15%, 14: 0.13%, 15: 1.1%, 16: 3.41%, 17: 1.73%, 18: 2.0%, 19: 0.71%, 20: 0.92%, 21: 3.3%, 22: 0.04%, 23: 0.15%,
24: 1.85%, 25: 0.12%, 26: 0.02%, 27: 0.01%, 28: 0.08%, 29: 0.06%, 30: 0.01%, 31: 0.02%, 32: 0.02%, 33: 0.0%, 34: 0.01%, 35:
0.0%, 36: 0.03%, 37: 0.02%, 38: 0.0%, 39: 0.0%, 40: 0.0%, 41: 0.0%, 42: 1.33%, 43: 0.06%, 44: 0.02%, 45: 0.0%, 46: 0.0%

ogbn-mag [85] 1,939,743 21,111,007 128 349 0: 0.3%, 1: 4.2%, 2: 0.03%, 3: 0.06%, 4: 0.03%, 5: 0.96%, 6: 0.15%, 7: 0.6%, 8: 0.03%, 9: 2.02%, 10: 0.04%, 11: 0.1%, 12:
0.19%, 13: 0.3%, 14: 0.07%, 15: 0.03%, 16: 0.12%, 17: 0.12%, 18: 0.52%, 19: 0.11%, 20: 0.18%, 21: 0.12%, 22: 0.34%, 23:
0.16%, 24: 0.04%, 25: 0.22%, 26: 0.03%, 27: 0.05%, 28: 0.3%, 29: 0.17%, 30: 0.03%, 31: 0.42%, 32: 0.12%, 33: 0.67%, 34:
0.35%, 35: 1.32%, 36: 0.03%, 37: 0.29%, 38: 0.62%, 39: 0.03%, 40: 0.04%, 41: 0.2%, 42: 0.11%, 43: 0.17%, 44: 0.16%, 45:
1.04%, 46: 0.07%, 47: 0.04%, 48: 0.76%, 49: 0.09%, 50: 0.11%, 51: 0.56%, 52: 0.88%, 53: 0.06%, 54: 0.12%, 55: 0.05%, 56:
0.1%, 57: 0.1%, 58: 0.24%, 59: 0.08%, 60: 0.03%, 61: 0.14%, 62: 0.06%, 63: 0.07%, 64: 0.1%, 65: 0.05%, 66: 0.11%, 67: 0.04%,
68: 0.26%, 69: 0.07%, 70: 0.2%, 71: 0.06%, 72: 0.7%, 73: 0.03%, 74: 0.04%, 75: 0.36%, 76: 0.07%, 77: 0.67%, 78: 0.2%, 79:
0.09%, 80: 0.16%, 81: 0.15%, 82: 0.19%, 83: 0.45%, 84: 1.36%, 85: 0.3%, 86: 0.33%, 87: 0.05%, 88: 0.03%, 89: 0.26%, 90:
0.09%, 91: 0.12%, 92: 0.2%, 93: 0.1%, 94: 0.06%, 95: 0.2%, 96: 0.42%, 97: 0.16%, 98: 0.04%, 99: 0.29%, 100: 0.22%, 101:
0.09%, 102: 0.05%, 103: 0.11%, 104: 0.05%, 105: 0.16%, 106: 0.64%, 107: 0.2%, 108: 0.13%, 109: 0.21%, 110: 0.36%, 111:
0.04%, 112: 1.24%, 113: 0.24%, 114: 0.28%, 115: 0.74%, 116: 0.46%, 117: 0.06%, 118: 0.09%, 119: 0.07%, 120: 0.05%, 121:
0.05%, 122: 0.26%, 123: 0.36%, 124: 0.03%, 125: 0.03%, 126: 0.44%, 127: 0.12%, 128: 0.27%, 129: 0.09%, 130: 0.24%, 131:
0.15%, 132: 0.63%, 133: 0.04%, 134: 4.17%, 135: 0.08%, 136: 0.21%, 137: 0.05%, 138: 0.36%, 139: 0.41%, 140: 0.33%, 141:
0.46%, 142: 0.06%, 143: 0.03%, 144: 0.78%, 145: 0.38%, 146: 0.38%, 147: 0.07%, 148: 0.12%, 149: 0.15%, 150: 0.03%, 151:
0.03%, 152: 0.08%, 153: 0.04%, 154: 0.51%, 155: 0.09%, 156: 0.12%, 157: 0.1%, 158: 0.03%, 159: 0.12%, 160: 0.37%, 161:
0.23%, 162: 0.08%, 163: 0.13%, 164: 0.09%, 165: 0.66%, 166: 0.39%, 167: 0.29%, 168: 0.09%, 169: 0.2%, 170: 0.74%, 171:
0.22%, 172: 0.37%, 173: 0.04%, 174: 0.03%, 175: 0.03%, 176: 0.03%, 177: 0.08%, 178: 0.1%, 179: 0.06%, 180: 0.32%, 181:
0.37%, 182: 0.23%, 183: 0.28%, 184: 0.19%, 185: 0.23%, 186: 1.05%, 187: 0.07%, 188: 0.28%, 189: 2.11%, 190: 0.09%, 191:
0.21%, 192: 0.36%, 193: 1.7%, 194: 0.05%, 195: 0.03%, 196: 0.16%, 197: 0.11%, 198: 0.11%, 199: 0.15%, 200: 0.2%, 201:
0.2%, 202: 0.08%, 203: 0.04%, 204: 0.23%, 205: 0.13%, 206: 0.03%, 207: 0.24%, 208: 0.05%, 209: 0.07%, 210: 0.05%, 211:
0.11%, 212: 0.03%, 213: 0.05%, 214: 0.89%, 215: 0.03%, 216: 0.03%, 217: 0.06%, 218: 0.18%, 219: 0.88%, 220: 0.06%, 221:
0.82%, 222: 0.06%, 223: 0.24%, 224: 0.12%, 225: 0.04%, 226: 0.26%, 227: 0.05%, 228: 0.2%, 229: 0.2%, 230: 0.04%, 231:
0.03%, 232: 0.64%, 233: 0.6%, 234: 0.1%, 235: 0.23%, 236: 1.17%, 237: 0.08%, 238: 0.47%, 239: 0.05%, 240: 0.22%, 241:
0.09%, 242: 0.06%, 243: 0.16%, 244: 0.07%, 245: 0.27%, 246: 0.05%, 247: 0.5%, 248: 0.27%, 249: 0.51%, 250: 0.13%, 251:
0.13%, 252: 0.24%, 253: 0.28%, 254: 0.06%, 255: 0.09%, 256: 0.37%, 257: 0.09%, 258: 3.37%, 259: 0.12%, 260: 0.05%, 261:
0.17%, 262: 1.23%, 263: 0.03%, 264: 0.04%, 265: 0.37%, 266: 1.53%, 267: 0.22%, 268: 0.09%, 269: 0.03%, 270: 0.04%, 271:
0.05%, 272: 0.06%, 273: 0.08%, 274: 0.04%, 275: 0.04%, 276: 0.28%, 277: 1.02%, 278: 0.19%, 279: 0.08%, 280: 0.09%, 281:
2.53%, 282: 0.03%, 283: 3.32%, 284: 0.07%, 285: 0.05%, 286: 0.04%, 287: 0.04%, 288: 0.04%, 289: 0.79%, 290: 0.11%, 291:
0.56%, 292: 0.07%, 293: 0.24%, 294: 0.21%, 295: 0.13%, 296: 0.3%, 297: 0.1%, 298: 0.03%, 299: 0.15%, 300: 3.74%, 301:
0.04%, 302: 0.45%, 303: 0.05%, 304: 0.86%, 305: 0.15%, 306: 0.09%, 307: 0.09%, 308: 0.13%, 309: 0.11%, 310: 0.06%, 311:
2.29%, 312: 0.43%, 313: 0.07%, 314: 0.21%, 315: 0.13%, 316: 0.03%, 317: 0.09%, 318: 0.14%, 319: 0.05%, 320: 0.04%, 321:
0.03%, 322: 0.26%, 323: 0.08%, 324: 0.27%, 325: 0.04%, 326: 0.04%, 327: 0.03%, 328: 0.03%, 329: 0.03%, 330: 0.04%, 331:
0.03%, 332: 0.04%, 333: 0.09%, 334: 0.04%, 335: 0.03%, 336: 0.05%, 337: 0.04%, 338: 0.06%, 339: 0.04%, 340: 0.05%, 341:
0.03%, 342: 0.06%, 343: 0.04%, 344: 0.03%, 345: 0.04%, 346: 0.04%, 347: 0.06%, 348: 0.04%

Table 8. The test suite of real-world networks.

In matrix form, the transition probability matrix of PaRWalk can be written as:

A = (Γ + 𝛼Λ)−1

where, Γ be the graph laplacian defined as Γ = 𝐷 −𝐴, 𝛼 > 0 is a scalar value, Λ = 𝑑𝑖𝑎𝑔(𝜆1, 𝜆2, ..., 𝜆 |𝑉 |) is known to be as
regularizer, 𝜆𝑖 ≥ 0 be some arbitrary value.

A.3 Detail time complexity analysis of Algorithm 1

Time requirement of Algorithm 1: Total time taken is time taken by using (i) + for each class, time taken using
(ii) and (iii). Therefore, for |𝐿 | number of class labels, total time taken = 𝑂 ( |𝑉 |2.373) + |𝐿 | (𝑂 (𝑡𝛿𝑚𝑗) +𝑂 ( |𝐶𝑎𝑣𝑔 |𝑚)) =
𝑂 ( |𝑉 |2.373) + (𝑂 ( |𝐿 |𝑡𝛿𝑚𝑗) + 𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) = 𝑂 ( |𝑉 |2.373) + (𝑂 ( |𝐿 | |𝐼𝑐 |𝑏𝜂∑𝑘

𝑐=1 |𝐼𝑐 |
𝛿𝑚𝑗) + 𝑂 ( |𝐿𝐶𝑎𝑣𝑔 |𝑚)), since, 𝑡 =

|𝐼𝑐 |𝑏𝜂∑𝑘
𝑐=1 |𝐼𝑐 |

(from discussion in section 3.1) = 𝑂 ( |𝑉 |2.373) + (𝑂 ( |𝐿 | |𝐼𝑐 |𝑏𝜂2 |𝐿 | 𝛿𝑚𝑗) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) as,
∑𝑘
𝑐=1 |𝐼𝑐 | = 2𝐿, since we choose

two nodes per class. = 𝑂 ( |𝑉 |2.373) + (𝑂 ( |𝐼𝑐 |𝑏𝜂2 𝛿𝑚𝑗) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) = 𝑂 ( |𝑉 |2.373) + (𝑂 ( 2𝑏𝜂2 𝛿𝑚𝑗) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) =
𝑂 ( |𝑉 |2.373) + (𝑂 (𝑏𝜂𝛿𝑚𝑗) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) = 𝑂 ( |𝑉 |2.373) + (𝑂 ( |𝑉 |𝑏𝛿𝑚𝑗

(𝑑𝑎𝑣𝑔)𝜏 ) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)) , 𝑑𝑎𝑣𝑔 is the average degree

of the graph𝐺 and 𝜏 is the number of layers of the GNN. =𝑂 ( |𝑉 |2.373) + (𝑂 ( |𝑉 |𝑚𝑗

(𝑑𝑎𝑣𝑔)𝜏 ) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)), for 𝑏 = 3, 𝛿 = 2

are constant. = 𝑂 ( |𝑉 |2.373) + (𝑂 ( |𝑉 |𝑚𝑗

(𝑑𝑎𝑣𝑔)𝜏 ) +𝑂 ( |𝐿 | |𝐶𝑎𝑣𝑔 |𝑚)), for 𝑏 = 3, 𝛿 = 2 are constant.
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A.4 Detail time complexity analysis of Algorithm 3

Time requirement of Algorithm 3: line 2 needs O(|𝑉 |) time + Looking at line 3 − 20, for each class, line 4 and
5 both needs O(𝑡 ) time + line 6 − 19 requires O(𝑡 ( |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔)) time (considering average degree as 𝑑𝑎𝑣𝑔 and the
average number of high confidence nodes as |𝐻𝑎𝑣𝑔 |). So, total time required is (using PaRWalk as the random walk):
𝑂 ( |𝑉 |2.373) +𝑂 ( |𝑉 | + |𝐿 | (𝑡 + 𝑡 ( |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔))) = 𝑂 ( |𝑉 |2.373) + 𝑂 ( |𝑉 | + |𝐿 |𝑡 (1 + |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔)). Since we have taken
𝑡 =

|𝑉 |
|𝐿 | , thus, time complexity of Algorithm 3 will be: 𝑂 ( |𝑉 |2.373) + 𝑂 ( |𝑉 | + |𝐿 | |𝑉 ||𝐿 | (1 + |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔)) = 𝑂 ( |𝑉 |2.373) +

𝑂 ( |𝑉 | + |𝑉 | (1 + |𝐻𝑎𝑣𝑔 | + 𝑑𝑎𝑣𝑔)).
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