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Abstract

We give the first almost-linear time algorithms for several problems in incremental graphs
including cycle detection, strongly connected component maintenance, s-t shortest path, max-
imum flow, and minimum-cost flow. To solve these problems, we give a deterministic data
structure that returns a m°"-approximate minimum-ratio cycle in fully dynamic graphs in
amortized m°1) time per update. Combining this with the interior point method framework
of Brand-Liu-Sidford (STOC 2023) gives the first almost-linear time algorithm for deciding the
first update in an incremental graph after which the cost of the minimum-cost flow attains value
at most some given threshold F. By rather direct reductions to minimum-cost flow, we are then
able to solve the problems in incremental graphs mentioned above.

Our new data structure also leads to a modular and deterministic almost-linear time algo-
rithm for minimum-cost flow by removing the need for complicated modeling of a restricted
adversary, in contrast to recent randomized and deterministic algorithms for minimum-cost
flow in Chen-Kyng-Liu-Peng-Probst Gutenberg-Sachdeva (FOCS 2022) & Brand-Chen-Kyng-
Liu-Peng-Probst Gutenberg-Sachdeva-Sidford (FOCS 2023).

At a high level, our algorithm dynamizes the ¢; oblivious routing of Rozhon-Grunau-Haeupler-
Zuzic-Li (STOC 2022), and develops a method to extract an approximate minimum ratio cycle
from the structure of the oblivious routing. To maintain the oblivious routing, we use tools
from concurrent work of Kyng-Meierhans-Probst Gutenberg which designed vertex sparsifiers
for shortest paths, in order to maintain a sparse neighborhood cover in fully dynamic graphs.

To find a cycle, we first show that an approximate minimum ratio cycle can be represented
as a fundamental cycle on a small set of trees resulting from the oblivious routing. Then, we
find a cycle whose quality is comparable to the best tree cycle. This final cycle query step
involves vertex and edge sparsification procedures reminiscent of the techniques introduced in
Chen-Kyng-Liu-Peng-Probst Gutenberg-Sachdeva (FOCS 2022), but crucially requires a more
powerful dynamic spanner, which can handle far more edge insertions than prior work. We build
such a spanner via a construction that hearkens back to the classic greedy spanner algorithm of
Althofer-Das-Dobkin-Joseph-Soares (Discrete & Computational Geometry 1993).
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1 Introduction

The goal of dynamic graph algorithms' is to solve problems on a changing input graph, while
minimizing the time required to compute and update solutions as the graph changes. In this paper,
we focus on the setting of incremental graphs, where the input is a directed graph that undergoes
edge insertions over time. We essentially settle the complexity of several fundamental and long-
studied problems on incremental directed graphs, by giving algorithms that process up to m edge
insertions while using mite®) total update time. In this setting, we obtain almost-linear total
update time algorithms for cycle detection [MNRI6, KB06, LCO7, AFMO08, AF10, BFG09, HKM ™12,
BFGT16, CFKR13, BC18, BK20|, maintaining strongly-connected components [BFGT16, BDP21],
and approximate or thresholded versions of s-t shortest paths [Berl3, PVW20, CZ21, KMP22,
DGWN22|, weighted bipartite matching [Gupl4, BKS23, BK23|, and maximum and min-cost flow
[GH22, BLS23, BCK™23b]. All our results are essentially achieved by reduction to one central
problem, known as incremental thresholded minimum-cost flow [BLS23|, defined as follows.

Definition 1.1 (Incremental thresholded minimum-cost flow). The thresholded min-cost flow prob-
lem is defined on a directed graph G = (V, E) with capacities u € RE and costs ¢ € RF, undergoing
edge insertions, along with vertex demands d € RV and a threshold F. A dynamic algorithm solves
the problem if, after every update, the algorithm outputs whether the graph can support o feasible
flow f € RE routing demand d with cost ¢ f at most F, or answers that no such flow exists yet.

Note that the optimal cost is non-increasing, as we can give 0 flow to the newly inserted edge,
so there is a unique first time when such a flow is feasible, and it stays feasible afterwards. Our
main result is an almost linear time algorithm for incremental thresholded min-cost flow.

Informal Theorem 1.2. There exists a deterministic algorithm that solves the thresholded min-cost
flow problem with m insertions in m*t°(1) total time, provided capacities and costs are polynomially
bounded in m.

From this result, we derive our other results on incremental graphs, except in the case of strongly-
connected component maintenance, which requires a slightly different framework, but uses the same
techniques and data structures. All our results are deterministic.

Our result builds on and strengthens many recent results on minimum-cost flow. Almost-linear
time algorithms for minimum-cost flow were, after at least nine decades of research, obtained in
[CKL722]. A key element of their algorithm was the introduction of the dynamic min-ratio cycle
problem, which is defined as follows.

Informal Definition 1.3 (a-Approximate dynamic min-ratio cycle problem). The dynamic min-
ratio cycle problem is defined on a directed graph G = (V, E, 1, g) with (undirected) lengths 1 € RE,
and gradient g € RE. At each time step, the gradient and length of a single edge may be updated.

A dynamic algorithm solves the problem if, after the i-th update, it can identify a cycle ¢; € RY,
such that BT ¢; =0, and

L min (g,A>.
a p'a=o||LA[,;

"'We use the terms dynamic algorithm and data structure interchangeably.




[CKL"22] introduced an #1-interior point method (IPM), which they showed reduces min-cost
flow on a graph with m edges to m*T°(1) update steps of solving the dynamic min-ratio problem
defined above with approximation quality o = m°® . However, [CKLT22] did not manage to solve
this problem against a general adversary. Instead, they developed a randomized data structure that
solves the problem against an oblivious adversary,” and then they showed the ¢;-IPM creates a
sequence of problems that behaves almost like an oblivious adversary, and managed to adapt their
data structure to this particular sequence. This left an important open question: can approximate
dynamic min-ratio cycle be solved against any adversary? Solving this question with a deterministic
data structure would immediately yield a deterministic algorithm for min-cost flow.

[BLS23] raised the stakes of this question dramatically: they showed, by slightly modifying
the |[CKL"22] ¢;-IPM, that solving approximate dynamic min-ratio cycle across mite) ypdate
steps directly implies solving the incremental thresholded min-cost flow problem, and hence a host
of important incremental graph problems. In this setting, techniques from |[CKL"22] for solving
dynamic min-ratio cycle against a restricted adversary fail. Instead, [BLS23] developed a randomized
algorithm for solving this problem against a general adversary with total update time m1+°(1)\/ﬁ.

[BCKT23a| gave a deterministic algorithm for min-cost flow with almost-linear running time,
but, remarkably, they still did not solve the approximate dynamic min-ratio cycle problem. Instead,
they tailored a deterministic data structure to the specific update sequence generated by the /¢;-
IPM, similar to the randomized approach in [CKL"22]. Very recently, [BCK23b] gave the first
algorithm to solve (1 + €)-approximate maximum flow in undirected graphs in time m!'to()e=3,
However, instead of attacking the dynamic min-ratio cycle problem head on, they showed that for
undirected, approximate maximum flow, it can be circumvented: Rather than solving the problem
with an ¢1-IPM, they could rely on a multiplicative weight update method [AKPS19], reminiscent
of first-order methods for approximate undirected maximum flow [Shel3, KLOS14|. This method
leads to a monotone version of dynamic min-ratio cycle (where, for long periods, lengths are only
increasing and the gradient is fixed), with a very well-behaved update sequence, and in this more
tractable setting, the data structure of [CKL 22| works, even for the incremental problem.

In this paper, we finally solve the approximate dynamic min-ratio cycle problem with m!*o()
total update time deterministically, across m*+t°() update steps. Thus, by the ¢,-IPM of [CKL*22],
we immediately get a much more modular, and conceptually simpler, deterministic almost-linear
time algorithm for min-cost flow than [CKL 22, BCK'23al]. And, more importantly, we solve
thresholded min-cost flow, and hence the classic incremental graph problems of cycle detection,
strongly-connected components, s-t shortest paths, and maximum and min-cost flow.

1.1 Paper Organization

The remainder of the paper is organized as follows. In Section 1.2, we give applications of our
deterministic min-ratio cycle data structure to incremental min-cost flow and its corollaries. We
give an overview of our algorithm in Section 1.3.

We give the preliminaries in Section 2. In Section 3, we state our data structures which use an
£1-oblivious routing to reduce min-ratio cycle to min-ratio tree cycle, and a data structure to reduce
min-ratio tree cycle to min-ratio cycle on a smaller graph. These are combined to give our overall
min-ratio cycle data structure. Then we discuss how to use an interior point method to leverage this
data structure to solve incremental min-cost flow. In Section 4 we build the ¢; oblivious routing,

2 An oblivious adversary is an adversary that does not depend on random choices made by the data structure



and in Section 5 we give the dynamic algorithm that reduces min-ratio tree cycle to min-ratio cycle
on a smaller graph. In Section 6 we present our fully dynamic sparse neighborhood cover used in
Section 4, and in Section 7 we present our new spanner algorithm used in Section 5. Finally, in
Section 8 we recall the IPM framework and present the adaption necessary for incremental strongly
connected components.

1.2 Applications

Application #1: More modular static and deterministic min-cost flow. [CKL"22] de-
veloped an {;-interior point method that reduced minimum-cost flow to approximate dynamic min-
ratio cycle (Informal Definition 1.3) with mite() updates. This reduction is deterministic. But,
[CKL722] gave a data structure for min-ratio cycle that in fact only succeeds against oblivious
adversaries. To adapt their data structure to the problem, they heavily used properties of the up-
date sequence produced by the IPM. One of these modifications included an (arguably unintuitive)
rebuilding game where layers of the data structure were rebuilt when it failed. Later, [BCK'23a]
gave a deterministic algorithm for min-cost flow. However, the data structure they designed was
based on that of [CKL 22|, and still critically used properties of the IPM update sequence and a
rebuilding game. By using our deterministic min-ratio cycle data structure, we achieve a deter-
ministic min-cost flow algorithm that is more modular, in that the data structure and IPM can be
completely separated, and avoid studying a rebuilding game.

Application #2: Incremental thresholded min-cost flow. [BLS23] showed that the IPM
which reduces min-cost flow to dynamic min-ratio cycle naturally extends to the setting of incre-
mental thresholded min-cost flow (Definition 1.1) with a few modifications. For this problem, the
IPM still only needs to solve dynamic min-ratio cycle (Informal Definition 1.3) across mito) yp-
dates. However, due to difficulties in reasoning about the rebuilding game and the update sequence,
[BLS23] was not able to show that the data structures of [CKL"22, BCK'23a| suffice for the in-
cremental setting, and only achieved a m1+0(1)\/7z runtime. Our deterministic min-ratio cycle data
structure avoids these issues. We prove the following.

Theorem 1.4 (Incremental thresholded min-cost flow). There is an algorithm MINCOSTFLOW(G,
F) that given an incremental directed graph G = (V, E, u, ¢) with capacities w in [1,U], costs ¢ in
[—C, C] such that U,C < mOPW) where m is an upper bound on the total number of edges in the graph,
a demand d € RV, and a parameter F € R>q reports a flow of cost at most F' the moment such a
flow becomes feasible. The algorithm is deterministic and runs in time m - O1og!7/1%% mloglogm)
Remark 1.5. The theorem can be extended to work with fized point arithmetic with polylogarithmic
bit precision (see [CKL'22]). Furthermore, the algorithm does not need to know the final edge count
m, as we can restart after the edge count has doubled.

A simple corollary of Theorem 1.4 is an algorithm for approximate incremental min-cost flow.

Theorem 1.6 (Approximate incremental min-cost flow). There is an algorithm that given an in-
cremental directed graph G = (V, E,u, ¢) with capacities w in [1,U], costs ¢ in [1,C] such that
U,C < mPM where m is an upper bound on the number of edges in G, and demand d € RY
maintains a flow of cost at most (14 €)OPT throughout where OPT denotes the cost of the current

. . . .. . . . _ 167/168
min-cost flow. The algorithm is deterministic and runs in time me 1 - e9008 mloglogm)



Proof. We run a thresholded min-cost flow algorithm (Theorem 1.4) for each threshold (14 ¢€)?, and
notice that OPT is monotonically decreasing because the graph is incremental. Since the initial
cost is polynomially upper bounded by mCU, the number of thresholded min-cost flow algorithms
we tun is O(e !t log(mCU)). The result follows directly from Theorem 1.4. O

This also implies approximate incremental maximum flow (as a special case) and approximate
incremental weighted bipartite matching (by standard reductions). We note that the dependence
on € is optimal under the online matrix-vector (OMv) conjecture |[HKNS15|. Indeed, even the
dynamic incremental bipartite matching problem requires Q(mnlfo(l)) time under OMv. This
should be compared with several previous algorithms for dynamic incremental matching which
incur worse € dependencies [Gupl4, BKS23, BK23] (at least €=2). Another notable prior work is
[GH22| which gave the first sublinear amortized time algorithm for (1 — €)-approximate maximum
flow in incremental directed unit capacity graphs and achieved m1'5+°(1)/ €'/ time.

Application #3: Incremental cycle detection and strongly connected components. The
incremental cycle detection problem asks us to find, in a directed graph undergoing edge insertions,
the first update during which the graph has a directed cycle. This problem has been extensively stud-
ied over the last two decades [MNR96, KB06, LCO7, AFMO08, AF10, BEFG09, HKM ™12, BEGT16,
CFKR13, BC18, BK20], with the current best runtimes being the minimum of O(m*/3) [BK20] and
O(n?logn) [BFGT16]. Incremental cycle detection can trivially be cast as a minimum cost cycle
problem by giving every edge capacity 1, cost —1, and setting the threshold F' = —1. Thus, we
achieve a deterministic almost linear time algorithm for incremental cycle detection.

Theorem 1.7 (Incremental cycle detection). There is an algorithm that given a directed graph
G undergoing edge insertions, reports the first update during which G has a directed cycle. The
algorithm is deterministic and runs in time m - Olog! /1% m loglog m)

A generalization of the incremental cycle detection problem is to maintain the strongly con-
nected components (SCCs) in an incremental graph. For this problem, the best known runtimes
are the same as those for incremental cycle detection, due to work of [BDP21| achieving runtime
O(m*/3) and [BFGT16], which achieves O(n?logn) time. Somewhat surprisingly, the dynamic IPM
framework gives a way to maintain SCCs. Intuitively, this is because the IPM maintains some circu-
lation on the graph, such that when some edge in the circulation has nontrivial amounts of flow, it
is guaranteed to be in an SCC, and thus can be contracted. Contracting an edge preserves that the
remaining flow is still a circulation, so we can continue running the IPM on the contracted graph.

Theorem 1.8 (Incremental SCC). There is an algorithm that given a directed graph G undergoing
edge insertions, explicitly maintains the strongly connected components of G. The algorithm is
deterministic and runs in time m - ¢O(10g'®"/ 1 mloglogm)

We should mention that nearly all the previous works discussed above also give an algorithm
for maintaining a topological sort in an incremental graph, where the best runtimes are again a
combination of O(m?*3) [BK20] and O(n2logn) [BFGT16]. We do not know how to do this with
our current techniques.

Application #4: Incremental s-t shortest path. For fixed vertices s and ¢, the s-t shortest
path, even in a graph with negative edge lengths, can be cast as a min-cost flow problem. Thus,



we obtain a deterministic almost linear time algorithm for a thresholded version of s-t shortest
path even in graphs with negative edge lengths. For graphs with positive edge lengths, we obtain a
(1 + €)-approximation algorithm with total runtime me=1¢00g! /1% mloglogm) by Theorem 1.6.

Previously, the best runtimes to maintain (1+¢)-approximate incremental s-t shortest path were
O(m4/3/e2) [KMP22] and O(n2/e%5) [PVW20]. However, all previous algorithms [PVW20, CZ21,
KMP22] consider the more general problem of maintaining (1+¢)-approximate single-source shortest
paths (SSSP) in directed graphs. [Ber13] further gives a randomized O(mn/e) time algorithm for the
incremental (1 + €)-approximate all-pairs shortest paths (APSP) problem. This is the best possible
runtime given the approximation factor of (1+¢) [DHZ00, WW10]. The currently best deterministic
such algorithm obtains total runtime 5(mn4/ 3/€) [KL19]. In planar incremental graphs, the APSP
problem can be solved with O(y/n) worst-case time per update/query [DGWN22].

It is thus an interesting question whether the techniques in this work can be used to give
a (deterministic) algorithm for (1 + €)-approximate incremental single-source shortest path with
almost linear total update time as this would result in near-optimal algorithms for both the (14 ¢)-
approximate incremental SSSP and APSP problems. Finally, we point out that in undirected graphs,
both of these questions are settled [HKN16, GWN20, BGS22, KMP23|.

1.3 Overview

(Incremental) min-cost flow via dynamic min-ratio cycle problems. Building on the al-
most linear time min-cost flow algorithm of [CKL 22|, [BLS23] used an interior point method (IPM)
to show that incremental thresholded min-cost flow can be solved in m!+°() calls to a data structure
which finds a min-ratio cycle in a graph undergoing at most m'T°(!) dynamic updates, and aug-
ments along this cycle. Our main technical contribution is an algorithm that essentially maintains
an {1-oblivious routing for a dynamic graph that allows us to extract approximate min-ratio cycles.

Thus, we focus on designing such a data structure in the remainder of the overview. We give a
description of the IPM in Section 8 both for completeness and because our SCC algorithm (Theo-
rem 1.8) requires white-boxing the IPM. We present the SCC algorithm in Section 8.3.

Finding approximate min-ratio cycles via an {;-oblivious routing. Before we delve into a
more technical discussion, let us first define £1-oblivious routings and show how to use these objects
statically to extract an approximate min-ratio cycle.

Formally, an £1-oblivious routing for a graph G is a linear mapping A € R¥*V that takes any
demand vector d € RV, d_11 and maps it to a flow f = Ad that routes the demand d. The quality
of an oblivious routing matrix A is the worst-case £1 cost of the flow f compared to the cheapest
flow routing demand d. It is not hard to establish that the quality of A in a unit-length graph is
given by the maximum average flow path length to route a flow between the endpoints of an edge
in E which is given by the quantity ||A|1—1. The proof extends to lengths where the quality of A
is then equal to ||LAL ™Y1 1.

A very simple oblivious routing scheme (though of very poor quality) is to fix an orientation of
the edge set E, take a spanning tree 7' in G, root it at an arbitrary vertex r € V(T'), and let A be
the matrix defined in the entry of edge e = (x,y) and vertex v by

1 ifeeT[v,r] and x appears on T'[v, 7] before y
Acp, =< —1 ifee€ Tlv,r] and z appears on T[v,r] after y

0 otherwise



Consider now the demand d = 1; — 1, that sends one unit of flow from source s to sink ¢. Let x be
the lowest common ancestor (LCA) of s and ¢ in 7. Then note that Ad = A(1; — 15) adds flow on
the edges T'[s, z] and T'[x, t] but cancels the flow on T'[z,r]. While using a single tree T' to obtain an
£1-oblivious routing cannot guarantee good quality, a distribution over roughly m carefully chosen
trees (called low-stretch spanning trees) yields an ¢;-oblivious routing of quality O(logm) [Réc08].
Let us now consider the min-ratio cycle problem for G where [ are the lengths and g denotes the
gradients. Let us fix an optimal circulation A*, e.g. BT A* = 0, and let us assume for convenience
that the orientation of all edges coincides with the direction of the flow on A*. Let us define for an
edge e = (u,v) the vector b = 1, — 1,, i.e. the unit demand sending one unit of flow from the tail
of e to its head. Then, note that for any oblivious routing A, we have > . A AZb, = 0 because
since A* is a circulation, the total demand at every vertex from vectors b, weighted by A7 is 0.
But this implies that there is an edge e € E such that the circulation obtained from routing
one unit of flow along an edge e and the routing the demand —b, via the £;-oblivious routing is
competitive to the min-cycle ratio cycle. This follows from the calculations below, we have

min gTAZ(]-e - Abe) < ZeEE gTA:(]_e - Abe) — gTA*
€l [|L[A(1e — Abe)|l1 = Yecp I1L [AL(Le — Abe)[l1 Decp L [AL(T1e — Abe)l[x
- gTA*
T Yeer Ll AL+ [[ILALT 1oL | A7
. gTA*

(L IEADh o) Ao
where the first inequality is an averaging argument, and the second uses the triangle inequality and
the quality of the oblivious routing A with respect to L. Thus, some circulation 1. — Ab. has
quality within a O(|| LAL™!||;_1) factor of the best ratio.

Note that if A was again obtained from a single tree, then 1. — Ab. would form a simple cycle.
However, in general, 1, — Ab, is simply a circulation. In our approach, we show that the particular
structure of A then allows us to further decompose this circulation into few cycles such that one of
these preserves an approximate min-ratio cycle.

Dynamic min-ratio cycles in previous work. Before we describe our new approach, let us
briefly reflect on previous work with the perspective from above. |[CKL"22| used probabilistic low-
stretch spanning trees (LSSTs) to find the min-ratio cycle. Interpreting their framework with our
perspective from above, they essentially sample m°®) LSSTs from the distribution over trees that
forms the ¢;-oblivious routing given in [R4c08] and argue that one of them has a fundamental tree
cycle that is approximately a min-ratio cycle (the argument follows our discussion above as each
LSSTs has the same expected guarantees as its underlying ¢1-oblivious routing). But since the IPM
requires us to solve a dynamic min-ratio cycle problem, [CKL"22| then has to argue that updates
to the graph do not interfere much with the randomness used when picking the LSSTs as they do
not have time to sample a new tree after each update. Instead, they resample some edges if the
data structure fails to produce a good cycle. While [BCK23a] was able to derandomize the above
construction, this was done using the structure of the update sequence produced by the IPM and
does not solve the min-ratio cycle problem against an adaptive adversary.

High-level strategy. In this work, we give an algorithm that essentially maintains an £;-oblivious
routing A of graph G with quality m°®) and m°®) update time. Moreover, we show that the



particular structure of the ¢;-oblivious routing A that we maintain allows us to decompose each
circulation 1, — Ab, into only m°®) cycles, one of which being approximately of quality comparable
to the quality of the circulation 1. — Ab.. This then allows us to efficiently extract from the /¢;-
oblivious routing A an approximate min-ratio circulation at any time. This is in stark contrast
with previous approaches that could only maintain a small subsample of the ¢;-oblivious routing
and our stronger invariant presents major challenges both in terms of maintaining the ¢;-oblivious
routing itself and for extracting a min-ratio circulation, as the object we maintain essentially covers
all cycles approximately (instead of only maintaining each fixed cycle with high probability).

We emphasize another important point in our approach: while [CKL 22, BCK'23a] argues
about preservation of lengths and gradients by the LSSTs simultaneously, our framework separates
these concerns: we maintain the ¢;-oblivious routing with an algorithm that is oblivious to the
gradients. Only thereafter, when the routing is given, do we introduce gradients again and show
how to extract a min-ratio cycle. Thus, a crucial point is that we first deal with maintaining
distances, where we offload some work to the toolbox designed in [KMP23], and then develop and
use another set of tools that allow us to handle gradients and flow routing. We note that there
are major obstacles to directly extending the the distance preservation techniques of [KMP23] to
simultaneously handle gradients.

Our algorithmic framework. To obtain our algorithm, we build on the framework in [RGH " 22]
to maintain an ¢;-oblivious routing. [RGHT 22| takes as an initial point a rather simple building
block, a so-called sparse neighborhood cover (SNC). Given graph G and a distance parameter D,
an SNC is a collection C of clusters C' € C such that

1. for every vertex v € V, the ball of radius D around v, which we denote as Bg(v, D), is
contained in some cluster C', and

2. each vertex v € V appears in at most 5(1) clusters, and
3. each cluster C' has diameter at most m°) . D.

[RGH 22| maintains SNCs C; for increasing distance parameters D;. We choose D; = 7 for v =
m°®) . Then, each cluster C' € C; is assigned an arbitrary cluster center r¢ and selects flow paths
to go from centers of clusters C' € C; to centers of clusters C’ € C;11 with C' C C’. Thus, note that
flow out of C only goes to 5(1) different clusters. Finally, [RGH 22| carefully chooses an extremely
clever but simple weighting of these flow paths (we however will not maintain such weights).

In order to dynamize the algorithm from [RGH 22|, we first design a new algorithm to maintain
SNCs in a fully dynamic graph. While this in itself already presents a considerable challenge, we
also need to maintain low-diameter trees spanning each cluster C' € C; to keep track of the paths
between centers of clusters C' € C; and C’ € C;11. In fact, later, when we route flow along min-ratio
cycles, we have to use these low-diameter trees to efficiently maintain the flow routed. To maintain
the low-diameter trees, we build on concurrent work of [KMP23].

Given the dynamic SNC algorithm, we then maintain a relaxed version of the oblivious routing
of [RGH"22|, which we call an abstracted hierarchical routing graph (abstracted HRG) H. This
graph H consists of k := O(log, m) layers where each layer 0 < i < r consists of a copy V; of the
vertex set V(G). We draw an edge out of v; € V; as follows: let v; € C;, and C; C Cjy1. Then draw
an edge from v; to r¢, ;. At a high level, this graph captures all possible paths that flow can go

on in the oblivious routing. We direct edges in H from lower layers to higher layers, and thus H is



a directed acyclic graph (DAG). Again, the maximum out-degree of any vertex in H is 5(1) We
let the HRG be the graph H obtained from H by replacing each edge in H by a path between the
same endpoints from the low-diameter tree on the corresponding cluster. Thus, paths in the HRG
exactly are paths in G that the oblivious routing pushes flow onto. See Figure 1, and Definition 4.2
for a more formal definition.

We then show that picking random out-edges in H gives with probability m M) a tree T that
yields a fundamental cycle that approximately preserves the min-ratio cycle. We show that this
approach can be derandomized and maintain m°™®) trees 171,75, ..., Ty of H such that one of them
has a fundamental cycle that approximately preserves the min-ratio cycle.

Finally, we are left with extracting such a fundamental tree cycle. At a high level, our approach
is similar to how [CKLT22| extracts such cycles from its LSSTs, we use vertex and edge-reduction.
To this end, we partitioning the trees 11,75, ..., ) further into forests F1, Fy, ..., F)\ each with
Q(m/ k) connected components by deleting edges that ensure that each component is incident to
O(k) volume of the underlying graph G. We then show for each 1 < ¢ < A, how to extract an
approximate min-ratio cycle: either if it was preserved on F;, we use that each component of F; is
small to extract it, or if the approximate min-ratio cycle preserved was preserved by T; but not by
F;, we extract it by recursing on the graphs obtained from contracting in G vertices in the same
component of a forest F; obtained from partitioning 7;. For each forest F;, this contraction yields
a graph P; with only O(m/k) vertices. We then use a spanner (i.e. a distance-preserving edge
sparsifier) on this graph P; to reduce the edge count down to m!'*°(}) /k and recurse on the resulting
smaller graph S;. Applying edge sparsification to P; unfortunately means we cannot guarantee that
there exists a good tree cycle w.r.t. the contraction of tree T; in S;. Hence, our recursion on H;
needs to solve the min-ratio cycle problem, not the simpler min-ratio tree cycle problem. Our edge
sparsification procedure needs significantly stronger properties than the spanner in [CKL"22]. We
build a more powerful spanner to solve this issue, as we describe later in the overview.

In the next sections, we describe the components of the algorithm in more detail.

From hierarchical routing graphs (HRGs) to min-ratio cycle-preserving trees. We now
describe how to use the HRG to maintain m°® trees, such that in some tree, the fundamental cycle
arising from the tree combined with an off-tree edge is an approximate min-ratio circulation. To
start, as we showed earlier, there is an edge e € E(G) such that obliviously routing e in the HRG
gives an approximate min-ratio circulation. Algebraically, this circulation is AB'T1, — 1., where
1. is the unit flow on edge e (note that b, = BTle). However, the low AB'1, may consist of
multiple paths within the HRG, because vertices are in multiple clusters. To reduce to considering
circulations which are a simple cycle, we will build a collection of trees that “covers” all flow paths
in the HRG. To this end, we show that for e = (u,v), we can decompose the flow AB 1, into paths
each consisting of a path aligning with the HRG from u to one of the nodes in a higher layer, and
the reverse path from such a higher layer node down to vertex v. Then, to cover these flow paths,
consider picking a random edge out of each vertex v; € V; for all 7, and repeating m°™) times, to find
trees 11, Ts, ..., T)\. Indeed, note that all flow paths use at most O(x) hops in the abstracted HRG
(this is the number of layers in the HRG where we defined x := O(log, m) which is sublogarithmic),
and each vertex has out-degree 5(1) So the probability that a flow path is contained in a random
tree Tj is O(1)~9®) > m =) w h.p.

A subtle issue arises: we claimed above that ABT1, can be decomposed into flow paths that
consist of a path segment starting in u that is only going up and a path segment ending in v that



is only going down in the HRG. We call these monotone cycles.

Unfortunately, this montone cycle decomposition must sometimes be lossy as shown by simple
examples. However, we are still able to show that every circulation on the HRG can be decomposed
into monotone cycles such that the sum of the cycle lengths is only a little larger than the length
of the circulation which suffices to preserve a cycle of good quality.

Finally, we derandomize this construction by reducing the amount of randomness via coloring
techniques and enumeration.

Completing our recursion: Querying min-ratio tree cycles with portal routing. Having
constructed trees whose fundamental cycles yield approximate min-ratio cycles, we now need to
solve the problem of finding a min-ratio cycle that consists of an off-tree edge and a simple path
on a single tree in this collection derived from the HRG. We follow the high-level approach from
[CKL"22]: we apply vertex and edge reduction tools to reduce the problem again to min-ratio cycle,
but on a smaller graph with O(m/k) edges, for some size reduction factor k. Then we recursively
build an HRG on this graph to reduce to tree cycles again, all the way down to graphs of size O(k).
Combining these pieces gives our overall data structure.

Recall that, as described earlier, to solve the min-ratio tree cycle problem on a tree T, we first
partition the tree into a forest F' with m/k components of size O(k). We then check tree cycles that
are internal to components, before constructing a smaller graph P with components of F' contracted,
so that P contains O(m/k) vertices. P still has roughly m edges, and is hence rather dense. To
construct P, we use a contraction scheme (called “portal routing” [ST04, KPSW19]), that differs
from |CKL"22] as we have to ensure that no fundamental cycle is lengthened by contraction. This
scheme is less stable than the scheme from [CKL 22| (called “core graphs”): Updates to G cause
vertex splits in P where the edges incident to a split vertex may all decrease drastically in length
(we model these decreases by re-inserting the edges with new lengths). This makes it challenging to
apply edge sparsification to P, because a single split in P might cause up to O(k) edge insertions
(the maximum degree of a vertex in P is O(k) by our decomposition of a tree 7; into a forest F;).
Thus, m/k updates to G may cause P to undergo roughly m edge insertions. But, we show that
nonetheless, we can maintain a spanner S of P which only undergoes roughly m/k updates.

Fully dynamic sparse neighborhood cover. Dynamically maintaining the HRG and the hi-
erarchical routing trees can be reduced to giving a deterministic data structure that maintains a
sparse neighborhood cover of a fully dynamic graph, and a representation of a low-diameter tree
over each cluster C' € C;. We discuss our fully dynamic SNC algorithm in Section 6. Although there
are previous works on dynamic SNC [Chu21, BGS22, CZ23] it is unclear whether these algorithms
can maintain a low-diameter tree representation of the SNC that allows for efficient routing.®

We maintain a fully dynamic SNC by leveraging several vertex sparsification tools from the work
[KMP23], which developed a set of tools based on fully dynamic vertex sparsifiers that approximately
preserve distances and have subpolynomial amortized update time. In particular, we require data
structures which 1) maintain a SNC under edge deletions only (Theorem 6.1), 2) maintain a vertex
sparsifier onto a dynamic terminal set A (Theorem 6.3), 3) maintain a low-diameter tree over a
graph (Theorem 6.2).

3Tt is not hard to see that these constructions internally maintain low-diameter trees that embed with very high
edge-congestion into G which does not suffice for our purposes.



We briefly describe how to use these pieces. Let the dynamic graph be G, and let G be the
dynamic graph if we ignore all insertions. We start by maintaining a decremental SNC on G with
diameter parameter D. At the same time, we grow a terminal set A consisting of endpoints of
all inserted edges, on which we maintain a vertex sparsifier called H. We recurse on H (with
slightly larger diameter parameter), and rebuild G whenever |H| > |G|/, for a size reduction
factor 4 = me™) *

Let us describe why this construction works. We show that for every vertex v there is a main-
tained cluster that contains the ball of radius D/ygnc around it. There are two cases. If a low-
diameter cluster C in G has no touching edge insertions, then any ball B@(U,D /ysne) € C also

satisfies Bg(v, D/vsnc) C C. Thus, O still covers many balls around vertices v in G. Otherwise,
there is an insertion touching C , say at vertex c. We know ¢ € A (the terminal set), because we add
all endpoints of insertions to A. Now, recall that we recurse on H, which is a vertex sparsifier for
terminal set A. Thus, we recursively maintain some sparse neighborhood cover on H, in particular
a low-diameter set containing ¢ € C' (let’s call it C'r). Thus, we can consider the low-diameter set
C' U Cg, which we show contains balls around v.

To get a low-diameter forest/tree representation out of this construction, we maintain a low-
diameter tree on each cluster in G (and recursively on vertex sparsifiers), and glue these together
at terminals (when forming the sets C'U C) to form the overall forest. Our formal construction is
more complicated than this, partially because we must duplicate vertices and forests multiple times
due to vertex congestion in the vertex sparsifiers.

Low-recourse dynamic spanner under many insertions. When solving the problem of min-
ratio tree cycle, we apply vertex and edge reduction techniques. We require a stronger spanner than
[CKL 22| to implement our edge reduction step, and we develop this in Section 7.

A spanner H of a graph G with stretch « is a subgraph of G with the same vertex set such that
for every edge (u,v) in G there is a path between the v and v that is at most a factor v longer than
the edge e. By standard reductions, it suffices to consider the unit weight case.

In [CKL 22, BCK'23a] it was sufficient for the spanner to handle roughly n edge insertions and
deletions, and vertex splits. In this case, the inserted edges can all be added to H without increasing
its density by more than an additive n. Therefore, a dynamic spanner handling edge deletions and
vertex splits suffices. We present a spanner that can handle a large amount of insertions.

Informal Theorem 1.9. Given a dynamic graph G undergoing a sequence of up to An edge
insertions and up to n edge deletions and vertex splits such that the maximum degree in G never
exceeds A even when playing the update sequence without vertex splits. Then, there is an algorithm
that maintains a spanner containing at most at most yn edges with stretch ~v and total recourse yn
for some v = m°M) independent of A. The total runtime is yn/\.

We first describe a simple low recourse version of this result, and then sketch how we obtain the
efficient version. Recall the classic spanner construction by [ADD"93]. Given G = (V, E), initialize
the spanner H = (V,0). Then, consider all edges (u,v) € E in some arbitrary order. Whenever
there is no path of length 2logn between v and v in H, add (u,v) to H. This construction ensures
that H has girth > 2logn, which implies that H only contains O(n) edges. Notice that this already
describes an incremental algorithm.

4Our approach is somewhat similar to the technique developed in [FGNS23| for maintaining approximate APSP
in a fully dynamic graph by reducing to maintaining approximate APSP on decremental graphs.
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After deletions and vertex splits, we observe that these operations only increase the girth of H.
Therefore, after each edge deletion /vertex split we apply H we go through all edges (u, v) currently
in G and check if there is a path of length 2logn between u and v in H. If not, we add (u,v) to H.
Since the girth of H remains > 2logn, the number of edges in H remains bounded by O(n). But
an edge only leaves H when it is deleted since no edges leave H when a vertex is split. This bounds
the amortized recourse caused by insertions and deletions. A simple potential function argument
can be used to show that the recourse caused by simulating vertex splits is also at most O(n).

To achieve an efficient implementation, we first observe that, using fully dynamic APSP data
structures [CZ23, FGNS23, KMP23|, we can essentially implement the classic greedy incremental
algorithm in almost-linear time. Furthermore, we can maintain explicit, short embedding paths
for each edge e € E \ Ey into Ef. To manage edge deletions and vertex splits, we combine the
incremental spanner idea with the decremental batching scheme of [CKL"22|. To make this idea
work, we transform the incremental spanner to produce an embedding from G to H with low vertex
congestion. It is worth mentioning that the work [BSS22] realized that the greedy algorithm can
maintain a spanner with optimal O(1) amortized recourse in the decremental setting, albeit with
large polynomial running time. However, they did not observe that in fact the spanner can be made
fully dynamic with extremely low recourse under edge insertions, and instead appealed to standard
recursions to achieve O(1) recourse per insertion (which is insufficient for our purposes).

Tree representations. A point we have glossed over is how we precisely route the min-ratio
cycle that our algorithm returns. In [CKL"22], the algorithm dynamically maintain a spanning tree
of the graph, and the approximate min-ratio cycle was always represented by m°®) off-tree edges
and m°®) paths on this tree. Due to the complexity of our data structures, we actually maintain a
generalization of a spanning tree, which we call a forest F' that has a flat embedding into G. Formally,
this means that there is a map II : V/(F) — V(G) such that for every edge e = (x,y) € V(F),
(II(x),I(y)) is also an edge in G. This way, paths and cycles in F' exactly correspond to paths and
cycles in G. Overall, we will represent our min-ratio cycles as m®1) off-tree edges and paths on F.
The tree-representation of the SNC, and the tree in the portal routing construction both have flat
embeddings into G. Crucially, this embedding is of low edge-congestion m°®). This allows us to
maintain the absolute change of flow for a single edge in G up to a m°!) approximation which is
crucial for the IPM to maintain (approximate) gradients and lengths efficiently.

2 Preliminaries

General notation. We denote vectors as bold lowercase letter v, and matrices as bold uppercase
letter A. We let v(j) denote the j-th element in vector v and A(i,j) the element at position (i, j)
accordingly. For a vector v, we let |v| denote the coordinate-wise absolute value. Given two scalars
a and 3, we let a =, fif a/k < 5 < ka.

Graphs. In this article, we typically work with undirected graphs unless explicitly specified. That
is while the min-cost flow problem is solved on a directed graph, we reduce via the IPM to sequence
of subproblems on undirected graphs. On such graphs, we still use orientations of edges as we use
gradients and flows over these graphs.

We let G = (V, E, 1, g) denote a graph on the vertex set V' with edge set E, I(-) : E — R is
the vector storing the lengths of the edges, and g(-) : E — R is the vector for edge gradients. We
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let B € REXV or B if G is clear from the context, denote the edge vertex incidence matrix where
we attribute arbitrary directions to edges. We usually let n = |V| and m = |E|. We further denote
L = diag(1).

We call a flow vector ¢ € RE a circulation if BT ¢ = 0. Given a graph G, we sometimes denote
its vertex set by Vi and its edge set by Fg.

Distances. For a graph G = (V, E, 1) with edge lengths [ € Rgo, we let distg(u, v) be the length
of the shortest weighted path between u and v. We let diam(G) denote the maximum distance
between two vertices in G, ie. diam(G) = max,, distg(u,v). We denote the ball of radius D

around v as Bg(v, D) :={u € V(G) : distg(u,v) < D}.

Embeddings. Given two graphs G = (Vig, Eg) and H = (Vi, Eg) with Vo C Vi we call a
map of edges in G to paths between their respective endpoints in H a (edge) embedding and often
denote such an embedding by Ilg. 7. Similarly, we often denote by Ily,—y;, a map from vertices
in Vi to vertices in Vi and we call it either a vertex embedding or a (vertex) map. We sometimes
drop the subscript if it is clear from the context.

Definition 2.1 (Vertex and Edge congestion). Given a graph G = (V, E), a (sub-)graph H =
(Vi, Eg) with V- C Vg and an edge embedding g i that maps edges e = (u,v) to a uv-path P in
H we let:

e The edge congestion econg(Ilg ., €') of edge € € Ep be the total number of paths that use
edge €. Further, we let econg(Ilgp) be the mazimum edge congestion observed by an edge
n Ep.

o The vertex congestion veong(Ilgm,v) of v € Vi be the total number of paths in II that
contain v. Similarly, we let vcong(Ilg ) be the mazimum vertex congestion observed by a
vertex in V.

We will sometimes consider broken embeddings, i.e. embeddings g where edges on an embedding
path got removed or vertices got split. We therefore don’t require the paths P to correspond to paths
i H, but they may simply be an ordered collection of edges in H.

Definition 2.2 (Vertex map congestion). For a vertex map Iy, v, , we let vecong(Ily, v, ) be the
maximum number of vertices in Vg that map to the same vertexr in V.

Definition 2.3 (Flat embedding). We say for graphs G = (V,E) and H = (Vy, Ex) that a map
Iy, v is a flat embedding of H into G if for every edge e = (x,y) € Ep, for 2’ =y, v (z) and
y' =1y, v (y), either (',y') is an edge in G, or 2’ =y/.

Oblivious routings. Our data-structure is based on dynamically maintaining ¢;-oblivious rout-
ings for graphs G = (V, E, 1), which are linear mappings A € R¥*V of demands d € RY to flows
f € RE which route that demand. In other words, for d L 1 the flow f = Ad satisfies BTf = d,
i.e. it routes the demands d. For every edge e = (u,v) in G, we let 1. denote the flow that routes
one unit across edge e, and b, for the demand that it routes.

Definition 2.4 (Oblivious routing). We call a matriz A € RF*V a ~-approzimate ¢1-oblivious
routing for graph G = (V, E, 1) if

12



1. for all d so that dT1=0: BTAd =d
2 |[LABTL Y, <o

Remark 2.5. Notice that this coincides with the combinatorial definition of an £1-oblivious routing
over competitive ratios, i.e. consider an arbitrary flow f and observe

|IZAB'f, _|ILAB"L'f|y _

IZ£ 1y 1£1h

which follows by the definition of ||-||,_,; and f and thus ]’: are arbitrary.

For an oblivious routing A, we let P = I — AB" denote the corresponding cycle projection
matriz, as it is a projection onto the space of circulations on G.

An averaging argument shows that there is a circulation P1, whose quality is within a multi-
plicative factor of the quality of the best min-ratio circulation.

Lemma 2.6 (Min-ratio circulation). Given a graph G = (V, E,l,g), a cycle projection matriz
P c REXE for G and an arbitrary matric M € RF*F we have

1
. T : T
g P1./ | M1, < 77— A/||LA 1
ek P I S g e A <>
pe{-11} -

Proof. Let A* denote the minimizer of the RHS. Because A* is a circulation, we get

g A" =g ' PA* = Z Al g' P1..

ecE
For the denominator we also get that
* * 1 *
[EA = Y AL 2 ot S AL ML
e€cE I 151 ecE
Now, the desired claim follows by a standard averaging argument. O

Trees. For a tree T' = (V, E) we denote the path from u to v as T'[u,v]. Given an extra edge e,
we denote the cycle formed by the tree and edge e as Tis[e]. Additionally, we denote the vector that
sends a unit amount of flow along the path and cycle as 17, ,) and 17, respectively (the latter
vector sends a unit of flow along e and then from v to w).

Dynamic Trees. We frequently use dynamic trees to efficiently maintain our data structures.

Lemma 2.7 (Dynamic trees, Lemma 3.3 in [CKL"22], derived from [ST83]). There is a determin-
istic data structure D that maintains a dynamic tree T C G = (V, E) under insertion/deletion of
edges with gradients g and lengths I, and supports the following operations:

1. Insert/delete edges e to T, under the condition that T' is always a tree, or update the gradient
g(e) or lengths l(e). The amortized time is O(1) per change.
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2. For a path vector A = gy, ) for some u,v € V, return (g, A) or (£,|A|) in time 5(1)

3. Maintain a flow f € RY under operations f < f +nA forn € R and path vector A = 17 )

or query the value f () in amortized time O(1).

4. Maintain a positive flow f € Rgo under operations f < f —i-Nn\A| forn € R>q and path vector
A = 17y, or or query the value f(e) in amortized time O(1).

5. DETECT(). For a fived parameter €, and under positive flow updates (item /), where AW s
the update vector at time t, returns

SO lecEle) Y [AYV(e)|>e (2)

t'eflastt? +1,4]

where last" is the last time before t that e was returned by DETECT(). Runs in time O(|S®)).

Degree reduction. Throughout, it is often convenient to assume the graphs we work with have
bounded degrees.

Fact 2.8 (Standard BST dynamic degree reduction). Consider a dynamic graph G = (V, E) un-
dergoing edge insertions and deletions and insertions/deletions of isolated vertices. There exists a
data structure LOWDEG() that maintains a graph H and a forest F' such that

1. F contains exactly one connected component for each vertex v € V| denoted T,.

2. Ty is a balanced binary search tree with degq(v) leaves, each corresponding uniquely to edges
incident to v.

3. The graph H consists of the forest F' and for each edge (u,v) € E¢ the graph H contains an
edge between the leaves associated with (u,v) in T, and T,.

Using this construction, we have that
1. The mazimum degree of H at any time is 3.

2. The number updates to H under updates to G is bounded by O(logm) worst case per update
to G.

3. When G contains m edges, H contains at most 4m edges.

3 Dynamic Min-Ratio Cycle
In this section we build a deterministic data structure that allows us to toggle along approximate

min-ratio cycles in a dynamic graph. It is based on the data structures developed in Section 4 and
Section 5.
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Flat embeddings. Because min-ratio cycles in graphs may contain up to n edges, previous works
[CKL 22| represented these cycles implicitly as a few paths on a dynamically changing spanning
tree of the underlying graph GG. The min-ratio cycle data structures we build in this work are not
as naturally “tree-based" as in previous works, and therefore we cannot maintain a spanning tree of
the original graph. We instead maintain a forest satisfying the following.

Definition 2.3 (Flat embedding). We say for graphs G = (V, E) and H = (Vy, Ex) that a map
Iy, v is a flat embedding of H into G if for every edge e = (x,y) € Ep, for 2’ =1y, v (z) and
y' =1y, v (y), either (2',y') is an edge in G, or 2’ =y/.

Sometimes, we simply say that H is flat for brevity where we implicitly also mean that there
is a vertex map Ily (). An intuitive way to understand Definition 2.3 is that H flatly embeds
into G if paths in H naturally correspond to (not necessarily simple) paths of the same gradient in
G, and length upper bounds. This implies that for a circulation in H, the image of the circulation
on G has the same or better ratio. Ultimately, our algorithm will toggle cycles on a forest F' which
flatly embeds into G with low vertex and edge congestion. We then use a link-cut data structure
to maintain the flow on H which will be sufficient to approximately maintain the (absolute) flow
added to each edge in G given that the edge congestion of the flat embedding is low, and whenever
the increase is significant, we update the flow on G by explicitly summing over the flow on edges in
H that embed into the same edge. We defer details of this flow maintenance procedure to Section 8.

High-level strategy. Let us now describe our data structure to find min-ratio cycles. Our data
structure is built recursively. First, we show that maintaining the min-ratio cycle on a dynamic
graph can be reduced to maintaining the min-ratio fundamental tree cycles for a collection of ()
dynamic trees. Then, we show that maintaining min-ratio tree cycles can be reduced to min-ratio
cycles on a graph H that is roughly smaller by a factor k£ than the input graph G. By carefully
controlling the recourse of graph H to be bounded near-linearly in the number of updates to G, we
can then recurse on H.
To formalize the reduction, we first define dynamic min-ratio cycle data structures.

Definition 3.1 (Dynamic min-ratio cycle data structure). Given a dynamic graph G = (V,E,l,g),
an a-approximate dynamic min-ratio cycle data structure D supports the following operation:

e INSERTEDGE(e)/ DELETEEDGE(e): adds/removes edge e to/from G.
e INSERTVERTEX(u): adds a new isolated vertex u to V.

Under these updates, D maintains a flat forest F' and Iy gy of G. After each update, D outputs
a cycle ¢ represented as some tree paths on I, specified by endpoints, and some off-tree edges such
that

a BTa=o |LAJ;

We also need to formalize dynamic min-ratio tree cycle data structures.

Definition 3.2 (Dynamic min-ratio tree cycle data structure). Given a dynamic forest T = (V, Ep)
with a dynamic set of off-tree edges Eog that do not cross between components of T' (we use a dynamic
graph G to denote the union of T and Eug) and edge lengths 1 and gradients g, an a-approximate
dynamic min-ratio tree cycle data structure D supports the following operation:
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e INSERTTREEEDGE(e)/ DELETETREEEDGE(e): adds/removes edge e to/from T.
o INSERTOFFTREEEDGE(e)/ DELETEOFFTREEEDGE(e): adds/removes edge e to/from Eog.
e INSERTVERTEX(u): adds a new isolated vertex u to G.

Under these updates, D maintains a flat forest F' and Iy gy of the graph (V, Ep U Eog). After
each update, D outputs a cycle ¢ represented as some tree paths on F', specified by endpoints, and
some off-tree edges such that

(g,A)

<g7 C> mln
AE{:EITO [e]ZEEEOH} || LA ||1

[Lelly

1
< —
e’

In Section 4, we show the reduction from dynamic min-ratio cycles to tree cycles. The reduction
is based on dynamically maintaining the ¢1-oblivious routing from [RGH"22|. The oblivious routing

scheme is built using sparse neighborhood covers, which we show how to efficiently maintain in a
fully dynamic setting (Section 6). The reduction is formalized as the following theorem.

Theorem 3.3 (Reducing dynamic min-ratio cycle to dynamic min-ratio tree cycle). Consider an o-
approzimate dynamic min-ratio tree cycle data structure DTC (Definition 3.2) that, on any dynamic
graph H with at most m tree and non-tree edges in total, satisfies

o it takes Tinit(m)-time to initialize.
e cach update takes Typa(m)-amortized time.
e the flat forest F™ it maintains has vertex congestion Yvcong -

e the output cycles c are represented by at most Yeycle tree paths on FH g5 well as Veycle Off-tree
edges.

Then, there is an (- KHRG * Yroute)-Gpprozimate dynamic min-ratio cycle data structure PDMRC

(Definition 3.2), that, on any dynamic graph G with at most m edges, achieves
® M - Yiree + Viree * Linit (M * Yiree) initialization time.
® Yiree - Tupd (M - Yiree) amortized update time.
o the flat forest FG& it maintains has vertex congestion at most YireeYvcong-

e the output cycles are represented by at most Yeycle tree paths on FS and non-tree edges.

83/84 83/84
where Kgra = O(logl/84 m), Yroute = ¢OUog ™M) and Yiree = €©108 mloglogm) e the parame-

ters in Lemma 4.52.

Later in Section 5, we reduce the maintenance of min-ratio tree cycles to min-ratio cycles on a
smaller graph. This is done via dynamically maintaining the portal routing of off-tree edges, i.e.,
moving off-tree edges onto a small subset of carefully chosen vertices along the tree [ST04, KPSW19,
CGHT20]. After moving off-tree edges to portals, we further reduce the number of these edges using
spanners. To control the number of updates propagating to the next level of recursion, we design a
new dynamic spanner that has a small recourse under vertex updates (Section 7). The reduction is
formalized as the following theorem.
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Theorem 3.4 (Reducing dynamic min-ratio tree cycle to smaller min-ratio cycle). Consider an
a-approzimate dynamic min-ratio cycle data structure DMRC (Definition 3.1) that, on any dynamic
graph H with at most m edges, satisfies:

o [t takes Tinit(m)-time to initialize.

o Each update takes Typa(m)-amortized time.

e The flat forest FH it maintains has vertex congestion “Yvcong -

e The output cycles c are represented by Yeycle tree paths on FH and off-tree edges.

Then, for any size reduction parameter k, there is a (& - Yspanner)-approzimate dynamic min-ratio
tree cycle data structure DTC (Definition 3.2), where “Yspanner = cO(log?*/?  mloglogm) ;¢ 4he parameter
given in Theorem 5.13, that, on any dynamic graph G with at most m total tree and non-tree edges,
achieves

® MYspanner + Tinit (Yspanner - M/k) initialization time.

Tini spanner’ k . .
® Yspanner ° <k‘27vcong + W + Tupd (Vspanner - M/ k:)) amortized update time.

o the flat embedding forest FC it maintains has vertex congestion at most 2%Yvcong-

o the output cycles are represented by at most max{~cycle, Yspanner } tree paths on F & and non-tree
edges.

Our main result in this section is a deterministic dynamic min-ratio cycle data structure with
m°M-amortized update time. The data structure is based on the two reductions stated previously,
Theorem 3.3 and Theorem 3.4. Ultimately, alternating the use of them allows us to recurse on a
new dynamic graph problem with input size reduced by a factor of roughly k. Setting k properly,

Lo 167/168 . . .
which is e©(log mloglogm) in our case, gives the desired result.

167/168 . . .
Theorem 3.5. For some yvrc = €008 mloglogm) = there is a yyvpe-approzimate dynamic

min-ratio cycle data structure D that, on any dynamic graph G with at most m edges, satisfies
o initialization takes m - yMRre-time.
e cach update takes amortized yvrc-time.
o the flat forest FC it maintains has vertex and edge congestion at most YMRC.-

e after each update, D outputs a ymRrc-approxzimate min-raito cycle represented as ymrc tree
paths on FC specified by endpoints and ywre off-tree edges.

Proof. We build the data structure recursively using Theorem 3.3 and Theorem 3.4 with a reduction
parameter k set to be ¢OUlog!7/1%¥ mloglogm) e stop the recursion until the input graph has at most
k edges, where the problem can be solved to a 2-approximation in O(k?) time.
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Let Tinit and Typq be our data structure’s initialization and amortized update time. Theorem 3.3
and Theorem 3.4 yield

“Ytree Yspanner Tt )

Tinit (m) < MYtree + 'Ytreej—init ( k

83/84 83/84
< meO(log mloglogm) + eO(log mloglogm) | Tonit < :

83/84
eO(log mloglogm) . m)

< meO(log83/B4mlog logm) + 60(10g83/84mlog10gm) LT m
= init 0(1og157/168 11, 10g 1
¢O(log mlog log m)

< m60(10g83/84 mloglogm)
by our choice of k. This also shows that the number of recursion levels is d = O(logl/ 168 ).

To bound the amortized update time using Theorem 3.4, we need to know the vertex congestion
of the flat forest maintained by our recursive data structure. We notice that after a level of Theo-
rem 3.3 and Theorem 3.4, the vertex congestion increased by a factor of 2 ee = ¢O(log®/% mloglogm)
Therefore, the final vertex congestion after d levels is at most

d o(l 167/168 1, log 1
Yycong < (2Ytree)? = € (log mloglogm)

We can also bound the amortized update time as follows:

k Yoree): m Yeree ) m
Tupd (m) < “YtreeVspanner <k27vcong + %,Tinit (%) + Tupd (%)

’Ytree'Yspannerm)

k
mloglogm) Tood m
u
P eO(loglm/168 mlog log m)

< k;2'7vcong + ('Ytree'}/spanner)2k + 'Ytree'YspannerTupd (

167/168 83/84

mloglogm) + eO(log

< eO (log

< 60(10g167/168 mloglogm)

Now, we bound the approximation ratio of the output. Each level of recursion, which includes one
reduction of Theorem 3.3 and Theorem 3.4, increases the ratio by a factor of KHRGVrouteVspanner <

eO0g™/%hm) Ao q — O(logl/ 168 m) levels of recursion, the approximation ratio becomes

6O(d~log83/84 m) _ 60(10g167/168 m)

The cycle output by the data structure can be represented as Yspanner tree paths on the final flat
forest F& and Yspanner Off-tree paths. This concludes the guarantees of our dynamic min-ratio cycle
data structure D with our choice of vyrpo = eO(loglm/wSmloglogm). O

To use the min-ratio data structure in the IPM framework, we need additional data structures
that maintain a current (flow) solution, augment it with the output cycle, and detect large changes
after augmentations. Fortunately, since the cycle is compactly supported on a flat forest maintained
by the min-ratio cycle data structure, we can leverage powerful dynamic tree data structures such
as link-cut trees (Lemma 2.7).
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Theorem 3.6 (Flow maintenance). There is a data structure that given a dynamic graph G =
(V,E,l,g,c) and forest F& with a flat embedding from FC to G with edges congestion yrc and
some parameter € > 0 stores some implicit flow vector f™ and an explicit flow vector f and
receives updates of the form

o ApPLYCYCLE(E¢c, 1t): Receives a cycle C represented by the off-tree edges Ec and tree paths
in F&. Sends p flow along the formed tree paths in FC by updating f™, and returns (f™ +
F) 1o as well as a set of edges E' C E for which f(E') « f*(E') + f™(E') and
F™(E') + 0.

o Whenever an edge e in FC is updated, it identifies the edge e in G it maps to and sets
fex(el) %fex(el) +flm(€/) and flm(e/) — 0

It maintains that |f™(e)l(e)| < €|f™(e)| and that the total number of edges returned after t updates
to Fg and total flow weight sent W is W /e +t where the weight of a flow is the sum over the weight
of its edges which is obtained by multiplying the amount of flow with the length of the edge. The
runtime after t operations is at most O(tywmrc + rymrc) where r is the total number of returned
edges.

Proof. Follows from maintaining the implicit flows on link-cut trees as in Lemma 2.7. O

Next, we combine the data structures presented in this section. We obtain a solver data structure,
which allows us to solve (incremental) min-cost flow. We first define the data structure, and then
state our result.

Definition 3.7 (Solver). We call a data structure D = SOLVER(G, 1, g, ¢, f,q,T',€) that is initialized
with

e o graph G = (V,E) and

e lengths l € ng gradients g € RF, costs ¢ € R¥, a flow f € RF routing demand d, and

e a quality parameter q > 0, a step-size parameter I' > 0 and a accuracy parameter € > 0.

a Yapprox min-ratio cycle solver if it (implicitly) maintains a flow vector f such that f routes demand
d throughout and supports the following operations.

e ApPLYCYCLE(): One of the following happens.

— Either the data structure finds a circulation A € RY such that gT A/ ||LA||, < —q and
lgT A| = T. In that case it updates f + f + A and it returns a set of edges E' C E
alongside the maintained flow values f(€') for ¢’ € E'.

For every edge e, between the times that it is in E' during calls to APPLYCYCLE(), the
value of L(e)f (e) does not change by more than e.

— Or it certifies that there is no circulation A € RY such that g7 A/ |LA||; < —q/Yapprox
for some parameter Yapprox-

e UPDATEEDGE(e,l, g): Updates the length and gradient of an edge e that was returned by the
last call to APPLYCYLE().
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e INSERTEDGE(e,l,g,c): Adds edge e to G with length l, gradient g, cost c. The flow f(e) is
intialized to 0.

e RETURNCOST(): Returns the flow cost ¢! f.
e RETURNFLOW(): Ezplicitly returns the currently maintained flow f.
The sum of the sizes |E'| of the returned sets by t calls to APPLYCYCLE() is at most tI'/eq.

Theorem 3.8. There is a data structure D = SOLVER(G, 1, g, ¢, f,q,T,€) as in Definition 3.7 for

O(logt07/168 ) O(log™®7/168 1 1og log m)

Yapprox = € . It has the following time complexity for Yime = € where

m is an upper bound on the total number of edges in G:
1. The initialization takes time |E|Vtime-

2. The operation APPLYCYCLE() takes amortized time (|E’| + 1) - Ytime when |E’'| edges are
returned.

3. The operations UPDATEEDGE() /INSERTEDGE()/ RETURNCOST() take amortized time ~iime-
4. The operation RETURNFLOW() takes amortized time |E| - Ytime.-

Proof. Follows from Theorem 3.5 and Theorem 3.6 since the total flow weight is at most tI"/q after
t updates. O

We finally formally define the min-cost flow problem.

Definition 3.9 (Min-cost flow). Given a directed graph G = (V, E) with edge capacities w and costs
c and a demand vector d L 1, the min-cost flow problem seeks to find

f*=argmin ¢' f.
f:BT f=d

We then describe how the solver data structure is used to solve min-cost flow.

Theorem 3.10 (Min-cost flow interior point method). There is an algorithm that given a directed
graph G = (V, E) with polynomially bounded edge capacities u and costs ¢, a demand vector d L 1,
and access t0 a Yapprox min-ratio cycle solver data structure (as defined in Definition 3.7) exactly
solves the min-cost flow problem where:

e The number of calls to D.ApPPLYCYCLE() /UPDATEEDGE() /INSERTEDGE()/ RETURNCOST()

1s bounded by 6(m7§)(p120x)

e The number of calls to D.RETURNFLOW() is bounded by 6(7;%(;20)().

This result follows from previous work [CKL 22| as discussed in Section 8.

Recall, we defined incremental threshold min-cost flow in Definition 1.1. Next, we formalize how
the solver data structure can be used to solve the incremental threshold min-cost flow problem.

Theorem 3.11 (Incremental threshold min-cost flow interior point method). There is an algorithm
that given a directed graph G = (V, E) with polynomially bounded edge capacities u and costs ¢, a
demand vector d L 1, and access to a Yapprox min-ratio cycle solver data structure D (as defined in
Definition 5.7), exactly solves the incremental min-cost flow problem where:
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o The number of calls to D.APPLYCYCLE()/UPDATEEDGE() /INSERTEDGE()/ RETURNCOST()
1s bounded by 6(m'y§)(p120x)

e The number of calls to D.RETURNFLOW() is bounded by 5(7%(13130)().

This result also follows from previous work [BLS23] and is discussed in Section 8.
Theorem 3.11 and Theorem 3.8 together imply our main result Theorem 1.4, an almost-linear
time algorithm for threshold min-cost flow.

4 Hierarchical Routing Graphs, Trees and Min-Ratio Cycles

In this section, we reduce the dynamic min-ratio cycle problem (Definition 3.1) to m°1) dynamic
min-ratio tree cycle problems (Definition 3.2). That is, we show that one can maintain m°!) trees
such that the min-ratio tree cycle on these trees is a m°M-approximate min-ratio cycle on the given
graph. We achieve the following result.

Theorem 3.3 (Reducing dynamic min-ratio cycle to dynamic min-ratio tree cycle). Consider an o-
approzimate dynamic min-ratio tree cycle data structure DTC (Definition 3.2) that, on any dynamic
graph H with at most m tree and non-tree edges in total, satisfies

o it takes Tinit(m)-time to initialize.
e cach update takes Typq(m)-amortized time.
o the flat forest FH it maintains has vertex congestion “Yvcong -

e the output cycles c are represented by at most Yeycle tree paths on FH a5 well as Veycle Off-tree
edges.

Then, there is an (- KHRG * Yroute)-approzimate dynamic min-ratio cycle data structure DMRC
(Definition 3.2), that, on any dynamic graph G with at most m edges, achieves

® M- Yiree + Viree * Linit (M * Yiree) initialization time.
® YViree - Lupd (M - Yiree) amortized update time.
e the flat forest F& it maintains has vertex congestion at most YireeYvcong-

e the output cycles are represented by at most Yeycle tree paths on FC and non-tree edges.

O(log&q’/84 m) O(loggg’/84 mloglogm)

where Kyra = O(logl/84 m), Yroute = € and Yiree = € are the parame-

ters in Lemma 4.32.

4.1 Sparse Neighborhood Covers and Hierarchical Routing Graphs

The first step towards constructing the flat forest over G is based on the ¢; oblivious routing
of [RGH'22|, which gives a way of extracting an oblivious routing from a collection of sparse
neighborhood covers, one at each distance scale. Thus, the first piece that our data structure
requires is an algorithm for maintaining a sparse neighborhood cover in a fully dynamic graph,
which we show in Section 6.
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Theorem 4.1 (Fully-dynamic sparse neighborhood cover). Given an m-edge constant-degree input
graph G = (V, E,l) with polynomially-bounded lengths in [1,L] and a diameter parameter D > 1
there is a data structure that supports a polynomially bounded number of updates of the following
type:

e INSERTEDGE(e)/ DELETEEDGE(e): inserts/deletes edge e to/from G where insertions preserve
that G has constant degree.

Under these updates, the data structure maintains a forest F', map ly gy v, and a subset S C V(F)
that satisfy the following properties, for some ysnyo = Olog™/ 2 mloglogm) .
1. F with map Uy gy is a flat embedding of G.

2. For any vertex v € V there is a tree T € F' such that
Ba(v, D/vsne) € My gy (SN V(T)).

3. For any tree T € F we have that diamp(SNV(T)) < vsnc - D.
4. The congestion satisfies veong(Ily (myv) < Ysne-

The forest ', map Wy gy v, and subset S C V(F) are all maintained explicitly, and each undergoes
at most ysyo amortized changes per update. The algorithm s deterministic, initializes in time
m - ysno, and has amortized update time Ysne.

The reason for the set S is that in our construction, the forest F' and trees T' € F contain
several extraneous vertices where we cannot control the diameter well. S is the set of “real vertices"
which correspond to images of v € V(G) where we can control the diameter. This way, the sets
Hy (p)sv (S N V(T)) correspond to the clusters in a sparse neighborhood cover, and the forest I
represents an approximate low-diameter tree connecting the vertices. As a subtle point, our data
structure is only guaranteed to maintain S explicitly, and not each vertex in S N V(T). This is
because the algorithm for Theorem 4.1 requires detaching (potentially large) subtrees of F' and
reattaching them to other subtrees.

Given this data structure, we are able to maintain an object, which we call a hierarchical routing
graph (HRG), that supports the oblivious routing of [RGH22].

Definition 4.2 (Hierarchical routing graph). Given a graph G = (V, E,l, g) with polynomially
bounded lengths 1 in [1,L = mPW)], a hierarchical routing graph (HRG) H of G depends on pa-
rameters YHRG, Ydiam, KHRG > 3 and Ygrg < m, so that v RS > n?L. Consider the following
objects:

e a collection of vertex sets V = {V1,... Vi et with bijective mapping between each Vi and V
denoted by HVI,_)V fOT' KHRG = O(log1/84 m);

e a collection of dynamic forests F = (Fi, ..., F,

wuna—1)s called routing forests, maps Iy (m)sv,
and subsets S; C V (F3),

e a collection of edge sets € = EMLUEM for £°U .= E{ut Y. ..U EoU and E™ := E&"U---U

E™  called linking ed d KHRG—1
KHRG g eages an
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Hierarchical routing graph H¢ Abstracted HRG H®
level3 @ o o L o o
level 2
level 1
e e

Figure 1: A hierarchical routing graph H¢ (Definition 4.2) and its abstracted HRG He (Defini-
tion 4.3) alongside a monotone cycle circulation (Definition 4.21) on H® and its mapping on H€.
Notice that every tree is only attached to a single vertex on the next level.

e lengths and gradients ly and gy of all edges in €
These objects satisfy the following properties:
1. Congestion: The vertex congestion veong(Ily (g v) < yure for all i € [kgra — 1],

2. Routing trees are flat: For all i € [kyrc — 1], F; and Uy gy are a flat embedding of G.

3. Routing tree diameter: For all T € F;, we have diam(S; N T) < YHRG * Viiams

4. Linking edge consistency: Every out-edge e € E°" is between a vertex v € V; and u € S;,
such that My, v (v) = [y (p)ov(u). Bvery in-edge e € EM is between a vertex u € S;_1 and
v € Vi with Wy (p,_ )y (u) = v,y (v). The length of edges e € EY fori=1,...,5kgrc—1
is Li(€) = YHRG * Viigm, ond gradient is gy(e) = 0. The length of edges e € E™ for
i=2,...,50rc 18 lg(€) == vyyrg - vfj;alm, and gradient is gp(e) = 0.

5. Outdegree: Every vertex v € V; is adjacent to at most vyra vertices in Fj.
6. Covering: For allv € V, we have Bg(v, v, /vurc) C My (pysv (Si NT) for some T € Fj.

The vertex set of H consists of all V; and all V(F;). The edge set consists of all edges in all the
F;, and the linking edges. Given an additional edge e = (u,v) € E with length l(e) and gradient
g(e) between two vertices u,v € V', we let H® be the hierarchical routing graph H with extra edge €'
between the two unique vertices u',v" € Vi that map to u and v respectively, and we set Lg(e’) = l(e)
and gg(e') = l(e). For convenience, we refer to €' as e when the context is clear.

Critically, note that H flatly embeds into G, by the map Ily g,y which combines the maps
Oy (F)—v and Iy, y. Note that the linking edges e € € have endpoints with the same image, and
hence still satisfy Definition 2.3.

Next, we define an abstraction of the hierarchical routing graph H that we never construct, but
plays a crucial role in our analysis. It represents paths from v € V; to v € V;41 in H as edges of
length VHRGVEiamv which is (up to constants) the length of the underlying path in H by properties
3 and 4 in Definition 4.2.
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Definition 4.3 (Abstracted HRG). Given a hierarchical routing graph H of a graph G = (V, E, 1, g),
we define the abstracted HRG of H as H = (V, &, 15, g5), where the vertex set V =V, UVaU---U

Vinura, where Vi are defined as in Definition 4.2. The edge set & and the lengths and gradients are
defined as follows.

e Edges: For every pair of edges (u,x) and (y,v) in E(H) so that u € V;, v € Vi11 and x,y are
in the same tree T € F; the edge set € contains an edge e = (u,v). We let Oz, ,(e) map

the edge e to the simple path between u and v given by concatenating the edge (u,x) the path
Tlz,y] and the edge (y,v)

e Lengths: Edge e as in the first bullet point receives length lg = vyura - ’yﬁlmm.

e Gradients: Edge e as in the first bullet point receives gradient g5 = g (g, ,(e)).

Given an additional edge e = (u, v) € E between two vertices u,v € V' of length l(e) and gradient
g(e) we let He be the abstracted HRG H® with an extra edge € between the two unique vertices
u',v" € Vi that map to u and v respectively, and we set lz(e') = l(e) and ggz(e') = g(e). For
convenience, we refer to € as e when the context is clear. Similarly, we denote H after the addition
of multiple extra edges E C E as HE with respective lengths and gradients.

Remark 4.4. See Figure 1 for an example of a hierarchical routing graph H and its abstracted
HRG H. The example illustrates that multi-edges may arise in H even if H is a simple graph.

Later, we will show that there is an oblivious routing (based on [RGH22|) which has the
following form: for every vertex v, demand from v is sent from its preimage in V; upwards on paths
in any HRG that we construct.

4.2 Dynamic Hierarchical Routing Graphs

In this section, we show how we dynamically maintain a hierarchical routing graph H using sparse
neighborhood covers from Theorem 4.1 of increasing radius.

Dynamic hierarchical routing graph. We state the main result of this section.

Theorem 4.5 (Dynamic HRG). Given an m-edge constant-degree input graph G = (V, E, 1, g) with
polynomially-bounded lengths in [1, L], there is a data structure that supports a polynomially bounded
number of updates of the following type:

e INSERTEDGE(e)/ DELETEEDGE(e): inserts/deletes edge e to/from G where insertions preserve
that G has constant degree.

Under these updates, the data structure DYNAMICHRG maintains a hierarchical routing graph of G

O(log*' /42 mloglogm) O(log®3/8* mlog log m) 1/84 m

with parameters Ygra = € , Ydiam = € , and kgrg = log
The algorithm is deterministic, can be initialized in time O(m~ygra), and processes each update in

amortized time YHRG-
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Algorithm. We first describe the data structure DYNAMICHRG for maintaining a hierarchical
routing graph. The algorithm follows the construction of the static ¢1-oblivious routing of [RGH22],
but omits the computation of the distribution over the routing paths. The conditions of Defini-
tion 4.2 will nearly be satisfied trivially given the construction.

Given a constant-degree dynamic graph G = (V, E, 1, g), we describe how our data structure
maintains all the individual pieces of a hierarchical routing graph.

1. Vertex sets V: Copies Vi,...V, of the vertex set V alongside bijective mappings Ily; v

- Vkura
forall i =1,...,KHRrG-

2. Forests F: Dynamic SNC data structures N, ..., Nupno—1 (Theorem 4.1) operating on G,
where N; has diameter parameter D; := 'tham- F; and S; in Definition 4.2 is the forest and
set maintained by M.

3. Linking edges &: We first describe the sets E?" for i = 1,..., kurg — 1, and then the sets Ezin
for i =2,..., KHRG-

e For every vertex pair v € V; and v € S; that map to the same vertex in V, ie.,
Iy,v (v) = Hy(g)v (V') we have an edge (v,v') in EP".

e For every T' € F;_1, we add an edge to EZ”L between an arbitrary vertex v € S;—1 NT
and its copy in V;, i.e, the unique vertex v € V; so that Iy, v (v') = Hyp,_ v (v).

4. Lengths and gradients: We define the lengths g and gradients gy of H as in Definition 4.2.
In particular, edges e € E(F;) have the same gradient and longer lengths as their preimage
in G, because F; flatly embeds into G. Lengths of linking edges e € £ are described in
Definition 4.2.

The algorithm then reacts to changes in G by passing them to all the data structures N;. Since
the forests F; and sets S; are maintained explicitly, the in-edges are maintained directly. To maintain
the out-edges, we use a link-cut tree to detect some vertex in S in each connected component of F;
to add an out-edge from (see for example [AHLT05] on how to find a vertex from a specified set in
a tree of a dynamic forest).

Correctness. Next, we show that the various parameters in the hierarchical routing graph are
bounded as claimed in Definition 4.2.

Lemma 4.6. Our algorithm maintains a hierarchical routing graph H as in Definition 4.2.
Proof. We check the properties of Definition 4.2 one at a time.

e Property 1 (congestion) follows from property 4 of Theorem 4.1 and the fact that each Fj is
maintained by N;.

e Property 2 (flat routing trees) follows from property 1 of Theorem 4.1.
e Property 3 (routing tree diameter) follows from property 3 of Theorem 4.1.

e Property 4 (linking edges) follows from our construction of linking edges.
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e Property 5 (out-degree) follows from property 4 of Theorem 4.1 and the way we construct
Bout,

e Property 6 (covering) follows from property 2 of Theorem 4.1.

Runtime analysis. We conclude with the runtime analysis of our dynamic HRG algorithm.

Lemma 4.7. Initializing a dynamic hierarchical routing graph H on a graph with m edges takes
time O(kura - ysne - m) = eOlos"/*mloglogm)

amortized time O(kyre - Yinc) = e

-m. Afterwards, each update can be processed in
O(log41/42 m log log m)

Proof. The run-time is dominated by the cost of maintaining the forests F; and sets S; since each
change to F; or S; causes only a constant number of easily computable changes in £. Therefore, the
claimed runtime bound follows from Theorem 4.1, and an overhead of O(logn) for using link-cut
trees to detect adding out-edges. O

4.3 Routings and Min-Ratio Circulations

In this section, we formally show that the edges in an HRG support an oblivious routing with
competitive ratio at most m®®). To do so, we walk through the construction of the ¢; oblivious
routing of [RGH 22| and analyze its competitive ratio in our setting. We will primarily work with
the abstracted hierarchical routing graph H (Definition 4.3) in this section. We first define monotone
paths on the H , which are the (compressed) paths upwards or downwards in the HRG.

Definition 4.8 (Monotone path). We call a path P on H as in Definition /.3 monotonically
increasing (decreasing) if the layer index i of the vertices it visits is strictly increasing (decreasing).

_ We next state a theorem about a suitable notion of ¢ oblivious routings on G represented by
H. These are restricted to route along monotone paths.

Theorem 4.9. Given graph G = (V, E, 1, g) with edge-vertex incidence matriz B and a hierarchical

routing graph H with abstraction H of G the following hold:

1. There is a set of monotonically increasing paths P in H that start at vertices in V1 and end in
Vienra—1, and a matriz Iy ,p € RIPIxIVI mapping each verter in v € V to a distribution of
paths in P starting from its copy in Vi such that all paths with nonzero weight starting from
a vertex v in connected component A of the graph G end at the same vertez r 4.

2. There is a matriz 11, 5 € RIIxIP| mapping paths to their edges.

3. For Yroute ‘= O(HHRG’Y?[RGFYdiam); we have HEI)L_IH 1 < Yroute fOT

1—

P:=Mp,q, ) — O, ;JyvpB’

and L = diag(lgp) where Ig, (v, v,) maps edges (u,v) € E to edges between (u',v") where
u =1y, v () and v =y, v (V') (recall that Ty, v is a bijection).
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We finally define the cycle projection matric P = I — HgHHHp,_,gHVHPBT; where Ilg 5 is

the matriz corresponding to the map Il g .. which sends edges in H to paths in H.

Before we prove Theorem 4.9, we state a corollary that makes the relation to min-ratio circula-
tions explicit.

Corollary 4.10 (HRG circulation). Given a graph G = (V,E,l, g) with edge vertex incidence
matriz B and a HRG H with abstraction H of G we have

< min g A/|LA|;.

T LP
P1 HLPl
min gy e/ I Yroute A:BT A=0

e€|E|

Proof. Setting M = LP and instantiating P as in Theorem 4.9 we obtain

< min gTA/HLAHl

. T =
min P1 HLPl
g E/ ¢ 1 VYroute A:BT A=0

e€|E|

directly by Lemma 2.6 since HI)INJLf1 H . < Yroute by Theorem 4.9. O

1—

Proof of Theorem 4.9.  We finally show that the abstracted routing graph Hof H supports
a VYroute-approximate ¢£1-oblivious routing to prove Theorem 4.9. The proof closely follows section
4 of [RGH'22] with the exception that we merely use their construction to prove the existence
of a supported routing instead of extracting it. We note that the achieved approximation ratio
in [RGH"22] is polylogarithmic while ours is a large subpolynomial factor. This is caused by the
additional overhead for maintaining sparse neighborhood covers dynamically, and that we force our
HRG to have fewer layers so that we can extract m®®) trees out of it later.

We first fix a hierarchical routing graph H of G. To enable our analysis we define similar notation
as [RGH 22| to better interface with their results.

Definition 4.11. Our analysis requires the definition of the following objects.

o Clusters: We let C; := {Ily (g, v (Si N T)|T € F;} denote the set S; T over trees T after
mapping them to G. Recall that by property 6 of Definition 4.2 every ball of radius ’Yih'am/'YHRG
i G is contained in a cluster C € C;.

e Roots: Recall that for every tree T' € F; (corresponding to a cluster C € C;) there is an unique
edge (u,v) € E" with w € T. We call v € Viyq the root of cluster C, and denote it as
ro =wv.

e Fdges and flows: To simplify our notation, we assume an extra clustering Cy such that each
verter v € V1 is the root of its own singleton cluster in Co. The diameter of these clusters is
Dy = 72mm = 1. Then, we let ec,cr be the edge from rc € V; to rcr € Vigq in HS

In the following, we define the set of monotone paths P, for every v € Vi on the abstracted
routing graph H alongside a probability weighting pp for each P € P,. We first define pic(v), which
is proportional to the (weighted) amount of paths in P, that end at r¢ for some cluster C' € C;.

®To disambiguate multi-edges, we take the one using the tree giving rise to cluster C'.
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Definition 4.12. For C € C; wheret=1,...,kgra — 2 we let

p(é) (v) 1= max {O, distg(v,V\C) 1 }

D; 4vHRG
wi(v) = Y pe(v)
CeN;

On the last level kyrg — 1 we choose a cluster Ca4 € Cypype—1 per connected component A of
G that contains all vertices in A. Such a cluster always exists since we choose kyra such that
’ygflﬁc_l > vura - n - L in Definition 4.2. We give vertices v € A weight ngRG_l(v) =1 and set
Wi ypa—1(v) = 1.

Then, every vertex v; € V; at level ¢ that has flow originating from vertex v € V sends a
P (v)/wi(v) fraction of said flow to rc. We show that all such vertices are contained in the cluster
C'. Concretely, this yields the following path set.

Definition 4.13 (Paths and weights). Each flow path P € P, is given by v = 1oy, ey, ---
=r where C; € C;. The weight of P is given by

r
CV“HRG—I

KERG—1 p(cfz (v)

ve= 1Sy

i=1

Remark 4.14. Notice that the choice of p(ngG_l) in Definition /.12 ensures that all paths with
nonzero weight end at the same vertex r = rc, for all vertices in the same connected component A.

Thus we have described the routing projection matrix P = (Mg — Oy H5~HV._>7>)BT
since we gave a mapping from vertices (in V3 which is a copy of V) to distributions of paths and
from paths to edges in H. We first define the flow routed by a unit demand following [RGH™22].

pg) (v) P(Cljl) (v)

wi(v) " wit1(v)

Definition 4.15. We let fc cr(v) :=
a unit demand on v.

be the amount of flow sent along edge ec cr for

We first show that all the edges ec ¢ with nonzero flow fo cr(v) are in H. To do so, we show
that C C C’ in that case.

Lemma 4.16. If fcc/(v) # 0 for some C € C;,C" € Ciyq1 and v € V we have C C C' given
Ydiam > 8’7HRG’~

Proof. For i +1 = kpurg — 1 the claim follows directly. For other i, because fc c/(v) # 0 we have
distg(v, V' \ Cl)/Di_H —1/(4vgrc) >0

we get that
diStg(’U, |4 \ Cl) > Di+1/(47HRG) > 2D;.

where the last inequality follows from Ygiam > 87nrc (see Theorem 4.5). By definition, if pg) (v) #0
then C is a cluster of diameter D; that contains v and is thus contained in C’. O

We then state the main lemma of the analysis of [RGHT22].
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Lemma 4.17 (See Lemma 4.5 in [RGH22|). For every C € C;—1 and C' € C; fori =1,...,kgra—1
we have

|[fe,cr(u) = fe.or(v)] < O(éwedista(u, v)/Di1)

Given Lemma 4.17 a decomposition of the flow into shortest paths yields the following lemma.
Lemma 4.18 (See Corollary 4.5 in [RGH22]). Given Ygiam > 8vure and any demand d € RIVI,
we have that

> o D lfeo @) D;
iE[HHRg—l] CeC;—1,C'eC; veVy
s at most O(HHRG’Y?IRg’Ydmm) times the optimal routing length OPT(d) on G routing demands d.
Given Lemma 4.18, we conclude with a proof of Theorem 4.9.
Proof of Theorem 4.9. We show the properties in Theorem 4.9 one by one.
1. The first property holds by inspecting Definition 4.12 and Definition 4.13.

2. The matrix mapping paths to their edges can be extracted from Definition 4.13 in a straight-
forward fashion.

3. We finally show an upper bound on HI)INJL%H . We have
1—1

9 o 1P,

11 geriElIf]

e 1P,

|ZPz |

S,

© HL g o) — HPHEHVHPBT)]CH
= max 1
FeRIE| H

—
(‘B
~

1+ max
d:dT 1=0 OPT(d)
(f

Dy max D iclnmna—1] 220 _1,crec; 2avew; |fe,or(v)d(v)] - O(ysne - Di)
d:dT1=0 OPT(d)

~

(9) 6
< O(KHRGYHRGYdiam)-

Equation (a) follows from the definition of the norm, and equation (b) follows by substituting f
with Lf = f. Then (c) follows from the definition of P, (d) follows by the triangle inequality
and that for e € E corresponding to €' € (Vi,V1), we have l(e) = lzz(€'), (e) follows by
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routing ciruclation decomposition into monotone cycle circulations
® [
L L o
[ ® ®
e e e e e

Figure 2: A routing circulation (Definition 4.19) depicted in on the left hand side in red. The
thickness of the arrows corresponds to the amount of flow. On the right, we show a lossless decom-
position of this flow into monotone cycles (Definition 4.21). Notice that we incur some loss in the
decomposition in general.

substituting d for BTJN" and realizing that if there was a flow f/ with HL'?/H < HL}H routing
demands d then this one has higher objective value. Inequality (f) follows from the definition
of focr(v) and L. Finally, inequality (g) follows from Lemma 4.18.

O

4.4 Flow Decomposition

Corollary 4.10 ensures that there is an edge e € E such that some circulation in H¢ which consists
of ¢ € (V4,V7) and a distribution over monotone paths has a good competitive ratio. We refer to
such circulations as routing circulations (Definition 4.19). We then describe a way of decomposing
these routing circulations into simple cycles that consist of a monotone increasing path, decreasing
path, and possible edge e. These are more suitable for building a fast query data structure.

Next, we formally define routing circulations on H¢.

Definition 4.19 (Routing circulation). Given an abstracted HRG H¢ = (V, €, i) where e = (u,v)

we call the flow f a routing circulation on He® if
1. the flow f is a circulation, i.e. Blgef =0 and

2. the flow f is composed of flow on the edge e, and a sum of path flows such that each path P
starts at either u or v and is monotonically increasing. Fach path P originating at v carries
some positive amount of flow, and each path originating at u carries some negative amount of
flow (or vice versa). Notice that a positive amount of flow sends flow up the hierarchy, and a
negative amount sends flow down the hierarchy.

Remark 4.20. Notice that f—v’le as in Section 4.3 is a routing circulation on He.

Next we define monotone cycles, which are a crucial object in our algorithm. They are simple
cycles in the abstracted HRG that first go monotonically up, and then down the hierarchy (or vice
versa). They also may contain an extra edge e € (V1,V1).
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before cancellation after cancellation

-

Figure 3: An example of a circulation on monotone paths that yields a non-monotone cycle after
cancellation. Blue edges carry flow down, and red edges carry flow up. It is not possible to
decompose this circulation into monotone cycles without increasing the flow weight. To achieve a
good decomposition, we crucially exploit that the lengths of edges at level i are fyHR(;fyfﬁam, and
thus edges between layers with high indices are much longer.

Definition 4.21 (Monotone cycles). Given a abstracted HRG H¢ = (V, €, lz.) with extra edge
e = (u,v) we define a monotone cycle to be a simple cycle composed of a monotonically increasing

path, monotonically decreasing path, and optionally the edge e.

Next, we show that any routing circulation (Definition 4.19) can be decomposed into cycle flows
on monotone cycles (Definition 4.21) without increasing the weight of the flow by more than a
sub-logarithmic factor. See Figure 2 for an illustration of such a decomposition. The reason that
a lossless decomposition does not exist is because in the oblivious routing, flow that has merged
into a vertex may split further down the line. However, because the lengths in the abstracted HRG
are geometrically increasing upwards, we can intuitively charge a flow that merges and splits to the
highest level where it splits.

Lemma 4.22 (Flow decomposition on abstracted HRG). Given a routing circulation f on an
abstracted HRG H€ with extra edge e = (u,v) there exists a decomposition f = Zle c; for some k
such that:

1. each c¢; is a circulation supported on a single monotone cycle of ﬁe, and
PP
2. Zi:l HLCZ

where L = diag(l.)-

<t 2]

Proof. We iteratively decompose a routing circulation f on He. Throughout, we will let the “mass”
of a circulation or path flow mean the amount on a single edge of the flow. Assume without loss of
generality that there is one unit of flow on edge e from v to u. Because f is a routing circulation
(Definition 4.19), the part of f restricted to H, i.e., without the edge e, can be written as the sum
of flows representing a distribution over monotonically increasing paths from u (which we denote as
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P.), and monotone decreasing paths into v (which we denote as P,). Now we iteratively decompose
the flow into circulations. For each ¢ = kygrg,...,1 we will build a collection of monotone cycle
circulations M; and circulation f; satisfying:

F AT, = f.
e Every edge €’ adjacent to some vertex v’ € Vj for j > i+ 1 has f;(¢/) = 0.

e f, is a routing circulation (Definition 4.19). Let P be the monotone increasing paths from u,
and P! be the monotone decreasing flow paths into v, which only contain vertices in V1,..., V.

* HEszl < ||Ef”1

® > cem; IILellr < 4[| Lfx.
These imply the lemma by the second and the final bullet. The original flow f satisfies these
properties for i = kpgra. Now, given a flow f,, ;| satisfying these properties, we will construct a flow
f; and monotone cycle circulations M;. We first define & := {(«/,v') € Eju’ € Vi, v’ € Vig1} to be
the set of edges in H€ between Vi and Viy1. Let F; be the total absolute value of the flow f,,; on
g’i, ie.,
Fi = Z fir1 (el
e’Egi

While there is some nonzero f,, (€’) for ¢’ € &;, do the following. Let e; have minimal nonzero
|fiy1(e1)]. Without loss of generality, assume that it has positive flow from v; € V; to y in Vii.
Because f;, is a circulation with no flow on edges from V;; to V42 by induction, there must be
positive flow on some ey from y to vo € V;. Because f,,; is a routing circulation by induction (see
bullet 3 above), we know that there is a path from u to vy to y, which we call P, € Pi*! and a
path from y to vy to v, which we call P, € Pi™1. Let p the smallest among |f;,1(e1)], and the mass
of P, or P,. We will peel off a circulation ¢ depending on two cases:

o If P,, P, intersect at x # y, then set ¢ to be the circulation of mass u from z — v; — y —
vy — x. Remove mass p from path P,, and add mass p of path P,[u,z] to f;. Remove mass
w from P,, and add mass u of path P,[x,v] to f;.

o If P,, P, do not intersect other than at y, let ¢ denote p mass of the cycle from v — v —
v1 — Yy — vy — v. Remove p flow from v to u, and g mass from both paths P, and P,.

The process terminates because during each iteration we either set some f;,(e’) = 0, or shorten
some path in Pit or Pit! to under level i.

Let us check the five conditions of the iterative procedure. The first and second condition follow
by construction. For the third condition, define P as the union of: (1) paths P,[u, 2] when paths
P,, P, intersected at x # y, (2) paths remaining in P.*! shortcut to level i. Define P! analogously.
These paths show that f; is a routing circulation by construction.

To check the fourth, note that by setting all flows on &; to 0 in f;,;, we decrease f1-cost
Fir1 (e, ILfiqlll) by FivHRGYiiam- For edges in lower layers, the total weight increase is

F; Zj<z‘7HRG'7cjham < QE‘VHRGVZ@; Also, |f;(e)| < \fz'+1(€)|- So [[Lfilli < [ Lfiall < H‘Lf”l-
The total 'Weight of edges in the cycles ¢ € M; for edges in H is at most 2F; Ejg VHRGY iam <
4F;YHRG Ygiam- Lhe total contribution of edge e is also at most its original flow in f,,;. So

>cem, ILelly < A[Lf ]l < 4| Lf:- O
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Remark 4.23. It is not possible to decompose the flow in a lossless manner and exploiting that the
lengths are geometrically increasing upwards is crucial. This is illustrated in Figure 3.

The flow decomposition in Lemma 4.22 directly translates to a decomposition in the HRG H.

Definition 4.24 (Flow mapping and monotone cycles on H). Given a routing circulation f on the

abstracted HRG H® we let f ye denote the flow mapped via g _, . i.e. for e’ # e we have

Fae(e) = > F(e")

e’st.e’€lly , ,(e)

and f e (e) = f(e). We define the monotone cycle circulations on H® as the set of f e for monotone
cycle circulations f on H€.

We conclude that we can decompose a flow into monotone cycles on a HRG H® given an upper
bound on its weight on H®. This upper bound translates to the decomposition on H* since we chose
edge lengths in the abstracted HRG H as upper bounds of corresponding path lengths in H.

Claim 4.25. For an edge (u,v) € H with u € Vi,v € Viq1, the corresponding path in H has length
at most 3YHRGY gigm.-

Proof. Let the path in H be composed of edges (u, x), a path from x to y in the a tree T' € F;, and
(y,v). By construction of the linking edges &, both (u, ) an (y, v) have length YHRGVY;,p,- We know
that z,y € S; N T by property Item 4 of Definition 4.2, so distr(x,y) < diam(S9; NT) < YHRGY ium-
Combining these gives the desired bound. O

Together with the results from the previous sections, this suffices to show that a monotone cycle
of some H€ is an approximate min-ratio circulation.

Corollary 4.26. Let H be a hierarchical routing graph of G = (V, E,l, g). Then, there exists some
e and monotone cycle circulation ¢ on H® such that
1

T : T
gic/ || Lpcelly, < = min g' A/||LA|,.
ue/ | Lael, Ol e ome) anin / ILA]

Proof. By Corollary 4.10 there exists some routing circulation f on some H¢ such that

- 1
- ) -
11 HL H < min A/||LA
9H H>—>Hf/ f L= Yronte ABT 09 /H H1

Notice that the quantities on both sides of the inequality are negative without loss of generality.
Then, we have

k
> QIT{HE(HHCZ‘ anf
S 7}

by Lemma 4.22. We then use the standard averaging inequality

T k
‘n LN < > i1 95Ci
k] | Luell; — SF | Lyel,
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Finally, we let j be a minimizer of the left-hand side of the previous inequality, and define ¢’ =

HﬁHch. We then have

gyc lmin QIIHﬁHH(ci)
ILuc'|l, ~ 3ickl || Luell,
by Definition 4.2 and Definition 4.3 since the lengths on H are upper bounds for the lengths of the
embedded paths in H up to a factor of 3 by Claim 4.25. This concludes the proof of this corollary
since ¢’ is a monotone cycle circulation on H®¢ by Definition 4.24. O

Recall that the HRG H flatly embeds into G. Thus, the monotone cycle circulation ¢ on H is
also a circulation in G via the edge map Iy )y (q)-

4.5 Tree Decomposition and Maintenance

In this section, we show that a hierarchical routing graph H of a graph G = (V, E,l, g) can be
decomposed into a collection of m®") many subtrees 7 of H and an easy-to-maintain set of off-tree
edges such that every monotone cycle on a graph H€ for every edge e € F is represented by a tree
cycle for some off-tree edge €’ in some tree T' € T. Together with the previous section, this reduces
the query to solving the problem on tree cycles.

Definition 4.27 (Hierarchical routing tree). We call graph T a hierarchical routing tree (HRT) if
it is a hierarchical routing graph (Definition 4.2) and additionally every vertex in V; is adjacent to a
single vertex in Fy, i.e., the out-degree (property 5 in Definition J.2) is upper bounded by 1 instead
of YHRG-

We first define the sets of off-tree edges.

Definition 4.28. Given a hierarchical routing graph H of a graph G = (V, E,l, g) we define the
sets of off-tree edges Egrapn and Epair as follows:

o Egraph contains the images of edges e € G into (V1, V1), i.e.,
Egraph = {(Ilv 13 (v), v v, (v)) « (u,0) = e € E(G)}.
The gradients and lengths are the same as in G.

e For all v € V;, and all pairs (v,u1), (v,u2) of out-edges of v with ui,us € F;, add the edge
e = (u1,u2) to Epair. Define l(€) = 2YHRGY i0m 01d g(e) = 0.

Recall that there are two types of monotone cycles in H¢: those containing e, and those consisting
only of edges in H. The former are naturally tree cycles in some tree induced by edges in Egpapn-
Similarly, the edges in Fp,; are used to turn cycles consisting only of edges in H into tree cycles.
Note that even after adding these edges to a HRG H, the result is still flat over G. This is because the
Egraph clearly respect flatness, and by out-edge consistency (property 4 of Definition 4.2), we know
that for a paired edge (u1,u2) € Epair coming from v, that Iy gy () (u1) = Wy my—ve)(u2) =
My (- v () (v)-

We observe that the total number of edges in Egrapn and Ep,i, is almost linear in the number of

edges of G.

Lemma 4.29. The number of edges | Egrapn| + |Epair| < |E| + £arcY IR0V -
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Hierarchical routing graph + Egeph Hierarchical routing tree + Egraph + Epair

Figure 4: This figure displays a abstracted HRG H with extra edges Egraph, and one of its sub-trees.
The red edges Epair are generated by out-pairs in H. We generate a set of trees such that every
monotone cycle is a tree cycle formed by some tree and an off-tree edge in Epair or Egraph.

Proof. We have |Egrapn| = |E|. A vertex v € V; has outdegree at most ygrg by property 5 of
Definition 4.2, so it contributes at most VIQ{RG paired edges. The bound follows because the total
number of vertices in Vi,..., Viyre 1S NEHRG- O

In the next lemma, we show that we can construct a collection of at most m°®) hierarchical
routing trees that are subgraphs of a hierarchical routing graph H so that every monotone cycle
corresponds to a tree cycle formed by some tree and off-tree edge from either Egrapn or Epair.

We first describe a randomized procedure for generating such trees. Our deterministic con-
struction will derandomize this approach in a standard way. Given a hierarchical routing graph H,
consider sampling a random edge between v € V; and u € F; for every vertex v € V; and every
1. This yields a hierarchical routing tree 1" formed by dropping all edges from H that were not
sampled. For simplicity, consider a monotone cycle that includes an edge e € E. Then, for every
vertex v € V) that is part of the cycle, we have a chance of at least 1/yprg to choose the correct
edge to F;. Since the cycle contains at most 2kgrg such vertices, the probability of preserving
the min-circulation in the sampled tree T is at least 1/ 'Y%I’E{(l;(}- Therefore, we expect to find a tree
containing the cycle after sampling roughly 712{'}{{(1;(; trees. To make this process deterministic, we
exploit that the choices of the vertices at level V; can be highly correlated and then enumerate over
all choices.

We define the collection of routing trees. To do so we associate an identifier consisting of
log, |Vi| = log, |V| bits to each vertex v € V;.

Definition 4.30. Given a hierarchical routing graph H of G = (V,E,l,g), we define the tree
collection T to consist of a hierarchical routing tree Ty, 4 p for every triple (p,a, b) € [logy |V|]*HRG x
(YHRG]"MEC X [YHRG)"HESG. We now describe the construction of Tp qp. The vertex v € V; chooses
its edge to F; as follows. If the p(i)-th bit of the identifier of v is 1, then it chooses the a(i)-th
edge between v and F; for some arbitrary but consistent ordering of the edges. If on the other hand
the p(i)-th bit is 0, it chooses the b(i)-th edge between v and F;. Whenever the b(i)-th or a(i)-th
edge does not exist, substitute the missing one with an arbitrary edge to maintain connectivity. This
concludes the description of the trees Ty o and thus the set T.

We show that a hierarchical routing graph can be decomposed into a small set of trees such that
each routing cycle is a tree cycle for one of the trees.

35



Lemma 4.31 (HRG decomposition). Given a hierarchical routing graph H of G = (V,E, 1, g) its
off-tree edges Egrapn and Ep.ir (see Definition 4.28) and the set T of tree sub-graphs of H (see
Definition 4.30), for every monotone cycle circulation ¢ on H® for some edge e € E there exists an
edge in € € Egraph U Epair 50 that ¢ = 3 - 17, for some T €T and B € R.

Proof. Let ¢ be a monotone cycle circulation in the abstracted HRG, with corresponding monotone
cycle circulation cye in H¢. Note that a circulation on a cycle has the same amount of flow on each
edge. We distinguish two similar but distinct cases.

1. Case 1: The cycle contains an off-HRG edge e = (u,v). Decompose ¢ into two paths of some
length k, plus edge e. Say that it contains vertices u = uy,uo,...,u; and v = v1,v9,..., Vg
where u;, v; € V; and ug = v. Thus, epe is a tree cycle of a tree T C H (as in Definition 4.30)
if the out-edge of u; in T" goes to a connected component in F; with an in-edge to u;4+1 (and
the analogous statement for v;,v;41), for all ¢ = 1,...,k — 1. We construct a tuple (p,a,b)
so that T} 4 satisfies this. Since u; # v;, let p(i) be so that the p(i)-th bit of u; and v;
differ, for : = 1,...,k — 1. Say the p(i)-th bit of u; is 1 and v; is 0. Then, let a(i) be the
identifier of the out-edge of u; to the connected component with an in-edge to w; 1, and b(7)
be the identifier of the out-edge of v; to the connected component with an in-edge to v;41 for
i=1,...,k—1. If the p(i)-th bit of u; is 0 and v; is 1, reverse this. Evidently, this gives a
tree Tp a5 (With off-tree edge e) containing cge. This concludes the first case.

2. Case 2: the cycle is internal to H. If the cycle is instead an internal monotone cycle of H we
consider the unique vertex v € V; at the lowest level ¢ on the cycle. This vertex has two
adjacent edges (uj,v) and (v,ug) on the cycle. There is an off-tree edge between u; and ug
in Epair. Then the rest of the argument is analogous to the first case.

O

Next, we show that given our algorithm that maintains a hierarchical routing graph H, there is
an efficient algorithm that maintains the sets 7.

Lemma 4.32 (Tree maintenance). Given a dynamic HRG H of a dynamic graph G = (V, E, 1, g)
with polynomially-bounded lengths in [1, L] and off HRG edges Egrqpn, there is a data structure that
supports a polynomially bounded number of updates of the following type:

e INSERTEDGE(e)/ DELETEEDGE (€): inserts/deletes edge e to/from H after each update to
G such that H remains a hierarchical routing of the dynamic graph G.

e INSERTOFFEDGE(e)/ DELETEOFFEDGE(e): adds/removes edge e to/from Egpapp

Under these updates, the data structure maintains a collection of rooted trees T and a set of auxiliary
edges Eoff = EgraphUEpair as in Definition 4.28. Each tree T € T is flat over G, explicitly represented
by map Iy (7)v(q)- Furthermore

g;c 1

. ' .
min in < min g A/|LA 3
reT Ce{lTO[e]’ilTO[ﬁ]} ”LTCH1 O(HHRG’Yroute) A:BT A=0 / ” Hl ! ( )

O(log®/%tm) 1y g KHRG = logl/ 84 m. The algorithm is deterministic, can be initialized

O(log®3/8* mloglog m)

Jor Yroute = €

in time O(M%Yiree) fOT Viree = € and processes updates in amortized time Yiree-
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O(log*'/*2 mlog log m) O(log®/34 m) 1/84

Proof. We will set yyurg = € ; Ydiam = € , Kgrc = log m, and first
invoke the data structure of Theorem 4.5. With this setup, we first show that the sets Egrapn and
Epair can be maintained efficiently. Indeed, every update to G leads to exactly one update of Egrapn,
and every update to H causes updates to Ep,i if it affects an edge in E". In that case, it causes
~yura changes. Therefore, the amortized update time for maintaining the sets Egapn and Epgie is

O(YHRG * KHRG) =
Then we consider the set of trees 7, which are defined by Definition 4.30. Recall that T is a
subgraph of H, so we can directly decide which updates in H to propagate to T. This also implies
that T is flat over G. (3) follows from the fact that 7 captures all monotone cycles (Lemma 4.31),
and the quality of the best monotone cycle (Corollary 4.26).
The runtime is given by O(|T|vHRG * KHRG) < Viree, because |T| = O(y&r logm)~HRG. The
lemma follows. O

60(103;41/42 mlog log m)

Proof of Theorem 5.5. The theorem follows from Theorem 4.5, Lemma 4.32 and Corollary 4.10. We
use Theorem 4.5 to maintain a HRG of G and Lemma 4.32 to maintain a collection of 7o flat
rooted trees 7. For each tree in the collection T' € T and its set of off-tree edges E,;, we use the
given min-ratio tree cycle data structure (definition 3.2) to maintain a flat forest ' and approximate
tree cycle represented as paths on F. Because each T and E,g are flat in GG, F is also flat on G.
Therefore, our min-ratio cycle data structure maintains the flat forest F'& as a disjoint union (on
disjoint vertex sets) of flat forests given by each of the 7ice tree cycle data structures. O

5 Portal Routed Graphs and Min-Ratio Tree Cycles

In this section, we build dynamic min-ratio tree cycle data structures by reducing to a min-ratio
cycle problem on a substantially smaller graph.

Theorem 3.4 (Reducing dynamic min-ratio tree cycle to smaller min-ratio cycle). Consider an
a-approzimate dynamic min-ratio cycle data structure DMRC (Definition 3.1) that, on any dynamic
graph H with at most m edges, satisfies:

o [t takes Tinit(m)-time to initialize.

o Each update takes Typa(m)-amortized time.

o The flat forest I H it maintains has vertex congestion Yycong-

e The output cycles c are represented by Yeycle tree paths on FH and off-tree edges.

Then, for any size reduction parameter k, there is a (& - Yspanner)-approzimate dynamic min-ratio

tree cycle data structure DTC (Definition 3.2), where Yspanner = cO(log?*/?  mloglogm) ;¢ 4h parameter

given in. Theorem 5.13, that, on any dynamic graph G with at most m total tree and non-tree edges,
achieves

® MYspanner + Linit (Yspanner - M/ k) initialization time.

Tini spanner” k . .
® Yspanner - <k2”yvcong + %m/) + Thupd (Vspanner - M/ k)) amortized update time.

o the flat embedding forest FC it maintains has vertex congestion at most 2%Yvcong -

37



‘ : portals '
—p : off-tree edges :
—> : portal routed edges
====>:portal routing
a

Figure 5: This example contains a tree, two off-tree edges (u,v) and (s,t), and a branch-free set of
five portals. The right-hand side shows the portal routed graph. The edge (u,v) is moved to (a,b)
and the edge (s,t) is moved to a self-loop (¢, ).

o the output cycles are represented by at most max{cycle, Yspanner } tree paths on F G and non-tree
edges.

The data structure for Theorem 3.4 is presented in Algorithm 2. On a high-level, we construct
and maintain a vertex sparsifier for the approximate min-ratio tree cycle problem. In particular,
given any size reduction parameter k, we maintain a smaller graph P on roughly m/k vertices and
reduce the problem of finding an approximate min-ratio cycle on P. In the dynamic setting, we
show that P can be maintained dynamically with roughly k% update time, but much lower recourse.
Because P could still contain m edges, we maintain an edge sparsifier with respect to distances, i.e.
a spanner, G of P containing roughly m/k edges. Then, we recursively use DMRC t6 maintain an
approximate min-ratio cycle on GG, which is transformed into an approximate min-ratio tree cycle
on G.

The construction of the vertex sparsifier first identifies a set of m/k vertices, called portals, and
moves every off-tree edge onto the portals. This results in a graph G’ containing a tree and off-tree
edges between m/k portals. The min-ratio tree cycle is preserved in G’. Then, one can replace
every maximal path containing degree-2 vertices with an edge and repeatedly eliminate degree-1
vertices. The process ends with P, a graph on the set of portals and some additional Steiner nodes,
which preserves every cycle of G’ as well as the min-ratio tree cycle of G.

5.1 Portal Routing and Portal Routed Graphs

For a cleaner presentation, we force the set of portals to contain all the Steiner nodes, i.e., the set
of portals is branch-free on the tree.

Definition 5.1 (Branch-free set). Given a tree/forest T, a set R C V(T') is Branch-free if for any
u & R, the number of vertices v € R such that T[u,v] containing no other vertexr in R is at most 2.

To define how we move the off-tree edges, we first define the portal routing of each off-tree edge
e by short-cutting the tree cycle Tis[e] at the given set of portals. See Figure 5 for an illustration of
portal routing.
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Definition 5.2 (Portal routing). Given a tree/forest T = (V, Er), a branch-free set of portals
P CV, and a set of off-tree edges Eog, we define the portal routing P(e) for each off-tree edge
e = (u,v) as follows:

Pe) Ts[e] if there are less than 2 portals on the path Tle]
e) =
Tla,u]l ®e®T[v,b] otherwise

where a and b are the first and the last portal on the tree path Tlu,v]. We also define e” def (a,b) if
there are at least two portals on the path Te].

Now, we are ready to define the portal routed graph P, our notion of a vertex sparsifier for the
min-ratio cycle problem. We move each off-tree edge e to the closest portals that short-cut its tree
cycle Tis[e]. Then, we replace each tree path between two portals T[py, p2] with an edge (p1, p2). This
naturally defines an embedding from P into G. The edge lengths and gradients on P are defined
according to the embedding so that cycles in G are preserved in P. See Figure 5 for an illustration
of portal routed graphs.

Definition 5.3 (Portal routed graph and embeddings). Given a graph G = (V, E) which contains
a tree/forest T = (V, Er) and a set of off-tree edges E,g, a branch-free set of portals P C V', and
edge lengths 1 and gradients g, we define the Portal routed graph P(G,T, P) as a graph with vertex
set P and an embedding 11 into G. It contains the following two types of edges:

o Tree-path edges: For each pair of portals pi,p2 € P such that T|p1,p2] contains no other
portals, we add an edge €F = (p1,p2) to P(G, T, P) with length 17 (eF) def U(T[p1,p2]) and
gradient g¥ (eF) 0. We embed the edge into G using the tree path, i.e., II(eP) def T'[p1,p2).

e Portal routed edges: For each off-tree edge e € E.g such that e? is well-defined, we add an

edge € to P(G, T, P) with length 17 (eF) o 1(P(e)) and gradient g* (e”) o (g, 17, We

EPe).

embed the edge into G using the portal routing, i.e., TI(eF)

When the graph G, tree/forest T, and the portal set P are clear from the context, we denote
P(G,T,P) by P for a clean presentation.

Remark 5.4. In our usage, we maintain P as an incremental set and never change the gradient
of any existing edge in P, even if the tree T is changed. All tree-path edges have gradient zero. For
a portal routed edge, its gradient g7 (e¥) is defined w.r.t. the initial tree T,

The following lemma argues that all tree cycles containing at least one portal are preserved in
‘P. Later in our min-ratio tree cycle data structure, we handle the tree cycles touching no portals
separately.

Lemma 5.5 (P preserves min-ratio tree cycles). Under the setting of Definition 5.3, for any off-tree
edge e € Eqp such that e? is in P and is not a self-loop and any sign s € {£1}, there is a cycle c”
mn P s.t.

<gP7 CP> <g7H77'—>G(CP)> <g’1TO[e}>

1LP P, ~ IEpoe(cP)l, — ° U(Tale)
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Original graph Portal routed graph Lifted flat forest

Figure 6: The original graph has two portals b and f and one off-tree edge (a, g). If the forest in
the portal routed graph contains a single portal routed edge, it is lifted back to G with the edge
(a,g) added. If it contains a single tree-path edge, it is lifted to G with the edge (b, ¢) added.

Proof. Fix the off-tree edge e = (u,v) € Eog and consider the tree cycle Tisle]. Let p1,pa,...,pr be
the portals along the tree path T'[u,v]. One can decompose T;s[e] as follows:

Tsle] = Tlp1,p2] © - - & Tlpr—1,pr] © (T[pr, v] © rev(e) © T'[u, p1])

Notice that each T'[p;, pi+1] corresponds to a tree-path edge (p;,pi+1) in P and the part in the
parenthesis corresponds to the portal-routed edge e” = (p1, pk) in reverse direction. Therefore, we
can define the cycle ¢ to be
P def P
c” = (p1,p2) ® -+ D (pr—1,px) Drev(e”)
We know that the cycle embeds into G as Tis[e], i.e., IIp_,q(c?) = Tis[e] and the lemma follows
from the definition of edge gradients and lengths in the portal routed graph (Definition 5.3). O

In our data structure for proving Theorem 3.4, we use the given min-ratio cycle data structure
DMRC on P in a black-box manner. DMEC additionally maintains a forest F' that flatly embeds
into P and outputs cycles as several off-tree edges and paths on F. In order to bring the cycle back
to G, we first need to transform F' into a forest F'C that flatly embeds into G. Then, we can bring
the cycle output by DMEC back to G as some off-tree edges and paths on F&. See Figure 6 for an
illustration.

Definition 5.6 (Lift a forest from P). Under the setting of Definition 5.3, given a forest F and
Iy (pysp that are a flat embedding of P, we define its lift in G, denoted by FC, as follows:

e Dangling subtrees: For every vertex u € V (F) that maps to a portal p, we add u in FC as well
as a copy of T, dangling down u. T, is the maximal sub-tree in T' containing only one portal
which is p. We denote the copy by T,.

e Lifting tree-path edges: For every edge ef' = (u,v) in F that maps to a tree-path edge (p1,p2) in

P, we add an edge (u,a) to F¢ where a is in T,, the subtree dangling under v, that corresponds
to the vertex incident to py in the tree-path T'[p1, pa).
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e Lifting portal routed edges: For every edge e!” = (u,v) in F that maps to a portal routed edge

eP = (p1,p2), we add to FE an edge (a,b) where a € T, and b € T, correspond to the endpoints
of the pre-image of € respectively.

The mapping 11y, (pcy. v is defined accordingly.

We show that bringing F to FC increases the vertex congestion by a factor of 2. The constant
factor blow-up is acceptable as the number of portals is a much smaller portion of V(G) if we set
the reduction parameter k = w(1).

Lemma 5.7 (Vertex congestion of F&). Under the setting of Definition 5.6, FC is a forest and a
flat embedding of G w.r.t. Wy (pay,y. If every portal in P had vertex congestion ~y from F to G,the
mapping from FC to G has vertex congestion 2.

Proof. To see that FC is a forest, one can contract each dangling subtree of F¢ onto its portal
vertex. The result is exactly F, which is a forest. Therefore, F¢ must be a forest.

Next, we argue about the vertex congestion of F'C. For any non-portal vertex v and portal vertex
p, v appears in T}, if T'[v, p] contains no other portal vertices. For v, this can only hold for at most
two portals p1, po due to the branch-free-ness of the portal set. Because each portal appears at most
~ times in F' and FC, u appears in F“ at most 27 times, 7 for each portals. O

After bringing the forest F' maintained by DMRC back to G as F, we can bring back the cycle
: G
using ™.

Lemma 5.8 (Lift a cycle from P). Consider a graph G = (V, E) with edge lengths | and gradients

g, a tree/forest T, a branch-free set of portals P C V', and a portal routed graph P of P(G,T,P).
Guven a forest F' and ly gy, p which are a lift of P, and a cycle ¢ on P which can be represented
as 7y tree paths on F' and 7y off-tree edges, the cycle Ilp_c(¢) can be represented as =y tree paths on
FC and ~ off-tree edges.

In addition, we have (g, ¢) = (g,Ip_q(c)) and | Llp_g(c)|| < | L ¢|:.

Proof. We can write ¢ as

¢ = Fp1,p2] ® (p2,p3) ® Fp3,pa] @ ... ® Flpay—1,02] ® (D2, 01)

By Definition 5.6, IIp,,q maps each F[p;, p;41] part to FC[p;, pis1]. Hposc maps each (p;, pi1) to
Tpi,u] ® e ® T[v,piy1] where (p;, piy1) is the portal routed edge of e = (u,v) € G.

(g”,¢) = {g,TIp_,c(c)) comes from how we define g7 and the fact that IIp,_,g(c) remains a
circulation. ||LIlp_q(e)|| < ||L”¢|; comes from triangle inequality and how we define I”. The
lemma follows. O

5.2 Dynamic Portal Routed Graphs

Using these definitions and properties, we are ready to state the lemma for the dynamic portal
routed graph data structure.

Lemma 5.9 (Dynamic portal routed graphs). Given a size reduction parameter k, a dynamic
tree/forest T = (V, Ep) with a set of off-tree edges Eog, edge lengths 1 and gradients g, there is a
data structure that supports up to O(m/k) number of updates of the following type:
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e INSERTTREEEDGE(e)/ DELETETREEEDGE(e): adds/removes edge e to/from T.

e INSERTOFFTREEEDGE(e)/ DELETEOFFTREEEDGE(e): adds/removes edge e to/from Eog.
e INSERTVERTEX(u): adds a new isolated vertex u to V.

e ADDPORTAL(u): adds u as a new portal vertex.

In the beginning, the data structure initializes a set of portals P of size O(m/k) and a portal routed
graph P(G = (V, Ep U Eog), T, P). After each update, the data structure adds at most 4 new portals
and updates the portal routed graph P with O(1) updates of the following type:

e INSERTEDGE(e)/ DELETEEDGE(e): adds/removes edge e to/from P.

e INSERTVERTEX(v, E,): adds to P a set of edges E, incident to v and adds v if it is new to
P.

e SPLITANDMERGE(u, v, Emove): Emove 15 a subset of edges incident to either u or v. This
update adds a new vertexr w to P and moves Eppe to w, i.e., re-mapping endpoints of edges
i Emove from either u or v to w. When u = v, this update simply splits the vertex u.

Furthermore, suppose there is an algorithm A that explicitly maintains a forest F' and Uy gy, p that
are flat in P with mazimum vertex congestion Yycong, i-¢€., A outpuls changes to F' and ly gy, p
after each update to P. The data structure maintains FC and Iy (peysy (Definition 5.6). In
particular, each edge update to F' can be handled in m°® -time and causes one edge update to FC.
Each vertex insertion/deletion to F can be handled in m®Y-time as well.

The data structure takes m*t°M) _time to initialize and k - Yvcong * m°M -time to handle each
update.

The data structure implementing Lemma 5.9 is presented as Algorithm 1. The key idea is that
edge updates between portals can be directly passed to P. We therefore first add u and v to P
whenever edge e gets updated, and it suffices to implement the ADDPORTAL operation efficiently.
At initialization, the data structure first computes the set of portals P that decomposes the tree
into roughly m/k pieces, each having k incident off-tree edges.

Adding a new portal only affects the portal routing of at most k& off-tree edges and performs
a split-and-merge operation on two vertices in P. We also adds 7ycong copies of subtrees dangling
under the new portals to FC, the flat forest in G. Therefore, explicitly writing down the updates to
P takes only O(k)-time.

In this data structure, we use the tree decomposition tool from [ST03, ST04], which decomposes
the tree into roughly m/k edge-disjoint pieces and each piece is adjacent to roughly k off-tree edges.
This is a simple depth-first-search procedure over the tree and we formalized it as follows:

Lemma 5.10 (Tree decomposition, [ST04, Theorem 10.3]). There is a deterministic linear-time
algorithm that on a graph G = (V, E), a rooted spanning tree T, and a reduction parameter k,
outputs a decomposition W of T into edge-disjoint sub-trees such that:

1. [W| = O(m/k).

2. R aw C V, defined as the subset of vertices appear in multiple components, is branch-free.
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Algorithm 1: Dynamically maintain a portal routed graph P(G,T, P).

1 global variables
2 Tt The forest given initially.
3 P: the set of portals.
4 P: the portal routed graph
5 A: the forest maintenance algorithm in P.
6 F': the flat forest in P maintained by a given algorithm .A.
7 FG: the flat forest in G
8 procedure INITIALIZE(T, E.g, 1, g, k, Yvcong)
o | Tt T
10 W < TREEDECOMPOSE(G, T, k)
11 P« ow
12 | P« P(G,T,P)
13 for p € P do
14 Let T, be the dangling subtree of p w.r.t. T,
15 Add 7ycong copies of dangling sub-trees {T}, 1, . . ., Tpyyeong } t0 FC.
16 Initialize F using A and add the corresponding edges to F€.
17 procedure ADDPORTAL(u)
18 if adding u as a new portal makes P not branch-free w.r.t. T then
19 Let u™ be the vertex such that P U {u,u"} is branch-free.
20 ADDPORTAL(u™)
21 Let E, be the set of off-tree edges whose portal routing passes through w.
22 if u lies between two portals p1 and ps in T then
23 Update all yycong copies of dangling subtrees of T}, and T},
24 P.SPLITANDMERGE(p1, p2, By, N (Np(p1) U Np(p2)))
25 else
26 Let p be the portal closest to u.
27 Update all yycong copies of dangling subtrees of 7T},
28 P.SPLITANDMERGE(p, p, By, N Np(p))
29 Update lengths and gradients for edges in F,,.
30 P+ PU{u}
31 P.INSERTVERTEX (u, E,,)
32 Add 7yeong copies of dangling sub-trees {Tu,1, - - -, Tuyveong } 10 F G,

w
w

procedure UPDATE(U)

34 for u e V(U) do
35 ADDPORTAL(u)
36 Pass the update to P.

94
S

procedure FORESTUPDATEEDGE(e = (u,v))

Let ¢ and j be the indices of the copies of u and v where the forest edge update happens
in F.

39 Update the corresponding edge between T3, ; and T;, ; in F¢

w
@

3. For every component C CV of W, the number of edges adjacent to non-boundary vertices of
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C is at most 40k.

In our implementation, we use the following claims regarding maintaining branch-free sets on
a tree. The first claim shows that after adding a vertex to a branch-free set, we can maintain
its branch-freeness by adding at most one additional vertex, which can be found efficiently using
dynamic tree data structures.

Claim 5.11. Given a tree/forest T and a branch-free set of vertices P C V(T'), for every vertex
u € V(T), one can make P U {u} branch-free by adding at most one additional vertex ut € V(T)
to P.

Proof. Imagine we root T at u. Then, we choose u™ as the vertex farthest from u that has two
children, each having a descendent in P. There can only be at most one such vertex v, as otherwise,
P was not branch-free in the first place. O

The second claim shows that, if the portal set remains branch-free after adding a new portal,
the portal routed graph undergoes a SPLITANDMERGE update as described in Lemma 5.9.

Claim 5.12. Under the setting of Definition 5.3, given some vertex u such that P U {u} remains
branch-free, P(G,T, PU{u}) can be obtained from P(G,T, P) with one SPLITANDMERGE operation
followed by decreasing lengths of some edges incident to the u in P(G,T, P U{u}) and at most two
edge insertions and one deletion. The total number of affected edges whose length we decrease is

o(k).

Proof. According to the definition of portal routed graphs (Definition 5.3), there are two types of
(possibly affected) edges in P.

o Affected tree-path edges: If u appears in between two portals pi,pe in T such that T[p;, po]
contains no other portals, we remove (p1,p2) and add two tree-path edges (p1,u) and (u, p2)
to P. This causes one edge deletions and two edge insertions.

o Affected portal routed edges: Let C be the component of W, the decomposition of 7" induced
by P, that contains u. One can observe every off-tree edge e whose portal routing P(e) touches
u is incident to some vertex in C. The number of such edges is O(k) by the description of the
initialization of the portal set P and Lemma 5.10. Because P is branch-free, C' has at most
two boundary portals. Every portal routed edge incident to w in P(G,T, P U {u}) was either
incident to one of 0C or not well-defined. Therefore, one can obtain the new portal routed
graph with a SPLITANDMERGE operation from 9C' followed by inserting new edges/decreasing
edge lengths around u.

O

Proof of Lemma 5.9. The correctness follows from Claim 5.11 and Claim 5.12.

We next analyze the runtime. Each update is handled in k:'yvcongmo(l)—time because, by Claim 5.12,
the number of affected tree-path and portal routed edges are O(1) and O(k) respectively. In ad-
dition, we add Yycong dangling subtrees for each new portal. Each dangling subtree has size O(k).
The bound on the update time follows.

The maintenance of F¢ follows from Definition 5.6. In particular, whenever inserting/deleting
an edge into/from F, we insert /delete the corresponding edge that lives in F&. The vertex congestion
bound follows from Lemma 5.7. O
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5.3 Sparsified Portal Routed Graphs via Dynamic Low-Recourse Spanners

The other ingredient for the data structure of Theorem 3.4 is a dynamic spanner with low-recourse.
We use the dynamic spanner to maintain a sparsifier G of the portal routed graph G so that we run
the given min-ratio cycle data structure DMEC on an instance of size roughly 1/k smaller. In addi-
tion, we want the sparsifier to handle updates to P such as SPLITANDMERGE and INSERTVERTEX
while keeping the recourse small. Naively treating these two operations as edge updates results in
roughly k changes to G and an update cost Q(kT, upd(m/k)) where T4 is the amortized update time
of DMRC Here we present a new dynamic spanner that handles both operations with low recourse
and maintains an explicit embedding back to P. See Section 7 for more discussion and technical
details.

Theorem 5.13. Given an m-edge n-vertex input graph G = (V, E,l) with lengths in [1,L], a
degree threshold A such that G initially has mazimum degree at most A, there is a data structure
DYNAMICSPANNER that supports a polynomially-bounded number of updates of the following type:

e INSERTEDGE(e): adds edge e to G, with the guarantee that deg™*" (v) < A in the graph G
where degaster 15 defined as the degree in G ignoring the deletions/splits.

e DELETEEDGE(e): removes edge e from G

° SPLITVERTEX(’U,Emm,e,Ecmssmg): we assume that E,ove 18 a set of edges incident to vertex
v, and Ecrossing s a set of self-loops incident to v such that Epope N Ecrossing = 0.

The operation splits the vertex v € V into vertex v and a new vertex v'. It then moves all edges
in Epove to V' by re-mapping all their endpoints from v to v'. Finally, it re-maps all edges in
Erossing such that thereafter each such self-loop at v is mapped to an edge of the same length
between v and v'. Returns a pointer to the new vertex v'.

e INSERTVERTEX(v, Einc): Adds a vertex v to the graph G along with Ei,. a set of edges that
s incident on v.

O(log2%/2! m log log m)

For Yspanner = € , the algorithm maintains a subgraph H C G and a graph embed-

ding g g such that
1. at any time, for every u,v € V, distg(u,v) < disty(u, v) < Yspanner - distg(u,v), and

2. at any time, H consists of at most 5(n’ log L) edges where n' is the number of vertices in the
final graph G, and

3. the total recourse of H, i.e., the total number of insertions/deletions and isolated vertex in-
sertions to H, over a sequence of q invocations of operations DELETEEDGE, SPLITVERTEX,
INSERTVERTEX and an arbitrary number of (legal) invocations of INSERTEDGE is at most
’Yspanner(n/ + ZI\) log L:

4. every edge e = (u,v) € E(G) is mapped to a uv-path g, p(e) consisting of at most Yspanner
many edges and ensures that at any time econg(Ilgsm) < Yspanner - Alog L. The number of
embedding paths changed over a sequence of q updates to G is at most Yspanner - A - qlog L.

The algorithm maintains H and g g explicitly, is initialized in time O(m) and thereafter processes
each update in amortized time A - Yspanner 10g L.
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When using Theorem 5.13 to maintain a sparsifier G of the portal routed graph P, the min-ratio
cycle in P could disappear from G. In this case, we show that one of the spanner cycles, the cycle
consists of an edge e € P and its embedding path II, Hé(e), has a comparable ratio.

Lemma 5.14 (Min-ratio cycle given spanner). Given a graph G = (V, E) with edge lengths 1 and
gradients g, consider the spanner H C G and g, g maintained by Theorem 5.13. Let ¢ be an a-
approzimate min-ratio cycle in H and ¢ be the min-ratio cycle of the form eEBrev(Hg._)H( ),e€G
(also denoted as H|e], the spanner cycle of e). We have

min{ (g, c™) (g,c") } _ 1 (g, A)

min
| LeH || [[Lef|l, ]~ 3o Yopanner BT a=o |[LA|),

That is, either ¢ or ¢ is a (3a¥spanner ) -approzimate min-ratio cycle in G.

Proof. Let A* € RF be the min-ratio cycle on G. We first construct A* as a circulation on H by
canceling out non-spanner edges. That is, consider

* def Z A* 1H
e€E\H
Observe that A% is supported on H because each non-spanner edge e € G\ H appears only in one
spanner cycle, which is exactly H[e]. Furthermore, we can bound the length of A% using triangle
inequality as follows:
ILAG < 12A%+ Y (AL [ L],
e€E\H
<J2A 4 S 1A Hepanmer - e
e€E\H
< 278panner : HLA*Hl

where we use the fact that the length of Hle] is at most Yspannerle-
Rearrangement yields that

A" =A%+ Y Allyand
e€FE\H

(g,A%) = (g, A}) + > AXg 1gp)
ecE
Using the bound on the length of A%, we have
||LA7‘I||1 + Z ’AZ‘ HLlH[e]Hl < 378panner : HLA*Hl
e€E\H
An averaging argument yields that
) (g, Ay) . (9, 1) (9, A%) + D e A(g, L)
min min { ——— < " "
ILAZ [, eec\i | || L1 [LAL + Xcep\u AL HLlH[e]Hl
<1 g A* )
3'Yspanner ||LA ||1

That is, either the min-ratio cycle in H or the best spanner cycle is a (37spanner)-approximate
min-ratio cycle in G. The lemma follows when considering any a-approximate solution in H. O

il
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Now, we are ready to prove Theorem 3.4 using the dynamic portal routed graph (Lemma 5.9)
and the dynamic spanner (Theorem 5.13). We first initialize and maintain a portal routed graph P
using Lemma 5.9. Since the data structure can only deal with O(m/k) updates, we rebuild the whole
data structure after every m/k updates. Then, we use Theorem 5.13 to maintain G , a spanner of P.
The given min-ratio cycle data structure DMEC is then used to maintain a-approximate min-ratio
cycles on G. The cycle maintained by DMRC is mapped back to G as discussed in Lemma 5.8.

When maintaining G using the dynamic spanner, notice that P undergoes the SPLITANDMERGE
operation, which is not supported in Theorem 5.13. However, we can mimic the operation with two
vertex splits and map the two new vertices into the same one.

Unfortunately, the portal routed graph might have max degree as large as Q(m) and it might
lead to efficiency issues when using Theorem 5.13, whose update time depends on the max degree.
To deal with the issue, we instead maintain a spanner H on an auxiliary graph P*"* which is flat
in P and is obtained from P by split large degree vertices in the first place. We split those vertices
in a way aligning with the decomposition of T" using the portal set P so that adding a new portal
only affects O(1) vertices in P*".

Definition 5.15 (Auxiliary portal routed graph P*™¥). Given a graph G = (V, E) consisting of
a tree T and a set of off-tree edges, consider a branch-free set of O(m/k) portals P such that
each component of T \ P is incident to at most O(k) off-tree edges. Let VW be the edge-disjoint
decomposition of T induced by P. We construct P*"* from P = P(G, T, P) as follows: For each
portal p € P, we split it into proot and pc for each component C € W that contains p. proot 1S
incident to the portal-routed edge whose pre-image is already incident to p. pc is incident to the
portal routed edges whose pre-image is incident to C.
We do not include tree-path edges in P>"*.

After adding a new portal, P2 is still changed by a constant number of SPLITVERTEX opera-
tions and a few edge updates.

Claim 5.16. Given some vertex such that P U {u} remains branch-free, P(G,T, P U {u})*"* is
obtained from P(G,T, P)** with 6 SPLITVERTEX operation followed by decreasing edge lengths
incident to the newly created vertices and a constant number of edge deletion/insertions.

Proof. Let W be the edge-disjoint decomposition of T" induced by P. Let C' € W be the component
containing u. After adding u as a new portal, C' is further decomposed into two components C7, Co
where u € 9Cy and u € 9C5. In the new auxiliary portal routed graph P’, we create three new
vertices Uroot, Uc,, and uc,.

For any pre-existing portal p € 0C, we move some of its incident edge in P to u. In the P,
they goes to either uroot, uc,, or uc,. As there are at most two such portals p, this creates 6
SPLITVERTEX operations and we identify the 6 new vertices as uyoot, uc, , OF uc,. We also add some
new edges whose portal routing contains only v but not any pre-existing portals. Then, as adding
portals shortcuts portal routing and decreases edge lengths, we update the graph by decreasing
some edge lengths incident to these three new vertices uroot, uc,, and uc,. O

Notice that P?"™ can be maintained easily as we have Lemma 5.9 that maintains P. We use
Theorem 5.13 to maintain a spanner on P*"™* which can be made a spanner on P.

Now, we are ready to argue the correctness and performance of Algorithm 2 and prove Theo-
rem 3.4.
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Algorithm 2: Dynamic Min-Ratio Tree Cycle via Dynamic Min-Ratio Cycle

global variables

DP: dynamic portal routed graph data structure from Lemma 5.9

P: the portal routed graph maintained by DF

DMRC: the given dynamic min-ratio cycle data structure

F: the lift forest maintained by DMRC

FC: the lift of F maintained by D”

Dspanner: the dynamic spanner data structure from Theorem 5.13

G: the dynamic spanner of P maintained using DSPanrer

procedure INITIALIZE(T, E.g,1, g, k)

P« DP INITIALIZE(T, Eog, 1, g, k)

Build the spanner of the portal routed edges of P*"* as H?"* using Dspanner

Let G be the union of the tree-path edges of P and H obtained from H?*"* by
identifying vertices for the same portal as one.

13 | Initialize DMRC on G

14 Use DF to maintain F©, the lift of F in G

15 procedure UPDATE(U)
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16 if there have been m/k updates since the last initialization then
17 INITIALIZE(T, Eog, 1, g, k)

18 Pass the update U to DP, which maintains P.

19 Pass the updates of P to DPa"°" which maintains H?*".

20 Pass the updates of G to DMRC,

21 DMRC ypdates F and outputs a cycle A.

22 DP maintains FC according to the updates to F.

23 Let cspanner be the best spanner cycle.

24 cg)anner — H’P*—)G(cspanner)

25 | A%« TIIp_.g(A)

26 Let c$.. be the best tree cycle Tis[e] that contains no portals.
27 return Best among Cstanner; cS.. and AC.

Proof of Theorem 3.4. First, we argue the correctness of the algorithm. Lemma 5.9 correctly main-
tains the portal routed graph P under updates. Claim 5.16 and Theorem 5.13 correctly maintains
G as a spanner of P. Lemma 5.14 states that either cspanner Or A is a (3a7Yspanner)-approximate
min-ratio cycle on P. Since we can correctly lift them back to G using Lemma 5.9 and Lemma 5.8,
either cg)anner,
factor due to Lemma 5.5. This concludes the correctness of the algorithm.

The lift forest FE has vertex congestion < 27cong due to Lemma 5.7. The representation of the
output cycle is guaranteed by Lemma 5.8 and the fact that c{.. is also a tree cycle on FC.

Next, we analyze the runtime. The initialization takes time m~Yspanner + Tinit (MYspanner/k) due to
the initialization of the dynamic portal routed graph data structure D” (Lemma 5.9), the dynamic
spanner DSPAMRe (Theorem 5.13), and the given dynamic min-ratio cycle data structure on the graph
G which has size m!T() /k.

Finally, we analyze the amortized update time. Throughout the course of () updates, the total

AG, or CtGree has ratio no worse than the min-ratio tree cycle in G up to a (3aspanner)
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time spent on initialization is

Q

m M Yspanner ) )

(m’}’spanner + Tinit ( k

Total update time due to D” and D2 are, by Lemma 5.9 and Theorem 5.13, O(Qk?*Yycong) and
QFk~spanner respectively, as each update changes P and P*™* with O(1) operations (Claim 5.12 and

Claim 5.16). Across ) updates, the total number of updates to the sparsified portal routed graph
G is

(951 e o)

by Theorem 5.13 and the fact that DPaer g initialized for Q/(m/k) + 1 times. Each update to G
is handled by the given min-ratio data structure in Tupd(m1+0(1) /k)-time. Therefore, for @) updates,
the total update time is

Q

mfy nner
m (m'}/spanner + Tinit (ﬁ)) + ka’}’vcong')/spanner

k

total update time due to DF and Dpspanner

m m
+ Yspanner (Q + E) Tupd (%)

total update time due to DMRC

total rebuild time

Rearrangement yields

m m k m m
’Ysl;:nner Tupd ( ’Ysl;:nner ) + Q’yspanner <k2’_yvcong + E]“ant ( ’YS}]):nner ) + Tupd ( ’Ysll)fanner ) >

We can charge the term independent of @) to the initialization and conclude the amortized update
time bound. O

6 Fully-Dynamic Sparse Neighborhood Cover

In this section, we give an algorithm to maintain a sparse neighborhood cover (SNC) on a fully-
dynamic graph. Our algorithm heavily builds on the framework obtained in [KMP23], but nonethe-
less, is nontrivial in composing various components from the paper.

Theorem 4.1 (Fully-dynamic sparse neighborhood cover). Given an m-edge constant-degree input
graph G = (V, E,l) with polynomially-bounded lengths in [1, L] and a diameter parameter D > 1
there is a data structure that supports a polynomially bounded number of updates of the following
type:

e INSERTEDGE(e)/ DELETEEDGE(e): inserts/deletes edge e to/from G where insertions preserve
that G has constant degree.

Under these updates, the data structure maintains a forest F', map ly (py v, and a subset S C V(F)

that satisfy the following properties, for some ysno = Ollog"!/*2 m loglogm)
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1. F with map Uy gy is a flat embedding of G.

2. For any vertex v € V there is a tree T € F such that
Ba(v, D/vsne) € Iy (pysv (SN V(T)).

3. For any tree T' € F' we have that diamp(S NV (T)) < vsnc - D.
4. The congestion satisfies Vcong(HV(F)HV) < ysne-

The forest I, map Wy gy, and subset S C V(F) are all maintained explicitly, and each undergoes
at most ysyo amortized changes per update. The algorithm s deterministic, initializes in time
m - ysno, and has amortized update time ysne.

6.1 Additional Results from [KMP23]

We will build our fully dynamic SNC by combining various pieces of [KMP23], who already designed
an algorithm for maintaining a SNC under edge deletions only.

Theorem 6.1 (see [KMP23, Theorem 5.3|). Given an m-edge constant-degree input graph G =
(V, E,1) with polynomially-bounded lengths in [1,L] and a diameter parameter D > 1, there is a
data structure DECRSNC' that supports the following update:

e DELETEEDGE(e): removes edge e from G.

Under this update, the data structure maintains a set of partitions Py, P1, ..., Pk for k = O(logm)
0(10g?%/?* mloglogm)

such that for some YgeersNC = €

1. every vertex v € V, there is some index 0 < i < k, such that B(v, D/Ygeersnc) € C for some
cluster C € P;, and

2. for every 0 < i <k, and cluster C' € P;, we have diam(G[C]) < D, and

3. for every 0 < i < k, the partition P; is maintained such that for every such partition P;, we
have that the sizes of all sets C' that appear in P; and are not a subset of a partition set in the
previous version of P; is at most m + YieerSNC -

The data structure is deterministic, reports each change to the partitions explicitly, and takes total
time m - YgeersNC OvEr any sequence of updates.

Next, we need a result that allows us to maintain a forest I’ which flatly embeds into each cluster
C maintained by the decremental SNC of Theorem 6.1.

Theorem 6.2 (see [KMP23, Theorem 4.9]). Given an m-edge input graph G = (V,E,l) with
polynomial lengths in [1, L] and mazimum degree 3. There is a data structure LOWDIAMTREE that
maintains a forest F that flatly embeds into G, and supports a polynomially-bounded number of
updates of the following type:

e INSERTEDGE(e)/ DELETEEDGE(e): adds/removed edge e into/from G. If the edge is inserted,
its associated length l(e) has to be in [1, L] and the maximum degree is not allowed to exceed
3; if it is deleted, it has to be ensured that thereafter graph G is still connected.
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Under these updates, the algorithm explicitly maintains F and Iy gy that are a flat embedding
into G, where lp of F is defined by lp(e) = I(Ily(py v (e)) for every edge e € E(F), and a vertex
O(log?%/?! mloglog m)

map Iy v (p) such that for YiewDiamTree = € , at any time:

1. dlamF(Hv,_)V(F)(V)) < YlowDiamTree * dlam(G)7 and
2. we have VCOHg(HV(F)HV) < YiowDiamTree; and
8. F consists of at most YjowDiamTree + M vertices and edges.

The algorithm maintains the flat hierarchical forest F' and all maps explicitly. Vertex maps are such
that once an element is added to the preimage, its image remains fized until the element is again
removed.

The algorithm is deterministic, can be initialized in time M- Yiow DiamTree, and thereafter processes
each edge insertion/deletion in amortized time YijowDiamTree-

Finally, we require an algorithm for maintaining a length vertex sparsifier H onto a set of
terminals A. Additionally, given any procedure that maintains a forest that flatly embeds into
H, the algorithm maintains a forest that flatly embeds into G which preserves distances between
vertices in A.

Theorem 6.3 (see [KMP23, Theorem 4.12|). Given an m-edge input graph G = (V, E,l) with
polynomial lengths in [1, L] and mazimum degree at most 3. Then, for some YvertexSparsifier =

Olog®"/ 2! mlog logm) “there is a data structure MAINTAINVERTEXSPARSIFIER that initially outputs
an empty set A, and graph H consisting of at most YyertexSparsifier Vertices and edges, and supports
a polynomial number of updates of the following type:

e INSERTEDGE(e)/ DELETEEDGE(e): adds/removed edge e into/from G. If the edge is inserted,
its associated length l(e) has to be in [1, L] and the mazimum degree of G is not allowed to
exceed 3.

o ADDTERMINALVERTEX(a)/ REMOVETERMINALVERTEX(a): adds/ removes the vertex a €
V(QG) to/from the terminal set A.

The algorithm processes the t-th update and outputs a batch of updates Ug) consisting of edge
insertions/deletions, and isolated vertex insertions/deletions and that when applied to the current
vertex sparsifier H, yields the next one, such that at all times

o we have ACV(H) CV(G), and

e for all vertices u,v € V(H), we have distg(u,v) < distg(u,v) and further if u,v € A then we
also have dist g (u, v) < YyertezSparsifier - dista(u,v), and

o the number of edges and vertices in H is at most (1 + |Al) - YoerteaSparsifier, and

t/
e we have Zt/gt |U§{ )‘ < YvertexSparsifier i.

The algorithm is deterministic, and initially takes time m-YyertexSparsifier- Every update is processed
in worst-case tiMme YyertexrSparsifier-
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Further, say the algorithm is given as input a dynamic flat forest F' over H and verter maps
Uy myovr), Dvpyov), along with parameters Yeongrep and Yreckrep Such that at any time the
vertex congestion veong(Ily (pyv (zr)) s bounded by YeongRrep and the number of changes to F' caused
by an update to G is upper bounded by Yrecrep. We require the vertex maps to be such that whenever
a vertex is added to the preimage, its image remains constant for the rest of the algorithm.

Then, the algorithm can maintain a flat forest F' over G along with vertex maps Wy (mysvr,
HV(F’)HV(G) such that at any time Vcong(HV(F’)r—)V(G)) is bounded by YeongRep * YvertexSparsifier and
the number of changes to F' per update to G is 6(%@3@ + YeongRep * YvertexSparsifier), and we have
for any two vertices u,v € V(H) that

la(Iy (v @) (F My (s v ey (W), Iy (nys v 7y (0)]) (4)
< lg(My(pyvmn (FIy @y (W), Dy v (v)])- (5)

Further, we have that the vertex maps are such that whenever a vertex is added to the preimage, its
image remains constant for the rest of the algorithm.

Gwen that inputs F, Wy gy (r), and Wy gy ) are maintained, the algorithm to main-
tain F’, Uy (mysv(rr), and My pova) requires additional initialization time 6(m * YeongRep) 0nd

processes every update with additional worst-case time 6(%603@ + YeongRep * YvertexSparsifier)-

While [KMP23, Theorem 4.12] bounds edge congestion, we instead write it as a vertex congestion
bound. These are equivalent because G has maximum degree 3.

6.2 Maintaining a Sparse Neighborhood Cover

For the algorithm, we assume that the number of updates to G to the data structure is at most m
and the number of vertices is at most 2m. These assumptions can be made without loss of generality
as the general result can be obtained by simply rebuilding the data structure after m updates to G
and by inserting edges with infinite lengths between connected components in G.

Data Structures. We first describe the algorithm to maintain the data structures required to
maintain the hierarchical forest F', described in Theorem 4.1. We again use a standard batching
technique over levels 0,1, ..., K where we take K = ﬂogl/42 m].

Algorithm 3: INIT(G, K, D)

1 Ag <V, Al,AQ,...,AK «— 0.

2 foreach 0 <7 < K do

3 Initialize a data structure H; as described in Theorem 6.3 on the graph G where we let
H,; denote the corresponding vertex sparsifier maintained by H;.

4 INITLEVEL(%).

In Algorithm 3, we describe how to initialize the data structures. We start by initializing the
sets Ag, A1, ..., Ax where we initialize Ay to be the vertex set of G and all other sets to be empty.
We then call for every level 0 < ¢ < K, the procedure INITLEVEL(?) given in Algorithm 4. In this
procedure, we initialize for level ¢ three different data structures: a data structure H; that maintains
a vertex sparsifier H; over the vertex set A;; a data structure D; that maintains a decremental sparse
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neighborhood cover on ﬁll where .FAIZ is the decremental version of H; where insertions are simply
ignored; and finally a data structure 7; ; o that maintains for every cluster C' in some partition of
the sparse neighborhood cover a tree T; ; ¢ that spans the cluster C' and has low diameter.

Algorithm 4: INITLEVEL(?)

1 Delete all current terminal vertices from the terminal vertex set maintained by H; via the

operation REMOVETERMINALVERTEX(-). Then, add all vertices in A; as terminals to the
data structure H; via the operation ADDTERMINALVERTEX(-) where A; is taken to be
the current set A;.

2 Initialize data structure D; as described in Theorem 6.1 on graph flz with parameter

def K—i+1
D; = D/(4'7dec7’5nc : 'YvertexSparsifie’r) "1 and let Pi,Oa P’i,b s api,k for some

k = O(logm) denote the partitions maintained by this data structure where H; is
initialized to H; at the current time and then undergoes all deletions that H; undergoes
but not the insertions.
3 foreach 0 < j <k and cluster C' € P;; do
4 Initialize data structure 7; j ¢ as described in Theorem 6.2 on the graph ﬁi’j,c and
maintain the hierarchical tree T; j ¢, and embeddings Ily (7, ; .)~c and ooyt o)

where ﬁi,j,C is initialized to the current graph fAL [C] and then undergoes all deletions
that H;[C] undergoes.

The maintenance of all of these objects is given in Algorithm 5 explains how to process the t-th
update to G. The procedure forwards changes to G to all data structures at every level, updating
the vertex sparsifier, partitions, and the low-diameter spanning trees to those on the updated graph.
However, it handles only the decremental updates, i.e. deletions of edges and vertices. To handle
insertions, it adds the endpoints of all inserted edges and vertices to all sets A;4+1, Aita,..., Ak at
higher levels (see Line 4).

Whenever too many insertions occur at a certain level, the data structures at the level are rebuilt
(see the if-statement starting in Line 13).

Maintaining the objects in Theorem 4.1. We discuss how to take the above Algorithms 3 to 5
and use them to maintain F, Iy (p)_,1, and subset S as requierd by Theorem 4.1. Then we analyze
the overall construction in the next section (Section 6.3). For a cluster C' € P;;, we maintain a
vertex m(i,7,C) € C'N Ajq if it exists, and otherwise set 7(i,5,C) =L. Fori = K, K —1,...,0, we
will define the flat forest F; on G for terminals A; (which comes with a map Ily (7)~v (), and a
subset S; C V/(F;), which will contain duplicates of vertices in A4; (at most m°™) times). Ultimately
we will set S = Sp, F' = Fy, and Iy (p)sv (e as Iy (g)ov(q)- For the base case, let Fi 41 and
Sk+1 be empty sets.

To go from level i + 1 to 4, first use Theorem 6.3 with F' as the disjoint union of T; ;¢
V(Ty; )=V () (which is a flat embedding of H; by Theorem 6.2), to get embeddings
HV(T{,]‘,C)_}V(G) for some flat trees T{J’C over G.

Initialize F; = F;11. Now for each C € P; ; for j = 0,1,...,k add a disjoint copy of T,L-’JC to Fj.
If CNAjq # 0, then 7(i,7,C) #L. Now, for every vertex s € S;y1 corresponding to a duplicate
of m(i,5,C), take vertex HV(ﬁi)HV(T{’jYC)(W(i’j’ C)) € V(T}; ¢) and merge it with Fj4; at vertex

with maps II
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Algorithm 5: UPDATE(?)

1 Let e be the edge in G affected by the ¢-th update.
2 foreach 0 <7 < K do
3 Forward the t-th update to G to the data structure H; that updates graph H; via the

update batch U( )
4 Add the endpomts of e and all edges and vertices affected by the update in H; to the
sets A;11, Aita, ..., Ak (recall that V(H;) C V(G), as stated in Theorem 6.3).

5 Forward the deletions in U ]({2) to the data structure D; that maintains the partitions
PiosPit,---,Pir. We denote by POLD POLD, POLD the partitions before the
update was processed and by PN BW PN EW PN EW the ones obtained after the
update.

6 foreach 0 < j < k and cluster C' € P%LD do

7 Forward the deletions in U 1(13 to the data structure 7; ; ¢ that maintains the flat tree

T; j,c and embeddings Iy (7, . \ysor Homv(r,; 0)-
s | foreach 0 < j <k and cluster C € PPV \ POJLD do
if there is a cluster C' in partition POLD with C C C" and |C| > |C'|/2 then

10 Let 7; ;¢ refer to the data structure Ti jc after deleting all edges incident to
vertices in C’ \ C from the data structure; let T; j ¢ denote the corresponding
tree.

11 else

12 Initialize data structure 7; j ¢ as described in Theorem 6.2 on the graph f[z 4§,C

and maintain the flat tree 7; ; ¢ and embeddmgs Wy 1, ; oyses oy ;.0
where Hi,j,C is initialized to the current graph H; [C] and then undergoes all
deletions that H;[C] undergoes.

13 if Ji s.t. 0 <i < K and |Aj+1] > mi=(+1/K then

14 Let ¢ be the smallest index that satisfies the if-condition.

15 Ai+1,AZ‘+2,...,AK%@.

16 foreach i < j < K do INITLEVEL(j). ;

s € V(Fj41). Finally, define S; to be the union of all copies of vertices in A4; in the copies of T’ j o
which we can tell by the maps Ily () SV(TL, o) given by Theorem 6.3.

6.3 Analysis of Fully-Dynamic SNC Algorithm

We start by showing that the ball of radius D/~snc around each v € V(G) is covered by our
construction. The remaining aspects of Theorem 4.1 follow more directly by our construction. We
start by establishing some auxiliary claims.

Claim 6.4. Recall that D; def D/(4 ’ydemaSm-’yvertemspwsiﬂer)K_Hl. Then, for any vertezv € V(G),
for every 0 < i < K, then

o A;N Bg(v, Di/(2YdecrSncYvertezSparsifier)) C C for some cluster C € Py ; for some 0 < j < k,
or
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o for each vertex w € A; N Ba(v, Di/(2Vdecr SneVvertexSparsifier)), there is a cluster C' € P;; for
some 0 < j < k that contains w, and C N Aj11 # 0 (we define A1 =0).

Proof. The proof is trivial for the case where A; N B (v, D;) = 0. Therefore, let us assume that
there is at least one such vertex.

We have for every level 0 < ¢ < K that the data structure D; as described in Theorem 6.1, with
parameter D;, maintains a collection of partitions P; g, P; 1, ..., P; ) of decremental graph I;Q such
that for every vertex w € V(ﬁi), there is an index 0 < j < k, such that Bf]i(w7 D;/Yaeersne) € C
for some C' € P; ;.

Here, as can be seen from how D; is initialized (see Line 2) and maintained (see Line 4), that H;
differs from H; in the way that ﬁ[l was only updated by the deletions to H; since D; was initialized,
and thus insertions to H; since, are not present in ITIZ On the other hand, from how we update the
set A;y1 (see Line 4 and Line 13), we have that every endpoint of an inserted edge to H; since D;
was initialized is added to set A;41.

Now, let w be an arbitrary vertex in A; N Ba(v, D;/(27Vdecr SneYverteaSparsifier))- We have that
every vertex w' € AiﬂBG(Uv Di/(2Vdechnc’YvertexSparsifier ) satisfies diStHi (w7 w/) < VYvertexSparsifier
diStG(w, w,> < YvertexSparsifier * (diStG(wv U) + diStg(U, U}/)) < Di/'ydechnc-

Now, we either have that Bﬁi (w, Di/YVaeersne) = B, (W, Di/Ydeersne) in which case, we can
conclude from Theorem 6.1 that there indeed is a cluster C' in some partition P; ; that contains all
vertices w’ € A; N Bg (’U, Di/(2'7decrSnc’}/vertexSparsifier))-

On the other hand, if Bﬁi (w, Di/Ydeersne) 7 Ba; (W, Di/Vdeersne), then we have that there was
an insertion to H; with at least one of the endpoints in the ball B , (w, Di/Ydeersne)- This implies
that B , (w, Di/Ydeersne) N Ait1 # 0. And therefore, we have from Theorem 6.1 that there indeed
is a cluster C' in some partition P;; that contains Bﬁi (w, D;/Ydeersne) and thus C N A;1q # 0, as
desired. O

Claim 6.5. Recall that D; def D/(4 - Yaeersne - ’yvertezgpaTsifier)K_i+1, For every vertex v € V(G)
and 0 <1 < K, there is a tree T' € F; such that

BG(”: Di/(2’YdecrSnc’YvertezSparsifier)) NA; C HV(Fi)%V(G) (Sz N V(T))

Proof. We prove the claim by induction. Fix any vertex v € V(G) and level 0 < i < K. We
have from Claim 6.4 that we are in one of two scenarios: in the first scenario, we have that
BG(U’Di/(2’YdecrSnc'yverte:BSparsifz‘er)) NA4; € C for some C € P;j for some 0 < j < k. And
further note that we have a data structure 7; ; ¢ that maintains a hierarchical tree T; ; o over C' on
graph ﬁmc =H [C], and that a disjoint copy of T; j ¢ is in F;j by construction. Because S; contains
all the vertices in A; among 7 j ¢, the claim follows for T'=1T; ; c.

Otherwise, we have ¢ < K, and that for every w € A; N Bg(v, D;i/(2YdecrSncYvertezSparsifier) )
there is a cluster C,, € P;; for some 0 < j < k, such that Cy, N A;y1 # 0. But note that each
such cluster C,, is thus represented by vertex v,, = 7(i,7,Cy) € Aijy1. Since diam(ﬁi [Cw]) < D
by Theorem 6.1, ]/'1\71 C H;, and distances in H; dominate distances in G by Theorem 6.3, we have
distg(w, vy) < D;. Thus, all such vertices v, over all w € A;N B (v, Di/(2Ydecr SncYvertezSparsi fier))
have distance at most Di+Di/(2'Ydecr5'n071)e'rte:rSparsifier) <2-D;= Di—l—l/(2’7decr5’nc’>/’ueTtexSparsifier)
from v in graph G. Thus by the inductive hypothesis, there is at least one tree T in forest Fj g
such that all such vertices vy, are contained in Ily (g, )y (e (Sit1 NV (T)).

Thus, in Fj, we have the tree T" where for each w € A; N Bg (v, D;i/(2Ydeer SncYvertezSparsifier))
(and possibly some other vertices), we attach to every node xz € V(T') that is identified with vy,
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the tree Ti’J’Cw for the 0 < j < k where C,, € P;;. Thus, the resulting tree 7/ O T in F;
has its node set V(T”) mapped to a set of vertices in V(G) that contains vertices in U,Cy, 2
Bg(’U, Di/(2'7decrSnc7vertem5’parsifier))u as desired. ]

The following Corollary now follows from Claim 6.5 and the fact that Ag =V at all times.

Corollary 6.6. For every vertex v € V(G), there is a tree T € F such that Bg(v, D/(4 - VieerSne -
'YvertemSparsifier)K+2) - HV(F)HV(G) (S N V(T))

We establish the Properties listed in Theorem 4.1.

Claim 6.7. The data structure maintains a forest F along with graph embedding 11y (p) v and
S C V(F) such that for some ysp. = eo(log4l/42mloglogm), at any time:

1. F with map Uy gy is a flat embedding of G.

2. For any vertex v € V there is a tree T € F such that
Ba(v, D/ysne) € My pysy (SN V(T)).

3. For any tree T € F we have that diamp(SNV(T)) < ysne - D.
4. The congestion satisfies veong(Ily (v ) < vsne-
Proof. Let us establish the properties one by one:

1. This follows by induction. Indeed, assume by induction that Fj,; flatly embeds into G. Now,
each T} ; o and Ti/,j,C flatly embeds into G' by Theorem 6.2 and Theorem 6.3 (we got Ti’Jc by

mapping from H; to GG). Finally, we attach TZ-’7 jc to Fip at matching vertices by construction.

2. The first property follows immediately from Corollary 6.6 and by picking vysne > (4 - Ydeersne -

K+2
’YvertexSparsifier) +2,

3. By Theorem 6.1, Theorem 6.2, and the mapping back procedure from Theorem 6.3, we know:

(@
)(C)) S dlamTi,j,C(HC%V(Ti,j,c)(C))

® o
< 'YlowDiamTreedlam(Hi [C]) < ’YlowDiamT’reeDiv

diamgy My gy

where (a) follows by the construction of T}, » and Theorem 6.3 (5), and (b) follows from
Theorem 6.2. Because each F; was gotten from F;i; by attaching trees to vertices of Fj, we
get that for any 7; € F; that contains Tj41 € Fjiq,

diamp, (S; N V(T3)) < 2YiowDiamTreeDi + diamp, | (Sip1 NV (Ti41)),

by the fact that we can go from u € T} j ¢ to v € Ty jo o viau — 7 (3, 5,C) — w(i, 5, C") = v,

and that (i, 7,C), w (i, j',C") are attached to Fj;1 at vertices in S;y1. Iterating this shows
. K

that dlamF(S N V(T)) < Zi:() 2’7lowDiamT7"eeDi < 4’710wDiamT7‘eeDi~
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4. By Theorems 6.2 and 6.3 and the fact that there are k + 1 partitions in the decremental SNC,
the vertex congestion increases by a factor of at most O((k + 1)YViowDiamTree YvertezSparsi fier)
from F;11 to F;, because we connect a copy of each TZ-’J-C to everything in S;. Thus, the total

vertex Congestion is at most O((k + 1)’YlowDiamTTee’YvertexSparsifie’r)K

O

Finally, we bound the total runtime to maintain the forest F' and the embedding I1z, ..

Claim 6.8. For some reasonably chosen yspe = O (log" /42 mlog logm), the algorithm can be initialized

in time m - Ysne, and thereafter processes each edge insertion/deletion in amortized time Ygsnc.

Proof. We start by bounding the number of changes to each set A; by m - (5VyertexSparsi fier)i- We
prove by induction on ¢. For the base case, we have that Ag initially has all vertices added and is
thereafter not updated at any point of the algorithm.

For the inductive step, observe that the set A;;1 can undergo insertions and deletions. We
upper bound the number of vertex insertions to A;11 by %m - (5VvertexSparsi fiew)”l which suffices
since the number of deletions from A;;1 is at most the number of insertions. We first note that
A; 11 undergoes at most 2 vertex insertions for every edge update to sparsifier H; for j < i+ 1 (see
Line 4). But we have from Theorem 6.3, that each sparsifier H; undergoes at most YyertezSparsi fier
changes for every time the underlying graph G is changed (which occurs at most m times), or when
a terminal is added or removed from A; (which occurs at most m - (59yertexSparsi fier)j times by the
induction hypothesis. Thus, the total number of insertions to A;y1 can be upper bounded by

E ’Yverte:rSparsifier'(m +m- (57vertexSparsifier)J)
j<itl
i+1

S 1+ 1)7@ertex5parsifier +2- 5lm . (7vertex$parsifier)

—~

41
< == (5 : VvertexSparsifier)ZJr

N |

where we use that we have a geometric sum and that VyertezSparsifier is sufficiently large.

Next, we observe that whenever we enter the if-statement in Line 13, where ¢ is selected as
the smallest index, we have that the if-statement sets A;;1 to the empty set which means that for
each such if-statement, we have that at least m!~(+D/K ypdates to A;1 occur which bounds the
number of times that the if statement is executed with smallest index ¢ by

)i—l—l/ml—(i-‘rl)/K — pH+D/E

i+1
m:- (5'Yvertea:Sparsifier : (5’7vertexSparsifier) .

Finally, we have from the if-condition that whenever we enter the if-statement and restart a
level j > i where ¢ is the smallest index for which the if-condition holds, for all such levels the set
Aj; is of size at most m' /K by minimality of i (and the fact that Ag = V).

From the number of restarts of each level and the upper bound on the size of A; at any time
when any data structure is rebuilt, the number of amortized recourse to the sets A; and the graphs
H;, we can then bound the total update time of all data structures H;, D; and all data structures
Ti j,c from Theorem 6.1, Theorem 6.2 and Theorem 6.3 by

m1+1/K . ( m1+1/K(60(10g20/21(m) loglogm))O(K)

O(K
5'7vertemSparsifier) (K) . YowDiamTree * VdecrSnc =

41/42
—m- eO(log (m)loglogm)
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where we implicitly use a halving trick for the data structures 7; ; c which is necessary because
sometimes data structures 7; ; ¢ are newly initialized in Line 12 but each edge in fIZ participates in
at most O(logm) such rebuilds as its new cluster C' then is incident to at most half the number of
edges as its old cluster was.

Finally, in order to maintain the flat forest F', embedding Ily (py (), and set S, the runtime
increases by a factor of

41/42
O((k + 1) * YiowDiamTree * 7vertexSparsifier)O(K) = GO(IOg (m) loglogm)

O(log*'/*2 (m) log log m)

due to vertex congestion. Thus the total time is m - e as desired. O

7 Fully-Dynamic Low-Recourse Spanner

In this section, we prove that given a graph G = (V, E,[) undergoing edge deletions and insertions,
vertex splits and vertex insertions (possibly non-isolated), we can maintain a spanner H of G with
low recourse per update to G. Our result is summarized by the theorem below.

Theorem 5.13. Given an m-edge n-vertex input graph G = (V, E,l) with lengths in [1,L], a
degree threshold A such that G initially has mazimum degree at most A, there is a data structure
DYNAMICSPANNER that supports a polynomially-bounded number of updates of the following type:

o INSERTEDGE(e): adds edge e to G, with the guarantee that deg™*" (v) < A in the graph G
where degy . ser 15 defined as the degree in G ignoring the deletions/splits.

e DELETEEDGE(e): removes edge e from G

° SPLITVERTEX(U,Emm,e,Ecmssmg): we assume that E,ove 18 a set of edges incident to vertex
v, and Ecrossing 15 a set of self-loops incident to v such that Epope N Ecrossing = 0.

The operation splits the vertex v € V into vertex v and a new vertex v'. It then moves all edges
in Epnove to v' by re-mapping all their endpoints from v to v'. Finally, it re-maps all edges in
Eirossing such that thereafter each such self-loop at v is mapped to an edge of the same length
between v and v'. Returns a pointer to the new vertex v'.

e INSERTVERTEX(v, Einc): Adds a vertex v to the graph G along with Ei,. a set of edges that
s incident on v.

O(log?%/?! m log log m)

For Yspanner = € , the algorithm maintains a subgraph H C G and a graph embed-

ding g g such that
1. at any time, for every u,v € V, distg(u,v) < distg(u, v) < Yspanner - distg(u,v), and

2. at any time, H consists of at most 6(71’ log L) edges where n' is the number of vertices in the
final graph G, and

3. the total recourse of H, i.e., the total number of insertions/deletions and isolated vertex in-
sertions to H, over a sequence of q invocations of operations DELETEEDGE, SPLITVERTEX,
INSERTVERTEX and an arbitrary number of (legal) invocations of INSERTEDGE is at most
’Yspanner(n/ + EI\) log L,

o8



4. every edge e = (u,v) € E(G) is mapped to a uwv-path Ilg. g (e) consisting of at most Yspanner
many edges and ensures that at any time econg(Ilgm) < Yspanner - Alog L. The number of
embedding paths changed over a sequence of q updates to G is at most Yspanner - A - qlog L.

The algorithm maintains H and g g explicitly, is initialized in time O(m) and thereafter processes
each update in amortized time A - Yspanner log L.

We develop an incremental spanner that we use in conjunction with the batching scheme ob-
taining a spanner in a decremental graph developed by [CKL 22, BCK™23a].

7.1 Maintaining a Spanner under Edge Insertions

In this section, we prove the following theorem by giving an algorithm that maintains a spanner
H with very low recourse for a graph G undergoing edge insertions. It additionally maintains an
embedding II of the edges in G to paths in H between the same endpoints. We rely on G having
small maximum degree at all times to obtain an efficient algorithm.

In the next section, we crucially rely on this result to build our fully-dynamic spanner. To be
of use, we need our algorithm to also take vertex splits and deletions under consideration. That is,
while we do not require the current spanner and embedding to be adjusted to a vertex split/deletion,
we require all embedding paths added in the future to take the vertex split/deletion into account.

Even in this setting, vertex splits are quite challenging to deal with. If split vertices are allowed
to reach the maximum degree threshold again, this causes problems for our algorithm. We thus
introduce the following definition that formalizes how we further constrain the update sequence.

Definition 7.1 (Master node). We initially associate each vertex v in the initial vertex set V' of
G with a unique master node v = master(v). Then, whenever v is split into v1 and vy, we let
master(v;) = master(v) and master(vy) = master(v). For every v € V, we define deg™'" (v)
ZuEVG:master(u)zv deg(u) and call this the master node degree of v.

Before we state our result, we also define the length of an embedding path.

Definition 7.2. (Embedding length) Given an embedding g g for some graphs G and H, we
let length(Ilg,, y) = max, |Hg g (e)| denote the mazimum number of edges on a (possibly broken)
embedding path.

Finally, we summarize the main technical result of this section. To build intuition, we recommend
the reader ignore vertex splits when reading the section for the first time.

Theorem 7.3. Given an integer 1 < A < n and an n-vertex, unweighted, undirected graph G =
(V, E) that is initially empty and undergoes up to nA edge insertions and n vertex splits/edge
deletions such that the master node degree deg™**" (v) is bounded by A for every vertex v throughout.

For some fized YincSpanner = ¢Olog®/2! m loglog ™) there is an algorithm INCREMENTALSPANNER(G)
that maintains a sparse subgraph H C G such that whenever an edge e is added to H, it remains in
H until the end of the algorithm, and an embedding 11 that maps each edge e = (u,v) to a uv-path
II(e) in the graph G at the time of the edge insertion. Afterwards, the embedding path remains fized,
except that the endpoints of edges that were split are updated to reflect the new endpoints of the edge.

The algorithm ensures that at any time, II has vertex congestion at most VincSpannerd and em-
bedding length at most Yincspanner- The algorithm takes total time 6(nA71nCSpanner) to process the
entire sequence of edge insertions.
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Additional Preliminaries: Dynamic APSP. In this section, we use the following result from
[KMP23] in our algorithm.

Theorem 7.4. Given an m-edge input graph G = (V, E,l) with lengths in [1, L], there is a data
structure DYNAMICAPSP that can process a polynomial’ number of edge insertions and deletions to
G and at any point in time answers_queries where inputted u,v € V, it returns a distance estimate
dist(u, v) such that distg(u,v) < dist(u,v) < Yopprozapsp - distg(u,v), for some Yopprozapsp =
¢Olog® Tmloglogm)  [4 cq further report a wv-path P with [(P) < Yapprozapsp - distg(u, v).
For some Vijmeapsp = eo(1°g20/21m1°glogm), the data structure can be initialized in time m -
YeimeAPSP - 10g L, processes each edge update in worst-case time Yiimeapsp -log L and each query in

worst-case time O(logmlog L), and reports a path P in worst-case time O(|P|logmlogL).

Algorithm. We give the pseudocode for our algorithm in Algorithm 6. Upon initialization, our
algorithm is given the number of vertices and a bound on the maximum degree A a node can
attain throughout the insertion sequence. We assume that the graph is initially empty. If there is
a non-empty initial graph, we first insert the edges one by one as if they were edge insertions. Our
construction consists of K = 10logn layers. The goal of each layer i is to embed a large constant
fraction of the edges that layer ¢ — 1 was not able to embed. To do so, each layer i maintains a
spanner H;, and a sub-graph I;Q of H;. It further maintains an APSP data structure D; on the
graph .FAIZ All these graphs are initialized to empty graphs on n vertices. We will maintain that the
total number of edges seen by layer i is at most nA /2¢,

Whenever an edge is inserted we pass it to layer 0. The only time an edge e ever gets passed to
a layer is when it is inserted. It then gets passed down to layers of increasing index until a layer j
is handling it. Edge e will then forever be handled by layer j and layers 0, ..., j are said to have
seen it.

Whenever an edge e = (u,v) is passed to layer ¢, the algorithm distinguishes the following three
cases:

1. if D; returns a uv-path P of length at most 2vapproxapsp logn in I/{TZ then set the new embed-

ding path II(e) of e equal to the found path P. Further, remove edges ¢/ on P with congestion
larger 29approxapsp - A - log 2n/ 2! from H; and D;.

2. if the returned path P is of greater length and deg}*"* (u), deg§**'*' (v) < 32 2": then, add
e to HZ', .?Iz and Dz

3. otherwise: pass e to layer ¢ + 1.

Whenever an edge is deleted, it gets deleted from the spanner.

Whenever a vertex is split, we simulate it by removing the smaller side and adding it to some
isolated vertex for every layer i. We update H;, ﬁi, and D; accordingly. Notice that we maintain
the embedding II for the re-inserted edges and that we refer to them as the same edges as before.
In particular, we do not invoke the procedure INSERT on edges that are re-inserted.

5In this paper, the term polynomial always refers to a polynomial in m.
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Algorithm 6: INCREMENTALSPANNER()

1
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Procedure INIT(n, A)

K < 10logn
Ho,Hl,...,HK<—(VV,®)
ﬁo,ﬁl,...,ﬁ[(%(v,@)

Let H := Ufio H; throughout.

I+ 0
Procedure INSERT(e = (u,v))
for:=0,...,K do

P < D; . PATH(u, v).
II(e) + P.

return H,II
Ise if max(degh™' (u), deg

~

®

return H,II
Procedure DELETEEDGE(e)
fori=0,...,K do

Delete edge e from H;, I;Tl
Procedure SPLIT(v, Epove, Feross)

fori=0,...,K do

return H, 11

master
H;

// We assume we are given an empty graph. If there is a non-empty initial
graph, we simply insert its edges via INSERT.

Initialize APSP datastructure D; on ﬁz foralli=0,..., K.

if D;.DIST(u,v) < 27approxaPsp - 10g(2n) then

foreach ¢’ € P where econg(Il, ') > 2vapproxarsp - A - log n/2' do
‘ Delete €' from H; and therefore also from the data structure D;.

(v)) < 32-2% then

Add e to H; and H; and update D; accordingly.

// We may assume wlog that there are no self loops, and thus no crossing
edges by delaying their insertion.

Assume wlog that |Enove N B, | < |degy, (v)]/2.
Delete all edges in Ep, N (Emove U Eeross) from Hj, ﬁz and D; and re-insert them
adjacent to an isolated vertex. Preserve embeddings.
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Proof of Theorem 7.3.  We first bound the total number of edges in H;. We do this by bounding
the number of edges in H; \ H; by using congestion bounds. The number of edges in H; is O(n)
because its girth is at least 2logn.

Claim 7.5. Assume the total number of edges ever seen by layer i is An/2'. Then |Ey,| < 9n for
alli=0,...,K.

Proof. We first analyse the number of edges in H; \ H;. Every edge that is in H; \ H; has at least
29approxapsp - A - logn/ 2¢ edges embedded into it. Since the total number of edges passed to layer
i is at most An/ 2 and each edge has an embedding path of length at most 2%approxapsp logn, the
total number of edges in H; \ E[Z is at most n.

By standard techniques for analysing spanners [ADD 93] we have that the number of edges in
Hj is at most 8n because it has girth > 2log(2n) and at most 2n vertices (since there are initially
n vertices and the at most n vertex splits can increase the number of vertices by at most n). O

We then analyse the total number of edges passed down by layer 1.

Claim 7.6. Assume the total number ever seen by layer i is An/2¢. Then the total number of edges
ever seen by layer i 4+ 1 is at most An /2!,

Proof. Consider the final spanner H; computed by layer i. Let S; = {v € V : deg}l}?swr(v) > 32-21}.
By Claim 7.5 the total number of edges in H; is at most 16n. Therefore, the number of master
nodes with degree larger than 32 - 2¢ is at most 16n/(32 - 2¢) = n/2"tL. For each of these master
nodes, we pass down at most A edges. Therefore, the number of edges passed down is at most

nA /2 O
We perform a simple induction on the previous two claims.

Lemma 7.7. For alli=0,..., K we have
1. |Eg,| <9n and
2. the number of edges seen by layer i is at most An/2¢.

Proof. We show the claim by induction. Consider the base case ¢ = 0. The second point is true
because the total number of edges inserted and this passed to layer 0 is at most An. The first point
is true because of Claim 7.5. We then assume that the claim hold for layer i. Then, we have that
at most nA /2! edges get passed to i + 1 by Claim 7.6 which shows the second point. The first
point then follows from Claim 7.5. O

Next, we show that the vertex congestion of II is low.

Lemma 7.8. For every vertex v, we have that ), (vu)eH econg(Il, e) < 320’yappTO$ApSpAlog2 n.

Proof. We show the bound Ze:(v,u)EHi econg(Il, e) < 1674pprozapspAlogn. The lemma then fol-
lows by summing them up.

The total number of edges adjacent to v at layer 4 is at most 32 - 27, since that is the maximum
number of edges adjacent to all vertices with the same master vertex master(v). They can be con-

gested up to YopprozapspAlogn/ 2. Therefore the total congestion is at most 32YapprozArPspAlogn.
O
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Next, we show that the total recourse of our incremental spanner algorithm is low.
Lemma 7.9. The total recourse of INCREMENTALSPANNER() is bounded by O(n).

Proof. We show the recourse of each layer separately. Excluding vertex splits, the total number of
insertions to H; is at most 10n by the bound 9n on the final size of the spanner and since vertex
splits don’t reduce the number of edges in H; and there are at most n deletions. Therefore, the only
thing we have to analyse are the simulation of the vertex splits. To do so, consider the following
potential ®; = > . degy, (v)logdegy, (v). Whenever a new edge is inserted to H; the potential
increases by at most fog n. Therefore the total potential increase is at most 9nlogn. Whenever
a vertex v of current degree D is split into the old vertex v and a new vertex v’ such that v is
thereafter incident to R edges, we have that

(D—R)log(D—R)+ RlogR < (D —R)logD + R(logD — 1)) < Dlog D — R.

Therefore, splitting off R edges decreases the potential by R, and the total number of edges split
off during n vertex splits can be at most O(n). We obtain our result by summing up the changes
over all layers. O

Lemma 7.10. The total runtime of INCREMENTALSPANNER() is O(nAYytSpanner) fOT VrtSpanner =
eO(logZO/21 m log log m) )

Proof. We analyze the runtime of each layer separately. Given the upper bound A on the ver-
tex degree, each vertex split can be implemented via at most A insertions and deletions. Since
the number of insertions (and deletions to H;) for each layer is bounded by O(nA) as well,

the total runtime per layer is at most O(nA(YapproxAPSP + VtimeAPsP)). We choose VitSpanner =

20/21
1010g n(YapproxAPSP + Yeimeapsp) = eOUos™ = mloglogm), -

We finally prove our main result by assembling the lemmas.

Proof of Theorem 7.5. The theorem follows from Lemmas 7.7 to 7.10, since Higlogn is an empty
graph throughout because it contains at most An/2'01°6™ < 1 edges by Lemma 7.7 where we chose

YincSpanner = YrtSpanner 1 2'yaplﬁ)roxAPSP logn = eO(logQO/leloglogm). Notice that the length of the
embedding paths is bounded by construction. O

7.2 Fully Dynamic Spanner

Our fully dynamic spanner uses a batching scheme based on the incremental spanner presented in
the previous section and the decremental spanner of [CKL 22, BCKT23a].

Preliminaries: Deterministic Vertex Congestion Spanner.

Theorem 7.11 (See Theorem 8.1 in [BCK"23a|). Given undirected, unweighted graphs H and J
with Vy C Vi and an embedding 11; . from J into H. Then there is a deterministic algorithm
SPARSIFY(H, J, 11 p) that returns a sparsifier J with an embedding 11, , 7 such that for ~ve,y =

eO(log2/3mloglogm) we have

1. veong(Iljg oIl 5) < .- (veong(Iljp) + Ay) where Ay is the mazimum degree of graph
J, and
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2. length(Ilj g o IL; ., 7) < ¢ - length(ILypr), and

3. |BE(])| = O(V (J)le).

The algorithm runs in time 6(\E(J)|7§length(HJHH)).

Overview. Our fully-dynamic spanner algorithm (See Algorithm 7) is obtained via a twist on the
batching scheme used in [CKL"22, BCK23a]. Notice that the spanner algorithms of |CKL 22,
BCK™"23a] are decremental in nature, and therefore only directly extend to the fully dynamic setting
when the number of insertions is small enough to allow all of them to be added to the spanner. Since
we have to be able to deal with a much larger number of insertions we use the incremental spanner
developed in the previous section to reduce to a setting comparable to [CKL 22, BCK23a|. Both
the description of our algorithm and the analysis closely follows section 5 in [CKL"22]. Without
loss of generality, we assume that the graph G = (V| F) is initially empty.

Data structures. Our algorithm maintains graphs H_1,... Hx for K = O(logl/21 m) and the

maintained spanner is given by H = Ufi _; H; throughout. It further maintains embeddings

IM_y,...,IIx so that II; maps a subset of E into the graph H<; := Ug:_l H;. Since the do-
mains of the embeddings II; are not disjoint, we let II<; denote the embedding that maps every
edge e via the embedding II; with highest index j that has e in its pre-image. Throughout, we will
ensure that Il<; embeds into H<; albeit possibly making use of broken paths, and Il<x embeds
into H using only proper paths.

Further, we maintain sets S_1, ..., Sk of vertices touched by deletions and vertex splits, which
we formally define next.

Definition 7.12 (Definition 5.2 in [CKL"22]). We say that the t-th update touches a vertex v if it
1s an edge deletion of an edge incident to v or it is a vertex split and v is one of the vertices resulting
from the split.

The graph H_1 is a spanner maintained via the data structure D_; < INCREMENTALSPANNER(),
and the graphs Hy,..., Hx are periodically recomputed using SPARSIFY() (Theorem 7.11). The
layers with higher indices are recomputed more often than the layers with lower indices, but we
ensure that their progressively smaller size makes these rebuilds computationally cheaper to perform.
We next describe how our algorithm reacts to updates.

Insertions. See Line 4 in Algorithm 7 for pseudocode. Given the insertion of an edge e, we simply
update D_;.INSERTEDGE(e) and thus H_;. This changes the embedding IT_; maintained by D_1,
but does not cause any changes to the layers 0,..., K and the embeddings Iy, ... g.

Deletions and vertex splits. See Line 6 in Algorithm 7 for pseudocode. Deletions and
vertex splits are passed to all layers —1,..., K. Layer —1 is updated via DELETEEDGE()/SPLIT(),
whereas the graphs Hy, ..., Hx are explicityly updated. Vertex splits are implemented by copying
the smaller side to a new vertex. Then, some layer gets re-built to repair the broken embedding
paths. To describe the repairing, we first define edge embedding projections as in [CKL"22].
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Definition 7.13 (Edge-embedding projection, see definition 5.4 in [CKL"22]). Fori =0,...,K

and an edge (u,v) € E such that I<;_1(e) N Si—1 # 0 we let proj;_,(e) = € o (w,v) be a new

edge associated with e. Its endpoints are obtained by taking the closest vertices in S;—1 to u and v
respectively in the graph Gri_, | (o), where Gri_, | (e) is obtained by taking the embedding path of edge
e and performing all the splits and edge deletions on it that happened since it was created.

After the t-th split/deletion, we search for the least index j such that ¢ is divisible by n1-9)/K,
Then, we re-set all data-structures at layers j,... K to be empty, and let S;_; denote the set of
vertices that have been touched (by a vertex split or deletion) since the last time layer j — 1 got re-
built. We then use proj;_;(-) to project all edges with broken paths to edges on S; where proj;_;(:)
picks the first touched vertex on both sides of the broken embedding path. We denote this projected
graph as J.

Using Theorem 7.11, we then compute a low vertex congestion sparsifier

J = SPARSIFY(H<j U Eaffecteds s i H_ jUBagected)

and repair the broken paths with II;(e) < I<;(e)[v,0] & [l H_;UBugeceq © 11, 71(€) © Tl<;(e)
where I17 i ,UB,geceq denotes the mapping of edges in J to G obtained via ILj s g_;UE,geceq (€) <
II.j(e)[u,u] ®edIlcj(e)[v,v]. We then add the pre-image of all edges in J to H;.

Proof of Theorem 5.13.  Our proof follows section 5.1 in [CKL 22|, replacing the randomized
sparsification procedure with its deterministic version developed in [BCK " 23a].

For the purpose of analysis, we let X () denote the variable X after the t-th deletion /split.
Notice that insertions between ¢ and t 4+ 1 are only handled by D_; and do not cause any changes
to the layers 0,..., K. We first establish that Il<x embeds every edge to a path in H throughout.

Lemma 7.14 (See Lemma 5.6 in [CKL*22]). For i = 0,...,K and t divisible by n'~"/K, Hg

embeds G®) into ng) In particular, at any stage t, Hg?_)H = Il<g embeds G® into HY. The
property additionally holds for the intermediate graphs between deletion/split t and t + 1.

Proof. The proof is by induction on ¢. If there have not been any deletions/splits (¢t = 0), then I1_;
embeds E into G(©) by Theorem 7.3. All other II; are initially empty and therefore the lemma holds

for t = 0. Now assume the lemma holds for all ¢ < t. We let j « j® ¢, ; = tg-t_)l and t' be the
moment in time right before the ¢-th deletion/split (as annotated in Algorithm 7). We first show
that edge e had a valid embedding path in II.; at some point between timesteps ¢;_1 and t'. We

consider two cases that together establish this claim.

(t;

-
<J

1. e € E%-1): In this case Hg_l)(e) contains a valid embedding to H~"

hypothesis.

by the induction

2. e¢ Ei-1): In this case the edge was inserted between time ¢;_1 and t'. Then, II_; contained
a valid embedding of e after it was inserted.

By definition of Sj_1, we have that if II; N Sj—1 = ) then the path II.;(e) still exists in H® je.
if no deletion/vertex split touches the embedding path it is still valid.

Therefore, we consider the case where II.;(e) N Sj—1 # 0, i.e. a deletion/vertex split touches
the path. Then € = proj;_;(e) in Line 18 and thus € is added to J. We claim that the edge € maps
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Algorithm 7: DYNAMICSPANNER()

B =T B U VI

10
11

12
13
14
15
16
17
18
19
20
21

22
23
24
25
26

Procedure INIT(n, A)

D_; < INCREMENTALSPANNER(); D_;.INIT(n, A)

t<0
Procedure INSERTEDGE(e = (u,v))
| D_1.INSERTEDGE(e)

Procedure DELETEEDGE(e') /SPLIT(V, E1, E9)

t—t+1
// timestep t/

the type of the update.

tioq Lt/nl_(j_l)/KJ .pl-U-D/K
// Recompute layers j,...K
fori=7,...K do
J (Sj_1,@)
Eaffected — {6 S E|H<j(€) N Sj,1 75 @}
HJHHQUEaffected <0
foreach e = (u,v) € Eaffocteq dO
€= (U, ) < proj;_;(e)
Add e to J.

J—=J
foreach e € J do

‘ Add e to Hj
foreach e = (u,v) € Eafocteq dO
e = (u,v) < proj,_4(e)

// timestep t

Update H_; with the update via D_;.DELETEEDGE() or D_;.SPLIT() depending on

Update Hy,...,Hg and S_1,..., Sk with the update.
j + min{j’ € Zxo|tisdivisiblebyn1=7)/K}

» HJHH<jUEaffected (E) «— H<J<e) [a7 u] @ € @ H<](e> [Ua ij\] .
(J7 II ~) <_~SPARSIFY(H<j U FEaffected HJ»—>H<jUE

affected)

Ij(e) ¢ <j(e)[v,0] @ [y o jUBageciea © 1L, 71(€) © <€), 4]
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to a valid path in Hg]) via [y H_;UBagecied © 1L, 71(€). Firstly, the map IT, |, 5 maps each edge e

in J to a valid embedding path in J. Then, the map Il;pm_uE maps these paths to a valid

affected
path in H_; since all the edges it uses are pre-images of edges in J and thus added in Line Line 23.

This implies that the whole path I<;(e)[v, V] © [ILjs H_;UEugecieq © 15, 71(€) © Tl (e) is in Hg])
®) N

by the definition of S;_1 and proj;_;(e). The claim follows since IL;/,,.. .Hg? = (), and insertions
between ¢ and (¢ + 1)’ (i.e. until the start of the processing of the next deletion/split ¢ + 1) have a

valid embedding path in H(_t;rl)l by Theorem 7.3. O

Now that we established that the embedding Il<x is proper, we bound the vertex congestion
and embedding path length.

Claim 7.15. Fori=0,..., K we have
1. length(Il<;) < 2i+1'7;+171ncSpanner and
2. veong(Il<;) < 8yt lyy qhanner A
throughout.
Proof. We prove the items separately.

1. Between times that II; is recomputed the embedding path II;(e) remains fixed. We therefore
focus on bounding the length when a re-computation of layer ¢ happens.

The proof is by induction on ¢t. We have that length(II_;) < ~incSpanner throughout by
Theorem 7.3 and the description of our algorithm. Since Ily,...,IIx = () for ¢ = 0 the base
case follows.

We let j « j®), tj1 = tgﬁl and t' be the moment right before the ¢-th deletion/split. By

the induction hypothesis, we have that length(HE;l) < 2jfyljfyincspanner since‘tjfl < tj by
the minimality of j in Line 10. Therefore, we have length length(Hij) < 2j'yl] YincSpanner DY
Theorem 7.3 and the description of our algorithm since all newly embedded edges since t;_1
have embedding length at most vincspanner by Theorem 7.3.

The segments 11 ;(e)[u, u] and I ;(e)[v, D] contain at most 27 fylj VincSpanner €dges by the induc-
tion hypothesis. It remains to bound the length of the segments [ILj 1 ;UE,gocieq © 115, 71(€)-
We observe that its length is at most 7; - length(Iljs 7_ U gecied) < 2j’Ylj+1’Yincspanner by
Theorem 7.11. The claim follows by adding up the segments.

2. We next show the second item, again by induction on the number of deletions/vertex splits ¢.
We have that vecong(Il<_1) < YincSpannerA throughout by Theorem 7.3. Therefore the claim
follows for ¢t = 0 up until right before the first edge deletion/split since then Iy, ..., IIx = 0.

We let j « j®), tji_1= t(t_)l and t' be the moment right before the ¢-th deletion/split. Then,

J
by the induction hypothesis we have that Vcong(Hgfl)

vertex congestion at moment ¢’ is bounded by vcong(H(<t j)) <8 'yg'ymcspannerA+’yincspannerA <

) < Sj’YgWincSpannerA- Therefore, the

2.8 vg'yincspannerA by Theorem 7.3 since only the embedding II_; changed in II.; between
tj_l and t/.
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(<t/-) ) upper bounds the

By the description of our algorithm, the vertex congestion vcong(II j

degree of J. By Theorem 7.11, we have

Vcong(HJ’_)H<jUEaﬂected © HJ'—)j) S ’YC(VCOHg(H<j) + AJ) S 4- Sng’YinCSpannerA'
Adding the extra congestion caused by segments II;(e)[u, u] and II<;(e)[v, D] we obtain that

vcong(H(t)) <5- Sj'YZ’YincSpannorA-

Since the extra congestion added in-between timesteps is at most an additive Yincspanner A the claim

follows. O
We finally establish the runtime and recourse bounds.

Lemma 7.16. At any stage H consist ofé(w-n) = O(n~60(k’gl/2 mloglogm)) edges and the amortized
— Olog®/2!m) given at least n insertions. The total
VK (Yer) ) At

. Further, the total number of embedding changes is

number of changes to H is at most O(n'/¥) L
runtime of the algorithm after k insertions and t deletions/splits is O(n
’YincSpannerAk> < (t 4 k) . eO(log20/21
(t 4 k) - 0008/

2
PY'incSpanner
mloglogm)

mloglogm)

Proof. Firstly H_; contains at most O(n) edges throughout, and the total recourse of H_; is O(n).
The total runtime of layer —1 is at most 6(H’YincspannerA)~

We therefore focus on the layers O, ..., K.

We first show sparsity. Whenever the layer ¢ gets rebuilt, we have that S;_1 is of size at most
O(n'~(=D/K) Since the spanner J built over S;_ is sparse, the number of edges is 5(71]Sj_1]) by
Theorem 7.11. The bounds on the sparsity follow, and the recourse caused by rebuilds is at most
5(711/ K via a simple argument over the frequency of the rebuilds.

We additionally have to bound the recourse caused by vertex splits in-between rebuilds. When-
ever a vertex is split, we copy the smaller side over. We do so by layer, and notice that every edge
can be on the smaller side at most logn times before the next rebuild. Therefore, the total recourse
is O(K - n'/K) = O(nV/X).

We then bound the running time. Every time a layer ¢ gets recomputed, the size of J is at most
O(8'YYincSpannerA) by Claim 7.15 and the length of the embedding Iy H_ UB, g 1S at most
2"9YincSpanner by Claim 7.15. Therefore, the total runtime spent for a rebuild of layer 4 is bounded
by B

@ (8172’Yin65panner ’Sz— 1 "712 2Z"YIl")/inCSpanner)

and the runtime bound follows since the cost of splits in-between re-computations is proportional
to the recourse. Each embedding change can be directly attributed to runtime, and thus analysed
in the same way. O

Proof of Theorem 5.13. 1t follows from Lemma 7.14, Claim 7.15 and Lemma 7.16. O

8 Minimum Cost Flow IPM

In this section, we describe the min-ratio cycle framework of [CKL 22| for solving min-cost flow
and its extension to incremental graphs by [BLS23]. Finally, this yields a proof of Theorem 3.10
and Theorem 3.11.
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In the following, we consider the problem of finding a min-cost circulation. This is equivalent
to min-cost flow via adding high cost edges between sources and sinks, which is a standard reduc-
tion. Further, we focus on the proof of Theorem 3.11, since Theorem 3.10 directly follows from
Theorem 3.11 via a binary search over the threshold F'.

8.1 Minimum Cost Flow via Min-Ratio Cycles

We recall the static min-ratio cycle approach to min-cost flow of [CKL"22] that was adapted to
incremental graphs by [BLS23].

For an incremental graph G = (V, E, u, ¢) with polynomially bounded capacities u(e) € [1,U]
and costs c(e) € [-C, C| we recall the potential

O(f) := 20mlog(c'f — F) + Y (f(e) +6)" + (u(e) = f(e)) ™ (6)
ecl

where m is the total number of edge insertions G, § := 1/(20m2C), a := 1/(5000log(mCU)) and
—§ < f(e) < u(e) from |[BLS23]. This is an modification of the potential introduced by [CKL™"22]
in the context of static min-cost flow. The additional additive factor ¢ allows the addition of new
edges with flow 0 without increasing the potential by more than a constant.

Lemma 8.1 (See Lemma 4.7 in [BLS23|). Adding an edge e with some capacity u(e) < U and cost
c(e) < C to the graph and setting f(e) = 0 increases the potential by O(1).

Proof. Adding an edge increases the potential by =% + u(e)™@ < 3. O
Next, we define the lengths and gradients as in [BLS23].

Definition 8.2 (Lengths & gradients). Given the potential ®(f) for a graph G = (V, E, u, ¢) as in
Equation (6), we define the length vector I € RIF| with

Ue) = (F(e) +0)7" + (ule) — £(e) ™

for every e € E and the gradient vector g € RIE! gs

g(e) :=20m(c"f — F)""e(e) + a(ule) = f(e) ™'~ — a(f(e) + )77
We further let L = diag(l).
Next, we state a lemma that shows that a good quality min-ratio cycle always exists if there
exists a flow of cost at most F. As in [CKL"22, BLS23], we will crucially instantiate our solver
data structure Definition 3.7 with approximate gradients and lengths [ and g. This is necessary,

since the exact gradients and lengths can change very frequently. The following lemma bounds the
quality of the min-ratio cycle for a sufficiently close approximation of the gradients and lengths.

Lemma 8.3 (Lemma 4.5 in [BLS23], See Lemma 4.7 in [CKL"22|). Let G be a graph such that
there is a feasible circulation f* with ¢ f* < F. Let g € RIEl satisfy HL_I@ - g)HOo < ¢ for some

e < a2 and 1~ 1. If ®(f) < 200mlogmCU and log(c'f — F) > —10mlogmCU, then
~T(f*

[, H
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The next lemma shows that a suitably scaled min-ratio cycle reduces the potential by an amount
that is comparable to its quality.
Lemma 8.4 (Lemma 4.4 in [CKL22]). Let g € RI®| satisfy HL_l(g— g)Hoo < k/8 for some
ke (0,1), and I € R‘>Eo| satisfying | ~ 1. Let A satisfy B'A =0 and §' A/ |LA|l, < —k. Letn
be such that ng' A = —k2/50. Then, f +nA is feasible and

O(f +1A4) < &(f) — £?/500
To provide a bound on the number of iterations, we state an upper bound the initial potential.
Lemma 8.5 (See Section 4 of [BLS23]). ®(0) < 100m - log(mCU)
Proof. We have

®(0) = 20mlog(—F) + > (u(e) ™™ +4§*) < 100m - log(mCU)
eckE

since |F| < mCU as otherwise the flow would never be feasible. O

The next lemma then shows that reducing the potential to —5(m) suffices to obtain a flow
sufficiently close to F'.

Lemma 8.6 (Lemma 4.3 in [BLS23]). If ®¢(f) < —200m log(mCU), then ¢ f < F + (mCU)~10.

Therefore, given an update A as in Lemma 8.4 we need at most O(m/x2) updates.

8.2 Algorithm

Next, we show that the min-ratio cycle solver developed in Section 3 and summarized in Defini-
tion 3.7 can be used to extract min-ratio cycles as in Lemma 8.4 efficiently to prove Theorem 3.11.

Our algorithm uses the framework of [BLS23], but replaces the routine for detecting and aug-
menting along min-ratio cycles. See Algorithm 8 for pseudocode. It is based on the data structure
D < SOLVER() from Definition 3.7. We let f denote the flow maintained by D, while the approxi-
mation that our IPM algorithm maintains is denoted f. We further denote the approximate lengths
and gradients passed to SOLVER as 1 and g.

Initialization. Given an incremental graph G with edge capacities u in [1,U] and costs ¢ in
[-C,C] and a target cost F', it first initializes the flow f < 0 and r <— F. Then, it computes the
lengths and gradients of all edges in G via

Le)  (F(e) +8)~" + (u(e) = fle) ™

and
g(e) /(" f = F)(20me(e)/r + alule) = f()) 1" —a(f(e) +6)717%)
with o = 1/(5000logmCU). The algorithm further uses the parameters ¢ = a/4Yapprox, I =
(o/4Yapprox) /800, and € = 1/407approx- N B B
Finally, it initializes the data structure D « SOWVER(G, I, g, ¢, f,q,T',¢). Notice that f = f at
this moment.
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Cost minimization and edge insertions. The data structure repeatedly calls E', f'(E’) «
D.ArpPLYCYCLE(), and updates the maintained flow f(FE) < f/(E’), as well as the lengths and
gradients of the returned edges in E’ using D.UPDATEEDGE().

Whenever the total flow cost as changed significantly, it fully re-initializes the data structure
D + SOWER(G, 1,9, ¢, f,q,T, €) after reading of the full flow f from D and recomputing all lengths
and gradients.

Whenever D.APPLYCYCLE() reports that it didn’t find a quality ¢ cycle, the algorithm processes
the next insertion.

When the maintained flow value ¢ f in D is less than F + (mCU) !0 the algorithm terminates
and returns the flow D.REPORTFLOW() after rounding it to an exact solution (See e.g. Section 4
of [KP15] and Lemma 4.1 in [CKL"22]).

See Algorithm 8 for detailed pseudocode of our algorithm.

Stability of gradients and lengths. Notice that the data structure D in MINCOSTFLOW(G, F))
does not maintain the exact gradients g and [, but maintains a synchronization with some slack to
guarantee efficiency. We will refer to the internal lengths and gradients in D as 1 and g respectively.
We then show that we update [ and g sufficiently regularly to achieve the preconditions of Lemma 8.3
and Lemma 8.4.

We state three lemmas from [BLS23]. They show that the residuals, lengths and gradients are
sufficiently stable.

Lemma 8.7 (Lemma 5.24 in [BLS23]). Let g € RIE satisfy ||L7'(g — 9|, < € for some e €
(0,1/2], and let 1 € Rg%' satisfy7 ~o l. Let A satisfy B'A = 0 and ngA/ HEAHI < —k for

k€ (0,1). Then

Lemma 8.8 (Lemma 5.25 in [BLS23]). If || L(f — f)HOO < e for some € < 1/100 then the lengths 1
and 1 for flow f and f respectively satisfy l(e) ~113 I(e)

Lemma 8.9 (Lemma 5.26 in [BLS23]). If ||L(f —f)HOO <eandr~iy.c'f—F and

gle) =r/(c"f = F)(20me(e)/r + a(u(e) = f(e) 17 —a(f(e) + )77

for all e € E satisfies
L7 (g — 9)|, < 10ae.

Proof of Theorem 3.11 We fix k = ¢ = a/4Yapprox and € = 1/407,pprox for this proof. We then
show a claim about the approximate lengths and gradients we maintain.

Claim 8.10. The approzimate length57 and gradients g as maintained by D satisfy the preconditions

of Lemma 8.3 and Lemma 8./, i.e., ||[L71(g — g)HOo < min{e, k/8} and 1 =4 1.

Proof. Note that throughout, f(e) is the flow value f(e) that was on edge e the last time e € E’
(or after the last re-initialization of D). By the guarantees of D.APPLYCYCLE() in Definition 3.7,
we have HL(f — f)Hl < €. Thus, the lemma follows from Lemma 8.8 and Lemma 8.9. O
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Algorithm 8: MINCosTFLOW(G = (V, E, ¢, u), F)

1 Let a = 1/(50001log mCU), Yapprox @s in Definition 3.7 and ¢ = a/4Yapprox,

I' = (a/4Yapprox) /800, and € = 1/407approx-

() +6)7)

// Sufficient quality

flow to exact solution

(€) +0)717%)

2 r+ —F

3 £,3,1<0

4 foree F do

s | 1) « (Fle) +0)" + (ule) - Fle) !

6 | Gle) e r/(eTF — F)20me(e)/r + a(ule) — F(e) " — a(f

7 D+ SOWER(G, 1, g, ¢, f,q,T,¢€)

8 while true do

9 | while E', f'(E') + D.AppLYCYCLE() finds circulation do

circulation found
10 Update f(E") + f'(E").
11 if D.FLowCosT() <r/(1+¢€) or D.FLOWCOST() > r(1 + ¢) then
// Full recompute of lengths and gradients.

12 r + D.FLowCosT() — F; f + D.RETURNFLOW()

13 foreach e € Y do

14 1(e) « (F(e) +6)7 + (u(e) = F(e) !

15 g(e) < r/(c' f = F)(20me(e)/r + a(u(e) — f(e) 717 — a(f(e) + )71~
16 D + SOWER(G, 1, g, ¢, f,q,T,¢€)

17 else

18 foreach e € E' do

1o U(e) — (Fle) + )"+ (u(e) — F(e))

2 d(e) < 1/(cTF — F)20me(e) r + a(ule) - F(e) 1 — a(F(e) + 6)1-2)
21 D.UPDATEEDGE(e, I(e), g(e)).

22 if D.FLowCosT() < F + (mCU)~ 1Y then

23 | return D.RETURNFLOW() ; // Round
24 Process the next insertion of edge e with capacity w(e) and cost ¢(e) to G.
25 | f(e)+0
26 | Ue) « (F(e) + )" + (u(e) = f(e))
27 | gle) < /(e f — F)(20me(e)/r + a(u(e) — f(e)) ™' —a(f
28 | D.INSERTEDGE(e, I(e), §(e))
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Claim 8.11 (Calls to a solver). Our algorithm makes the following number of calls to the solver
data structure (Definition 3.7).

1. The number of calls to APPLYCYCLE() /UPDATEEDGE() /INSERTEDGE()/ RETURNCOST() is
S0 0(1) -
bounded by O(mYapprox) in total.

2. The number of calls to RETURNFLOW() is bounded by 6(7%(13120)() and the number of solver

o(1) ).

data structures D initialized is 6('yappmx
Proof. We show the two items separately.

1. Since there are at most m unsuccessful calls to D.ApPLYCYCLE() because there are m in-
sertions total, and each successful one reduces the potential ® by Q(x?) by Claim 8.10 and
Lemma 8.4, the bound follows from the upper bound on the potential (Lemma 8.5), its in-
crease due to insertions (Lemma 8.1), and the lower bound on the potential (Lemma 8.6).
From these, we conclude that the algorithm terminates after O(m/k2) = 5(m’y(%(;r)ox) calls to
AppPLYCYCLE() and thus also RETURNCOST().

After each call to APPLYCYCLE() some edges E’ are returned. The amortized number of
returned edges is at most

I'/(eq) = O(Yappton):

by Definition 3.7 and the description of our algorithm. These lead to a call to UPDATEEDGE()
each, and thus to at most O(mfyg)gr)ox) calls to UPDATEEDGE() total. Finally, there are at

most m insertions, leading to at most m calls INSERTEDGE().
2. By Claim 8.10 and Lemma 8.7 we have

' 4]

STrop <187 Al/(am) = T/(gm) < 1/500m

for each update to the maintained flow f in D. From (1 + 1/(800m))! > (1 + €) we get that
at least t > m/e steps happened since the last adjustment. The bound on the number of full
rebuilds and calls to RETURNFLOW() follows from the total number of iterations as bounded
in the previous item, since our algorithm only calls RETURNFLOW() whenever a full rebuild
happens.

O

Claim 8.12 (Correctness). The algorithm returns a feasible flow f of cost at most F' the first time
1t exists.

Proof. Firstly, whenever a flow of cost at most F' exists, D.APPLYCYCLE() finds a cycle of quality
less than —¢ by Theorem 3.8 since OPT - yapprox > ¢ by Lemma 8.3 and Claim 8.10. Secondly, the

flow remains feasible by Lemma 8.4 and Claim 8.10. The claim follows. O

Theorem 3.11 follows from Claim 8.11 and Claim 8.12. Given a sufficiently accurate flow, we
can round it to an exact solution in near linear time by toggling cycles on a dynamic tree (see e.g.
Section 4 of [KP15] and Lemma 4.1 in [CKL"22]).
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8.3 Strongly Connected Components

In this section we explain how to use the incremental IPM framework to maintain the strongly
connected components (SCCs) in an incremental directed graph, thus showing Theorem 1.8.

The idea is to run the IPM discussed in this section, and then contract edges once their flow
values are nontrivial. The correctness of this hinges on the following combinatorial lemma.

Lemma 8.13. Let G be a directed graph, § < ﬁ, and let f € REG) be o circulation in G
satisfying —0 < f(e) <1 for alle € E(G). If f(e) > 1/(10m), then e is in a SCC.

Proof. Let H be the condensation of G, i.e., G with all SCCs contracted. Let £ be the flow on H
which has f(e) = f(e) for all uncontracted edges e. It is easy to see that f is a circulation. We
will argue that because H is a DAG, that £ (e) < 1/(10m) on all edges e. Indeed, perform a cycle
decomposition of £ into at most m cycles. Each cycle has flow at most 8, hence f¥ (e) < dm <
1/(10m) for all e. Hence, any edge with f(e) > 1/(10m) is in an SCC. O

Algorithm. Recall that incremental cycle detection is reduced to thresholded mincost flow by
setting c(e) = —1 and wu(e) = 1 for every edge e that arrives, and the desired threshold F = —1.
Now run Algorithm 8, except whenever an edge ¢’ € E’ has f(¢/) > 1/(10m) we contract the
endpoints of €’ to a single vertex. Now, we remove any edges contracted to a self-loop, and otherwise
we keep the flow values the same.

Proof of Theorem 1.8. We first discuss the correctness of the algorithm. By Lemma 8.13 we never
contract vertices that are not in a real SCC. By the guarantees of D.APPLYCYCLE() we know that
every uncontracted edge has f(e) < 1/(5m), because the last time e € E’ it satisfied f(e) < 1/(10m).
Thus, ¢'f > —1/5. However, if H has a directed cycle then there exists a circulation f* with
c¢'f* < —1. Thus Lemma 8.3 implies that the algorithm can find a min ratio cycle to make
progress.

Now we bound the number of iterations of the algorithm. It suffices to bound the potential
increase from contracting edges. Note that —log(f(e) + ) —log(1 — f(e)) > 0, so removing e does
only decreases this piece of the potential. For the 20mlog(c' f — F) = 20mlog(c' f +1) part, recall
that ¢'f > —1/5 at all times. Thus, removing an edge e with f(e) < 1/(5m) can only increase
that piece of the potential by

c'f+1+1/(5m) 1/(5m)
20mlog( T )§20m-ch_i_1§5,
as ¢' f +1>4/5. So the total potential increase from edge contractions is bounded by 5m.
Finally, we discuss how to implement contractions as operations to the min-ratio cycle data
structure of Theorem 3.8. In particular, we never pass edge contractions to the data structure of
Theorem 3.8. Instead, if an edge e is contracted, we just treat it as having g(e) = 0 and I(e) = 1/m*°
from then on. This simulates contracting e. O
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