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Abstract—Flight-time failures of small Uncrewed Aerial Sys-
tems (sUAS) can have a severe impact on people or the en-
vironment. Therefore, sUAS applications must be thoroughly
evaluated and tested to ensure their adherence to specified
requirements, and safe behavior under real-world conditions,
such as poor weather, wireless interference, and satellite failure.
However, current simulation environments for autonomous vehi-
cles, including sUAS, provide limited support for validating their
behavior in diverse environmental contexts and moreover, lack
a test harness to facilitate structured testing based on system-
level requirements. We address these shortcomings by eliciting
and specifying requirements for an sUAS testing and simulation
platform, and developing and deploying it. The constructed
platform, DroneReqValidator (DRV), allows sUAS developers
to define the operating context, configure multi-sUAS mission
requirements, specify safety properties, and deploy their own
custom sUAS applications in a high-fidelity 3D environment. The
DRV Monitoring system collects runtime data from sUAS and
the environment, analyzes compliance with safety properties, and
captures violations. We report on two case studies in which we
used our platform prior to real-world sUAS deployments, in order
to evaluate sUAS mission behavior in various environmental
contexts. Furthermore, we conducted a study with developers and
found that DRV simplifies the process of specifying requirements-
driven test scenarios and analyzing acceptance test results.

Index Terms—Safety Assurance, Requirements Specification,
Small Uncrewed Aerial Systems, Digital Shadow, Cyber-Physical
Systems

I. Introduction

With the rise of artificial intelligence, small Uncrewed
Aerial Systems (sUAS) are imbued with increasingly complex
decision-making capabilities, in order to perform missions
autonomously in diverse environmental conditions [1]. As
failures during operation can lead to severe accidents that
are harmful to people, physical structures, or the environment,
it is essential to specify safety requirements, design effective
solutions, and establish a robust testing process, infrastructure,
and corresponding monitoring tools for validating that the
system satisfies its requirements prior to deployment [2]–
[5]. Environmental conditions, and their diverse combinations,
especially those at the boundaries of an sUAS’ operating
capacity, can impact the behavior of an sUAS in unpredictable
ways, and therefore, many accounts of sUAS flight failures due

to problems such as radio interference [6], or high winds [7],
[8] have occurred. This, in turn, means that functional tests
must be executed under diverse conditions. For example, the
requirement that “An sUAS shall complete a flight composed
of multiple waypoints in wind gusts of 23mph without colliding
with stationary objects, the terrain, or other aircraft” needs
to be operationalized within diverse test scenarios that specify
the specific flight details, as well as additional environmental
attributes such as wind direction, temperature, precipitation,
visibility, and geographical information.

Performing rigorous software verification and validation
(V&V) on Cyber-Physical Systems (CPS) in general, and
sUAS in particular, is a time-consuming process that typically
involves a combination of simulations and real-world testing
to validate the correctness of system behavior under a range of
conditions [9]–[11]. Furthermore, many tests cannot easily be
conducted on physical sUAS, especially those that target, or
even exceed operational boundaries, such as flying in extreme
weather conditions or in (too) close proximity to objects or
humans. However, critical differences between the simulation
and the real-world environment can result in substantial back-
and-forth testing between physical testing sites and developers,
extending project development times and increasing costs. This
problem is primarily attributable to (a) lack of tool support
for developing realistic scenario simulations, (b) difficulties in
identifying and/or modeling edge-case scenarios in the real-
world environment, (c) isolated simulation environments that
fail to consider interactions with sensors and physical devices
used by humans to interact with the system, and (d) the lack
of a structured process and platform for specifying, executing,
analyzing, and testing diverse system requirements.

In practice, for the domain of sUAS, developers currently
rely on simulations using 2D maps [12]–[14] or 3D simu-
lation environments, such as Gazebo [15] or AirSim [16].
Gazebo [17], for example, facilitates sUAS simulations with
limited automated support for incorporating realistic land-
scapes [18] and weather conditions, while AirSim provides
high-fidelity weather simulations, but it lacks realistic flight
conditions such as simulating real-world airspace restrictions,
and mission-specific environmental elements, such as sim-



ulating a drowning person in a river to support search-
and-rescue test scenarios [16], [19]. These existing simu-
lation environments rely more upon an ad-hoc, trial-and-
error testing approach with limited support for specifying
real-world test scenarios [11], and provide even less support
for a requirements-driven test environment in which diverse
scenarios are generated and executed for given requirements.

In this paper, we address this challenge by presenting
a new platform, DroneReqValidator, referred to as DRV in
the remainder of the paper, for supporting the creation of
requirements-driven test scenarios. We employed design sci-
ence [20] to collect and specify clear design and development
objectives of DRV (discussed in Section II), based on identified
key challenges. Specifically during simulation testing, and
related to simulating volatile high-fidelity environmental condi-
tions that affect sUAS behavior (discussed in Section III). Our
platform allows developers or testers to specify environmental
conditions, configure sUAS sensor capabilities, and specify
test properties to validate system-level requirements. Based on
specifications, the platform generates the simulation environ-
ment and deploys sUAS with configured sensor information.
DRV automatically monitors the specified test properties for
violation and generates an acceptance test report containing
detailed simulation analytics. By using DRV, developers can
investigate the capabilities and limitations of their sUAS
applications against system-level requirements prior to field
deployment.
The contributions of this paper are therefore as follows:
(1) We analyze real-world sUAS incidents to identify common

points of failure and subsequently specify requirements for
the DRV validation platform. Our aim is to enable sUAS
developers to effectively validate critical mission behaviors
within realistic contexts.

(2) We describe the set of safety-related, first-order runtime
properties used by DRV to validate requirements for cor-
rect flight operations of sUAS.

(3) We derive a structured end-to-end process for specifying
various elements of test scenarios, for performing multi-
sUAS fuzz testing activities, analyzing simulation results,
and evaluating DRV’s fidelity for physical sUAS systems
under test. This process advances the state-of-the-art in
requirements-driven simulation platforms for autonomous
vehicles.

To evaluate our platform, we conducted a case study with
two real-world cases in which DRV was used to validate
requirements for our own drone system composed of multiple
autonomous and collaborating sUAS. DroneResponse [21]
assumed the role of the Drone System under Test (DSuT).
In addition, we performed a preliminary study to evaluate
sUAS developers’ opinion of DRV and its ability for designing
requirements-based tests.

The remainder of this paper is organized as follows. Sec-
tion II provides an overview of our DRV platform, and in
Section III, we further describe the set of features vital for an
sUAS testing platform and describe DRV’s ability for config-
uring the environment and runtime properties. In Section IV,

we comprehensively describe our platform architecture and
the process of specifying and executing high-fidelity realistic
environmental conditions and respective mission-specific tests
are created We outline our evaluation set-up in Section V,
and present our findings in Sections VI and VII. We, finally,
discuss threats to validity and related work in Sections VIII
and IX.

II. Overview of DRV

Testing and validating a CPS against its requirements re-
quires more than “just” simulating its behavior in a virtual
space, and involves systematic requirements elicitation, hard-
ware and software testing including the definition and analysis
of safety properties, and integration of the user and human
interactions [11], [22]–[24]. Therefore, our primary objective
of developing DRV is twofold.

• DO1: Develop a simulation approach that goes beyond
providing simplistic pass/fail test results.

• DO2: Automatically execute diverse test scenarios under
realistic 3D environments to effectively detect safety-
related issues in sUAS applications.

To accomplish these primary development objectives, we
identified several features to incorporate in DRV. First, to
validate a set of requirements, developers need the ability
to specify, execute, and validate complex test scenarios that
include (1) realistic scenes with buildings, trees, and other
landmarks, (2) interactive environments that include, for ex-
ample, roads, people, fires, and traffic accidents, and (3) envi-
ronmental factors such as weather, wireless interference, and
satellite availability. Second, the environment needs a diverse
selection of high-fidelity sUAS with sensors and actuators
such as controllable cameras and other sensors; all of which
provide APIs for interfacing with the test applications. For
the simulation to support diverse sUAS applications, it needs
to allow a tester to deploy their own sUAS applications
within the test environment with minimal effort. Third, the
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Fig. 1: An overview of the DRV platform, showing how a user specifies real-
world test scenarios for their own sUAS applications, executes them in diverse
environmental conditions and evaluates their outcomes.



test platform needs to facilitate runtime monitoring [25], by
providing monitors that enable users to specify properties and
constraints and to subsequently monitor the runtime behavior
of individual sUAS, their interactions with each other, with
human actors involved in a mission, and their environment.
Finally, bringing all of this together, the environment must
provide users with the means to specify test scenarios for
specific requirements, and enact those tests in the defined envi-
ronment whilst simultaneously selecting relevant constraints to
be checked during the running simulation. We have designed
DRV to address these requirements, and provide a high-level
overview in Figure 1.

In Step 1, DRV users develop their own single- or multi-
sUAS applications using supported flight controllers (with
current support for PX4 [26] and Ardupilot [27], [28]), and
then specify test cases for validating requirements, based on
real-world scenarios such as multi-sUAS area search.

In Step 2, the users configure the environmental conditions
(e.g., weather, signal, geographical regions) in which they need
to execute their tests as per system-level requirements as well
as safety properties (e.g., “minimum horizontal and lateral
separation distances between sUAS”) that sUAS are expected
to maintain during the mission. The combination of the sUAS
application, prescribed mission, and environment and safety
properties specifications constitute a Test Scenario.

In Step 3, the DRV simulation engine creates realistic
environmental conditions including weather conditions, and
realistic terrains and landscapes, deploys the desired number
of sUAS in the environment, and configures sensor models
of each sUAS as per requirements. When activated, the fuzzy
test generator component of the platform generates multiple
test scenarios by fuzzing the user-provided environmental
configuration within the given range of values. The objective
of this component is to examine the robustness of the sUAS
application by analyzing the extent to which the system is able
to perform as expected in adverse environmental conditions.
Finally, after generating test cases, the platform simulates both
the primary configured test and its fuzzy versions.

In Step 4, data is collected from the sUAS and the environ-
ment throughout the mission, and the DRV monitoring system
continually analyzes the data for violations. Finally, in Step 5,
DRV produces an analytics report that contains analysis of
simulation results from each test case, comparisons across all
fuzzy test cases, and a list of detected violations.

The key novelty of DRV is that it allows developers to
easily specify test scenarios in combination with environmen-
tal conditions, sUAS capabilities, and a set of monitorable
properties indicative of system-level requirements satisfaction
conditions. Developers can deploy and validate their own
sUAS applications under the specified test scenario using DRV
prior to deployment in the physical world. Furthermore, DRV
supports fuzzy testing [29], [30] of system-level requirements,
allowing developers to identify the operating boundaries of
their application under adverse environmental conditions. Ad-
ditionally, DRV consolidates and analyzes runtime information
from diverse sources in order to provide insights into passed

TABLE I: Overview of sUAS incident sources reported publicly and/or
through governmental and regulatory bodies

Source URL #

Aviation Safety Reporting
System (ASRS)

https://asrs.arc.nasa.gov/docs/
rpsts/uas.pdf (ACN: 1599671)

50

Wikipedia collection of incidents https://en.wikipedia.org/wiki/
List of unmanned aerial
vehicles-related incidents

90+

dedrone – Collection of
Worldwide Drone Incidents

https://www.dedrone.com/
resources/incidents-new/all

70+

The Center for the Study of the
Drone – Bard College

http://dronecenter.bard.edu/
drone-incidents

30

UK Air Accidents Investigation
Branch reports

https://www.gov.uk/aaib-reports?
keywords=UAS

50

Public Safety Flight – Report
Drone Accident (2019 –2022)

https://reportdroneaccident.com 50

and failed test properties for further analysis and error di-
agnosis (Step 6). In the following sections, we describe the
configuration properties, platform, and architecture in more
detail.

III. Environmental Configuration

As input to the overall DRV design process, we sought
to identify a common set of configurable environmental fac-
tors relevant for validating sUAS applications. We used a
deductive (top-down) approach based on a set of well-known
sUAS problems related to environmental terrain [31], GPS
denial [32] signal interference [33], weather and lighting [34],
human-operations [35], and sUAS physical failures [36]. To
identify detailed information about each of these categories,
including specific types of failures and potential ways of
monitoring them, we further conducted a search for sUAS
incident reports published by news services and regulatory
bodies and reviewed scientific publications related to sUAS
safety requirements. As part of our incident investigation, we
searched for scientific publications on Google Scholar and
Web of Science for “sUAS/UAV safety, accidents, incidents”
and examined sUAS incident reports as depicted in Table I.

A. Configuration Requirements

The literature and incident analysis identified numerous
ways in which environmental factors played a key role in
sUAS incidents. We categorize them into six groups, provide
examples for each, and summarize the key factors.
− Geographical Locations and Terrain: sUAS are deployed on
diverse missions across vastly different types of terrain includ-
ing open farmland, forests, urban areas with tall buildings, and
mountainous terrain. Other areas include protected airspace
(e.g., in close proximity to airports or over national parks,
and prisons). Reports document diverse incidents including
an sUAS collision with a Hot Air Balloon over Boise, Idaho
whilst flying without authorization in controlled airspace [37],
a goose hit in Sweden [38], a construction crane in Kent,
UK [39], and a mountain in Colorado [40]. The simulation
environment, therefore, needs to support diverse scenarios in-
cluding stationary and moving objects, diverse types of terrain,

https://asrs.arc.nasa.gov/docs/rpsts/uas.pdf
https://asrs.arc.nasa.gov/docs/rpsts/uas.pdf
https://en.wikipedia.org/wiki/List_of_unmanned_aerial_vehicles-related_incidents
https://en.wikipedia.org/wiki/List_of_unmanned_aerial_vehicles-related_incidents
https://en.wikipedia.org/wiki/List_of_unmanned_aerial_vehicles-related_incidents
https://www.dedrone.com/resources/incidents-new/all
https://www.dedrone.com/resources/incidents-new/all
http://dronecenter.bard.edu/drone-incidents
http://dronecenter.bard.edu/drone-incidents
https://www.gov.uk/aaib-reports?keywords=UAS
https://www.gov.uk/aaib-reports?keywords=UAS
https://reportdroneaccident.com


TABLE II: DRV Simulation Requirements with the associated Features and corresponding Configurable Properties (DRV Status:  =Implemented; H#=Partially
implemented; #=Not yet Implemented)

Category Observed Incidents Feature Configuration Parameters

Scene
(Location
& Terrain)

sUAS hitting immovable objects, such
as buildings or rocks, and interfering
with air traffic and humans on the
ground [37], [38], [39], [40].

Regions Region Name, Central coordinates (LLA)  
Terrain type Mountainous, Forrested, River, Ocean, Urban. H#
Scene Examples: Air Traffic, Crowd, Ground traffic, accident,

building fire, etc.
#

GPS sUAS losing GPS signal or experiencing
low GPS accuracy during flight [41].

Degree of GPS deprivation [0-100%] H#
GPS availability plugin [RandomDisturbance, GNSSModel] #

sUAS Com-
munication

sUAS loses the communication link with
the remote pilot [42], [43].

Fault injection model Fault Type (e.g., interference) #
Degree of signal deprivation [0-100%, duration signal drop] #

Weather &
Lighting

sUAS being blown off course due to
high winds, operating outside its capa-
bilities, or suffering mechanical issues
due to environmental conditions [8].

Weather conditions [Sunny, Cloudy, Raining (heavy, medium, low),
Snowing (heavy, medium, low)]

H#

Lighting conditions dawn, morning, afternoon, dusk, night  
Temperature [Celsius (-30-40), Fahrenheit (-20-120)] #
Wind For each range [altitude(upper, lower),wind speed

(mph), wind gusts (mph), direction]
 

Human
Interactions

sUAS not being operated correctly;
issues related to ambiguous UI [37].

Mapping RC signals to
DRV’s exp. inputs

Examples: Mode switches (e.g., Loiter, Stabilize, RTL,
LAND), Gimbal & Camera controls

H#

Sensors &
Hardware

sUAS loses power mid-flight; physical
damage (e.g., motors) [44], [45], [46].

Fault injection model Fault Model Name, Fault Types e.g., [Loss-of-signal,
Magnetic Interference, Vibration, etc.]

#

and restricted airspace to allow test cases that validate whether
an sUAS can complete its mission successfully whilst comply-
ing with all legal airspace regulations. Configurable properties,
therefore, include Region; Controlled airspace (regulated
airspace and no-fly-zone automatically retrieved from service
providers, with the ability to upload additional regions of
prohibited or constrained airspace); and Objects (stationary
objects, e.g., cranes, and movable objects such as vehicles).
− Signal Loss and sUAS Communication: Loss of communi-
cation between the sUAS and the remote pilot (e.g., [42]) can
occur if the sUAS exceeds its range capabilities, is obstructed
by an obstacle, or when electromagnetic interference otherwise
disrupts the data link [43]. It can impact telemetry between
the sUAS and a handheld radio controller, or software-
based Ground Control System (GCS) (e.g., MissionPlanner,
QGroundControl [47], [48]), or other forms of communication
(e.g., WiFi or Mesh Radio) between ground-based software
systems and onboard software applications which are wired
to the onboard flight controller. Loss-of-signal alone does
not cause a crash, as most sUAS automatically enter failsafe
modes, such as return-to-launch (RTL), when communica-
tion is disrupted; however, as airspace becomes increasingly
crowded, simple RTL commands could themselves cause
incidents [49]. Configurable radio interference models,
therefore, need to be integrated into DRV to allow users to
test sUAS response to unexpected loss of data link.
− GPS Deprivation: Most sUAS rely upon GPS for geoloca-
tion purposes, and as a result, loss of reliable GPS leads to
sUAS crashes [41]. Geolocation accuracy typically increases
with the number of satellites, returning up to 2 meters of
accuracy with 15 or more satellite connections, but decreasing
rapidly as the number of connections decreases. sUAS systems
can compensate for geolocation uncertainty, for example, by
maintaining greater distances from terrain, buildings, or other
sUAS, or by using sensors to help prevent collisions. The DRV
environment, therefore, needs configurable GPS models that

are able to predict GPS accuracy and/or inject loss of satellite
faults into the test environment.
− Weather and Lighting Factors: Weather conditions greatly
impact the functioning of both the sUAS’ perception of the
environment and its control algorithms [50]. Wind speed is
often cited as a cause of sUAS crashes, because high wind
speed in a particular direction can negatively affect the ability
of the sUAS to maintain its desired flight path [51]. Further-
more, rain, fog, and snow, as well as low lighting conditions
in the environment, impair the ability of computer vision
models to interpret the environment correctly [52]. Turbulent
weather has resulted in several incidents, including failure to
hold position [7], or dislodging payload [8]. Therefore, DRV
must support configuration and simulation of various weather
conditions, including wind direction, speeds, and gusts at
different altitudes, precipitation types and levels, lighting
conditions, and visibility.
− Human Interactions: Numerous sUAS accidents can be
accounted to human-related errors, caused by recklessness,
lack of training, or poor user interface design [53]. For
example, in the collision with the Hot Air Balloon [37],
the pilot recklessly overrode warnings that he was entering
prohibited airspace. In an accident, we experienced sudden
and erratic altitude swings during takeoff, which required the
operator to perform an impossibly complex series of actions
in order to gain manual control before the sUAS plunged to
the ground. DRV must support human interaction testing
by allowing users to connect their interactive devices, such as
Radio Controllers, to the simulation environment [54], [55].
− Sensor and Hardware Issues: While the primary aim of DRV
is to test the safe operation of sUAS software applications
and deployments, hardware failures, sometimes confounded
by environmental factors, are often the primary cause, or
a clear contributor, to an accident [21]. The most common
faults include loss of signal, excessive vibration, compass
interference, battery problems [44], [45], and motor failures



[46]. Dramatic hardware failures that cause complete and
sudden loss of flightworthiness are out of the scope of our
current work. However, DRV can test software solutions for
detecting, recovering from, and/or preventing hardware faults
from occurring. For example, given an event that triggers an
RTL failsafe mechanism, can the sUAS return home without
colliding with other sUAS? To create this type of test envi-
ronment, DRV must support fault-injection capabilities
that generate sUAS failures at runtime. Test scenarios should
define types of failures (e.g., vibration, loss of signal) and
their frequencies. While this is out of scope for the current
paper, initial work in this area shows that it is feasible to
accomplish [56].

These categories and their associated incidents provide an
initial set of guidelines for specifying DRV’s configuration
requirements, designing a template for test specifications, and
identifying a set of monitorable properties.

B. Configuration Properties

By analyzing the reported environmentally-related sUAS
accidents and incidents, we identified an initial set of relevant
contributing factors as depicted in Table II. These attributes
need to be configurable in order to support meaningful test
scenarios. Each parameter is labeled as fully implemented,
partially implemented, or planned for future releases. The
Scene category allows developers to define specific regions
of operation that match their actual deployments. Users can
also specify various parameters related to sensors and weather
conditions. Sensors and hardware faults can be represented
by various forms of fault models, and human interactions
can be configured by mapping sUAS controls (e.g., the radio
controller) to an API associated with each sUAS.

IV. DRV Architecture and Testing Process

In this section, we provide a comprehensive overview of
the DRV and its components as depicted in Figure 2, and
the process for executing a test scenario. DRV comprises
three main components: (A) a Test Scenario Configurator and
Generator that accepts user-defined specifications to configure
the environment and test properties and generate variations
for fuzzy testing, (B) a Simulation Environment with sUAS
physics engines and a high-fidelity simulated world, and (C)
a Runtime Monitoring Environment that collects and analyzes
data during test execution to determine the success or failure
of acceptance tests and provide mission analytics visualization
for sUAS application diagnosis.

A. Test Scenario Configurator

Developers configure system-level tests by specifying en-
vironmental conditions, sUAS sensor configuration, and test
properties based on specified system-level requirements.

1) Configuring the Simulation Environment: Simulation of
realistic environmental conditions is an important part of CPS
testing. This includes wind conditions (velocity, direction),
geographical regions (urban, densely populated, rural), and
time of day (bright sunlight, dark), all of which impact sUAs
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flight trajectories and mission execution. Additionally, the test
scenario scope can be configured according to environmental
requirements for a particular mission, such as a drowning
victim in a particular river at a specific geographical location or
a burning building in a particular area. Based on these inputs,
DRV establishes the simulation environment. In the following
step, the user configures the characteristics of the sUAS with
which they wish to carry out missions.

2) Configuring and Deploying multiple sUAS: Multi-sUAS
systems consist of heterogeneous sUAS, therefore develop-
ers must be able to specify the specifications of all sUAS
participating in a test scenario. This includes testing sUAS
with specific hardware setups, e.g., sensor configurations and
flight missions. As part of this, DRV allows configuring the
number of sUAS part of a mission, sensor specifications of
each sUAS, and their home geolocations in the simulation
environment. Based on this, DRV deploys multiple sUAS with
the defined sensor configurations at the specified location in
the simulated environment. Since users are able to “bring their
own sUAS application”, the mission to be expected could
be simply planned using an off-the-shelf application, such as
QGroundControl [47], or could be developed in a customized
sUAS application [53], [57], [58].

3) Specifying Test Properties: Determining mission success
is one major aspect in which DRV significantly differs from
current sUAS simulation environments and testing processes
in which tests are deemed to have passed if the user observes
correct behavior during simulation. In DRV we replace this
ad-hoc process with a structured, and well-defined way of
automatically determining if a test (or set of tests) has PASSED
or FAILED.

Success criteria are defined via a set of test properties that
must hold true throughout the entire mission in order for
the test to be considered to have PASSED. The test properties
are directly derived from the requirements. Therefore, the
third, and last step in the configuration process thus involves
configuring the test properties based on safety requirements of
the system. For example, specifying the safe distance that two
sUAS shall always maintain, or specifying the safe landing
spots for each sUAS during the mission. DRV leverages its
runtime monitoring environment that collects sUAS sensor



data at runtime to evaluate whether the safety properties
specified by the user hold true during the simulation or not.
DRV monitors are further discussed in Section IV-C.

4) Test Scenario Execution & Fuzzy Test Generation:
Before the test scenario is deployed within the simulation
engine for execution, DRV provides support for test case
fuzzing [59]. This step facilitates testing sUAS applications
in uncertain or extreme environmental conditions, without
the need to manually create hundreds of test scenarios with
slightly different value combinations. Fuzzy testing is intended
to determine under which realistic conditions (e.g. max wind
velocity) the system-level requirements are satisfied. The test
fuzzer component generates multiple copies of user-specified
test scenarios and manipulates parameter values to explore
sUAS reliability in uncertain environments. Users can specify
which environmental configuration to fuzz during test execu-
tion. For instance, if a user specifies wind velocity to fuzz,
DRV will increase the wind velocity exponentially in each
fuzzed scenario to determine unsafe wind velocity for the
sUAS to operate in the real world. Additionally, the user
must specify the maximum value of the parameter in order to
create a termination condition for fuzzy testing. Thus, the DRV
architecture and the testing process facilitate the testing of
UAS applications under uncertain conditions without requiring
the developers to come up with and specify the complex
unexpected real-world uncertainties.

B. The Simulated Environment

1) Environment Simulator and Executor: The environment
is structured around accurate 3D geospatial data contain-
ing real-world landmarks, such as streets, buildings, bridges,
power lines, and trees. Further, it needs to be augmented
by mission-specific objects and phenomena which constitute
environments for specific sUAS deployments such as people,
vehicles, fires, floods, and avalanches. Therefore, in addition
to simulating real-world locations, DRV provides a dedicated
Scene Animator that serves as a collection of 3D animations
representing typical sUAS mission deployments such as timed
simulation of a drowning person in a river or structural
fire. The Simulation Initialization Manager retrieves user-
configured and fuzzed test scenarios from a Scenario Database
to initialize the simulation environment’s initial conditions,
including number of sUAS, and weather conditions.

C. Runtime Monitors and Reports for Analysis

Runtime monitoring is the process of observing and analyz-
ing the behavior of a software system during its execution [25].
In order to support critical analysis of simulation results,
DRV includes its own runtime monitoring environment to
collect data during simulation and check for safety requirement
violations. The monitoring component collects data from three
sources: sUAS sensors, the environment (e.g., windspeed), and
human interactions.

In order to be able to provide “meaningful” analysis and
Acceptance Test results, it is necessary to provide additional
information that goes beyond a simple PASSED or FAILED for a

specific test. In case of undesired behavior, sUAS developers
must understand the how, why, and where a particular test
scenario failed to satisfy the requirement. For this purpose,
DRV takes runtime information and consolidates it for each
sUAS in the environment, including any changes to the 3D
environment for software analysis purposes.

V. Empirical Evaluation

To evaluate whether the design of DRV accomplishes the
first development objective, DO1, as discussed in Section II,
the applicability of DRV to real-world sUAS applications,
and its support for testing system-level requirements, we (i)
performed a case study following the guidelines described by
Runeson and Hoest [60] for two sUAS use cases for which
we needed assurances that our DSuT would perform safely
in the real world; and (ii) conducted a perception evaluation
study [61] with sUAS developers asking them to configure
a multi-sUAS test scenario based on given requirements. We
explore RQ1 defined as follows:
• RQ1: How effective is the design of DRV for defining and
executing realistic test scenarios for system-level requirements,
and how do sUAS developers perceive the overall simulation
testing process when using DRV?

We addressed this RQ in two ways. First, to evaluate the
expressivity and the design of DRV, we applied it to two
real-world sUAS application scenarios, creating a series of
acceptance tests for each of them, and specifying environ-
mental features and respective monitors relevant to the tests
to determine the feasibility of our approach.

Second, we asked software engineers and sUAS developers
to configure their own test scenarios based on given real-world
requirements using DRV. After finishing the scenario configu-
ration and analysis of the acceptance test report, we asked the
developers a series of follow-up questions to understand how
DRV is perceived by end-users and to assess the quality and
usefulness of the generated test reports.

To evaluate whether the design of DRV is capable of detect-
ing safety-related concerns in sUAS applications and whether
it accomplishes the second objective of DRV development
(DO2), we investigate RQ2 as follows:
• RQ2: To what extent can DRV detect and report safety-
related issues that occur during tests?

We addressed this RQ by running a series of simulations
in our DRV platform, based on the aforementioned tests, and
by seeding faults causing failures in the system to assess if
DRV is capable of detecting and documenting them during
the simulation.

A. DRV Prototype Implementation

We implemented an initial prototype to support Pix-
hawk/PX4 application tests for a number of environmental
configuration options and monitorable properties. The config-
urable properties and features currently supported are marked
as implemented, or partially implemented, in Table II.

We developed a web application using the React Web
framework that allows users to interact with DRV. The web



application has a Wizard that guides users through the process
of creating a test scenario to validate a specific requirement,
supported by a dashboard that displays the consolidated sim-
ulation results for users to analyze. Through the web appli-
cation, users can configure their sUAS, environment and test
properties, which are then sent to the backend server written
in Python using Flask over HTTP. Using the configuration
provided by the user, the back-end server generates the fuzzy
test scenario and instantiates the simulation environment.

Our DRV simulation environment was implemented us-
ing the Unreal Engine [62], integrating open-source digital
shadow models of the real world by using Cesium for Un-
real [63]. We simulated sUAS using AirSim [16], an open-
source, cross-platform simulator, and used AirSim’s APIs to
simulate weather conditions in the environment. Furthermore,
we implemented runtime monitors as Python modules that
collect (using AirSim’s APIs) and validate data against the test
properties specified by the user. Additionally, interaction data
is collected through input devices such as handheld controllers,
keyboards, and game controllers.

B. Drone System Under Test

Both use cases were enacted using our own semi-
autonomous, multi-sUAS system, which includes a Ground
Control Station (GCS) supported by a suite of microservices,
onboard autonomous processing capabilities, and diverse GUIs
to support human interactions. The Onboard Pilot acts as an
application layer for the PX4 autopilot stack which includes
flight control software and hardware for executing plans. Its
internal State Machine receives mission specifications and
instantiates itself dynamically for the current mission.

C. Use Case Driven Test Scenarios

We conducted experiments on two real-world use cases. The
first use case represents the deployment of multiple sUAS at
an active airbase to collect long-distance imagery of people at
diverse pitches and altitudes, and the second use case involved
a live search-and-rescue demonstration that we conducted in
August 2022 in conjunction with a local Fire Department’s
water-rescue team. Each use case is described in detail,
including its environmental configurations, test properties, and
unique requirements.
• UC1 – Video Collection at Pitch and Range: For the first
use case, computer vision researchers provided requirements
for collecting aerial images at specific camera pitches and
custom flying patterns. The engineering team developed an
sUAS application to deploy three sUAS at the test location
of an active airbase, tasked with collecting aerial imagery
of people from diverse distances, pitches, and angles, while
maintaining minimum separation distance between all sUAS.
• UC2 – Search-And-Rescue: For our second case, we
deployed four Hexacopter sUAS in support of a live search-
and-rescue demonstration in collaboration with emergency
responders. The public nature of the demonstration, and the
fact that it was conducted during the summertime at a crowded
beach area, required rigorous testing before deployment. The

TABLE III: Simulation environment specified for the deployment of sUAS at
extreme pitch and range at an active airbase.

Example Requirements Under Test

Req ID
RQ-021: When multiple sUAS are in flight, their
designated flight regions shall be laterally separated.

Req ID RQ-022: No sUAS shall enter airspace marked as a
no-fly zone.

Test Description
Test
Description

TST-0023: Six sUAS are deployed across three stations
to collect images of actors at various pitches and angles.

Environment Configuration Parameters

Weather

(wind=10→25mph, 0 < ALT < 400 f t AGL)
(windgusts=0→10mph above stable wind,ALT > 400 f t
AGL)
(precipitation=none, clouds=light→heavy)
(timeOfDay=Dawn→Dusk)

Signal (RadioInterference=Light)
(Satellites=15-20, GPSDeadSpots:None)

sUAS Configuration Parameters
Location (Region=AIRBASE)

(Central Point=(43.231539, -75.413843))
Monitors Configuration Parameters

Mission
Props

C1.1 Lateral Separation Distance = 10 meters
C1.2 No Fly Zone Areas, Runway, Taxiway, Actor
Zones

DSuT Flights

Test 1

(BASE-1.flt) 1 Six sUAS deployed to three stations,
each station assigned its own image collection task with
an associated flight pattern. Simulation lasts 60 minutes
to assess changeovers between sUAS.

sUAS were assigned a search area and dispatched to search,
utilizing onboard computer vision, and streaming video when
a potential sighting was made. In particular, we wanted to
simulate the exercise in advance, to evaluate the impact
of windy conditions, and to ensure that the critical safety
properties held throughout the mission.

VI. RQ1 – Test Scenario Definition

A. Ability to configure real-world requirements

We applied DRV to the planning and validation of both use
cases using our own drone system as the DSuT. We used the
DRV interface to configure test scenarios that included digital
shadow models of the designated area, no-fly zones, wind, and
lighting conditions. Tables III and IV summarize the detailed
test configuration for UC1 and UC2. In addition, we identified
critical safety requirements for each deployment and translated
them into test properties supported by DRV.

The missions flown in DRV were specified entirely using
our own DSuT. Tests were then executed successfully and
the Acceptance Tests reports were generated for analysis.
However, as depicted in Table II, we have only integrated
a subset of the potential configuration parameters in the
current prototype. For example, we have not yet integrated
any form of sUAS fault injection, GNSS (satellite), or wireless
network failures. We, therefore, deliberately did not attempt to
configure the environment with these properties and leave their
inclusion to the next phase of our work. The configuration
of real-world scenarios showed that DRV allows configuring
sUAS, environmental settings, and tests based on system-level
requirements, simulating sUAS in realistic conditions, and
analyzing acceptance test results.



TABLE IV: Simulation environment specified for the deployment of sUAS
for Search-and-Rescue Demonstration at the Beach.

Example Requirements Under Test

Req ID RQ-034: sUAS must complete missions successfully at
wind speeds of 15mph.

Req ID RQ-035: No sUAS shall enter airspace marked as a
no-fly zone.

Test Description
Test
Description

TST-0023: sUAS are deployed in a search and rescue
activity at the beach

Environment Configuration Parameters

Weather
(wind=15mph, 0 < ALT < 400 f t AGL)
(precipitation=none, clouds=none)
(timeOfDay=Midday)

Signal (RadioInterference=Light)
(Satellites=15, GPSDeadSpots:None)

sUAS Configuration Parameters

Location (Region=BEACH)
(Central Point=(42.207762, -86.393095))
Monitors Configurations Parameters

Mission
Props

C2.1 No Fly Zone = Beach Area
C2.2 Safe Landing Spots = Anywhere on Ground
except water.
C2.3 Drift < 10% when Wind >= 23mph.

DSuT Flights

Test 1
(BEACH-1.flt) Four sUAS deployed for search and
rescue. They fly over the water and the dunes to search
for the lost child. Simulation lasts 20 minutes.

B. Perception-based Evaluation with Practitioners

We conducted a preliminary evaluation, under an approved
study protocol, to assess usability and end-user perception of
DRV for creating test scenarios, configuring test properties,
and interpreting simulation results.

Study Setup & Execution: We leveraged our professional
networks to recruit five software engineers with experience in
requirements engineering and testing. The study was divided
into three phases: learning, task performance, and interview-
ing. In the learning phase, we provided an overview of the
objectives of DRV and demonstrated the web interface. In
the task performance phase, we assigned a requirement from
Table VI and asked participants to configure test scenarios and
analyze the acceptance test report. We used a think-aloud pro-
tocol throughout this phase to obtain insights into user opinion
and interaction. In the final phase, we asked participants to
reflect on the usability of our solution using a questionnaire.
Table V shows the industrial software engineering experience
of study participants and their five-point Likert scale ratings on
the ease of test scenario configuration, analyzing acceptance
test reports, and examining mission analytics information
provided through graphical plots. Each study session took
approximately 30 minutes.

Results: The user interface for configuring the multi-sUAS
test scenario was intuitive and easy to use for all participants.
Participant P3 gave very positive feedback on the platform,
suggesting that DRV is a valuable tool for simulation testing.
P4, who has been actively working on sUAS applications for
three years, emphasized the uniqueness of the DRV capabili-
ties, stating that “I have not seen any other sUAS simulation
and testing platform that encourages developers to conduct
simulation testing based on system-level requirements”. Dur-
ing the study, participants also identified several issues. P1

TABLE V: Participant Details and their responses on 5 point likert scale

ID Exp. Req Ratings
( Yrs.) Id Scenario

Config
Report
Analysis

Flight Path
Vizualization

P1 2 301 3 (Moderate) 5 (V. Easy) 4 (V. Helpful)
P2 7 303 4 (Easy) 5 (V. Easy) 5 (Ext. Helpful)
P3 8 303 4 (Easy) 4 (Easy) 4 (V. Helpful)
P4 7 301 5 (V. Easy) 4 (Easy) 4 (V. Helpful)
P5 13 302 4 (Easy) 4 (Easy) 5 (Ext. Helpful)

TABLE VI: Description of Requirements Assigned to Participants for Testing

Req ID Description

301 Two sUAS fly a circular and square flight mission in windy
conditions, avoiding collisions and drifting more than 10m.

302 Two sUAS complete missions in windy conditions, maintain-
ing 5m separation and drifting less than 5m.

303 Two sUAS complete missions in windy conditions, drifting
less than 15m.

reported difficulty specifying the home geolocation of each
sUAS, which was time-consuming as they had to copy and
paste geocoordinates from Google Maps. P1, P2, and P3 also
recommended visualizing the location of multiple sUAS on a
2D map to understand their relative proximity.

During the simulation, participants were interested in ob-
serving the flight path of all sUAS in the 3D environment,
but found it challenging when the sUAS were far apart. This
was due to the view port’s inability to cover the entire area
occupied by all the sUAS simultaneously, even when adjusted
and zoomed in/out. This highlights the need for a solution that
supports multi-viewports based on sUAS location, allowing
users to observe multiple sUAS even when they are far apart.

After observing the simulation, participants analyzed the
generated acceptance test report. P5, with more than 6 years
of experience in CPS development, found the auto-generated
acceptance test report and accompanying plots depicting de-
viations in the flight path under varying wind velocities to
be a “game changer”. P5 found the visualization tools to be
extremely helpful in interpreting simulation results and rec-
ommended that the feature be integrated into the Continuous
Integration (CI) Pipeline of their sUAS development envi-
ronment. P3 recommended that future improvements should
include explanations for deviations from flight paths to help
developers understand the factors affecting flight paths.

In response to RQ1, we were able to apply DRV to our
two use cases and demonstrate its practical applicability in
real-world testing scenarios and integration in a thorough
software testing process. We were able to specify the safety
requirements, connect our own DSuT with minimal effort,
execute test cases, and analyze the results provided by the
Acceptance Tests to further improve our application. We also
found that developers were able to configure complex test
scenarios easily, and acknowledged the usefulness of the Ac-
ceptance Test reports. These results demonstrate the practical
applicability of our platform in real-world testing and suggest
that we achieved our first objective (DO1) of developing DRV
as described in Section II.



Wind speed: 23 mph
Outcome: PASSED

Wind speed: 30 mph
Outcome: Blown into lake

Fig. 3: Flight test passes when winds were ≈ 23 mph but unsurprisingly failed
at 30 mph (Violating C2.3 described in Table IV)

Fig. 4: Planned Route (blue). However, the flight violated C 1.2 listed in Table
III by infringing on the temporary no-fly zone (green). Outcome: FAILED

VII. RQ2 – Test Scenario Execution

To address RQ2 we executed a series of tests for each of
the use cases. We deliberately included test cases that we
expected to fail, in order to evaluate DRV’s ability to raise
errors appropriately. Here, we report one example from each of
the use cases. In Figure 3 we plot flight logs from simulations
in winds of 23mph and 30mph. The first test passed, whilst the
second one (at 30mph) failed when the sUAS blew away into
the lake. Second, in Figure 4 we show several no-fly zones
at the airport. In this example, a flight triggered a FAILED
test because the flight path flew over a temporary no-fly zone
violating C1.2. These and many other examples demonstrated
that DRV was able to accurately differentiate between PASSED
and FAILED test cases.

Identification of Operating Boundaries: Incorporating
fuzzy testing in the framework enables DRV to automatically
compare simulation results across test scenarios, thereby test-
ing an entire range of environmental conditions for a single
requirement. To evaluate the practical application of this, we
used Airsim’s default algorithm to fly a UAV in a circular
trajectory at different velocities, created test scenarios, and
configured DRV to fuzz the wind velocity, with a maximum
wind velocity of 18 meters/s. The sUAS flew at velocities of 6,
9, and 13 meters/s under no wind, with additional simulations
conducted at 10 and 18 m/s wind velocity. Results were
analyzed to determine the sUAS’s ability to withstand varying
wind conditions. Figure 5 shows a series of plots generated by
DRV monitoring environment to visualize how the increasing
wind velocity impacts the sUAS’s flight path. These auto-

generated plots provided insight into the ability of sUAS to
fly circular missions under varying wind conditions.

In response to RQ2, we found that the sUAS monitor-
ing environment is capable of reporting violations when the
sUAS breaches any of the user-configured test properties, as
demonstrated in our two use case executions. Additionally, our
findings reveal that fuzzing the environmental configuration
is effective in identifying operational constraints of the sUAS
application. Comparing simulation results from the fuzzed test
scenario to the actual test scenario provided valuable insights
into the safe behavior of sUAS under varying environmental
conditions. These findings also suggest that we achieved our
second objective (DO2) of developing DRV.

VIII. Threats to Validity

In this section, we discuss threats to validity of our study
and execution of the test scenarios.
• Construct Validity refers to how accurately a test measures
the concept it was designed to evaluate. In the case of the
perception study, participants came from our own network,
and their evaluation of DRV’s usability could have been
biased to provide positive feedback; however, their responses
were supported by qualitative responses which provided clear
rationales supporting their positions.
• Internal Validity describes threats that could potentially
cause the observed effects besides the independent variable. In
the case of RQ2, we evaluated the extent to which DRV could
detect safety-related issues. However, here we assume that the
underlying physics engine provides a high-fidelity simulation
and accurate proxy of the actual physical sUAS. If the physics
of the engine and that of the drone differ considerably, then
certain types of faults that occur in the real world will not be
detected in simulation. Future versions of DRV will address
this by supporting fidelity tests and providing an interface to
configure the actual physics engine.
• External Validity describes threats to the generalizability
of results. First, while the two use cases used for the evalua-
tion represent complex and real-world applications, exhibiting
safety-critical aspects, our evaluation is based on applying
DRV to only one DSuT and one type of flight controller.
Therefore, additional case studies are required to evaluate
generalizability and broader applicability of DRV. As part of
this effort, we specifically provide APIs to facilitate tests with
diverse sUAS and additional types of missions. Second, while
the feedback we received from the five highly experienced
software engineers is valuable, they may not necessarily rep-
resent the opinions and preferences of a broader range of the
development community.

IX. RelatedWork

sUAS Simulation: Simulation is widely used in AV research,
with many open-source simulators for self-driving cars, such
as TORCS [64] and CARLA [65]. However, in the sUAS
domain, rich simulation environments are far more limited,
particularly, with regard to the application-specific scenarios
that can be defined and properties that can be monitored



Fig. 5: Part of generated Acceptance Test report showing the operating boundary of sUAS application across varying sUAS velocity and wind velocity

during a simulation run. Dronology [66] is a centralized,
multi-sUAS platform with built-in run-time monitors. It has
been replaced by DroneResponse which uses a distributed
model that supports greater autonomy [21]. Neither of these
platforms provides a structured testing harness to specify and
validate the specific sUAS behavior, nor do they consider
the complexities of the real world during simulation. With
regards to “pure” simulation tools, Gazebo [15], a 3D robotic
simulation platform, and AirSim [16] facilitate basic sUAS
testing. However, these tools alone are limited in terms of
providing a structured and well-defined testing environment.
Afzal et al. [67], released Gzscenic that lets developers
specify various environment elements using domain language
and automatically arranges them in Gazebo for simulation.
However, there are limitations to the domain language in terms
of specifying more complex and 3D realistic landscapes. In
contrast, our current approach facilitates the testing of multi-
sUAS applications in complex scenarios by simulating realistic
3D environmental conditions, automating fuzzy testing, and
generating acceptance test results to facilitate debugging.
sUAS V&V Activities: To validate the impact of adverse
weather conditions on flight dynamics, researchers have built
climate-controlled facilities [68]. However, testing in climate-
controlled facilities is expensive and difficult. Grigoropoulos
and Lalis [69] describe a simulation environment that allows
testing and execution of sUAS applications using digital twin
representation of sUAS to detect changes and deviations
from requirements. Similar to our work on sUAS testing,
Schmittle et al. [70] have proposed OpenUAV, a testbed
for UAV testing, focusing on UAV education and research
activities. OpenUAV provides a dedicated frontend interface
and containerized architecture to facilitate UAV testing. Simi-
larly, StellaUAV [71] lets developers build test scenarios using
simplistic terrain types, obstacle types, and weather conditions.
Khatiri et al. [72] created SURREALIST, a tool that uses
real UAV flight data to generate test cases in a simulated
environment. However, while all these approaches do provide
testing capabilities for sUAS applications, with DRV we focus
specifically on enabling mission-specific tests with a particular
focus on sUAS interaction with the digital shadows of real-
world in realistic scenarios.

AI capabilities have enabled sUAS systems to make au-
tonomous decisions. However, human interventions in sUAS

autonomy remain necessary to ensure system safety [73].
Recently, Cleland-Huang et al. proposed the MAPE-KHMT

framework [74], which augments the traditional MAPE-K loop
with Human-Machine Teaming (HMT) requirements [35].
Current sUAS simulation tools lack emphasis on human-sUAS
interaction testing. In contrast, DRV proposed architecture
monitors human inputs and facilitates human-sUAS control
switching testing during simulation.

X. Conclusion and FutureWork

In this paper, we have presented DRV, a platform that
software engineers developing novel sUAS applications can
use to specify diverse requirements for multi-sUAS missions,
define acceptance tests, and deploy their own sUAS missions
into a realistic simulation environment. We have validated the
feasibility and usefulness of our platform through applying it
to two different sUAS missions, and through evaluating sUAS
developers’ perception of DRV. Our platform supports require-
ments validation and black-box testing of entire missions, and
provides critical support for deploying validated sUAS appli-
cations into the physical world. This paper contributes to the
field of requirements engineering by offering a novel approach
to specifying and testing complex sUAS missions in a realistic
simulation environment. In future work, we plan to extend
our platform to support specific scenarios, such as delivery or
surveillance, and through integrating more advanced features
such as fault injection and recovery mechanisms.

Data Availability

We provide a list of sUAS incidents, flight logs, web appli-
cation for designing test scenarios, runtime monitoring python
module, DRV simulation engine package for test scenario
execution, and user study materials at https://doi.org/10.5281/
zenodo.8140927
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