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Abstract

We study the fine-grained complexity of graph connectivity problems in unweighted undi-
rected graphs. Recent development shows that all variants of edge connectivity problems, in-
cluding single-source-single-sink, global, Steiner, single-source, and all-pairs connectivity, are
solvable in m!'T°( time, collapsing the complexity of these problems into the almost-linear-time
regime. While, historically, vertex connectivity has been much harder, the recent results showed
that both single-source-single-sink and global vertex connectivity can be solved in m!+°() time,
raising the hope of putting all variants of vertex connectivity problems into the almost-linear-
time regime too.

We show that this hope is impossible, assuming conjectures on finding 4-cliques. More-
over, we essentially settle the complexity landscape by giving tight bounds for combinatorial
algorithms in dense graphs. There are three separate regimes:

1. all-pairs and Steiner vertex connectivity have complexity (:)(n‘l)7
2. single-source vertex connectivity has complexity ©(n3), and
3. single-source-single-sink and global vertex connectivity have complexity é)(n2)

For graphs with general density, we obtain tight bounds of ©(m?2), ©(m!5), ©(m), respectively,
assuming Gomory-Hu trees for element connectivity can be computed in almost-linear time.

*Supported by NSF CAREER grant 2238138.



1 Introduction

Vertex connectivity and edge connectivity are central concepts in graph theory. In an unweighted
undirected graph G with n vertices and m edges, the vertex connectivity (edge connectivity) between
two vertices u, v is the maximum number of internally vertex-disjoint (edge-disjoint) paths from u to
v. Efficient algorithms for variants of both problems have been extensively studied for at least half
a century [FF56, Kle69, GH61, GR98, CKM'11, Shel3, KLOS14, Mad16, vdBLN*20, CKL"22].

Until very recently, the graph algorithm community has reached a very satisfying conclusion
on the complexity of edge connectivity problems: all variants of edge connectivity problems can
be solved in almost-linear time. There are five variants of the connectivity problems studied in
the literature, including (1) global, (2) single-source single-sink, (3) Steiner, (4) single-source, and
(5) all-pairs connectivity. See the detailed definitions in Section 2. Among these problems, all-
pairs connectivity is the hardest via straightforward reductions. For the global edge connectivity
problem, Karger showed in 2000 that the problem admits a near-linear time algorithm [Kar00]. In
the recent line of work [LP20, AKT21b, LP21, AKT21a, LPS21, AKL"22], Abboud et al. [AKL"22]
finally showed that even the all-pairs edge connectivity case could be reduced to the single-source
single-sink case, which solvable in almost-linear time via the recent max flow result by Chen et
al. [CKL"22]. This finally puts all five problems on edge connectivity into the almost-linear time
regime and raises the following hope:

Can we solve all variants of vertex connectivity problems in almost-linear time too?

Historically, the vertex connectivity problems have been much more difficult than their edge
connectivity counterpart. Furthermore, Abboud et al. [AKT20] showed that the all-pairs vertex
connectivity in weighted graphs with O(n) edges requires Q(n?’) time assuming SETH.! In directed
unweighted graphs, Abboud et al. [AGI*19] also showed that the problem even requires 2(n*) for
combinatorial algorithms and Q(nw+1) time for general algorithms. Thus, at least in weighted or
directed graphs, the problem does not admit almost-linear algorithms.

But, again, the recent development on vertex connectivity in the standard unweighted undirected
graphs raises the hope for almost-linear time algorithms. Li et al. [LNP*21] showed how to compute
global vertex connectivity using polylogarithmic calls to max flows, which implied an O(m)—time
algorithm via the max flow algorithm of [CKL*22] and improved upon the known O(mn) bound
by [HRG00]. Indeed, the recent max flow algorithm [CKL*22] also implies a O(m)-time algorithm
for the (s,t)-vertex connectivity problem. Until now, there are still no nontrivial lower bounds for
Steiner, single-source, and all-pairs vertex connectivity in unweighted graphs, and the technique of
[AKT20] is quite specific for weighted graphs. The complexity landscape for vertex connectivity
problems is still very unclear.

1.1 Our Results

We give a firm negative answer to the above open problem. Based on well-known conjectures, we
settle the complexity landscape for all five vertex connectivity problems in dense graphs by giving
tight bounds for combinatorial algorithms, which generally refer to algorithms that do not use fast
matrix multiplication. We can obtain tight bounds even in general graphs by assuming a possible
hypothesis about computing Gomory-Hu trees for element connectivity. Below, we discuss our
results in more detail.

'We use O(-) to hide a polylog(n) factor and O(-) to hide a n°™® factor.



All-pairs vertex connectivity (Section 3). Our first result is a conditional lower bound of
the all-pair vertex connectivity (APVC) problem based on the 4-clique conjecture, which postulates
that the running time for deciding the existence of a 4-clique in a graph must be at least Q(n4)
time for combinatorial algorithms [BGL17] and Q(n®(21) = Q(n325) time for general algorithms
[DW22].2

Theorem 1.1. Assuming the 4-clique conjecture, the all-pairs vertex connectivity problem on an
undirected unweighted graph with n vertices requires Q(n*) time for combinatorial algorithms, and
Q(n325) time for general algorithms.

Theorem 1.1 gives the first super cubic lower bounds for all-pairs vertex connectivity problems in
the standard undirected case. Moreover, the bound is tight for combinatorial algorithms. Indeed,
a naive algorithm is to call max flow O(n?) times, one for each pair of vertices, which takes
O(mn?) = O(n*) time.

It is interesting to compare APVC with the all-pairs shortest paths (APSP) problem, a central
problem in fine-grained complexity. It is conjectured that the right complexity of APSP in weighted
graphs is ©(n?) (see e.g. [WW18]). Theorem 1.1 shows that, for general algorithms, APVC in
unweighted graphs is strictly harder than APSP in weighted graphs, assuming w > 2,

Steiner vertex connectivity (Section 4). Next, we study the Steiner vertex connectivity prob-
lem. In this problem, given a set of vertices T', we need to compute the minimum vertex connectivity
among all pairs of vertices in T. Even though Steiner vertex connectivity looks much easier than
APVC, we can extend the same lower bound of Theorem 1.1 for APVC to work for the Steiner case
too.

Towards this hardness, we propose a variant of the 4-clique conjecture, the edge-universal 4-
clique conjecture, which postulates that, given any subset of demand edges Fgem C E(G), checking
if every edge in Fqen is contained in a 4-clique requires Q(n4) time for combinatorial algorithms
(see Conjecture 2.3 for details).?

Theorem 1.2. Assuming the edge-universal 4-clique conjecture, the Steiner vertex connectivity
problem on an undirected unweighted graph with n vertices requires (n*) time for combinatorial
algorithms.

We note that our reduction would imply hardness for general algorithms too if we conjectured
the hardness of the edge-universal 4-clique problem for general algorithms.

Upper bounds for general density (Section 5). On sparse graphs, we observe that there
is still some discrepancy between our lower bounds and the naive algorithm. More precisely, we
observe that our lower bounds for combinatorial algorithms for all-pairs and Steiner vertex con-
nectivity can be easily extended to Q(mQ) in a graph with m edges. However, the naive algorithm
requires O(mn?) time. For example, in sparse graphs, the naive algorithm takes O(n?) time, while
our lower bound is Q(n?).

We fix the above discrepancy by showing improved algorithms in sparse graphs via the following
result.

2w(1,2,1) is the exponent of multiplying an n x n? matrix by an n? x n matrix.
3Note that this problem is at least as hard as the problem when Fgem = E(G), i.e. when we need to check if
every edge is contained in a 4-clique.



Table 1: Upper bounds and lower bounds for connectivity problems

Global Single-Source all-pairs Steiner
edge connectivity, O(m) A e A n A .
unweighted graphs [Kar00] O(m) [AKLT22] O(m) [AKLT22] O(m) [LP20]
vertex connectivity, Q(m*®) for comb. algo., Q(m?) for comb. algo., Q(m?) for comb. algo.,
unweighted graphs Corollary 3.11 Corollary 3.10 Corollary of Theorem 4.1
with general density O(m) O(m*?), o(m?), o(m?),
[LNP*21] assuming Conjecture 2.5, | assuming Conjecture 2.5, | assuming Conjecture 2.5,
) Theorem 5.2 Theorem 5.1 Theorem 5.1
O(m5/3), OA(mu/s)’ O(mll/s),
Theorem 5.2 Theorem 5.1 Theorem 5.1
Q(n®) for comb. al 0., Q(n*) for comb. algo. Q(n*) for comb. algo.
g £0., g
vertex connectivity, Corollary 3.9 Theorem 3.1 Theorem 4.1
dense unweighted graphs Q(n“®2D) for all algo.,
m = O(n?) Remark 3.8
On) O(n?) trivially O(n*) trivially O(n*) trivially
[LNP*21]
vertex connectivity,
sparse weighted graphs, Q(n®) [AKT20]
m = O(n)

Theorem 1.3. Given an n-verter m-edge unweighted graph, there is an algorithm to solve the
APVC problem in O(mn/5) time with high probability. Assuming that the element connectivity
Gomory-Hu tree can be constructed in O(m) time, the running time can be improved to O(m?).

Theorem 1.3 gives the first subcubic algorithm for computing all-pairs vertex connectivity in
sparse graphs. Moreover, the bound (:)(mz) is tight with our lower bounds for all density regimes,
assuming the almost-linear-time construction of the element connectivity Gomory-Hu tree.

We note that the element connectivity Gomory-Hu tree is a generalization of the well-known
edge connectivity Gomory-Hu tree [GHG1], whose almost-linear-time construction was very recently
shown by Abboud et al. [AKL"22]. Tt is quite believable that an element connectivity Gomory-Hu
tree can also be constructed in almost-linear time.

The complexity landscape of vertex connectivity. Based on these main results, we obtain
some other results and corollaries on all variants of vertex connectivity problems, as summarized
in Table 1. In contrast to the edge connectivity problems which can all be solved in almost-linear
time, there are three separate regimes for vertex connectivity.

1. all-pairs and Steiner vertex connectivity have complexity @(n4),
2. single-source vertex connectivity has complexity é(n3), and
3. single-source-single-sink and global vertex connectivity have complexity é(n2)

For graphs with general density, we obtain tight bounds of é(mQ), @(m1'5), @(m), respectively,
assuming Gomory-Hu trees for element connectivity can be computed in almost-linear time.



Discussions and Open Problems. Our lower bounds for combinatorial algorithms are partic-
ularly relevant to the context of vertex connectivity since basically all algorithms for the problems
are indeed combinatorial. There are a few exceptions [LLW88, AGIT19], but these algorithms are
still far from optimal (even cannot break our combinatorial lower bounds). It is a very interesting
open problem whether one can bypass our combinatorial lower bounds using fast matrix multiplica-
tions, or show conditional lower bounds for general algorithms that match our combinatorial lower
bounds.

1.2 Technical Overview

To prove Theorem 1.1, we are will reduce the 4-clique problem to the APVC problem. Previously,
Abboud et al. [AGIT19] showed the hardness of all-pairs vertex connectivity in directed graphs
using the 4-clique problem, which inspired our reduction. However, the techniques are not strong
enough to work on undirected graphs. In more details, the hard instance of [AGIT19] is a directed
acyclic graph with four layers, and so they only need to consider directed paths of length at most
3. In contrast, when we consider undirected graphs, paths connecting sources and sinks can be
much more complex, which requires more advanced techniques and more careful arguments. Let
us sketch our construction below.

Starting from a 4-clique instance G, it is helpful to consider its 4-partite version Gy, which is
simply constructed by duplicating V(G) into 4 groups A, B,C, D and copying E(G) for each pair
of different groups (see Definition 2.2 for a formal definition). A natural way to answer the 4-clique
problem on G is then checking for each pair of adjacent a € A and d € D, whether there exists
an adjacent pair of vertices b € B and ¢ € C that is adjacent to both a and d (call such (b,c) a
4-clique witness of (a,d)).

To correspond this to a vertex connectivity problem, for each pair of a and d, consider a 4-layer
graph f[ad defined as follows. Let B, denote the set of vertices in B adjacent to a (also define By,
C, and Cy similarly). Then B, N By (resp. C, N Cy) are vertices in B (resp. C') adjacent to both
a and d. The vertices of H,q are V(Hyg) = {a} U (B, N By) U (Cy N Cy) U {d}, where the first
layer (resp. the last layer) has only a single vertex a (resp. d), and the second layer (resp. the
third layer) has vertices B, N By (resp. Cy N Cy). The edge set of Hug is E(Hug) = {(a,b) | b €
By N By} U Eg,,(BaN By, Cy N Cy) U{(c,d) | c€ CyN C4}*, which connects vertex a (resp. d) to
each second-layer (resp. third layer) vertex, and connects the second layer B, N By and the third
layer C, N Cy using the same edges in Gyp,. One can simply observe that a 4-clique witness (b, ¢) of
(a,d) exists if and only if kj; (a,d) > 1°. To check the existence of 4-clique witnesses for all pairs

(a,d) simultaneously, our final APVC instance H will be a combination of all H,,, and the main
challenge is to make the combination compact.

We overcome this challenge by introducing two modules called the source-sink isolating gadgets
and the set-intersection filter. Interestingly, our technique for proving time lower bounds is inspired
by the space-lower bound techniques. More specifically, the source-sink isolating gadget is inspired
by the construction in [PSY22].

The intuition behind these two modules is as follows. When considering A (a,d) of a specific

pair of a € A and d € D, we will somehow “remove” redundant vertices in H \ H,q so that
t (a,d) can be derived from kg (a,d). The high-level idea to remove a redundant vertex v in

*Here Eg,,(Ba N Ba,Ca N Cq) C E(Gap) denote the set of edges connecting Bq N Bq and Cq N Cy in Gayp.
5In the overview, we use Kz (a,d) to denote the vertex connectivity between a and d in a graph H.



H is to create a “flow” path from a to d through v (e.g. a simple path made up of two edges
(a,v) and (v,d)). By a simple flow-cut argument, this path will enforce that v appears in any
(a, d)-vertex cut, while bringing some additive deviations to estimate rg (a,d) as kp(a,d). These
modules apply this simple rule in a more general way. The source-sink isolating gadget will remove
all vertices in A and D except a and d, and the intersection patterns will generate B, N By and
CoNCy by removing other vertices in B and C'. The remaining graph will then be exactly H,4, and
the additive deviations between & ﬁad(a, d) and kg (a,d) can be computed and subtracted easily.

The proof of Theorem 1.2 extends the above idea to reduce a Steiner vertex connectivity problem
to an edge-universal 4-clique problem. Consider an edge-universal 4-clique instance G. Based on
the above construction of H, by creating more “flow” paths, we can guarantee that the additive
deviations between rpy (a,d) and kg (a,d) for all pair of (a,d) will be the same, say a value K.
Therefore, for each pair (a,d), kg(a,d) is either at least K 4+ 1 or equal to K, and there is no
4-clique containing a and d in the original graph G if and only if the latter case happens. Finally,
checking the Steiner vertex connectivity of terminal set AU D suffices to answer the edge-universal
4-clique problem on G.

Towards the upper bound of the APVC problem on sparse graphs in Theorem 1.3, our algorithm
uses the following scheme. Let the input graph be G and let k£ be a degree threshold to separate
vertices into two parts, the high-degree part Vj, = {v € V(G) | degg(v) > k} and the low-degree
part V; = {v € V(G) | deg(v) < k}. For pairs (u,v) such that u,v € V3, we can compute rg(u,v)
by simply calling max flows, which takes totally O(m?/k?) calls since |V}| = O(m/k). For other
pairs (u,v) with u € V; or v € V}, there will be kg(u,v) < k, because the vertex connectivity
of w and v is upper bounded by their degrees. The vertex connectivity oracle in [PSY22] can
exactly capture all-pairs vertex connectivity bounded by k, which takes O~(k2) black-box calls to
Gomory-Hu trees for element connectivity whose construction time is currently O(mk) The whole
algorithm takes O(mll/ %) time by choosing a proper k, and the running time will be immediately
improved to O(m?) if Gomory-Hu trees for element connectivity can be constructed in almost linear
time.

1.3 Organization

We will start with some basic notations and introduce conjectures in Section 2. In Section 3, we will
show the conditional lower bound of the APVC problem. In Section 4, we will extend the approach
in Section 3 to show the conditional lower bound of the Steiner vertex connectivity problem. In
Section 5, we will show a simple APVC algorithm for graphs with general density.

2 Preliminaries

In this paper, we use standard graph theoretic notations. For a graph G, we use V(G) and E(G)
to denote its vertex set and edge set. For any vertex set V' C V(G), we let G[V'] denote the
subgraph induced by V' and let G\ V' be a short form of G[V(G) \ V']. For two graphs G; and G4
which vertex sets V(G1) and V(G2) may intersect, we let G; U G2 denote the graph with vertex
set V(G1) UV (G2) and edge set E(G1) U E(G2). For two subset of vertices V1,Va C V(G), we
let Eg(Vi,Va2) denote the set of edges directly connecting Vi and Va. For a vertex v € G, we let
Ng(v) = {u | (u,v) € E(G)} denote its neighbor set, and let Ng(v) = V(G) \ Ng(v) denote its
non-neighbors.



Vertex connectivity. In a graph G, the vertex connectivity for two vertices u,v € V(G), denoted
by kg (u,v), is the maximum number of internally vertex-disjoint paths from u to v. By Menger’s
theorem, k¢ (u,v) is equal to the size of minimized subsets C' C (V(G) \ {u,v}) U E(G) deleting
which from G will disconnect u and v.

Vertex Connectivity problems. In this paper, we will consider four vertex connectivity prob-
lems, i.e. the global, single-source, all-pairs, and Steiner vertex connectivity problems. The edge
connectivity versions of these problems are analogous.

e The global vertex connectivity problem. Given an undirected unweighted graph G, the
global vertex connectivity problem (the global-VC problem) asks the global vertex connec-
tivity, denoted by kg, where kg = min, yeq kG (u, v).

e The single-source vertex connectivity problem. Given an undirected unweighted graph
G with a source vertex s, a single source vertex connectivity problem (the SSVC problem)
asks kg(s,v) for all other vertices v € G.

e The all-pairs vertex connectivity problem. Given an undirected unweighted graph G,
the all-pairs vertex connectivity problem (the APVC problem) asks kg (u,v) for all pairs of
u,v € G.

e The Steiner vertex connectivity problem. Given an undirected unweighted graph G
with a terminal set 7 C V(G), the Steiner vertex connectivity problem (the Steiner-VC
problem) asks the Steiner vertex connectivity of 7', denoted by kg(T'), where rkg(T) =

minu,vGT RG (U, U)'

The 4-clique conjecture. Given an n-vertex undirected graph G, the k-clique problem is to
decide whether there is a clique with k vertices in G. The k-clique problem can be solved in
O(n¥) time trivially, and a more efficient combinatorial algorithm takes running time O(n*/log" n)
[Vas09]. The popular k-clique conjecture (see e.g. [BGL17]) suggests that there is no combinatorial
algorithm for the k-clique problem with O(n*~¢) running time for any constant ¢ > 0. In Section 3,
we will use this conjecture in the case k = 4.

Conjecture 2.1 (4-clique conjecture). There is no combinatorial algorithm that solves the 4-clique
problem for n-vertex graphs in O(n*=¢) time for any constant € > 0.

For each 4-clique instance G, it is equivalent to consider its 4-partite form Gy, as defined below.
Note that a 4-clique in a 4-partite graph should contain exactly one vertex from each group, and
the original graph has a 4-clique if and only if the 4-partite graph Gy, has a 4-clique.

Definition 2.2 (4-partite graph Gyp). Given an undirected graph G, the 4-partite graph Gy, of G
has vertex set V(Gap) = {va,vp,vc,vp | v € V(G)}, and we let A = {vq | v € V(G)}, B = {vp |
veV(G)}C={vc |veV(G)},D={vp|veV(G)} be four groups partitioning V(G4p). The
edge set E(Gap) = {(ux,vy) | (u,v) € E(G),X,Y € {A,B,C,D},X #Y}.



The edge-universal 4-clique conjecture. We consider a variant of the 4-clique problem, called
the edge-universal 4-clique problem. Given an undirected graph G and a subset of demand edges
Egem C E(G), this problem asks if every edge in Eqgen, is contained by a 4-clique. We suggest the
following conjecture on this problem.

Conjecture 2.3 (Edge-universal 4-clique conjecture). There is no combinatorial algorithm that
answers the all edge 4-clique problem for n-vertex graphs in O(n*=¢) time for any constant € > 0.

We note our formulation of the edge-universal 4-clique problem is at least as hard as the problem
of checking if every edge is contained in some 4-clique by fixing Fgem = E(G). We choose to present
this formulation that allows any Eger, € F(G) because it only strengthens our hardness result and
shows the flexibility of our reduction.

The difference between the edge-universal 4-clique conjecture vs. the 4-clique conjecture is that
we switch the quantifier in the definition of the problems. This allows us to obtain new hardness
results. This strategy for proving conditional lower bounds has been studied and done several
times in the literature of fine-grained complexity [GIKW19, AWW16, ABHS22]. For example, the
relationship between the edge-universal 4-clique problem vs. the 4-clique problem is the same as
the relationship between the well-known orthogonal vector problem vs. the hitting set problem
introduced in [AWW16], and SETH vs. quantified SETH introduced in [ABHS22].

Gomory-Hu trees for element connectivity Gomory-Hu trees are cut-equivalent trees intro-
duced by Gomory and Hu [GHG61] to capture all-pairs edge connectivity in weighted graphs. More
precisely, given a Gomory-Hu tree, the edge connectivity of any given pair of vertices can be queried
in nearly constant time. Very recently, a breakthrough by [AKL"22] showed that a Gomory-Hu
tree can be constructed in O(n?) time for a weighted graph and O(m) time for an unweighted
graph. For vertex connectivity, it has been shown by [Ben95] that there are no such cut-equivalent
trees. See also [PSY22] for a more general space lower bound forbidding the existence of such trees
for vertex connectivity.

Element connectivity is the notion of connectivity that is related to vertex connectivity, and
yet Gomory-Hu trees have been shown to exist for element connectivity (see e.g. [CRX15]). Given
an undirected graph G and a terminal set U C V(G), the element connectivity for two vertices
u,v € U, denoted by x, 1;(u,v), is the size of minimized set C' C E(G) U (V(G)\U) whose removal
will disconnect v and v. An element connectivity Gomory-Hu tree for the graph G and terminal
set U will capture K/GjU(’U,, v) for all pairs of u,v € U.

In [PSY22], they consider a variant called k-Gomory-Hu tree for element connectivity, which
given an additional parameter k, will capture the value min{/i’G’U(u, v), k} for all u,v € U (namely
we can query min{m’GU(u, v),k} for each given u,v € U in nearly constant time). By generalizing
the (1 4 €)-approximate Gomory-Hu tree algorithm by [LP21] to the element connectivity setting,
the following result was obtained by [PSY22].

Theorem 2.4. Given an n-vertex m-edge undirected unweighted graph G, a terminal set U C V (G)
and a parameter k, there is a randomized algorithm to construct a k-Gomory-Hu tree for element
connectiwity in O(mk) time with high probability.

Given the similarity of Gomory-Hu trees for edge connectivity and element connectivity, and the
recent breakthrough of O(m)—time construction algorithm for edge connectivity Gomroy-Hu tree, it
seems reasonable to conjecture that element connectivity Gomory-Hu tree can also be constructed
in O(m) time.



Conjecture 2.5. Given an n-vertex m-edge undirected unweighted graph G and a terminal set
U CV(G), an element connectivity Gomory-Hu tree can be constructed in O(m) time.

We leave this conjecture as a very interesting open problem.

3 The Lower Bound for the APVC Problem

In this section, we will prove Theorem 3.1, a conditional lower bound of the APVC problem in
undirected unweighted graphs conditioning on the 4-clique conjecture. Concretely, we will show a
reduction from the 4-clique problem to the APVC problem.

Theorem 3.1. Assuming Conjecture 2.1, for n-vertex undirected unweighted graphs, there is no
combinatorial algorithm that solves the APVC problem in O(n*=¢) time for any constant € > 0.

Given an n-vertex 4-clique instance G, let Gy, be the corresponding 4-partite graph defined in
Definition 2.2 (where V(Gy,) is partitioned into 4 groups A, B, C, D). We start with some notations.
For each vertex a € A, we use B, = {b € B|(a,b) € E(G4p)} to denote the neighbors of a in B and
let B, = B\ B,. Analogously, C, is the set of vertices in C' adjacent to a and C, = C' \ C,. For
each d € D, we define By, Bq, Cq,Cy in a similar way.

As discussed in Section 1.2, our 4-clique instance H will be constructed using two kinds of
modules, the source-sink isolating gadgets and the set-intersection filters, which will be introduced
in Section 3.1 and Section 3.2 respectively. After that, the final construction of H and the proof of
Theorem 3.1 will be completed in Section 3.3.

3.1 The Source-Sink Isolating Gadget

We first introduce the source-sink isolating gadget. Basically, for an undirected graph R and two
disjoint groups of vertices X,Y C V(R), a source-sink isolating gadget Q(X,Y") (or just @ for
short) is a graph on vertices X UY with additional vertices outside R. Its formal guarantee is as
follows.

Lemma 3.2. Given an undirected graph R and two disjoint groups of vertices X, Y C V(R), there
is a graph Q with V(Q)NV(R) = XUY and |[V(Q)| = O(|X|+|Y|) such that for anyz € X,y €Y
with (z,y) ¢ E(R),

KRrUQ(T,Y) = KRy, (2, y) + | X| + Y],

where Ryyy = R\ (X UY)\ {z,y}). Such a graph Q is called a source-sink isolating gadget, and
moreover, the construction of Q is independent from R.

The reason we call the graph ) a source-sink isolating gadget is that by adding () into the
input graph R the vertex connectivity between any pair of source z € X and sink y € Y in RUQ,
i.e., kruQ(x,y), can be derived from their connectivity in Ry, i.e., kr,,(2,y). But the graph Ry,
as defined in Lemma 3.2, is just the graph R after removing all source and sink vertices in X and
Y except x and y. That is, the gadget “isolates” the pair x and y from the rest. We will use this
gadget in Section 3.3.

Proof. We construct @ in the following way. We create duplicated sets X1, Xo of X, and also Y7, Ys
of Y. For each vertex x € X, we let 1 € X; and 25 € X5 denote copies of x in X; and X



respectively if there is no other specification (for each y € Y, 1,72 are defined similarly). The
vertex set of Q is V(Q) = X UX; UXoUY UY; UY;, and the edge set is

E(Q) x7i1 |$€X}U{(.ﬁb’1,y)’$1€X1,y€Y}U

)
y, ) |y e Y U{(y,z) |y1 € V1,2 € X}U
x,x2) |z € X,x9 € Xo}U

)

Y, Y2 |y€Y>y2 GYVQ}

={(
{(
{(
{(

The construction of @ is illustrated in Figure 1.

Q=0QKXY)

—

Figure 1: The source-sink isolating gadget () and the whole graph R U ). There are bipartite
cliques between X and Y7, X9, as well as Y and X1, Yo, and there are perfect matchings between
X and X4, Y and Y7.

Fixing some » € X and y € Y, we let kK = kg, (x,y) for short. We first show xkrug(z,y) >
k+|X]| 4+ |Y|. From the flow view of vertex connectivity, there are  internal vertex-disjoint paths
from z to y in R;,. Combining Claim 3.3 and V(Q) N V(Ryy) = {x,y}, there are k + | X| + |Y|
internal vertex-disjoint paths in R U Q. Therefore, kpug(x,y) >k + | X| + |Y].

Claim 3.3. There are | X |+ |Y| internal vertex-disjoint paths from x to y in Q.

Proof. The first path is © — Z1 — y. Each of the next |X| — 1 paths corresponds to each 2’ € X
s.t. o’ # x, the path * — &, — 2/ — 2} — y concretely, where &} and &, are copies of 2’ in X,
and Xs. Symmetrically, there is a path * — y; — y and |Y'| — 1 paths, each of which corresponds
to each ¥/ € Y s.t. v/ # y (namely the path © — 9] — v — 95 — y, where ¢} and g5 are copies of
vy in Y7 and Y3). Observe that these | X| + |Y| paths are internal vertex-disjoint. O



We then argue from the cut view that krug(z,y) < k£ + |X| + |Y|. Consider the vertex set
So =12 | € X,2/ #2}yU{y | vV € Y,y # y} U{&1,01}. After removing Sg from RU Q,
observe that vertices in both R and ) are only z and y, so a simple path from z to y in graph
(RUQ)\ Sg will be totally inside subgraphs @\ Sg or R\ Sg. Note that z and y are disconnected
in @\ Sq. Moreover, subgraph R\ Sq is exactly Ry, so removing x vertices can disconnect = and
y in R\ Sg. In conclusion, in graph R U @, z and y can be disconnected by removing |Sg| + &
vertices, so kpug(z,y) < K+ | X|+|Y].

Finally, the size of @) follows directly from the construction.

3.2 The Set-Intersection Filter

We now introduce the set-intersection filter. For each a € A, d € D, the set-intersection filter P(fl
is a subgraph of the final H, which will “filter” the intersection B, N By from the whole set B
as Lemma 3.4 shows. It is constructed as follows. Let V(PZ) = {a} U BU B’ U {d}, where B’

duplicates vertices in B. For each vertex b € B, we use v to denote its copy in B’, and for each
(non-)neighbor sets By, By, By, B4 € B, we use B), B, B, B, C B’ to denote their counterparts
respectively. The edge set of Pffj is constructed by
E(Pyg) ={(a,b) | b€ B} U{(b,d) | b€ Ba}u
{(a,}') | b€ Bu} U{(¥,d) | b € B'}U
{(b,¥') | b€ B}.

(a,b
(a, b

See Figure 2 for an illustration of PaEgl.
The construction of E(P5) can be interpreted in the following intuitive way.

e First, the edges {(a,b) | b € B} and {(b,d) | b € By} create vertex-disjoint paths of the format
a — b — d for all b € By, which implies By will be cut from B in every vertex cut of (a,d).

e Second, the edges {(a, V)| be B,} and {(V/,d) | ' € B'} create vertex-disjoint paths of the
format a — b — d for all b € B,, which analogously implies that B! will be cut from B’ in
every (a,d)-vertex cut.

e Third, for every (a,d)-vertex cut, after By and B/, are cut from B and B’ respectively from
the above discussion, either b or b should be cut for all b € By N B,. The reason is that the
edges {(b,b') | b € B} form a matching between B and B, which will create vertex-disjoint
paths of the format a — b — W — d for all b € B, N B,.

Therefore, suppose that in the third step we choose to cut vertex b of all b € By N B,. (In the
formal proof of Lemma 3.4, we will see that, cutting b rather than V for all b € ByN B, is always
a better choice when considering vertex min cut between a and d.) Now By is cut in the first step
and By B, is cut in the third step, so vertices in B that survive are B\ By \ (Bg4N B,) = B, N By.
Therefore, the set-intersection filter indeed obtain B, N By as desired.

Lemma 3.4. For each a € A,d € D, the set-intersection filter Pﬁl has the following property. Let
R be an undirected graph such that V(R) NV (PB) = {a} U BU {d}, then

Krupg, (@,d) = s (a,d) + |Bal + |Bal + B0 B,

10



Figure 2: The set-intersection filter. The sets Pﬁl and R are the areas surrounded by dotted lines.

where RB, = (RUPE)\ ((B\(B.NBy))UB') equivalent to (R\(B\(B,NBa)))U{(a,b) | b € B,NBy},
that is, the graph starting from R, removing non B, N By vertices and then adding edges connecting
a and each b € B, N By.

Proof. Let £ = kips (a,d) for short. We first show rp ps (a,d) > £+ |Ba| + |Ba| + |BaN By|. There
are  internal vertex-disjoint paths from a to d in RB,. Because V/(P2)NV(RE)) = (B,NBq)U{a,d},
the paths from a to d in PP\ (B, N By) are internal disjoint with those in RZ,, and there are
|Ba| + | Ba| +|BaN By| of them by Claim 3.5. Therefore, we have x +|By| + |Bo| + | By N B,| internal
vertex-disjoint paths from a to d in R U Pfjl.

Claim 3.5. There are |By| + |Ba| + |Ba N Byl internal vertez-disjoint paths from a to d in PB\
(Ba N Bd) .

Proof. The first |B,| paths correspond to vertices b € By, each of which has a pZ}th a—b—d.
The next | B,| paths correspond to vertices b € B,, each of which has a path a — b — d. The last
| B4 N By| paths correspond to vertices b € By N B, each of which has a patha =+ b — bV —d. O

We then complete the proof by showing /{Rup%(a,d) < Kk + |Bg| + |Ba| + |Bg N By|. Let
Sp={beB|beByJU{l € B'|be B,JU{be B|be Byn B,} be a vertex cut of (a,d) in
PB_ Observe that in (RUPE)\ Sp, a path from vertex a to a vertex b’ € B"\ Sp must go through
vertex d, because each &/ € B’ \ Sp only connects to d after removing Sp. Therefore, it is safe to
ignore B’ \ Sp when considering the vertex connectivity between a and d in graph (RU P5)\ Sp,
i.e.

KRUPENSp (@ d) = K(rupE )\ (501 (0, d) = Kgs (a,d) = K,

11



which means by further removing x vertices, we can disconnect a and d in (RU P5)\ Sp.
In conclusion, we can remove |Sp|+ & vertices to disconnect a and d in RU Pfi, which implies
tpups (6, d) < K+ [Ba| + |Bal + |Ba N Ba.
O]

For each a € A,d € D, we also define the set-intersection filter P ; similarly but symmetrically
Let V(PY) = {a}uC’UCU{d}, where C’ duplicates vertices in C. For each ¢ € C, let & denote its
copy in C’. For each (non-)neighbor sets Cy, Cy, Cyq,Cq C C, let CJ,, Ch, C",C!; C C' denote their
counterparts respectively. The edge set is

E(Psg) ={(a,¢) | c € Ca} U{(c,d) | c € CYU
{(a,d) | e C'yU{(d,d)]|ce C4}U
{(@,e)|ceC}.
The pattern Pa(’;l will also have similar properties as shown below.

Lemma 3.6. For each a € A,d € D, the set-intersection filter Pacgl has the following property. Let
R be an undirected graph such that V(R) NV (PS) = {a} U C U {d}, then

Kpupe,(a,d) = kipe (a,d) + |Cal + |Ca| +|Ca N Cl,
where RS, = (RUPS)\ ((C\(CaNCy))UC) equivalent to (R\(C\(CaNCy)))U{(c,d) | c € CanCy},

that is, the graph starting from R, removing non C,NCy vertices and then adding edges connecting
d and each c € C, N Cy.

3.3 The Final Construction of the APVC Instance

We are now ready to construct the final APVC instance H. For each a € A,d € D, we first construct
a graph H,4 as follows. Let Pﬁi and Pa% be the set-intersection filters defined in Section 3.2. Then
the graph H,q will be defined by

H.g = PBUPSUG,[BUC,

which is the union of two set-intersection filters with edges in the graph Gy, connecting B and C.
The final graph then will be constructed by

H= |J) HwUQ(A D),
acA,deD

where Q(A, D) is the source-sink isolating gadget from Lemma 3.2 given R = J,¢ Adep Had and
the sets A, D. See Figure 3 below for an illustration.

Lemma 3.7. For each a € A and d € D of G4y, we have
kp(a,d) > 4n + |Ng(a) N Ng(d)| + |Ng(a) N Ne(d)|. (1)

Furthermore, without ambiguity let a and d also denote their original vertices in G. Then there is
a 4-clique in G containing a and d if and only if a and d are adjacent in Gyp and

ky(a,d) > 4n + |Ng(a) N Ng(d)| + |[Ng(a) N Ng(d)| + 1. (2)
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Figure 3: The graph H. The edges connecting B and C (i.e. Ggp[B U C]) are omitted in the
highlighted part.

Proof. Fixing some a € A,d € D, we first apply Lemma 3.2 on H and vertex sets A, D, which gives
kp(a,d) = kR,y(a,d) + |A| +|D|, where Rug = (Usengep Haa) \ (AU D)\ {a,d}). In fact, the
graph Ry is exactly Hg,q, because the induced subgraphs H,4[B U B’ U C U C'] are the same for all
a € A,d € D by construction. Therefore, we have
kp(a,d) = km,,(a,d)+ |A| +|D|. (3)
Recall that Hyg = P2 U PS U Gay[BUC). Let Ry = PS U Gap[BUC]. We apply Lemma 3.4
on Pfjl and Ry, which gives
Ktl,a(a,d) = kg, ps (a,d) = kg (a,d) + |Ba| +|Ba| +|Ba N Bal, (4)
where
Ry = (Ri\ (B\ (BaN By)))U{(a,b) | b€ BaN By}
= PS UG,[(BaNBy)UCTU{(a,b) | b€ ByN Bg}.
Let Ry = Gup[(By N Byg) UCU{(a,b) | b € B, N By}. We apply Lemma 3.6 on P, and Ry,
which gives B B
KRy (a,d) = HRQUpacd(a,d) = kpy(a,d) + |Cq| + |Ca| + |Ca N Cl, (5)
where
Ry =(R2\ (C'\ (CaNCy))) U{(c,d) | c € CanCa}
:G4p[(Ba N Bg) U (Cy N Cd)] U {(a, b)|be BN Bd}U
{(¢,d) | c € Cqu N Cy}.
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We use Hyq to denote R}, in the remaining proof and note that it is equivalent to the definition
of Hqq in Section 1.2. Because £ (a,d) = 0, combining Equations (3) to (5), we get

kp(a,d) > |A|+|D| +|Bal + |Bal + [Ba N Ba| + |Cal + |Ca| +[Ca N Cal. (6)

We now prove the second part of the lemma. If a and d are not adjacent in Gy, they are
not adjacent in G either, so there is no 4-clique in G containing them. Otherwise, a and d are
adjacent, we claim that there is a 4-clique containing a and d in Gy, (which is equivalent to the
existence of a 4-clique containing a and d in G by Definition 2.2) if and only if x5 (a,d) > 1. If
the 4-clique exists, let b € B and ¢ € C be the other vertices in the 4-clique. Then there is a path
a—b— ¢ —din Hyy from the construction, which implies Ky (a,d) > 1. On the other hand, if
liﬁad(a, d) > 1, there is a path a = b — ¢ — d, and (a, b, ¢,d) forms a 4-clique in G4;,. Combining
this claim with Equations (3) to (5) gives that there is a 4-clique containing a and d in G if and
only if

ki (a,d) > |A| + |D| + |Bg| + |Ba| + |Ba N Ba| + |Cq| + |Ca| + |Ca N Cy| + 1. (7)

Finally, by the construction of G4, we have |A| = |B| = |C| = |D| = n, |B,| = |C4l, |Bg4| = |C4l,
|Bg N By| = |Ng(d) N Ng(a)| and |C, N Cy| = |[Ng(a) N Ng(d)|. Combining them with Inequalities
(6) and (7) completes the proof.

O

Proof of Theorem 3.1. Assume for contradiction that there exists a combinatorial algorithm A for
the APVC problem with running time O(n*~¢) for some constant ¢ > 0. Let G be an arbitrary
4-clique instance. We first construct the 4-partite graph Gy, and the graph H following the con-
struction in this section. Note that V(H) = V(Q)UAUBUB'UCUC'UD, so |V (H)| = O(n) by the
construction and Lemma 3.2. Also, H can be constructed in O(n?) time directly. By Lemma 3.7, we
can solve the 4-clique problem by first running A on graph H and then checking for each adjacent
a € A,d € D whether ry(a, d) reaches the threshold value 4n+|Ng(a)NNg(d)|+|Ng(a)NNg(d)|+1.
This takes O(n*~¢) + O(n?) = O(n*=¢) time because computing the threshold value for each
a € A,d € D takes totally O(n?) extra time. This contradicts Conjecture 2.1.

O

Remark 3.8. The proof of Theorem 3.1 basically shows that if the APVC problem can be solved
in time Tapvc(n), then the 4-clique problem can be solved in time Tyclique(n) = O(Tapvc(n) +n?).
We note that this relation can be improved to Tyclique(n) = O(Tapve(n) +n®) if we use fast matrix
multiplication to speed up the reduction. For general algorithms, another version of the 4-clique
conjecture (see e.g. [DW22]) states that solving the 4-clique problem requires n@(L21)=0(1) time,
Therefore, assuming this conjecture, solving the APVC problem also requires n®(1:210=°(1) time for
general algorithms.

3.4 Further Results

In this section, we will show several corollaries from the lower bound of the APVC problem.
The first corollary is a conditional lower bound of the SSVC problem.

Corollary 3.9. Assuming Conjecture 2.1, for n-vertex undirected unweighted graphs, there is no
combinatorial algorithm that solves the SSVC problem in O(n3~¢) time for any constant € > 0.
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Proof. Assume for the contradiction that the SSVC problem can be solved in O(n3~€) time. Then
for an APVC instance G, we may treat every vertex in G as a source to get the correct output. It
takes O(n) SSVC calls and therefore the complexity is O(n - n37¢) = O(n*~¢), which contradicts
Theorem 3.1 assuming Conjecture 2.1. O

The second corollary is a conditional lower bound of the APVC problem for graphs with general
density.

Corollary 3.10. Given any constant § € [0,1], assuming Conjecture 2.1, there is no combinatorial
algorithm that solves the APV problem for n-verter m-edge unweighted graphs, where m = @(n1+5)
with running time O(m?~¢) for any constant € > 0.

Proof. Assume that for some constants § and ¢, such O(m?~€)-time algorithm A exists. Let H be
an f-vertex Mm-edge APVC hard instance with m = ©(7?), constructed as above for some 4-clique
instance. Let G be the union of H and ©(1!'/(1+9)) isolated vertices. Observe that G' now has
n = i+ O(m!/1+9) vertices and m = 1 edges, i.e. m = O(n'*?). By applying algorithm A
on G, the all-pairs vertex connectivity of H can be computed in O(m?~¢), i.e. O(A*2¢) time,
contradicting Conjecture 2.1 by the argument in the proof of Theorem 3.1. O

The last corollary is a conditional lower bound of the SSVC problem for graphs with general
density. The proof is omitted since it is analogous to Corollary 3.10.

Corollary 3.11. Given any constant § € [0,1], assuming Conjecture 2.1, there is no combi-
natorial algorithm that solves the SSVC problem for n-vertexr m-edge unweighted graphs, where
m = O(n'*9), with running time O(m3/2=¢) for any constant € > 0.

4 The Lower Bound for Steiner Vertex Connectivity Problem

In this section, we will prove Theorem 4.1, a conditional lower bound of the Steiner vertex con-
nectivity problem in undirected unweighted graphs, conditioning on the edge-universal 4-clique
problem.

Theorem 4.1. For n-vertex undirected unweighted graphs, assuming Congjecture 2.3, there is no
combinatorial algorithm that solves the Steiner vertex connectivity problem in O(n*=€) time for any
constant € > 0.

Given an n-vertex edge-universal 4-clique instance G with a set Eqem of demand edges, let H
be the hard APVC instance we construct in Section 3. We will strengthen H to another graph J
such that the edge-universal 4-clique problem in G can be reduced to a Steiner vertex connectivity
problem in J of the terminal set AU D. As mentioned in Section 1.2, the main idea is to add extra
“flow” paths from A to D to make the additive deviations between £, (a,d) and £ (a,d) uniform
for all pairs of a € A and d € D. Furthermore, to exclude the interference of vertex connectivity of
pairs (ai,a2) s.t. aj,a2 € A or (dy,ds) s.t. di,ds € D, we artificially add large additive deviations
for these pairs.

The construction of .J is as follows and see Figure 4 for an illustration. The vertex set V(J) =
V(H)UZUWUA'UD', where Z,W, A’, D" are disjoint groups of additional vertices to create extra
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“flow” paths. Concretely, Z and W will be copies of original vertex set V(G), and A" and D’ are
additional sets of vertices of size |A’| = |D’| = 10n. Let

E; ={(a,2)la € A,z € Z,(a,2z) € E(G)}U
{(d,2)|d e D,z € Z,(d,z) € E(G)}
and
Ew ={(a,w)|a € A,w € W, (a,w) ¢ E(G)}U
{(d,w)|d € D,w € W, (d, w) & B(G)}
be the extra edges to “equalize the deviation” of all pairs (a,d) between A and D. Let
Ex ={(a,d)|a€ Ad € A’}

and
Ep ={(d,d)|de D,d € D'}

be extra edges that bring large deviations to pairs inside A or D. Finally, we construct a set of

extra edges
Eap ={(a,d)|a€ A, d € D,(a,d) ¢ Egem}

to prevent non-demand pairs (V(G) x V(G)) \ Egem from affecting the Steiner connectivity value.
The whole edge set E(J) =V (H)UEz U Ew UEy UEp UEsp.

Figure 4: The graph J. There are bipartite cliques between A and A’, D and D’, and the edges
between A, D and Z, W are linked based on Ez, By .

The correctness of the reduction will be established by the following lemmas.
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Lemma 4.2. In graph J, for each ai,as € A with a1 # as and dy,ds € D with dy # ds, we have
ky(ai,az) > 10n and kj(dy,ds) > 10n.

Proof. For each pair aj,as € A with a; # a2, we can construct at least 10n internally vertex-
disjoint paths from a; to ay via vertices in A" and edges in E4/, so kj(ai,az) > 10n. Similarly,
ky(di,ds) > 10n.

O

Lemma 4.3. In graph J, for each a € A, d € D with (a,d) € Egem, <j(a,d) > 5n + 1.

Proof. From our construction, the number of nodes in Z adjacent to both a and d is
{z € Zl(a,2) € Ez,(d, 2) € Ez}| = [Ng(a) N Ne(d)],
and the number of nodes in W adjacent to both a and d is
{w € Wl(a,w) € Ez,(d,w) € Ez}| = |[Ng(a) N Na(d)]-

Furthermore, there is an individual edge in F4p directly connecting a and d for each such (a,d) ¢
Edem- B 3

Therefore, we have |[Ng(a) N Ng(d)| + |Na(a) N Ng(d)| + 1 extra vertex-disjoint paths from a
to d. Furthermore, Inequality (1) from Lemma 3.7 shows that xg(a,d) > 4n + |Ng(a) N Ng(d)| +
|NG(a) N Ng(d)|, so we can construct a vertex-disjoint path set with size at least

4n + |Ng(a) N Ne(d)| + [No(a) N Na(d)|
+ |Ng(a) N Ng(d)| + |Ng(a) N Ng(d)| +1 =5n+ 1,

which implies r;(a,d) > 5n + 1.
O

Lemma 4.4. In graph J, for each a € A, d € D with (a,d) € Egem, there is a 4-clique containing
a and d in G if and only if kj(a,d) > 5n + 1.

Proof. First, assume there is a 4-clique containing a and d in G. From Lemma 3.7, we can construct
4n+|Ng(a)NNg(d)|+|Ng(a) N Ng(d)|+1 internally vertex-disjoint paths connecting a and d in H.
An argument similar to the proof of Lemma 4.3 shows that we have extra |[Ng(a)NNg(d)|+|Ng(a)N
Ng(d)| internally vertex-disjoint paths via vertices in Z, W and edges in Eyz, Eyy. Therefore, in
graph J, we can find a set of internally vertex-disjoint paths from a to d with size

4n + [N (d) N Na(a)| + [Ng(a) N Ne(d)| + 1
+ |Ng(a) N Ng(d)| + |Ng(a) N Ng(d)| = 5n + 1.

Now assume there is no 4-clique containing a and d in G. From Lemma 3.2, we define J,q =
J\ ((AU D)\ {a,d}) by removing vertices in A and D other than a and d, and then we have

ry(a,d) = Kj,(a,d) + Al +|D]. (8)

Note that although the source-sink isolating gadget Q(A, D) is constructed by applying Lemma 3.2
on graph H and vertex sets A, D, the construction of Q(A, D) is independent from H, so we can
also apply Lemma 3.2 on graph J and vertex sets A, D.
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Next, we will show
K.(a,d) < wp,,(a,d) + [Na(a) N Ne(d)| + [Ne(a) N Ne(d)], (9)

where Hyg = H \ (AU D) \ {a,d}) as defined in the proof of Lemma 3.7. The reason is that,
compared to Hg,g, the extra vertices in J,q are in A, D', Z, W, which are only directly connected to
a or d. Let Cy be the minimum vertex cut of size |Cq,,| = ku,,(a,d) whose removal disconnects
a and d in H,4. Let

Cjad :CHad U{Z S ‘ (CL,Z) € Ez,(d,z) S Ez}U
{we W | (a,w) € Ez, (d,w) € Ez}.

We can easily observe that removing C;, , will disconnect @ and d in J,4, which immediately implies
Inequality (9).
Finally, combining Equation (8) and Inequality (9), we have

kj(a,d) <km,,(a,d) + |A| + |D| + |Ng(a) N Ng(d)|
+ |Na(a) N Ng(d)].

From Lemma 3.7, we kElOW that when there is no 4-clique containing a and d in G, kg(a,d) =
An+|Ng(a)NNg(d)|+|Ng(a) NN (d)|. Combining kg (a,d) = ku,,(a,d)+|A|+|D| (by Lemma 3.2
again),

k(asd) <rtyga,d) + A + D
+ [Ng(a) N Ng(d)| + [Ne(a) N Ne(d)|
=ky(a,d) + |Ng(a) N Ng(d)| + |Ng(a) N
—4n + |Ng(a) N No(d)| + |Ng(a) N Na(d)
+ [Ng(a) N Na(d)| 4 |Ng(a) N Ng(d))|
=b5n < hn + 1.

a(d)]
|

We are now ready to prove Theorem 4.1.

Proof of Theorem 4.1. Given an edge-universal 4-clique instance G with a set Fgen of demand
edges. We first construct the Steiner vertex connectivity instance J with terminal set AU D as
shown above. Then G with Fgen, is a yes instance of the edge-universal 4-clique problem if and
only if the Steiner vertex connectivity of AU D in J is at least 5n + 1, by Lemmas 4.2 to 4.4.

For time analysis, note that V(J) = O(n) by construction. Therefore, an O(n*~¢)-time combi-
natorial algorithm for the Steiner vertex connectivity problem will imply an O(n*~¢) time combi-
natorial algorithm for the edge-universal 4-clique problem, which contradicts Conjecture 2.3.

O
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5 The Upper Bounds

In this section, we will show the upper bounds of the APVC problem and SSVC problem in
undirected unweighted sparse graphs (see Theorem 5.1 and Theorem 5.2 respectively). We only
prove Theorem 5.1 in detail and briefly mention the proof of Theorem 5.2 since they are analogous.

Theorem 5.1. Given an undirected unweighted graph G wz’ﬁgln vertices and m edges, there is a
randomized algorithm that solves the APVC problem in O(m’s ) time with high probability. Fur-
thermore, assuming Conjecture 2.5, the running time of this algorithm becomes O(m?).

Theorem 5.2. Given an undirected unweighted graph G with n verticeés, m edges and a source ver-
tex, there is a randomized algorithm to solve the SSVC problem in O(ms3) time with high probability.
Furthermore, assuming Conjecture 2.5, the running time becomes O(m!?).

A key subroutine to obtain the algorithm in Theorem 5.1 is the subroutine shown in Lemma 5.3,
which can capture all vertex connectivity bounded by k. The proof of Lemma 5.3 has been shown
in [IN12, PSY22] and we defer it to Section 5.1 for completeness.

Lemma 5.3. Given an n-verter m-edge undirected unweighted graph G and a threshold k, there
is a randomized algorithm that computes the value of min{kg(u,v),k} for all vertex pairs (u,v) in
O(ka +n?) time with high probability. Furthermore, assuming Conjecture 2.5, the running time
of this algorithm becomes O(mk? 4 n?).

We now complete the proof of Theorem 5.1 using Lemma 5.3.

Proof of Theorem 5.1. As discussed in Section 1.2, our APVC algorithm will handle vertex con-
nectivity between high-degree vertices and vertex connectivity involving low-degree vertices sep-
arately. Let k be a degree threshold which will be chosen later. Given an input graph G, let
Vi, ={v € V(G) | degg(v) > k} and V) = {v € V(QG) | deg(v) < k}.

Note that for each vertex pair (u,v) such that u € V; or v € V;, the vertex connectivity kg (u,v)
is at most k. By Lemma 5.3, the vertex connectivity of all such pairs can be computed exactly
in time O(mk® + n?). Now consider all remaining pairs (u,v) with u € V; and v € Vj,. Since
[Vi| < O(m/k) by definition, there are O(m?/k?) remaining pairs. The vertex connectivity of each
pair can be computed in O(m) time using one max flow call [CKL22], so totally O(m?/k?) time
suffices for remaining pairs.

The total running time of the above algorithm is then O(mk® 4+ n? 4+ m?/k?), by choosing
k = ©(m?/%), the running time will be O(m!'/5). Assuming Conjecture 2.5, the running time will
be improved to O(mk? 4+ n? 4+ m?/k?), which is O(m?) by choosing k = ©(m!/?). O

The proof of Theorem 5.2 is analogous and we sketch it below.

Proof of Theorem 5.2. Let s € V(G) be the source. Similarly, we partition V(G) into two set
Vi = {v € V(G) | degg(v) > k} and V; = {v € V(G) | degg(v) < k} where k is the degree
threshold. The vertex connectivity kg(s,v) for all pairs (s,v) such that v € V; can be computed in
O(mk2 +n) time, using a subroutine analogous to Lemma 5.3. The vertex connectivity of remaining
pairs can be computed in O(m?/k) by trivially calling max flows.

The total running time is O(mk2 +n+m?2/k), which will be O(m?/®) by choosing k = ©(m!/3).
Assuming Conjecture 2.5, the running time is O(mk+n+m?/k), which will be O(m?/?) by choosing
k= 0(m'/?).

O

19



5.1 Proof of Lemma 5.3

The algorithm and analysis follow the ideas in [IN12].

The algorithm is as follows. First, we create t = O(k?logn) sample sets Uy, ..., Uy, each of which
is generated by sampling each vertex in V(G) independently with probability 1/k. Moreover, for
each set U;, we construct a k-Gomory-Hu tree for element connectivity using Theorem 2.4. From
Theorem 2.4, for each set U; and each pair u,v € U;, we can query a;(u,v) = min{H’G’Ui (u,v),k} in
nearly constant time. Then for each u,v € V(G), we let the final output be a(u,v) = min{a;(u, v) |
u,v € Ui}

We then analyze the running time. The time to construct all k-Gomory-Hu trees is O(t -mk) =
O(mk?). To compute all a;(u,v) and final output a(u,v), each set U; will have size O(n/k) w.h.p.
by Chernoff bound, so the time is O(t - (n/t)?) = O(n?) (by aborting the algorithm when some Uj;
has size not bounded by O(n/k)). Therefore, the total running time is O(mk3 + n?).

The correctness is shown as follows. Consider a fixed u,v € V(G). First, a(u,v) is well-defined
with high probability, because for one sample set U;, v and v are inside U; and a;(u, v) is well-defined
with probability 1/k? and there are O(k?logn) sample sets. Given that a(u,v) is well-defined, we
know a(u,v) > min{x(u,v),k} since rg ;. (u,v) > ke(u,v) for all U; by the definition of element
connectivity. By the same reason, if kg(u,v) > k, we must have a(u,v) = k = min{rkg(u,v), k}
which is the correct answer. From now we suppose kg (u,v) < k and we are going to show there
exists U; such that u,v € U; and a;(u,v) = kg(u,v) with high probability. Note that H/G7Ui (u,v) =K
if U; is disjoint with some minimum w-v vertex cut C, ,. From our sampling strategy, U; contains
u, v and is disjoint with C,, ,, with probability k%(l — 1)k = Q(1/k?). Because there are O(k?logn)
sample set, U; exists with high probability.

If we assuming Conjecture 2.5, we simply subsitute k-Gomory-Hu tree for element connectivity
with element connectivity Gomory-Hu tree and follow the same algorithm and analysis. We will
obtain an algorithm with running time O(mk? + n?).
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