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Abstract

Context. Several Research areas emerged and have been proceeding inde-
pendently when in fact they have much in common. These include: mutant
subsumption and mutant set minimization; relative correctness and the seman-
tic definition of faults; differentiator sets and their application to test diversity;
generate-and—validate methods of program repair; test suite coverage metrics.
Objective. Highlight their analogies, commonalities and overlaps; explore their
potential for synergy and shared research goals; unify several disparate concepts
around a minimal set of artifacts.

Method. Introduce and analyze a minimal set of concepts that enable us
to model these disparate research efforts, and explore how these models may
enable us to share insights between different research directions, and advance
their respective goals.

Results. Capturing absolute (total and partial) correctness and relative (total
and partial) correctness with a single concept: detector sets. Using the same
concept to quantify the effectiveness of test suites, and prove that the proposed
measure satisfies appealing monotonicity properties. Using the measure of test
suite effectiveness to model mutant set minimization as an optimization prob-
lem, characterized by an objective function and a constraint.

Generalizing the concept of mutant subsumption using the concept of dif-
ferentiator sets. Identifying analogies between detector sets and differentiator
sets, and inferring relationships between subsumption and relative correctness.
Conclusion. This paper does not aim to answer any pressing research question
as much as it aims to raise research questions that use the insights gained from
one research venue to gain a fresh perspective on a related research issue.

Keywords: mutant subsumption; mutant set minimization; relative
correctness; absolute correctness; total correctness; partial correctness;
program fault; program repair; differentiator set; detector set.
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1. Introduction: Distinctions and Differences

1.1. Five Research Directions
We consider five active research directions in software engineering:

e In [34, 35] Kurtz et al. introduce the concept of mutant subsumption as a
criterion for eliminating redundant mutants and minimizing mutant sets;
this concepts is subsequently investigated from various angles [22, 50, 53,
37, 30, 28, 34, 55, 49], and tools are proposed to support its use [50].

e In [13] Diallo et al. introduce the concept of relative correctness and
use it to give a semantic definition of a software fault; this concept is
subsequently used by Khaireddine et al. as a basis for modeling program
repair [33, 17], and for quantifying program faultiness [32].

e In [51] Shin et al. introduce the concept of differentiator test as a test
datum that distinguishes a mutant from a base program, and use the
concept to characterize and investigate test diversity in mutation testing;
they also use differentiator tests, accessorily, to define detector tests, which
disprove the correctness of a program with respect to a specification. In
[42], Mili generalizes the concepts of differentiator sets and detector sets
by considering the possibility of program divergence (i.e. failure to ter-
minate normally), by considering non-deterministic specifications, and by
distinguishing between partial correctness and total correctness.

e In [16], Gazzola et al. present a survey of program repair, a discipline that
has garnered a great deal of attention over the past two decades, and has
given rise to a stream of increasingly sophisticated tools.

e One of the most important decisions we make in software testing is the
selection of test data; and one of the most important factors in this decision
is the way in which we define and quantify the effectiveness of test data
sets (aka test suites). Virtually all of the existing measures of test suite
quality equate effectiveness with the test suite’s ability to detect faults
[18, 26, 37, 36, 10, 27, 5, 54, 1, 20, 56, 11], but we argue that there is
a different (and perhaps better) criterion for test suite effectiveness: the
ability to expose program failures.

1.2. Analogies and Overlaps

Even though these directions of research have emerged and evolved indepen-
dently, and were driven by different research goals, they have much in common.
In this paper we highlight the analogies and overlaps between these, and we
explore the potential mutual insights that they offer, as well as the research
questions that they raise. In particular, we show that these research areas can
all be modeled by two simple and related concepts: Detector Set, i.e. the set
of program inputs that disprove the correctness of a program with respect to a
specification; Differentiator Set, i.e. the set of program inputs that disprove the
semantic equivalence of two programs.



e Detector Sets and Correctness. Given a program P and a specification
R, the detector set of P with respect to R is the set of inputs x for
which execution of P on x disproves the correctness of P with respect
to R. Since there are two standards of correctness (partial and total
[21, 40]), we introduce two versions of detector sets: detector sets for
partial correctness, and detector sets for total correctness. Also, we use
detector sets to define two properties: Absolute Correctness, the property
of a program to be correct with respect to a specification, and Relative
Correctness, the property of a program to be more-correct than another
with respect to a specification. This is the subject of section 3.

o Differentiator Sets and Subsumption. Given two programs P and @, the
differentiator set of P and @ is the set of inputs = such that executions
of P and @ on x yield different outcomes. Though it may sound straight-
forward, this definition depends actually on what we consider to be the
outcome of an execution, under what condition we consider that two ex-
ecution outcomes are comparable, and under what condition we consider
that two comparable outcomes are distinct: If a program execution fails to
terminate or aborts due to an illegal operation (e.g. division by zero), do
we consider that it has no outcome or that failure to terminate normally is
itself an outcome? How do we compare outcomes in the presence of such
possibilities? In this paper we introduce three definitions of differentiator
sets, that depend on how we answer these questions; these yield three dif-
ferent definitions of what it means to kill a mutant, hence three different
definitions of mutant subsumption. The possibility of divergence (failure
to terminate, failure to avoid aborts, etc) is all the more important in the
study of mutation testing that several mutation operators are prone to
cause divergence even where the base program excutes normally. This is
the subject of section 4.

e Density of Subsumption Graphs. Using differentiator sets, we can model
mutant subsumption as an inclusion relation between their differentiator
sets. This, in turn, enables us to derive a statistical model that estimates
the probability that any two mutants are in a subsumtion relation by an-
alyzing the probability that two random non-empty subsets of a given set
are in an inclusion relation. This model enables us, in turn, to estimate
the number of arcs in a subsumption graph, as well as the number of mu-
tants that are maximal by subsumption; this number is important because
it represents the size of the minimal mutant set. This is the subject of
section 4.4.

o Subsumption as Relative Correctness. By considering how relative cor-
rectness [43, 13] can be characterized by means of detector sets, and sub-
sumption [34, 35] can be characterized by means of differentiator sets,
we find that these two properties are actually equivalent. This is inter-
esting, given that these properties were introduced independently, albeit
simultaneously (in 2014), and have so far evolved separately. Given that



subsumption is introduced in the context of mutation testing and relative
correctness is introduced to define software faults, this relationship can
be seen through the lens of the ongoing debate on whether mutants are
faithful representatives of faults [5, 4, 48, 29]. This is the subject of section
5

Defining Test Suite Effectiveness. Of all the decisions we make in soft-
wqare testing, none is as consequential as the selection of test data; the
selection of test data is, in turn, profoundly influenced/ determined by the
criteria that we use to assess test suite effectiveness, whence the way in
which we compare candidate test suites. We consider two possible criteria
for assessing the effectiveness of a test suite:

— The ability to detect faults, or

— The ability to expose failures.
The existence of these two criteria raises three questions:

— Are these two criteria equivalent? if not,
— Are these two criteria statistically correlated? if not,

— Is one of them better than the other, for the purposes of test data
selection?

A fourth question may be worth considering: which of these two criteria
are current measures reflecting? In section 6 we discuss the concept of
semantic coverage, which equates the effectiveness of a test suite with its
ability to expose the failures of a program, and analyze its attributes.

Defining Mutant Set Effectiveness. To quantify the effectiveness of a mu-
tant set we start by pondering the question: What is the purpose of a
mutant set? If we postulate that the purpose of a mutant set is to vet
test suites, then the effectiveness of a mutant set can be quantified as a
function of the effectiveness of the test suites that it vets; since we quan-
tify the effectiveness of a test suite by its semantic coverage, we resolve to
quantify the effectiveness of a mutant set by the semantic coverage of the
test suites that it vets. This is the subject of section 7.

Mutant Set Minimization as an Optimization Problem. Subsumption was
introduced as a means to minimize the cardinality of a mutant set [34],
without reducing its effectiveness to vet test suites. Mutant set mini-
mization is essentially an optimization problem; as such, it ought to be
defined by two parameters, namely the objective function to minimize,
and the constraint under which this minimization is attempted. While
the published literature is clear about the objective function (re: the car-
dinality of the mutant set), it does not include an explicit definition of
the optimization constraint. In section 7.2, we use the definition of mu-
tant set effectiveness of section 7 to formulate the constraint of mutant



set minimization as the condition that the minimal mutant set has the
same effectiveness as the original set; we show that removing a subsumed
mutant has no impact on the effectiveness of the mutant set, as defined.

Figure 1 shows an outline of this paper: In section 2 we introduce some el-
ementary relational mathematics that we use in the remainder of the paper.
In section 3 we introduce detector sets and use them to define four correct-
ness properties: absolute partial correctness, absolute total correctness, relative
partial correctness and relative total correctness. In section 4 we introduce
differentiator sets and use them to define three subsumption properties, which
vary according to how we interpret the outcome of a program execution: Ba-
sic subsumption, Strict subsumption, and Broad subsumption. In section 5 we
show that some forms of relative correctness are equivalent to some forms of
subsumption and in section 6 we use detector sets to define a measure of test
suite effectiveness. In section 7 we use the results of sections 4 and 6 to recast
mutant set minimization as an authentic optimization problem: we do so by
presenting its objective function and the constraints under which this objective
function is optimized. In section 8 we summarize our results, critique them, and
discuss future research directions.

2. Relational Mathematics

2.1. Sets

We represent sets by C-like variable declarations; if we define a set S by the
variable declarations:

xType x; yType y;

then S is the cartesian product of the sets of values that the types xType and
yType represent; elements of S are denoted by lower case s, and are referred
to as states. Given an element s of S, we may refer to the x-component (resp.
y-component) of s as z(s) (resp. y(s)). But we may, for the sake of convenience,
refer to the x component of states s, s’, s” (e.g.) simply as z, 2/, ”.

2.2. Operations on Relations

A relation on set S is a subset of the cartesian product S x S; special
relations on set S include the universal relation L = S x S, the identity relation
I ={(s,8')|s € SAs = s} and the empty relation ¢ = {}. Operations on
relations include the set theoretic operations of union (U), intersection (N),

difference(\) and complement (R = L\ R). They also include the product of
two relations, denoted by Ro R’ (or RR/, for short) and defined by

Ro R ={(s,8')|3s” : (s,s") € RA(s",5") € R'}.

The converse of relation R is the relation denoted by R and defined by R =
{(s,s)|(s',s) € R}. The domain of relation R is denoted by dom(R) and defined
by dom(R) = {s|3s’ : (s,s") € R}. The pre-restriction of relation R to set T is
the relation denoted by m\ R = {(s,s")[s € T A (s,5') € R}.
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2.3. Properties of Relations

A relation R is said to be reflexive if and only if I C R; relation R is said to
be symmetric if and only if R = R; relation R is said to be transitive if and only
if RR C R; relation R is said to be asymmetric if and only if RN R = ¢; relation
R is said to be antisymmetric if and only if RN R C I. A relation R is said to be
an equivalence relation if and only if it is reflexive, symmetric and transitive. A
relation R is said to be a partial ordering if and only if it is reflexive, transitive
and antisymmetric. A relation R is said to be a strict partial ordering if and
only if it is transitive and asymmetric.

A relation R is said to be deterministic (or: to be a function) if and only if
RR C I. A relation R is said to be total if and only if RL = L. A relation R
is said to be a wvector if and only if RL = R; a vector V on set S is a relation
of the form V' = A x S for some non-empty subset A of S. We may use vectors
to define pre-restrictions and post-restrictions: Given a relation R and a vector
V = A xS, the pre-restriction of R to A can be written as V' N R and the
post-restriction of R to A can be written RN V. A relation R’ is said to refine
a relation R if and only if

RLNRLN(RUR)=R;

this is denoted by R O R or R C R’. The following Proposition, which we
present without proof, gives an equivalent formulation of refinement.

Proposition 1. Given two relations R and R’ on space S, R’ refines R if and
only if RL C R'L and R" " RL C R.

This proposition shows that our definition of refinement is similar (modulo its
relational formulation) to traditional definitions of refinement which equate re-
finement with having a weaker precondition (RL C R'L) and a stronger post-
condition (RL N R’ C R) [23, 47, 21, 15]. Figure 2 illustrates the property of
refinement.

3. Detector Sets and Correctness

3.1. Program Functions

We can define the semantics of a program by means of a function from an
input space to an output space, or by means of a function from initial states to



final states. For the sake of simplicity, we adopt the latter model, as it enables
us to work with homogeneous relations, without loss of generality. This model
encompasses the case where we want to think of a program as mapping an
input space into an output space: It suffices to add to the state space of the
program a variable that represents the input stream (in the parlance of C++)
and a variable that represents the output stream. Then the mapping that the
program defines from inputs to outputs is simply the set of pairs of the form
(is,0s") where is is the value of the input stream in the initial state, and os’ is
the value of the output stream in the final state. Hence focusing on the (initial
state, final state) model causes no loss of generality.

We consider a program P on space S; execution of P on an initial state s
may terminate in a final state s’ after a finite number of steps; conversely, it
may enter an infinite loop or attempt an illegal operation such as a division by
zero, an array reference out of bounds, reference to a nil pointer, the square root
of a negative number, the log of a non-positive number, etc. When execution
of P on s terminates normally in a final state s’, we say that it converges on s,
else we say that it diverges.

Given a program P on space S, the function of program P, which we also
denote by P, is the set of pairs (s, s’) such that if execution of P starts in state
s, it converges in final state s’. Consequently, the domain of P is the set of
initial states on which execution of P converges.

3.2. Absolute Correctness

Absolute correctness is a property between a program and a specification;
we discuss it in this section. Following decades-old tradition, we distinguish
between two forms of program correctness: total correctness and partial cor-
rectness [40]. A specification on space S is a relation on S. For the sake of our
discusions herein, we consider that programs are deterministic, but specifica-
tions may be non-deterministic. The following definition, due to [46], introduces
absolute total correctness.

Definition 1. Program P on space S is said to be totally correct with respect
to specification R on S if and only if:

dom(R N P) = dom(R).

The domain of (RN P) is called the competence domain of P with respect to R;
it is the set of initial states for which P behaves according to R. Figure 3 shows
a simple example of a (non-deterministic) specification R and two programs P
and P’ such that P is correct with respect to R and P’ is not; the competence
domains of P and P’ are shown by the ovals. Even though it looks different,
this definition is equivalent, modulo differences in notation, with traditional
definitions of total correctness [40, 21, 23]. We present a brief argument to
this effect: Given that dom(R N P) C dom(R) is a set theoretic tautology, the
condition of Definition 1 is equivalent to:
dom(R) C dom(RN P).



P R P’
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dom(RN P) ={1,2} dom(RN P') = {1}
= dom(R) = P correct # dom(R) = P’ incorrect

Figure 3: Total Correctness

By set theory, this can be interpreted as:
Vs :s € dom(R) = s € dom(RN P).

By Definition of domain, this can be written as:
Vs:s € dom(R)= (I’ : (s,¢') € (RN P).

Since P is deterministic, we can replace s’ by P(s), hence:
Vs :s € dom(R) = s € dom(P) A (s, P(s)) € R.

If we interpret:

e s € dom(R) as: s satisfies the precondition implied by R,
e s € dom(P) as: execution of P on s converges,
e (s,P(s)) € R as: P(s) satisfies the postcondition implied by R,

then we find that this is exactly the traditional definition of total correctness
[40, 21, 15].

The following definition, due to [44], mimics the style of Definition 1, to
define partial correctness.

Definition 2. We say that P is partially correct with respect to R if and only

if:
dom(R N P) = dom(R) N dom(P).

A similar argument to what we offered above can establish that our definition
is equivalent to traditional definitions of partial correctness [25, 15, 40, 21]. See
Figure 4: Program @ is partially correct with respect to R because for any
initial state of dom(R) for which it converges, program ) delivers a final state
that satisfies specification R; by contrast, program Q' is not partially correct
with respect to R, even though it terminates normally for all initial states in
dom(R), because it does not satisfy specification R; neither @ nor Q' is totally
correct with respect to R.

Whereas the distinction between partial correctness and total correctness
has been a key feature of the program correctness literature [40, 21, 15, 23],
it has not been given much consideration in software testing. Yet, testing a
program for partial correctness is different from testing it for total correctness,
as we discuss below:
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Figure 4: Partial Correctness

e Interpreting Test Outcomes. If we test a program P for correctness with
respect to specification R on some initial state s € dom(R) and P fails
to converge on s, then what conclusion we draw depends on whether we
are testing P for total correctness or for partial correctness. Under total
correctness we conclude that P fails on s; under partial correctness we
conclude that s is a wrong test.

e Test Data Selection. The essence of test data selection is to approximate
an infinite (or prohibitively large) input domain by a finite and small
subset, which serves as a proxy thereof. If we are testing a program P
for total correctness with respect to R, the infinite set we are trying to
approximate is dom(R); for partial correctness, the set we are trying to
approximate is dom(R) N dom(P).

3.8. Detector Sets

Given a program P on space S and a specification R on S, the detector set of
P with respect to R is the set of initial states in S which disprove the correctness
of P with respect to R; given that there are two standards of correctness (partial
and total), we get two versions of detector sets.

Definition 3. Given a program P on space S and a specification R on S,

e The detector set of P with respect to R for total correctness is denoted by
ATOT(R, P) and defined by:
ATOT(R, P) = dom(R) N dom(R N P).

e The detector set of P with respect to R for partial correctness is denoted
by APAR(R, P) and defined by:
APAR(R P) = dom(R) N dom(P) N dom(R N P).

Figure 1 shows in red the detector sets of program P with respect to specification
R as a function of dom(P), dom(R) and dom(R N P). Since total correctness
is a stronger property than partial correctness, it is a harder property to prove,
hence an easier property to disprove: Indeed, the detector set of P for total
correctness is a superset of the detector set of P for partial correctness (because
it is a larger set, it offers more opportunities to disprove total correctness than

10



dom(R)

dom(Rn P) dom(Rn P)

dom(R) n dom(P)

Total Correctness: AT9T(R, P) Partial Correctness: ATAE(R, P)

Table 1: Detector Sets for Total and Partial Correctness

partial correctness). Detector sets are useful and relevant when we discuss
program testing; the simple Propositions below show that they are useful when
we discuss program correctness verification as well.

Proposition 2. Program P is totally correct with respect to specification R if
and only if its detector set with respect to R for total correctness if empty.

Proof. Necessity stems trivially from Definition 1. Sufficiency can be proved
by observing that whenever an intersection of two sets is empty, each set is a
subset of the complement of the other. From dom(R)Ndom(R N P) = ), we infer
dom(R) C dom(R N P); this in conjunction with the tautology dom(R N P) C
dom(R), yields that P is totally correct with respect to R. qed

A similar proof yields the following Proposition, which we present without
proof.

Proposition 3. Program P is partially correct with respect to specification R
if and only if its detector set with respect to R for partial correctness if empty.

Of course, if and only if a program is correct, the set of inputs that disprove
its correctness ought to be empty.

3.4. Relative Correctness

Whereas correctness is a property that involves a specification and a pro-
gram, relative correctness involves a specification, say R, and two candidate
programs, say P and P’, and ranks P and P’ according to how close they
are to being correct. The following definition introduces the concept of rela-
tive correctness. Since to be correct means to have an empty detector set (per
Propositions 2 and 3), it is natutal to define relative correctness by means of
inclusion of detector sets; whence the following definitions.

11
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Figure 5: Relative Total Correctness

Definition 4. Given a specification R on space S and two programs P and P’
on S, we say that P’ is more-totally-correct than P with respect to R if and
only if:

ATOT(R,P/) C ATOT(R,P).

Definition 5. Given a specification R on space S and two programs P and P’
on S, we say that P’ is more-partially-correct than P with respect to R if and
only if:

APAR(R,P/) C APAR(R, P).

Figure 5 illustrates relative total correctness by showing a specification (R)
and two sets of programs: Q' is more-correct than Q with respect to R by virtue
of imitating the correct behavior of Q; P’ is more-correct than P with respect to
R by virtue of a different correct behavior. Relative total correctness culminates
in absolute total correctness in the following sense: a totally correct program is
more-totally-correct than any candidate program. Figure 6 illustrates relative
partial correctness by showing a specification (R) and two sets of programs: @’
is more-partially-correct than ) because it is more totally correct than @; by
contrast, P’ is more-partially-correct than P by virtue of diverging more often
(from the standpoint of partial correctness, a program that fails to converge
evades accountability, and is considered partially correct, by default).

Note the following relation between the detector sets of a program P with
respect to a specification R:

APAR(R P) = dom(P) N ATOT (R, P).

From this simple equation, we can readily infer two properties about absolute
correctness and relative correctness:

o Absolute Correctness. If a program P is totally correct with respect to
specification R, then it is necessarily partially correct with respect to R.

e Relative Correctness. A program P’ can be more-partially-correct than
a program P either by being more-totally-correct (hence reducing the
term ATOT(R, P)) or by diverging more widely (hence reducing the term
dom(P)), or both.

12
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Figure 6: Relative Partial Correctness

p0: {s=pow(s,3)+4;} p4: {s=pow(s,3)+s+1;} p8: {s=pow(s,3)+s*s-4%s+8;}

pl: {s=pow(s,3)+5;} p5: {s=pow(s,3)+s;} p9: {s=2*pow(s,3)-6*s*s+11%*s-3;}
p2: {s=pow(s,3)+6;} p6: {s=pow(s,3)+s*s-5*s+9;} | pl1l0:{s=3*pow(s,3)-12*s*s422%s-9;}
p3: {s=pow(s,3)+s+2;} | p7: {s=pow(s,3)+s*s-83*s+5;} | pll:{s=4*pow(s,3)-18*s*s+33*%s-15;}

Table 2: Candidate Programs for Specification R

To illustrate the partial ordering properties of relative total correctness, we
consider the following specification on space S of integers, defined by

R={(s,8)1<s<3As =s"+3}.

We consider twelve candidate programs, listed in Table 2. Figure 7 shows how
these candidate programs are ordered by relative total correctness; this ordering
stems readily from the inclusion relations between the detector sets of the candi-
date programs with respect to R; the detector sets are given in Table 3, to allow
interested readers to check Figure 7. The green oval shows those candidates
that are absolutely correct, and the orange oval shows candidate programs that
are incorrect; the red oval shows the candidate programs that are least correct
(they violate specification R for every initial state in the domain of R, hence
their detector set is all of dom(R)).

Note that all twelve programs in this example converge for all initial states
in S, hence dom(P;) = S for all P;. Consequently, the detector sets of these
programs for total correctness are identical to their detector sets for partial
correctness; hence their ordering by relative partial correctness is identical to
their ordering by relative total correctness, as shown in Figure 7.

Table 4 summarizes and organizes the definitions of correctness to help con-
trast them. In [43, 14], total relative correctness is defined, not by comparing

p0 [ {1,2,3} Tpl [{L23} [[p2 | {1,2,3}
p3 | {2,3} pd | {1,3} || p5 | {1,2}
p6 | {1} p7 | {3} p8 | {2}

P9 | {} plo | {} pll | {}

Table 3: Detector Sets of Candidate Programs for Total (and Partial) Correctness

13
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Figure 7: Ordering Candidate Programs by Relative Total (and Partial) Correctness with

Respect to R

| Partial Correctness

| Total Correctness

Absolute Correctness

P is correct iff:

APAR(R P) =)

ATOT(R, P) =)

Relative Correctness

P’ is more-correct than P iff:

APAR(R, P’) - APAR(R, P)

ATOT(R, P’) - ATOT(R7 P)

Table 4: Definitions of Correctness by Means of Detector Sets
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detector sets, as we do in Definition 4, but by comparing competence domains.
The following Proposition provides that these definitions are equivalent.

Proposition 4. Given a specification R on space S and two programs P and
P’ on S, P’ is more-totally-correct than P if and only if:

dom(RN P) C dom(RN P').

Proof. Sufficiency can be inferred readily by inverting the inequality (and
complementing both sides) then taking the intersection with dom(R) on both
sides. Necessity can be proved by using the set theoretic identity to the effect
that the two conditions below are equivalent:

ANBCANC, ANCC ANB.

This lemma can be proved by inverting the first inequality, applying DeMorgan’s
laws, then taking the intersection with A on both sides. From the hypothesis:
dom(R) N dom(R N P') C dom(R) N dom(R N P)
we infer (by the lemma above):
dom(R) N dom(R N P) C dom(R) N dom(R N P’),
which we simplify into:
dom(RN P) C dom(RN P’),
since dom(R N P) and dom(R N P’) are both subsets of dom(R). qed

3.5. Detector Sets and Oracles

Given a program P on space S and a specification R on S, we ponder
the question of what test oracle do we use if we want to test program P for
correctness with respect to R. We consider the following framework:

{Stype s, s0; // current state, initial state
read(s); sO=s; // read state, save it in sO
PQO; // modifies s, keeps sO intact
if (not oracle(so,s)) {testfailure(s0);}}

The question we raise is: how should predicate oracle(,) be defined, if we are
interested to test P for correctness with respect to R? Of course, the answer
depends on whether we are talking about partial correctness or total correctness.

Definition 6. Due to Khaireddine et al [33]. Given a program P on space S
and a specification R on S, the oracle for total correctness of Program with

respect to specification R is denoted by QF;%?ICE](S, s') and defined by:

Qa%(?lz] (s,8") = —s € dom(R) V (s,s') € R.

Khaireddine et al. prove in [33] that if and only if Q%;g}% (s, P(s)) returns TRUE
for all elements s in T" then P is totally correct with respect to the pre-restriction
of R to T, \R. The following Proposition links the links the oracle of total
correctness with the detector set of total correctness.

15



Proposition 5. Given a program P on space S and a specification R on S, an
element s of S is in the detector set for total correctness of P with respect to
R if and only if the oracle for total correctness of P with respect to R returns

FALSE for the pair (s, P(s)):
Vs e S:se Al & Qb (s, P(s)).

Proof. This Proposition stems readily from the Definitions:
s € ATOT
[R.P]
& {Definition}
s € dom(R)Ns ¢ dom(RN P)
& {Determinacy of P}
s€ dom(R)Ns [s,P(s)) € R
& {De Morgan}
—(=s € dom(R) V (s, P(s)) € R)
& {Definition}

ﬂﬂg;%?lf](s,P(s)). qged

Notwithstanding the issue of how we determine that a program fails to ter-
minate, we can define the oracle of partial correctness as follows:

Qﬁ{‘}j} (s,58') = s & dom(P) V Q[q;%?lig](s, s).
Then we can easily prove a result analogous to Proposition 5.

Vs e S:se Al & - (s, P(s)).

4. Differentiator Sets and Mutant Subsumption

Whereas in the previous section we discuss detector sets and their relation-
ship to relative correctness, in this section we discuss differentiator sets and
their relationship to mutant subsumption.

4.1. Ezxecution Outcomes

The differentiator set of two programs P and ) on space S is the set of ini-
tial states for which execution of P and execution of @ yield distinct outcomes.
Whenever P and @ both converge for some initial state s, then their outcomes
are the final states, P(s) and Q(s) that they yield; determining whether they
have the same outcome amounts to checking P(s) and Q(s) for equality. But
if one or both programs diverge, determining whether they have the same out-
come or different outcomes becomes less clear-cut, more debatable. Given the
possibility of divergence, we must consider the following questions, on which the
definition of differentiator set depends:
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Space S Program P Mutation | Divergence
i=100; x=0; Failure to
int i, x; while(i!=0) {x=x+1; i=i-1;} i-1 — i+1 | Terminate
int a[100], x; i=0; x=0.0; Array Reference
int i; while (i<100) {x=x+alil;i=i+1;} | < — <= Out of Bounds
int x; x=100; y=0; Division
float y; while (x>0) {y=y+1./x; x=x-1;} > — >= By Zero
cin >> Xx; Illegal
if (x>=0) {y=sqrt(i+x);} Arithmetic
float x,y; else {y=sqrt(1-x);} 1-x — 1+x | Operation

Table 5: Examples of Mutation Operations Causing Divergence

o What is the outcome of a program’s execution? In particular, is divergence
an outcome or the absence of an outcome?

o When are two outcomes comparable? In particular, is divergence compa-
rable to the outcome of a program that converges?

o When are two comparable outcomes identical or distinct? In particular,
is divergence a different outcome from any convergent outcome? Are two
divergent outcomes identical or incomparable?

How we define differentiator sets depends on how we answer these questions.
Though these questions may sound like mundane academic exercises, we argue
that divergence is in fact a common occurrence in mutation testing; indeed
many mutation operators are prone to cause divergence even when the base
program converges; this includes mutation operators that are applied to guards
that programmers routinely include to avoid illegal operations. Table 5 shows
examples of common mutation operators which cause common program patterns
to diverge.

4.2. Differentiator Sets

The differentiator set of two programs P and () on space S is the set of
initial states s such that the execution of programs P and @ on s yields different
outcomes [51, 42]. In light of the foregoing discussions, we adopt three definitions
of differentiator sets, which reflect three sensible interpretations of what it means
for two program executions to yield distinct outcomes.

e Basic Interpretation. We assume that programs P and @ converge for
all initial states in S, and their outcome is their final state. Their basic
differentiator set (which we denote by do(P, @)) is the set of initial states
for which their final states are distinct.

e Strict Interpretation. We do not assume that P and @ converge for all
initial states, but we restrict their differentiator set to those initial states
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for which they both converge and produce distinct outcomes; we denote
their strict differentiator set by 61 (P, Q).

e Broad Interpretation. We do not assume that P and @) converge for all
initial states, but we restrict their differentiator set to those initial states
for which they both converge and produce distinct outcomes along with
the initial states for which only one of them converges; we assume that
a program that diverges has a different outcome from a program that
converges, regardless of the final state of the latter; we denote the broad
differentiator set by d2(P, Q).

The following definition gives explicit formulas of differentiator sets under the
three interpretations given above. To understand these definitions, it suffices to
note the following;:

e The set of initial states for which program P (resp. Q) convergesis dom(P)
(resp. dom(Q)).

e The set of initial states for which the final states of P and @ are identical
is dom(P N Q).

e The following inequalities hold by set theory:
dom(P N Q) C dom(P) N dom(Q) C dom(P) U dom(Q).

Definition 7. The definition of a differentiator set of two programs P and Q
depends on how we define the outcome of a program, under what condition
we consider that two outcomes are comparable, and under what condition we
consider that two comparable outcomes are identical or distinct.

e The basic differentiator set of two programs P and Q is defined as:

do(P,Q) = dom(P N Q).

e The strict differentiator set of two programs P and Q is defined as:

01 (P, Q) = dom(P) N dom(Q) N dom(P N Q).

e The broad differentiator set of two programs P and Q is defined as:

J2(P, Q) = (dom(P) U dom(Q)) N dom(P N Q).

Figure 8 illustrates the three definitions of differentiator sets (represented in red
in each case). Whenever we want to refer to a differentiator set of programs P
and @ without specifying the interpretation, we use the notation 6(P, Q). Note
that having three different definitions of differentiator sets means that we now
have three distinct definitions of what it means to kill a mutant:

e Test suite T kills mutant M of program P in the basic sense if and only
if: TNog(P, M) # 0.
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e Test suite T kills mutant M of program P in the strict sense if and only
if: TN6(P, M) # 0.

e Test suite T kills mutant M of program P in the broad sense if and only
if: TNéa(P, M) # 0.

For illustration of differentiator sets under the basic interpretation, we con-
sider space S defined by a single integer variable, and we consider two programs
that converge for all initial states:

P: {s=pow(s,4)+35*s*s+24;}
Q: {s=10*pow(s,3)+50%*s;}

The functions of these programs are:

P =/{(s,8")|s = s* + 3552 + 24}.

Q = {(s,5")|s" = 10s> + 50s}.
Their intersection is:

PNQ=1{(s,s)|s*+ 3552 +24 = 10s® + 505 A s’ = s* + 3552 + 24}.
The domain of their intersection is:

dom(P N Q) = {s|s* + 3552 + 24 = 105> + 50s}.
Solving this equation in the fourth degree, we find:

dom(PN Q) ={s|]l1 <s<4}.
Taking the complement, we find:

do(P, Q) = dom(P,Q) = {s|s <1Vs >4}
For illustration of differentiator sets under the strict and broad interpretation,
we consider the following programs P and @ on space S defined by an integer
variable s, where abort () is a program that diverges for any execution, such as
{int x=1/0.;} or {while (true) {}}

P: {if (s<0) {abort();}

else {s=pow(s,4)+35*s*s+24;}}
Q: {if (s>5) {abort();}

else {s=10*pow(s,3)+50%*s;}}

Note that P fails to converge for all s less than zero (since it enters an infinite
loop) and @ fails to converge for all s greater than 5 (for the same reason). The
functions of these programs are:
P={(s,8)]s >0NAs =s*+355% + 24}.
Q={(s,8)|s <5As =108+ 50s}.
From these definitions, we compute the following parameters:
dom(P) = {s|s > 0}.
dom(Q) = {s|s < 5}.
PNQ={(s5)0<s<5As*+355%+24 = 105> + 50s A s’ = 105> + 50s}.
dom(PN Q) = {s]0 < s <5As*+ 3552+ 24 = 10s> + 50s}.
By solving the equation (s* + 35s% + 24 = 10s® + 50s), we find:
dom(PN Q) ={s|]l1 <s<4}.
Whence:
(P, Q) ={0,5}.
02(P,Q) = {s]s <0V s> 5}
Interpretation:
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dom(P N Q)

dom(P N Q)

dom(P) n dom(Q)

dom(P)

(50(P7 Q) o1 (P7 Q)

dom(P N Q)

dom(P) U dom(Q)

52(P7 Q)

Figure 8: Three Definitions of Differentiator Sets (shown in red)

e Strict Differentiator Set. The set of initial states that expose the difference
between P and @ is {0, 5} because the interval [0..5] includes all the initial
states where both P and @ are defined (dom(P)Ndom(Q)), and programs
P and @ return the same results for initial states in the interval [1..4]
(dom(PNQ)).

e Broad Differentiator Set. Any initial state outside the interval [1..4] ex-
poses the difference between P and @), either because they both converge
but give different results (for initial states 0 and 5) or because one of them
converges while the other diverges (for s greater than 5, P converges but
Q@ does not; for s negative, () converges but P does not).

As further illustration of differentiator sets, we consider the space S defined
by a single variable s of type integer, and we consider the following programs:

P {s=pou(s,5)+pow(s,4)+9; }.

Q@ {s=2*pow(s,5)+pow(s,4)-5*pow(s,3)+4*s+9; }.
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Assuming perfect arithmetic, these two programs are total on space S; their
competence domain is:
dom(P N Q)
= {substitutions}
{s]s® +s* +9 =25 +s* — 55 + 45+ 9}
= {simplification}
{s]s® — 55 +4s =0}
=  {factoring}
{sls(s =1)(s —=2)(s+1)(s +2) =0}
= {simplification}
{-2,-1,0,1,2}.
Hence the basic differentiator set of P and @ is:

do(P,Q) = {sls < —-2Vvs>2}

See Figure 9 for illustration.
To illustrate strict and broad differentiator sets, we consider non-total ver-
sions of P and Q:

P’ {if (s<-10 || s>5) {abort();}
else {s=pow(s,5)+pow(s,4)+9;}}.

Q' {if (s<-5 || s>10) {abort();}
else{s=2xpow(s,5)+pow(s,4)-5*pow(s,3)+4*s+9; }}.

The functions of these programs are given as:
P ={(5,8)-10<s<5As =35 +5* 49},

Q ={(s,8)| -5 <s<10As =25 +s* — 55> +4s + 9}.

The domain of the intersection of these two functions is the same as that of P
and @, namely:
dom(P'NQ") ={-2,-1,0,1,2}.

On the other hand,
dom(P") N dom(Q") = {s| —5 < s <5},
dom(P") U dom(Q") = {s| — 10 < s < 10},
From this, we can derive easily:
61 (Pla QI) = {_57 _47 _37 37 47 5}7

52(P/a Ql) = {_10) _9) _8) _75 _65 _57 _45 _37 37 45 5) 6) 77 87 9) 10}

We leave it to the reader to check that these are indeed the sets of initial states
for which programs P’ and @’ have distinct outcomes for the selected definitions
of outcomes and outcome comparisons. Figure 10 helps in this analysis.
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3o (P, Q)

dom(Q)
dom(P)
-00 -10 -5-4-3-2-101 2 3 45 10 o
Figure 9: Basic differentiator Set for P and @
51 (P/? Q’)
52(P/?Q,)
dom(Q")
dom(P")
-15 -10 -5-4-3-2-1012 345 10 15

Figure 10: Strict and Broad differentiator Sets for P’ and Q'

4.8. Differentiator Sets and Mutant Subsumption

In [34, 35] Kurtz et al. define mutant subsumption as follows: Given a
program P and two mutants thereof M and M', we say that M’ subsumes M
(in the sense of true subsumption) with respect to P if and only if:

P1 There exists a test s such that P and M' compute different outcomes on
s.

P2 For every possible test on P, if M’ computes a different outcome from P,
then so does M.

The following Proposition formulates the condition of true subsumption in
terms of basic differentiator sets.

Proposition 6. Given a program P on space S and two mutants M and M’
on S, such that P, M and M’ converge for all s in S, M’ subsumes M with
respect to P in the sense of true subsumption if and only if:

0 C 6o(P,M") C 8o(P, M).

Proof. We prove in turn that P1 is equivalent to § C do(P, M’) and that P2 is
equivalent to 6g(P, M') C éo(P, M). We use the simple lemma that the set of
states for which two functions F' and G produce the same outcome (F'(s) = G(s))
is dom(F N G).
P1 is interpreted as:

ds: P(s) # M'(s)
< {Interpretation}

0 C {sIP(s) £ M'(s)}
< {Set theory}
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0 C {s|P(s) = M'(s)}
< {Lemma above}
0 C dom(PN M)
< {Definition of dp}
0c 50(P, M/).
P2 is interpreted as:
Vs: P(s) # M'(s) = P(s) # M(s)
< {Set theory}
{8IP(5) £ M'(3)}  {sIP(s) £ M(s)}
< {Inverting the inclusion}
{s|P(s) = M(s)} € {s|P(s) = M'(s)}
< {Lemma above}
dom(P N M) C dom(PNM')
< {Definition of dp}
50(P,M’)§50(P,M) qed

This Proposition provides that the original ([34, 35]) definition of true sub-
sumption can be defined by means of basic differentiator sets; but this definition
applies only if the base program and its mutants converge for all initial states.
If we want to make provisions for the possibility that the base program (P) and
its mutants (M, M’) may diverge, we can use strict differentiator sets and broad
differentiator sets. Whence the following definitions.

Definition 8. Given a program P on space S and mutants M and M' of P,
we say that mutant M’ subsumes mutant M in the sense of basic subsumption
if and only if:

0 C do(P,M") C 6o(P, M).

Definition 9. Given a program P on space S and mutants M and M’ of P,
we say that mutant M’ subsumes mutant M in the sense of strict subsumption
if and only if:

0 C (P, M) Co(P,M).

Definition 10. Given a program P on space S and mutants M and M’ of P,
we say that mutant M’ subsumes mutant M in the sense of broad subsumption
if and only if:

0 C 6o(P, M) C 53(P, M).

Of course, having three different definitions of mutant subsumption may
lead to three different subsumption graphs, whence potentially three different
minimal mutant sets.

In [34, 35], Kurtz et al. introduce dynamic subsumption as follows: Given a
program P, a test suite T and two mutants of P, M and M’, we say that M’
dynamically subsumes M with respect to P for test suite T if and only if:

D1 There exists a test ¢ in 7" such that P and M’ compute different outcomes
on t.
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D2 For every possible test ¢ in T, if M’ computes a different outcome from
P, then so does M.

We argue that once we admit the possibility that programs and mutants may
diverge for some inputs, then there is really no difference between true subsump-
tion and dynamic subsumption: dynamic subsumption with respect to program
P and test data T is the same as subsumption with respect to the program
whose function is 7\ P, the pre-restriction of P to T
if (s in T) {P;} else {abort();}.

Given the possibility for programs to define partial (rather than total) func-
tions, dynamic (i.e. test suite dependent) mutant subsumption is reducile to
strict subsumption of the program pre-restricted to the test suite.

4.4. Subsumption Graph Topology

Modeling mutant subsumption by an inclusion relationship between differ-
entiator sets opens an opportunity that was hitherto unavailable: Assuming
that the differentiator sets of mutants are statistically independent, we can es-
timate the probability that two mutants are in a subsumption relationship by
computing the probability that two random non-empty subsets of a set are in
an inclusion relationship. This probability can, in turn be used to estimate the
number of arcs in a subsumption graph, and can be used to estimate the num-
ber of maximal nodes in the subsumption graph, all without having to draw
the graph. estimating the number of maximal nodes in a subsumption graph is
important in practice, because it enables us to determine whether the effort of
building the subsumption graph is even worthwhile: If we find that the number
of maximal nodes is not much smaller than the total number of mutants, then
the whole subsumption exercise may be futile.

If subsumption is judged by observing the behavior of mutants on a test
suite T, then all the differentiator sets are by construction subsets of T'. Given
a set T and K non-empty subsets thereof (which represent, for our puposes,
the differentiator sets of K mutants), we ponder the question: what is the
probability that any two subsets among K are in an inclusion relationship?
This represents, for our purposes, the probability that two mutants are in a
subsumption relation. Let D be the random variable that takes its values in
subsets of T'. The probability that D takes any particular value E is given by

the inverse of the number of non-empty subsets of T
1

The probability that D takes the value of a subset of size n is:
T
n

2T —1°

Given a subset F of size n, the probability that another subset E’ is a subset
of F is:

prob(|D| =n) =

2" —1
/ —
pTOb(E g E) = ﬁ,

24



where the numerator is the number of subsets of F and the denominator is the
total number of subsets of T'. The probability that two subsets E and E’ of T
are in a subset relation is:

prob(E' C E)
= {conditional probability}

S n_y prob(E' C E| |E| = n) x prob(|E| = n)
= {substitutions}

]

n=12T_1 X ~9T—1
= {simplification}

n_ T
S (h )

n

= {factorization}

T onf T
i xSl (1)

T

_ 1 T
1z < D=1 n

= {highlighting the binomial formula}
T
(2T1—1)2 X Yopeg 20 x 1770 ( >

n
T T
_(2T+1)2X2n—1( >

n
= {simplifying}
3T 2T
eT-12 — @T-1D)*"
For large (or even moderate) values of T', this can be approximated by (2)7.
Under the assumption of statistical independence cited above, the expected
number of arcs in a subsumption graph of K nodes can be approximated by:

3
(Z)T x K(K —1).
In practice, even with moderate values of T', this expected number is very small.
Using the probability estimate p = %T, we can estimate the probability that
any subset of 7" is maximal: A given subset is maximal if and only if all (K —1)
other subsets are not supersets there of; hence,
3
prob(maximality) = (1 — (Z)T)Kfl.
Whence we derive the expected number of maximal mutants in a subsumption
(/ relative correctness) graph that stems from K mutants and a test suite of
size T': 5
KEx(1—(H5
4
When we consider published subsumption graphs [34, 35, 22, 37, 50, 53,
55], we find that they have far more arcs than our estimates, and far fewer
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maximal mutants than our estimates; this may be due to our assumption of
statistical independence of differentiator sets. Hence this matter is left for future
investigation; if the differentiator sets of the mutants of a base program are not
statistically independent, then it is very intriguing to elucidate what statistical
relationship represents their dependence.

5. Relative Correctness and Subsumption

So far we have used detector sets to define (partial and total) correctness, and
we have used differentiator sets to define (basic, strict, and broad) subsumption.
In this section we present two simple Propositions that relate correctness and
subsumption.

Proposition 7. We consider a program P on space S and two mutants M and
M’ such that P, M and M’ converge for all states in S. Then M’ subsumes M
in the sense of basic subsumption if and only if M’ is more-totally-correct than
M with respect to (the function of) P, and M’ is not (absolutely) totally correct
with respect to (the function of) P.

Proof. Since P converges for all s in S, dom(P) = S. Hence the detector set
of M and M’ for total correctness with respect to the function of P (viewed as
a specification) is:

dom(P) N dom(P N M) =5SnNdom(PNM)= dom(PNM).
This is the same as the basic differentiator set of P and M. The two clauses of
the basic subsumption relation of M’ over M with respect to P can be written
as (once we replace differentiator sets by the corresponding detector sets):

P1 § c ATOT(P, M"), which according to Proposition 2 is equivalent to: M’
is not (absolutely) totally correct with respect to (the function of) P.

P2 ATOT(p, M') C ATOT(P, M), which according to Definition 4 is equiva-
lent to: M’ is more-totally-correct than M with respect to (the function
of) P.

qed

This Proposition means that the subsumption graphs seen in [34, 35, 22,
50, 53, 37, 28, 34, 55], represent essentially the same relation as the graphs
of relative correctness seen in [12, 13, 32, 31]; the only meaningful/interesting
difference is that, while in relative correctness we are interested in the top of
the graph, which represents the absolutely correct programs, in subsumption we
are interested in the layer immediately below the absolutely correct programs,
which represents the maximally stubborn mutants [57].

Proposition 8. We consider a program P on space S and two mutants M and
M' of P. Then M’ subsumes M in the sense of strict subsumption if and only
if M' is more-partially-correct than M with respect to (the function of ) P, and
M’ is not (absolutely) partially correct with respect to (the function of) P.
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mO0: {s=pow(s,3)+4;} m4: {s=pow(s,3)+s+1;} m8: {s=pow(s,3)+s*s-4%s48;}

ml: {s=pow(s,3)+5;} mb5: {s=pow(s,3)+s;} m9: {s=2*pow(s,3)-6*s*s+11%*s-3;}
m2: {s=pow(s,3)+6;} m6: {s=pow(s,3)+s*s-5%s+9;} | ml10:{s=3*pow(s,3)-12*s*s422%s-9;}
m3: {s=pow(s,3)+s+2;} | m7: {s=pow(s,3)+s*s-3*s+5;} | mll:{s=4*pow(s,3)-18%s*s|33%s-15;}

Table 6: Mutants of Program P

Proof. If and only if M’ subsumes M in the strict sense with respect to P, we
can write:

0 C o1 (P, M) C 6 (P, M).
Interestingly, the strict differentiator set of P and M is the same as the detector
set of M with respect to (the function) of P for partial correctness. We rewrite
this condition as:

0 c APAR(P M) C APAR(P M).
According to Proposition 3, the first inequation is equivalent to: M’ is not
partially correct with respect to (the function of) P. According to Definition
5, the second inequation is equivalent to: M’ is more-partially-correct than M
with respect to (the function of) P. qed

For illustration, we consider the following program P on space .S defined as
the set of integers:
p: {if ((s<1) || (s>3)) {abort();}
else {s=3+s*s*s;}}
The function of this program is:

P={(5,8)1<s<3Ans =s>+3}.

This is the same relation as specification R presented in section 3.4, though
we change its name from R (a specification used as a reference for relative
correctness) to P (a program used as a reference for mutant subsumption). Also,
for mutants of P, we take the programs that we used in section 3.4, though we
rename them as (m0, m1, m2, ..., m11), listed in Table 6, and we rank them by
subsumption with respect to P. These programs are not derived from P by
any known mutation operator we know of, but we use them for the purpose of
illustration.

Since program P does not converge for all s, we cannot use basic subsump-
tion; we will use strict subsumption instead. Table 7 shows the strict differ-
entiator set of each mutant with respect to P, and Figure 11 shows the strict
subsumption graph of the mutants m0, m1, m2, ... m11 with respect to program
P. Not surprinsingly, this is the exact same graph as that of Figure 7, except
for the different names (mi vs pi). In Figure 11 we highlight (in blue) the maxi-
mally subsuming mutants; they are the most (relatively) correct among mutants
that are not absolutely correct. Their strict differentiator sets are singletons.
Whereas relative correctness is based on comparing detector sets, subsumption
is based on comparing differentiator sets.
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Table 7: Strict Differentiator Sets of Mutants

Figure 11: Ordering Mutants by Subsumption with respect to P
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6. Test Suite Effectiveness

6.1. Defining Effectiveness

The effectiveness of an artifact can only be defined in reference to a purpose
of the artifact, and must reflect the artifact’s fitness to the declared purpose.
Hence before we discuss how to quantify the effectiveness of a test suite, we
must agree on what is the purpose of a test suite. We propose the following
axiom:

Axiom 1. Given a program P on space S and a specification R on S, the pur-
pose of a test suite T (a subset of S) is:

e To expose the failures of P with respect to R if P 1is incorrect with respect
to R, or

e To gives us confidence in the correctness of P with respect to R, if P is
correct.

These two clauses are logically equivalent, since what gives us confidence in the
correctness of P if it passes the test T' successfully is the assurance that if P
were incorrect, test suite T" would have revealed its incorrectness by exposing
its failures.

Whereas, according to this axiom, the purpose of a test suite is to expose
program failures, most metrics in use nowadays to assess the effectiveness of a
test suite are focused on another attribute: the ability to detect faults [39, 38,
24,19, 6, 52, 9, 41]. Indeed, metrics used nowadays to quantify the effectiveness
of test suites can be divided into two broad categories:

e Syntactic Coverage. This family of metrics reflects the extent to which a
test suite exercises syntactic features of the program’s source code (state-
ments, branches, conditions, lines, paths, etc). The rationale for syntactic
coverage is that in order to detect a fault, we need to exercise the code
that contains it.

e Mutation Coverage. Mutation coverage reflects the ability of a test suite to
distinguish the base program from mutants thereof obtained by applying
small mutations to its source code. The rationale for mutation coverage is
that mutants are faithful proxies of faults [5, 4, 48, 29], hence the ability
to kill mutants can be used as an indicator of a test suite’s ability to detect
faults.

Exercising all the syntactic features of a program is neither necessary nor suf-
ficient to detect all the faults in a program. It is not sufficient since the same
faulty feature may be sensitized for some inputs, and not sentizied for other in-
puts; hence the same fault can go undetected at testing time but cause failures
in field usage. Also, exercising all the syntactic features of a program is not nec-
essary either, since strictly speaking only faulty features need to be exercised,
to expose all the faults of a program.

29



While mutation coverage is usually a better measure of test suite effectiveness
and is sometimes used as a reference in analyzing other measures [6, 26], it has
issues of its own:

e The same mutation score means vastly different things depending on
whether the surviving mutants are equivalent to the base program (in
which case the effectiveness of the test suite is not in question) or not.

e The same mutation score means vastly different things depending on
whether the killed mutants are semantically equivalent to each other (in
which case the test suite has just killed several times the same mutants)
or are semantically distinct (in which case the test suite has killed that
many distinct mutants).

e Whereas the mutation score of a test suite is usually considered as an
attribute of the test suite and the program under test, we find in empirical
experiments that the mutation score of the same test suite varies widely
depending on the mutation operators that are used to generate mutants

[2].

Hence before we can interpret or assign a meaning to the mutation score of a
test suite, we must consider the following questions: Are the surviving mutants
semantically equivalent to the base program or distinct? Are the killed mutants
semantically equivalent to each other or distinct? To what extent is the muta-
tion score dependent on the mutation operators? Such questions challenge the
validity of the mutation score as an accurate measure of test suite effectiveness.

All the quantitative metrics of test suite effectiveness, whether they are
based on syntactic or semantic criteria, have another flaw in common: they
define a total ordering on what is essentially a partially ordered set. Indeed, if
we measure test suite effectiveness by a number, then any two test suites can
be compared, even when they are not actually ordered (none can be considered
to be better than the other); two test suites that detect distinct sets of faults or
disjoint sets of faults are not comparable (we have no basis for considering that
one is better than the other), yet if their effectiveness is measured by numbers,
we will always find one to have a greater (or equal) effectiveness than the other.
Modeling a partial ordering relation by means of a total ordering relation will
necessarily yield a loss of precision.

6.2. Detecting Faults vs. Exposing Failures
There are two ways to quantify the effectiveness of a test suite:
e By equating effectiveness with the ability to detect faults, or

e By equating effectiveness with the ability to expose failures.

There is no one-to-one correspondence between failures and faults: the same
failure can be attributed to more than one fault or set of faults. Hence while
failures are observable, certifiable effects (whether program P runs correctly on
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input s with respect to specification R can be checked by oracle Qf’;gg] ()), faults
are hypothetical, speculative causes to the observed effects; Avizienis et al. [7]
define a fault as the adjudged or hypothesized cause of an error. Hence it is safe
to argue that detecting faults and exposing failures are distinct capabilities: a
test suite may be good at one and not the other. An empirical study by Ayad
et al. [8] finds that these two capabilities have low statistical correlation. This
bears out a long standing recognition that faults are not created equal: some
cause failures at a much higher rate than others [45].

While we argue in the previous section that most existing measures of test
suite effectiveness appear to equate effectiveness with the ability to detect faults,
we propose in section 6.5 a measure (under the name semantic coverage) that
equates effetiveness with the ability to expose failures. Prior to introducing this
metric, we discuss in sections 6.3 and 6.4 the requirements that a measure of
test suite effectiveness ought to satisfy, then the design principles that we adopt
in the design of this metric. In section 6.6 we prove that semantic coverage
satisfies all the criteria listed in section 6.3.

6.3. Requirements on Test Suite Effectiveness

We consider a program P on space S and a relation R on S; we let T be
a subset of S and we want to define the semantic coverage of T to reflect the
effectiveness of T to expose possible failures of P with respect to R. As such,
semantic coverage depends on four parameters: T, P, R and the standard of
correctness with respect to which correctness is tested. The four requirements
below mandate how we want semantic coverage to vary according to each of the
following parameters.

e Monotonicity with Respect to T. Of course, we want the effectiveness of a
test suite to be monotonic with respect to set inclusion: If T is a subset
of T”, then the effectiveness of T ought to be less than or equal that of 7.

e Monotonicity with respect to the specification. If specification R is refined
by specification R’, this means that R’ imposes stiffer requirements on
candidate programs than R; hence it is more difficult to test a program
for correctness with respect to R’ than with respect to R. Consequently,
the same test suite 7" ought to have a smaller measure of effectiveness
against R’ than against R.

e Monotonicity with respect to the program. If program P’ is more-correct
than program P with respect to specification R, then P’ has fewer failures
for a test suite T to expose than does P. Hence a test suite T ought to
have a higher measure of effectiveness for P’ than for P.

o Monotonicity with respect to the standard of correctness. Total correctness
of a program P with respect to a specification R is a stronger property
than partial correctness; hence it is a more difficult property to test a
program against. Therefore, the same test suite 7" ought to have lower
semantic coverage for total correctness than for partial correctness, given
the same program and specification.
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6.4. Design Principles
We resolve to adopt the following design principles as we define semantic
coverage:

o Focus on Failure. Given that a failure is an observable effect and a fault is
the hypothesized cause of the observed effect, it is clearly better to anchor
our definition in failures.

e Partial Ordering. It is easy to imagine two test suites whose effectiveness
cannot be ranked, i.e. we cannot say that one of them is better than the
other: for example, they reveal disjoint or distinct sets of failures; hence
test suite effectiveness is essentially a partial ordering. Consequently, we
resolve to define semantic coverage, not as a number, but as an element of
a partially ordered set; our goal is to ensure that whenever the semantic
coverage of some test suite T is superior to that of T, it is because T is
better (in some sense) than T”.

o Analytical Validation. There are ample reasons why we could not envisage
an empirical validation of semantic coverage, some of which are: we know
of no measure of test suite effectiveness that can be considered as ground
truth; whereas all coverage metrics we know of take numeric values, seman-
tic coverage is an element of a partially ordered set, hence precluding any
statistical analysis; whereas existing coverage metrics focus on faults and
fault detection, semantic coverage is based on failures; whereas existing
coverage metrics depend exclusively on the program and test suite, seman-
tic coverage depends also on the specification and standard of correctness,
hence precluding meaningful comparison.

Consequently, we validate semantic coverage analytically, by showing that
it meets the monotonicity conditions discussed in section 6.3.

6.5. Semantic Coverage

Given that the declared purpose of a test suite if to expose the failures of
an incorrect program (Axiom 1) and given that the detector set of program P
with respect to a specification R includes all the inputs that expose the failures
of P with respect to R, an ideal test suite is any superset of the detector set.
This condition can be formulated as:

A(R,P)C T,

where A(R, P) is a stand-in for APAR(R, P) or ATOT(R, P), depending on
whether we are testing P for partial or total correctness. Now that we know
what characterizes an ideal test suite, we introduce a measure that reflects to
what extent a random (not necessarily ideal) test suite differs from an ideal test
suite. The elements that preclude a test suite T' from being a superset of A(R, P)
are the elements of A(R, P) that are outside T'; the fewer such elements, the
better the test suite. The set of these elements is T N A(R, P); since we want a
quantity that increases (rather than decreases) with the quality of a test suite,
we take the complement of this expression. Whence the following definition.
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Definition 11. Given a program P and a specification R on space S, the se-
mantic coverage of test suite T for program P with respect to specification R is
denoted by T'r p(T) and defined by:

Trp(T)=TUA(R,P).

Definition 11 represents, in effect, two distinct definitions, depending on whether
we are interested to test P for partial correctnes or total correctness:

e Partial Correctness. The semantic coverage of test suite T for program P
relative to partial correctness with respect to specification R is denoted
by Fﬁ{‘g] (T) and defined by:

I3 5/(T) = T U APAR(R, P),

e Total Correctness. The semantic coverage of test suite T' for program P
relative to total correctness with respect to specification R is denoted by
1"[:'1;05] (T') and defined by:

r@?g](T) =T UATOT(R, P),

To gain an intuitive feel for this formula, consider under what condition it is
minimal (the empty set) and under what condition it is maximal (set S in its
entirety).

e I'p p(T) = (. The semantic coverage of a test T for program P with
respect to specification R is empty if and only if T is empty and the
complement of the detector set of P with respect to R is empty; in such
a case the detector set of P with respect to R is all of S. In other words,
even though any element of S exposes the incorrectness of P with respect
to R, T does not reveal that P is incorrect since it is empty. This is clearly
characteristic of a useless test suite.

e I'p p(T) = S. If the union of two sets equals S, the complement of each
set is a subset of the other set. Whence: A(R, P) C T', which is precisely
how we characterize ideal test suites. As a special case, if P is correct
with respect to R, then, according to Propositions 2 and 3, the semantic
coverage of any test suite T" with respect to P and R is S. If there are no
failures to expose, then any test suite will have maximal semantic coverage.

See Figure 12; the semantic coverage of test suite T" for program P with respect
to specification R is the area colored (both shades of) green. The (partially
hidden) red rectangle represents the detector set of P with respect to R; the
dark green area represents the complement of this set, i.e. in fact all the test
data that need not be exercised; the light green area represents test suite T
The semantic coverage of T is the union of the area that need not be tested
(dark green) with the area that is actually tested (light green). Test suite T is
as good as the red area is small.
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Figure 12: Semantic Coverage of Test T for Program P with respect to R (shades of green)

6.6. Analytical Validation

In this section we revisit the requirements put forth in section 6.3 and prove
that the formula of semantic coverage proposed above does satisfy all these
requirements.

6.6.1. Monotonicity with Respect to the Test Suite

Definition 11 clearly provides that the semantic coverage of a test suite T'
is monotonic with respect to T. Note that in practice we are also interested in
minimizing the size of T', but that is an efficiency concern, not an effectiveness
concern.

6.6.2. Monotonicity with Respect to Relative Correctness
The effectiveness of a test suite increases as the program under test grows
more (totally or partially) correct.

Proposition 9. Given a specification R on space S and two programs P and
P’ on S, and a subset T of S. If P’ is more-totally-correct than P with respect
to R then:
o o

EOR (1) 2 D),
Proof. By hypothesis, and according to Definition 4, we have:

ATOT(R, Pl) C ATOT(R, P).
By taking the complement on both sides, inverting the inequality, and taking
the union with T" on both sides, we obtain the result sought. qed

Proposition 10. Given a specification R on space S and two programs P and
P’ on S, and a subset T of S. If P’ is more-partially-correct than P with respect
to R then:

LiE B, (T) 2 DIEE(D).
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Proof. By hypothesis, and according to Definition 5, we have:

APAR(R,P') C APAR(R,P).
By taking the complement on both sides, inverting the inequality, and taking
the union with 7" on both sides, we obtain the result sought. qed

6.6.3. Monotonicity with Respect to Refinement

A test suite T' grows more effective as the specification against which we
are testing the program grows less-refined; this is true whether we are test-
ing for total correctness and for partial correctness, as shown in the next two
Propositions.

Proposition 11. Given a program P on space S and two specifications R and
R on S, and a subset T of S. If R’ refines R then:
E0(T) € TAOA ()
Proof. It suffices to prove ATOT(R' P) D ATOT(R, P), i.e.:
dom(R) \ dom(RN P) C dom(R’') \ dom(R' N P).
Since dom(R) C dom(R’) (by hypothesis R’ J R), it suffices to prove:
dom(R) \ dom(RN P) C dom(R) \ dom(R' N P).
We rewrite \ using intersection and complement:
dom(R) N dom(R N P) C dom(R) N dom(R' N P).
We complement both sides, invert the inequality:
dom(R) U dom(R' N P) C dom(R) U dom(R N P).
Taking the intersection with dom(R) on both sides and simplifying, we get:
dom(R) N dom(R' N P) C dom(R) N dom(R N P).
Let s be an element of dom(R) N dom(R' N P); then (s, P(s)) is by definition
an element of RL N R’; by the second clause of Proposition 1, (s, P(s)) is an
element of R; since it is also by construction an element of P, it is an element
of (RN P). Whence,
ATOT(R, P) - ATOT(R/,P).
By complementing both sides of the inequation, inverting it, then taking the
union with 7" on both sides, we find:

PEOT () € DTOL(T). qed

Proposition 12. Given a program P on space S and two specifications R and
R on S, and a subset T of S. If R’ refines R then:

Lirip(T) S TR A (D).
Proof. In the proof of the previous proposition, we have found that if R’ refines
R, then

ATOT(R, P) - ATOT(R/,P).
By taking the intersection with dom(P) on both sires, we find

APAR(R,P) C APAR(R/,P).
By complementing both sides of the inequation, inverting it, then taking the
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union with 7" on both sides, we find:

I‘ﬁ%‘}f}] (T) C I‘ﬁégl (T). qed

6.6.4. Monotonicity with Respect to the Standard of Correctness
A test suite T is more effective for testing partial correctness than for testing
total correctness.

Proposition 13. Given a program P on space S, a specification R on S, and
test suite T (subset of S), the semantic coverage of T for partial correctness of
P with respect to R is greater than or equal to the semantic coverage for total
correctness of P with respect to R.

Proof. By definition of detector sets, we have:
APAR(R P) C ATOT(R, P).
By complementing both sides and inverting the inequality, we find:
APAR(R P) D ATOT(R P).
By taking the union with 7" on both sides, we find the result sought. qed

7. Mutant Set Minimization

Mutant subsumption has been introduced as a way to minimize the cardi-
nality of a mutant set, on the grounds that a subsumed mutant can be removed
from a mutant set without affecting its effectiveness. We argue that at its core,
mutant set minimization is an optimization problem; yet to the best of our un-
derstanding it has not been cast as such in the published literature. Indeed,
an optimization problem ought to be defined by two parameters, namely: The
objective function to minimize, and the constraint under which the objective
function is minimized. Whereas the objective function of mutant set minimiza-
tion is clear (the cardinality of the mutant set), the constraint under which
this function is minimized had not been defined explicitly in the literature. Of
course, the implicit assumption is that we are minimizing the cardinality of the
mutant set while preserving its effectiveness, but this raises the question: How
do we define or quantify the effectiveness of a mutant set?

The effectiveness of an artifact must be defined with respect to the purpose
of the artifact, and must reflect the artifact’s fitness for that purpose; hence
the first question we must consider is: what is the purpose of a mutant set?
If we consider that the purpose of a set of mutants is to vet test suites, then
the quality of a mutant set can be assessed as a function of the quality of the
test suites that it vets. This, in turn, raises the question: What does it mean
for a mutant set to vet a test suite? We consider that a mutant set p vets a
test suite T if and only if T kills every mutant in yx, and no subset of T does
(i.e. whenever we remove an element of T, at least one mutant in p survives);
see Figure 13. Given that the same mutant set may vet several test suites, we
must ponder the question: How do we aggregate the quality of all the test suites
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vetted by a mutant set p into a synthetic quality metric of the whole set? This
is the subject of the next section.

7.1. Mutant Set Effectiveness

We resolve to quantify the effectiveness of a mutant set through the semantic
coverage of the test suites that it vets. We denote by 0(u) the set of minimal
test suites vetted by mutant set u:

O(p) ={TVM € p: TN6(P,M) # 0}

N

{TVT' CT,3M € u:T'N6(P,M) = (}.
Figure 13 illustrates the relation of orthogonality between the differentiator
sets and test suites, and helps follow the subsequent discussions. We want to
characterize the effectiveness of mutant set 1 as an aggregate of the semantic
coverage of the elements of (u). Since the test suites vetted by a mutant
set may have different levels of semantic coverage, we resolve to capture the
effectiveness of a mutant set by a lower bound and an upper bound, as follows:

Definition 12. Mutant Set Effectiveness.

e Assured Effectiveness, na(p). This is a lower bound of the semantic cov-
erage of all the test suites vetted by p.

na(p) = ﬂ Trp(T).
Teb(n)

e Potential Effectiveness, np(u). This is an upper bound of the semantic
coverage of all the test suites vetted by . It represents the potential se-
mantic coverage of a test suite that is vetted by p.

ne(n) = |J Tre(D)

Te0(p)
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It stems from this definition that the semantic coverage of any test suite that is
vetted by u is bounded by the assured effectiveness and the potential effective-
ness of u.

VT € 0(p) : na(p) € T(T) € np(p)-

The following Proposition stems readily from the definition of semantic coverage.

Proposition 14. Given a program P on space S and a specification R on S,
we let p be a set of mutants of P, then the assured effectiveness of u can be
written as:

na(p) =AR,P)U () T
Te0(p)

Also, the potential effectiveness of i can be written as:

ne(p) = AR P)U |J T
Te0(p)

Proof. This proposition stems readily from the fact that A(R, P) is indepen-
dent of T', hence can be factored out of the effectiveness formulas. qed

7.2. Mutant Set Minimization as An Optimization Problem

The following Proposition provides that removing a subsumed mutant in a
mutant set preserves its potential effectiveness.

Proposition 15. Let p be a set of mutants of program P and let ' be p' =
pU{M'} for some mutant M’ that is subsumed by some mutant M of p. Then
i and p' have the same potential effectiveness.

Proof. According to Proposition 14, it suffices to prove that

Ur= U r

Te0(p) Teb(n)

Since p’ is a superset of u, 8(u') is a subset of 8(u) (since the test suites of 6(u')
have more test to kill). Therefore

U rc J 1

Teo () Teb(n)

To prove the reverse inclusion, we consider an element t of UTee( ) T'; there
exists a test suite T' in 6(u) that contains ¢. This test suite has a non-empty
intersection with the detector sets of all elements of u, including with §(P, M);
since 6(P, M) C §(P,M’), T has a non-empty intersection with §(P, M), hence
with the detector sets of all the elements of u/. We infer that ¢ is an element of
Ureagu) - qed
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We have not proven that removing a subsumed mutant preserves the assured
effectiveness of a mutant set, nor have we found a counter-example; this matter
is under investigation.

Given that subsumption favors mutants whose detector sets are smallest
without being empty, we would expect that it lends a special importance to
mutants whose detector sets are singletons; this is confirmed by the following
Proposition.

Proposition 16. Let p be a set of mutants of a program P on space S and
let R be a specification on S. Let g be the set of mutants in p whose detector
set is a singleton and let Ty be the union of all the detector sets in po. Then
the semantic coverage of Ty with respect to P and R is a subset of the assured
effectiveness of u with respect to R.

Proof. The semantic coverage of Tj is, by definition, 'r p(Tp) = To UA(R, P).
Any test suite that kills all the mutants in p kills all the mutants in g, hence
is a superset of Ty, since for all M in pg, To N 6(P, M) # 0 is equivalent to
To D §(P, M). Since Ty is a subset of any test suite that kills all the mutants in
i, it is necessarily a subset of their intersection. Whence we infer:

Trp(To) € (| TUA(R,P)=na(p).
Teb(n)

qed

We can see a confirmation of this Proposition in the example below, where
To is 6(P,M0O)U §(P,M1) ={0,1}.

7.3. Summary Illustration

We let space S be defined by S = {0,1,2,3,4,5} and we consider a (fic-
titious) program P and specification R such that the detector set of P with
respect to R is:

A(R,P)=1{0,1,2,3}.

Since the detector set of this program is not empty, this program is incorrect;
testing it on any element of this set exposes its incorrectness. Also, we consider
the set of mutants yu = {MO0, M1, M2, M3} whose differentiator sets with re-
spect to P are, respectively:

6(P,MO0) = {0}.

6(P,M1) ={1}.

0(P,M2) = {2,4}.

o(P,M3) ={3,5}.

The following test suites kill all the mutants in p, hence are elements of 6(pu):

T1={0,1,2,3}.
T2 ={0,1,2,5}.
T3 ={0,1,4,3}.
T4 ={0,1,4,5}.
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The assured effectiveness of mutant set u is:
na(n) =T1NT2NT3NT4U{0,1,2,3}
={0,1}u{0,1,2,3}
={0,1,4,5}.
The potential effectiveness of mutant set y is:
np(p) =T1UT2UT3UT4U{0,1,2,3}
={0,1,2,3,4,5}U{0,1,2,3}
=5

Interpretation: Though program P fails for four tests ({0,1,2,3}) a test suite
that is vetted by mutant set p is assured to reveal only two of these failures:
{0,1}. But mutant set p has the potential to reveal all the failures of program
P, if only we are lucky to pick the right test suite among those that are vetted
by w. If we select test suite T'1, then we reveal all the failures of program P; in
fact the semantic coverage of T'1 is all of S. But T4 is also vetted by u, yet it
reveals only two failures of P with respect to R: {0, 1}.

7.4. Mutant Set Minimization as an Optimization Problem

We conclude this section by formulating the minimization of mutant sets
as an optimization problem, including an objective function and a constraint
under which the objective function is minimized.

Mutant Set Minimization: Given a mutant set u, find a mutant set px that

e minimizes |y * |,
e under the constraints:

— wx C p.
— np(px) = np(p).

8. Conclusion

8.1. Summary

The main contributions of this paper can be summarized as follows:

e Detector Sets and Correctness. The detector set of a program with respect
to a specification is the set of inputs that disprove the correctness of the
program with respect to the specification. Since there are two definitions
of correctness (partial, total), we have two definitions of detector sets:

Detector Set for Detector Set for
Partial Correctness Total Correctness
AFPAR(R, P) = ATOT(R, P) =
dom(R) N dom(P) N dom(RN P) | dom(R) N dom(RN P)

We use detector sets to characterize absolute correctness and relative cor-
rectness:
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— Absolute Correctness: A program P is absolutely correct (in the sense
of partial correctness or total correctness) with respect to R if and
only if the correspnding detector set is empty:

P correct with respect to R if and only if: A(R, P) = (.

— Relative Correctness. A program P’ is more-correct-than a program
P (in the sense of partial or total correctness) with respect to R if
and only if the detector set of P’ is a subset of the detector set of P:

P’ more-correct than P if and only if: A(R, P") C A(R, P’).

[ Correctness Type | Partial Correctness | Total Correctness |
Absolute Correctness APAR(R P) ATOT(R P)
P is correct wrt R =0 =0
Relative Correctness APAR(R7 P ATOT(R7 P
P’ is more-correct than P | € <
with respect to R APAR(R P) ATOT(R, P)

e Differentiator Sets and Subsumption. The differentiator set of two pro-
gram P and @ is the set of inputs that expose their different behavior.
Taking into account the possibility that one or both programs may diverge,
we consider three possible definitions of differentiator sets:

Basic Strict Broad
Differentiator Set | Differentiator Set Differentiator set
6O(P,Q): 61(P7Q): 62(P7Q):
m dom(P) N dom(Q) (dom(P) U dom(Q))
Ndom(P N Q) Ndom(P N Q)

We use detector sets to generalize the concept of mutant subsumption by
taking into account the possibility that the base program or its mutants
diverge for some input: Mutant M’ subsumes mutant M with respect to
base program P if and only if:

hco(P,M") C6(P,M),
where §(P, M) stands in for the basic, strict or broad differentiator set of
P and M, depending on the interpretation we choose.

| Interpretation | M’ subsumes M with respect to P iff: |
Basic Subsumption | 0 C §o(P, M") C 6o(P, M)
Strict Subsumption | 0 C §1(P, M’) C 61 (P, M)
Broad Subsumption | 0 C §2(P, M’) C 62(P, M)

o Subsumption as Relative Correctness. Given that the detector set of par-
tial correctness has the same definition as the strict differentiator set, we
find that mutant M’ subsumes mutant M with respect to program P in
the sense of strict subsumption if and only if:
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— Mutant M’ is not partially correct with respect to (the function of)
P.

— Mutant M’ is more-partially-correct than mutant M with respect to
(the function of) P,

e Semantic Coverage. Given a program P, a specification R, a test suite
T, and a standard of correctness (partial or total correctness), the se-
mantic coverage of T' to test program P against specification R for the
selected (partial or total) standard of correctness is denoted by I'r, p(T)
and defined as:

FR)p(T) =TU A(R, P),

where A(R, P) is the detector set of (partial or total) correctness of pro-
gram P with respect to specification R. Semantic coverage depends on four
parameters, and is monotonic with respect to each one of them: We find
that it increases when 7" increases (with respect to set inclusion), when R
becomes less refined (easier to satisfy), when P grows more-correct with
respect to R, and when we transition from total correctness to partial
correctness.

o Mutant Set Effectiveness. We postulate that the purpose of a mutant set
is to vet test suites, and we quantify the effectiveness of a mutant set by
the semantic coverage of the test suites that the mutant set vets. Given
that different vetted test suites may have different levels of semantic cov-
erage, we aggregate these by means of two metrics: assured effectiveness
and potential effectiveness, which represent, a lower bound and an upper
bound, respectively, of the semantic coverage of vetted test suites.

o Mutant Set Minimization as an Optimization Problem. We model the
problem of mutant set minimization as an optimization problem, where
the objective function is the cardinality of the mutant set and the con-
straint under which the minimization is attempted is the presevation of
the potential effectiveness. We prove that removal of a subsumed mutant
from a mutant set does preserve the set’s potential effectiveness.

8.2. Assessment and Critique: Practical Implications

In this section we briefly discuss the practical implications of the main results
of this paper.

e Detector Sets as a Basis for Modeling Correctness. Detector sets can
be used to model absolute total correctness, absolute partial correctness,
relative total correctness and relative partial correctness; they do so in
simple, uniform formulas. Relative correctness can, in turn, be used to
define (and reason about) faults, elementary faults, fault density, fault
depth, and fault removal, with applications in program repair [33]. In [33]
Khaireddine et al. argue that to repair a program does not neccessarily
mean to make it absolutely correct; it only means to make it more-correct
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than it is. They use the definition of relative correctness to derive an or-
acle for relative correctness, and show empirically that when they replace
the test for absolute correctness by a test for relative correctness in exist-
ing program repair tools, they achieve better precision, better recall, and
higher performance than the original version of the tools.

e Detector Sets as a Basis for Defining Semantic Coverage. One of the
most important decisions we make in software testing is the choice of test
suites, and one of the most important factors in choosing test suites is the
criterion that we use to compare test suites. In this paper we argue that
test suite effectiveness can be quantified by equating it with the ability to
detect faults, or by equating it with the ability to expose failures, and we
observe that most existing metrics for test suite effectiveness are based on
the former criterion. Also, we propose a measure of test suite effectiveness
that equates effetiveness with the ability to expose failures, and argue that
exposing failure is the very purpose of a test suite (per Axiom 1).

o Differentiator Sets as a Basis for Modeling Subsumption. The original
definition of mutant subsumption is based on comparing the outcomes of
the execution of the base program and its mutants on selected inputs. This
definition assumes implicitly that program outcomes are always defined,
and can always be compared; but in practice neither of these assumptions
is legitimate. When a program execution diverges, it is not clear whether
we consider that the execution has no outcome or that divergence is itself
an outcome; also, when we execute two programs and one of them or both
of them diverge, it is unclear whether we consider the outcomes to be
comparable, and under what condition we consider them to be identical
or distinct. This is all the more important in mutation testing that several
mutation operators are prone to cause mutants to diverge even when the
original program converges.

In this paper we discuss three definitions of differentiator sets, which differ
by the way in which they define execution outcomes, the condition under
which they consider outcomes to be comparables, and the condition un-
der which they consider comparable outcomes to be identical or distinct.
These three definitions yield, in turn, three definitions of subsumption:
basic sumsumption, strict subsumption, and broad subsumption [3].

e Relative Correctness and Subsumption. Highlighting the analogy between
(strict) subsumption and relative (partial) correctness is interesting, be-
cause it enables researchers to share results and insights across two areas
of research that have proceeded concurrently but independently. Given
that subsumption was introduced to analyze program mutations and rel-
ative correctness was introduced to analyze program faults, this analogy
can be viewed as part of the ongoing discussion of the relationship between
mutations and faults [5, 4, 48, 29].

o Subsumption Graphs. Modeling subsumption as an inclusion relationship
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between (differentiator) sets offers an opportunity to reason about the
shape of a subsumption graph without actually drawing it: We can ap-
ply statistical methods to estimate the number of arcs in the graph, and
the number of maximal nodes in the graph. Given K mutants My, Ms,
... My of some program P, we consider their differentiator sets 6(P, M),
§(P, Ms), ... §(P, M), which are all subsets of test suite T', and we ponder
the questions: what is the probability that any two non-empty differen-
tiator sets are in an inclusion relation? what is the estimated (mean)
number of such relationships? what is the estimated (mean) number of
differentiator sets that are maximal by inclusion? The answers to these
questions are useful in practice, as they enable us to predict the shape of
the subsumption graph, and in fact whether it is worthwhile to build the
graph at all (if the number of maximal mutants is not much smaller than
the total number of mutants, it may not be worthwhile).

8.3. Threats to Validity

In theory, it is possible to estimate the probability that two random subsets
of a set T are in a subset relation; applying this probability to differentiator sets
of mutants, we can estimate the number of arcs in a subsumption graph and the
number of maximal mutants in such a graph. When we apply this statistical
analysis to published subsumption graphs [34, 35, 22, 50, 53, 37, 30, 28, 34,
55, 49], we find that our estimate is much lower than reality. This seems to
shed doubt on our modeling assumption to the effect that differentiator sets of
mutants are statistically independent. If the differentiator sets of the mutants
of a given program are not statistically independent, then elucidating their
statistical relationships is certainly a very worthwhile research goal, and an
intriguing question.

Also, the formulas of mutant set effectiveness are based on a hierarchy of
modeling decisions pertaining to detector sets, semantic coverage, assured ef-
fectiveness, and potential effectiveness, each of which adds a layer of threats to
validity. These ought to be validated with analytical and empirical investiga-
tions.
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