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ABSTRACT

Compute resource providers often put in place batch compute sys-
tems to maximize the utilization of such resources. However, com-
pute nodes in such clusters, both physical and logical, contain sev-
eral complementary resources, with notable examples being CPUs,
GPUs, memory and ephemeral storage. User jobs will typically
require more than one such resource, resulting in co-scheduling
trade-offs of partial nodes, especially in multi-user environments.
When accounting for either user billing or scheduling overhead,
it is thus important to consider all such resources together. We
thus define the concept of a threshold-based "canonical unit" that
combines several resource types into a single discrete unit and use
it to characterize scheduling overhead and make resource billing
more fair for both resource providers and users. Note that the exact
definition of a canonical unit is not prescribed and may change
between resource providers. Nevertheless, we provide a template
and two example definitions that we consider appropriate in the
context of the Open Science Grid.
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1 INTRODUCTION

Many research computing providers have to contend with user
demand that exceeds the available resources under their control.
Batch compute systems are thus the preferred resource manage-
ment system, as they allow for both high resource utilization and
fair sharing in multi-user scenarios.
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High utilization and low user wait times are, however, often at
odds with each other, especially when user jobs require only a frac-
tion of the resources available in any compute node, either physical
or logical. Ideal packing of jobs may result in some classes of jobs
never being scheduled. Most resource schedulers thus balance job
priorities with resource utilization. It is in everyone’s interest to
keep resource utilization high, as that allows for most compute
jobs to complete over an extended period of time. There are many
ways to achieve that, both on the user and provider side, so proper
accounting of resource utilization and scheduling overhead is es-
sential for guiding the optimization process.

Accounting systems have been part of the batch ecosystem for
a long time, but they usually measure each resource type as an
independent metric. Different resource types, e.g., CPUs, GPUs,
memory and ephemeral storage, aka scratch space, are however not
independent. Every user job needs several of them, at the very least
some CPU cores and some amount of memory, and cannot be sched-
uled if any of them is not available. While independent-resource
accounting systems provide reasonable means to measure the usage
of such resources, they fall significantly short in characterizing the
scheduling overhead, i.e., why resources are not used at any point
in time.

We thus define the concept of a canonical unit, which we
use to define the true overhead, i.e., the per-node difference be-
tween available and allocatable resources. The canonical units are
expressed as integer numbers and are computed using a threshold-
based combination of all the resources of interest to the cluster
operator. We then proceed to describe how these concepts help
understand both scheduling trade-offs and improve the billing poli-
cies.

Note that the exact definition of a canonical unit is not prescribed
and may change between resource providers. Nevertheless, in this
paper we provide a template definition, alongside two example
definitions that we consider appropriate in the context of the Open
Science Grid (OSG) [3], one for CPU-only nodes and one for GPU
nodes.

Finally, we want to clarify that our main focus was in the context
of improving the accounting capabilities of OSG’s GRACC [4] in
the context of glideinWMS [5]. Nevertheless, the results presented
are general and should be applicable to many other systems and
deployments.

2 THE PARTIAL NODE SCHEDULING
PROBLEM

In recent years compute hardware has become faster mostly by
means of adding parallelism, with relatively minor improvements
in single threaded performance. While it is still possible to buy
and operate CPUs with only a few cores, many-core CPUs and
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massively parallel accelerators, like GPUs, provide a more cost
effective solution.

Unfortunately, parallel software development is non trivial [2], so
a large fraction of scientific applications cannot make effective use
of all the resources in such beefy nodes. In order to properly support
such applications, the batch scheduling system has to partition the
node among several independent user jobs.

There are several possible ways to partition nodes, each with its
own benefits and drawbacks:

(1) At one extreme, one can procure identical hardware, evenly
partition each physical node in many smaller logical nodes
and then schedule such logical nodes as indivisible units. The
major drawback of such system is the inability of properly
serving large memory and parallel-ready applications, as
there are no large logical nodes in the system.

(2) At the other extreme, one can allow for nodes of different
sizes and partition each node during the matchmaking stage.
This maximizes the flexibility of the system during the boot-
strap phase, but can fast result in sufficient fragmentation
that only the smallest jobs ever get matched. One thus has
to employ at the node-level advanced scheduling techniques,
like reservations, typical of many-node HPC deployments
[1].

(3) The glideinWMS system employs an in-between solution. In
simplified terms, it periodically partitions the nodes using
one of the few pre-set configurations with a well defined
lifetime, based on the current needs of the jobs in the queues.
Those partitions are then further split as-needed during the
matchmaking phase, with the remaining logical node lifetime
being the only hard limit. As a side effect of this policy, the
system performs a forced defragmentation at each higher-
level partitioning interval.

In a typical multi-user environment, where queued jobs span a
wide range of requirements in multiple dimensions, all partitioning
schemes will result in some unused resources at least part of the
time. In the first extreme, it will be due to over-provisioning of
resources compared to job needs, due to the rigid nature of the re-
source splitting. In all other cases, the resources will be occasionally
idled due to scheduling constraints. Given the many scheduling
options, it is desirable to properly understand this resource under-
utilization, a.k.a the scheduling overhead.

Note that we are strictly restricting ourselves to the difference
between the sum of job requirements and available resources. We do
not consider the actual use of those resources by the processes inside
the user jobs themselves. While we acknowledge that’s important,
too, it is outside the scope of this document.

The currently typical accounting practice is to keep track of
each resource allocation separately and to average the values over
many nodes. While this does provide a great metric for how effec-
tively those resources are being used, it does not provide enough
information about the causes of the scheduling overhead.

The main problem of existing accounting systems is their in-
ability to discriminate between situations where only a subset of
resources on a node is underutilized and situations where all of the
resources on a node are under-utilized. Since jobs need all of their
requirements to be satisfied in order to run, keeping at least one
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resource type fully utilized at all times may be the best we can aim
for. For example, as shown in Figure 1, if the users have only a mix
of big-memory few-thread jobs and large-thread small-memory
jobs, it may be perfectly legit that some nodes have all memory in
use but only a few cores busy, while the others have all the cores in
use but a large fraction of the memory is not in use. What we want
to avoid is having both some cores and some memory unallocated
at the same time. Unfortunately, an accounting system measuring
CPU core and memory allocations independently at the cluster
level does not provide such insight.
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Figure 1: Examples of partial node occupancy.

3 DEFINING THE CANONICAL UNIT

In order to address the problem outlined in the previous section,
we thus define the concept of a "canonical unit", which we will use
as the largest discreet count representing "true overhead", i.e., the
per-node difference between available and allocated resources. The
canonical units are expressed as integer numbers and are computed
using a threshold-based combination of all the resources of interest
to the cluster operator.



Defining a canonical unit for accounting purposes

Note that we do not provide a prescribed way to define the thresh-
olds, leaving that to the discretion of the cluster operator, and even
allowing for different thresholds to be used for different partitions
of the cluster. While we acknowledge that this will make compari-
son between different clusters almost impossible, we believe such
flexibility is needed to maximize the insight a cluster operator gets
and to make the concept future-proof. Furthermore, nothing pre-
vents a cluster operator to account using different canonical unit
thresholds, e.g., one targeted and one more standardized, so in the
following sections we propose a few example threshold definitions
that we will consider for future more formal standardization.

Nevertheless, in order to make the text more readable, we use a
specific thresholds of "1 CPU core and 2 GB of memory" in Figure
2 to present a few examples:

o In the case where either all CPU cores or all memory of a
node is allocated, we treat that node as having 0 canonical
units of true overhead.

o In the case of a node where there are 3 CPU cores and 1 GB
of memory that have not been allocated to jobs, we treat that
node still as having 0 canonical units of true overhead. lLe.,
we ignore any leftovers that do not meet the thresholds.

o In the case of a node where there are 3 CPU cores and 4 GB
of memory that have not been allocated to jobs, we treat
that node as having 2 canonical units of true overhead. lLe.,
we stop once all the memory is allocated.

e In the case of a node where there are 3 CPU cores and 7 GB
of memory that have not been allocated to jobs, we treat
that node as having 3 canonical units of true overhead. Le.,
we stop when all the CPU cores are in use.
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Figure 2: Example use cases of true overhead using canonical
units, using "1 CPU core and 2 GB of memory" as the canoni-
cal unit thresholds.
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3.1 Interpreting true overhead accounting

Using the canonical unit-based true overhead for accounting, it is
easy to see that only the last two example scenarios are undesir-
able. The same cannot be said for traditional, independent resource
accounting, which would have flagged all of them as undesirable.

The difference is even more pronounced when looking at ag-
gregate values across many nodes. In the context of Figure 2, the
traditional, independent resource accounting systems would be
unable to distinguish between a mix of the top use cases and a mix
of the bottom use cases, unlike a canonical unit-based true overhead
accounting system.

To maximize the interpretative power of canonical unit-based
true overhead accounting systems we also recommend the use of
histograms for aggregation purposes. On top of a pure quantita-
tive metric, a true overhead histogram would also allow for cross
correlation with job queues, enabling detection of situations where
resources are under-utilized while there are eligible jobs waiting
to be run. The same would be much harder to achieve using the
independent resource accounting, due to the interpretabillity limits
of multi-dimensional histograms.

As an example, the two bottom use cases in Figure 2 should ide-
ally only happen when there are no jobs waiting in the queues that
request less than 2 CPUs and 4 GB of memory, i.e. 2 canonical units.
If instead we can find such jobs, that would indicate scheduling
overhead that is likely tied to advanced scheduling throttles, like
reservations and defragmentation.

Note that we intentionally avoid the topic of job queue moni-
toring and accounting implementation. While they likely would
benefit from incorporating the notion of canonical unit, we consider
that topic outside the scope of this paper, although we may address
it in future research.

3.2 Usage accounting and true overhead
accounting interplay

The proposed canonical unit is essential for proper accounting of
true overhead, but cannot be used for resource usage accounting.
As mentioned in the previous section and in the examples, most
systems serve jobs that have a wide range of requirements, some
large in one dimension, others in a completely different one, mak-
ing them a bad fit for the rigid canonical unit framework. We are
thus not proposing any changes to the resource usage accounting
systems.

Moreover, we envision resource usage accounting systems to
coexist with the true overhead accounting systems, as they provide
complementary benefits. While a true overhead accounting system
provides insight into scheduling overhead proper, the main goal of
any batch system operator would still be to maximize the resource
usage for all the available resources.

3.3 Using true overhead for billing purposes

Most batch system operators charge their users for the resources
they consume, using a combination of allocations, priorities, quo-
tas and/or monetary compensation. When nodes cannot fully be
utilized due to a mismatch between hardware procurement and job
request strategies, someone has to take a loss.
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Using a pure resource usage accounting system users are only
charged for the resources that they requested, so the loss is fully
shouldered by the resource providers, since any leftovers logically
just go to waste. While users arguably like this situation, it may not
be considered fair by resource providers, as they may be foregoing
ideal packing to improve user experience in the form of lower
latencies and proper fair-share scheduling.

An alternative billing strategy is to always charge the cost of the
whole node to the users whose jobs run there, no matter how many
resources were requested by those jobs. While this strategy would
be ideal for resource provides, it is arguably not fair to the users, as
scheduling policies and related overheads are outside their control
sphere.

We thus define an intermediate billing scheme that we believe is
fair to both users and resource providers. In this alternate billing
scheme, the true overhead of each node is never charged to the
users, i.e. it is realized as a loss by the resource providers. Whatever
remains is then proportionally charged to the users whose jobs run
on that node.

As en example, let’s consider the jobs in Figure 2:

e In the top leftmost use case, there is no true overhead as all
CPUs are in use. But 30% of the memory was not requested.
So the two jobs will be billed for CPUs at 100% rate and for
memory at 143% rate (%).

o Similarly, the next use case to the right has no true overhead,
but 50% of the CPU cores are unused. The two jobs will thus
be billed for CPUs at 200% rate and for memory at 100% rate.

e The bottom rightmost use case has 3 canonical units of true
overhead, so those 3 CPU cores and 6 GBs of memory will
not be considered for billing purposes. That still leaves 10%
of unused memory, so the job will be billed for CPUs at 100%
rate and for memory at 111% rate (%).

We believe the above billing scheme is fair for the resource
providers, as they can control true overhead through provisioning
and scheduling policies.

And even though users may get charged more than what they
requested, we believe the billing is still fair to the users, assuming
that the billing policy was properly disclosed. The billed resources
do not include a scheduling overhead and have a tangible cost to
the resource providers, so we believe that it is fair to ask users to
pay for them. At fixed true overhead, resource providers do not
benefit from different packing mechanisms, so we argue that it is
fair to proportionally spread the cost among all running jobs.

4 TWO CANONICAL UNIT DEFINITIONS
APPLICABLE TO THE OPEN SCIENCE GRID

Based on our experience, resource providers typically procure hard-
ware using a balanced approach between different resource types.
The canonical unit thresholds should thus represent such procuring
logic.
In the Open Science Grid (OSG) communities, the two currently
most popular procurement strategies seem to be:
e For CPU-only nodes, procure 2 GB of memory for each CPU
core.
e For GPU nodes, procure as many GPUs that fit in the node,
with everything else being almost an afterthought.
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This thus translates in two distinct definitions of canonical unit
thresholds for the two partitions:

(1) For CPU-only nodes, we suggest using "1 CPU core and 2
GB of memory" as canonical unit thresholds.

(2) For GPU nodes, we suggest using "1 GPU chip" as the only
canonical unit threshold.

5 SUMMARY AND CONCLUSION

Understanding scheduling overhead in partial node scheduling se-
tups is highly desirable, as it can help improve resource utilization
without excessively affecting user experience. Traditional account-
ing systems do not provide the necessary information, so we pro-
pose a complementary accounting system based on the threshold-
based multi-resource canonical unit.

The main problem of existing accounting systems is their in-
ability to discriminate between situations where only a subset of
resources on a node is underutilized and situations where all of the
resources on a node are under-utilized. Since jobs need all of their
requirements to be satisfied in order to run, keeping at least one
resource type fully utilized at all times may be the best we can aim
for.

The canonical unit is the largest discreet count representing
true overhead, i.e., the per-node difference between available and
allocated resources. The canonical units are expressed as integer
numbers and are computed using a threshold-based combination of
all the resources of interest to the cluster operator. Those thresholds
are not prescribed and may vary between partitions of a cluster,
although we do provide a couple example threshold definitions that
we believe are applicable to OSG communities.

Canonical unit-based accounting systems can easily spot situa-
tions where multiple resource types are unused at the same time,
thus both guiding optimizations of scheduling policies on existing
resources and procurement of new resources.

The use of the canonical unit can also improve the fairness of
resource billing schemes, properly distributing the cost of under-
utilization between users and resource providers.
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