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ABSTRACT
Mobile devices with dynamic refresh rate (DRR) switching displays

have recently become increasingly common. For power optimiza-

tion, these devices switch to lower refresh rates when idling, and

switch to higher refresh rates when the content displayed requires

smoother transitions. However, the security and privacy vulnerabil-

ities of DRR switching have not been investigated properly. In this

paper, we propose a novel attack vector called RefreshChannels that
exploits DRR switching capabilities formobile device attacks. Specif-

ically, we first create a covert channel between two colluding apps

that are able to stealthily share users’ private information by modu-

lating the data with the refresh rates, bypassing the OS sandboxing

and isolation measures. Second, we further extend its applicability

by creating a covert channel between a malicious app and either

a phishing webpage or a malicious advertisement on a benign

webpage. Our extensive evaluations on five popular mobile de-

vices from four different vendors demonstrate the effectiveness and

widespread impacts of these attacks. Finally, we investigate several
countermeasures, such as restricting access to refresh rates, and

find they are inadequate for thwarting RefreshChannels due to

DDR’s unique characteristics.
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1 INTRODUCTION
Mobile devices have revolutionized the way we work, travel, shop,

and stay connected. The prevalence of mobile devices in all as-

pects of our lives means that they have access to vast amounts of

sensitive information about us – from precise location to credit

card information, making them a ripe target for malicious apps to

steal and share such data [1–3]. Mobile OSs mitigate this issue by

employing app sandboxing [4], which isolates different apps and

their resources. Apps can still communicate with each other with

technologies such as inter-process communications (IPC), but these

methods are closely monitored by the OS and require the user’s

explicit approval or consent.

Unfortunately, malicious apps can utilize covert channels to dis-

creetly transmit information without the system or user’s knowl-

edge [5–8]. These apps may be maliciously implanted by the ad-

versary, or may also be benign but contain third-party malicious

libraries. For example, Reardon et al. [9] discovered such vulnera-

bilities in third-party libraries provided by well-known companies.
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With covert channels, a user’s private data such as personal prefer-

ences, GPS coordinates, credit card numbers or persistent identifiers

like IMEI can be shared with other parties while bypassing legal

and security regulations [10–12]. Apart from apps, malicious web-

pages can also utilize covert channels to circumvent anti-tracking

protections in browsers [13, 14]. For instance, Snyder et al. [15] use

web covert channels to transmit a 35-bit string, which is sufficient

for attackers to uniquely identify the 7.9 billion people on Earth.

Over the years, active measures have been taken to suppress

known covert channels. For example, modern mobile OSs such as

Android and iOS require permissions for an app to access sensi-

tive sensors [16–18]. Moreover, theW3C, theWeb’s standardization

body, has also recommended disabling sensor access on cross-origin

iframes to limit attacks on webpages [19]. However, the introduc-

tion of new features often leads to unforeseen exploits and vulner-

abilities that can circumvent existing countermeasures [7, 20–23].

In this work, we investigate a novel vulnerability surrounding the

newly employedDynamic Refresh Rate (DRR) switching technology

in recent mobile devices, and show that the existing countermea-

sures are ineffective at mitigating this vulnerability.

To simultaneously achieve a good user experience and long bat-

tery life, DRR dynamically adjusts the refresh rate depending on

the screen content – higher rates for dynamic content that requires

smoothness and lower rates for static content when the device is

idling. We find that both Android and iOS, the two most popular

mobile OSs, provide permission-less access to refresh rates [24, 25],

which can be exploited by malicious apps or websites. This vul-

nerability exists because running apps need to be able to suggest

a preferred refresh rate, as well as monitor the current rate, for

DRR to be effective. As DRR techniques are adopted by many main-

stream smartphone and tablet vendors such as Apple and Samsung,

it is crucial to thoroughly investigate the underlying security and

privacy risks.

In this work, we demonstrate two novel privacy invasive attacks

using the DRR switching technique, as shown in Fig. 1. Firstly,
we construct an inter-app covert channel in Section 3 that two

apps can use to communicate and bypass the app sandboxing and

isolation measures imposed by the OS. We evaluate its effective-

ness using five popular mobile devices including smartphones and

tablets from four distinct vendors, i.e., Samsung, Google, Lenovo,

and OnePlus. However, the refresh rate changes from normal user

activities will interfere with our channel. Therefore, we identify

the interference sources, propose an anti-interference scheme, and

evaluate it with ten popular apps. Secondly, despite the lack of di-

rect ways for webpages to access refresh rates, we build another

covert channel between a malicious app and a phishing webpage

or a malicious advertisement on a benign webpage, as discussed

in Section 4. We assess this attack on four widely used browsers,

i.e., Chrome, Firefox, Opera, and Samsung Internet. This broadens

the flexibility and applicability of the first attack. Third, we discuss
the challenges of mitigating these attacks and propose potential

countermeasures in Section 5. As an attack vector, DRR can be

exploited to conduct more attacks, as discussed in Section 6.

To the best of our knowledge, this is the first work showcas-

ing DRR switching as a new attack vector, which we refer to as

RefreshChannels. In summary, the contributions of this paper are:

• We investigate DRR switching strategies on mobile devices

and explore numerous ways to modulate and monitor the

refresh rate under differing scenarios.

• We demonstrate two proof-of-concept attacks that exploit

DRR to circumvent the system’s sandboxing and isolation

measures to share data. The first attack builds a covert com-

munication channel between two apps without triggering

the system’s alerts or users’ awareness. Then, we show that

even a webpage or a malicious advertisement on a benign

webpage can covertly communicate with an app in the sec-

ond attack.

• We implement the attacks
1
and evaluate them with exten-

sive experiments using five popular mobile devices and four

popular browsers.

• We discuss the challenges in mitigating these attacks and

propose several countermeasures.

2 BACKGROUND
In this section, we present the background of DRR in Android OS,

introduce the basic methods to affect and monitor the refresh rates,

and provide an overview of the attacks. Android OS is the most

popular open-sourced mobile OS, covering 72.37% of mobile OS

market shares as of January 2023 [26]. Though we focus on Android

mobile devices due to the greater reach, this work extends to iOS

devices with DRR since they have similar DRR switching strategies.

More details and some preliminary results of iOS devices will be

discussed in Section 6.

Terminology. We first introduce the concepts of the refresh rate

and frame rate, two terms frequently used in our work. The refresh
rate refers to the frequency at which the display refreshes, often

given in Hz. On the other hand, the frame rate refers to the actual

frames per second (fps) that the computing hardware provides to be

displayed on the screen. The system attempts to match the frame

rate and refresh rate to optimize user experience.

Android graphics rendering.At a high level, the rendering pipeline
consists of three main components: Image Stream Producers, Image

StreamConsumers, and theHardware Abstraction Layer (HAL) [27].

Android apps primarily utilize Surfaces as image stream produc-

ers, with SurfaceFlinger as the image stream consumer. The timing

of the pipeline depends on the vertical synchronization (VSYNC)

events, which indicates the time the display starts to refresh the

display pixels [24]. Normally, the rendering must be completed

within one VSYNC period (inverse of frame rate) to produce a new

frame for the display. Many apps like games or video players have

their own custom rendering pipelines, which means they can have

their own preferred refresh rates. Therefore, it is necessary for apps

to suggest their preferred refresh rates to the system.

Affecting and monitoring the refresh rate. To enable DRR, An-

droid provides several APIs for apps to access the refresh rates [24,

28] directly. We utilize surface.setFrameRate() to set the refresh rate

through a Surface. The Surface attempts to modify the VSYNC

period, and if successful, both the refresh rate and the frame rate

will change since the Surface will generate frames based on the

new VSYNC. However, sometimes Surface-based methods don’t

work for some devices. In such cases, we turn to Window, which is

1
The code will be available at https://github.com/nesl/RefreshChannels
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Figure 1: Two attack scenarios are demonstrated in this work. (a) Building an inter-app covert channel: the accompanying
graph shows the refresh rates set by the transmitter (in red) and observed by the receiver (in blue). (b) Building a covert channel
between an app and a webpage or an advertisement on the webpage: the accompanying graph shows the refresh rate set by the
transmitter (in red) and the frame rate observed by the receiver (in blue).

a structure internally backed by a Surface. Each Window has a set

of refresh rates, which can be chosen by a preferred mode.

To monitor the refresh rate, apps can use AChoreographer_re
gisterRefreshRateCallback to register a callback to be run when

the display refresh rate changes [29]. This provides the VSYNC

period in nanoseconds, which can be used to infer the refresh

rate. When the refresh rate is inaccessible or unresponsive, we

infer the refresh rate using frame rates that are available through

Choreographer.FrameCallback [30].

Overview: Apart from the user and OS, the primary parties in-

volved in mobile devices are apps and webpages. These entities

can influence the refresh rate and act as a transmitter (Tx) by ei-

ther changing screen content or directly specifying the refresh rate

through the API. Similarly, they can also read the refresh/frame rate

with the same API and act as a receiver (Rx). With several possible

Tx and Rx combinations across the parties, we broadly classify the

potential covert channel attacks into two scenarios: intra-party

covert channels (app to app) and inter-party covert channels (web-

page to app and vice versa). We refer to these as Attack Scenarios

1 and 2, respectively. Furthermore, we also showcase the potential

for DRR to leak private user touch information in Section 6.

3 ATTACK SCENARIO 1: BUILDING
INTER-APP COVERT CHANNELS

The lack of appropriate access controls enables malicious apps to

freely access refresh rates. We exploit this vulnerability to design a

covert channel between two apps. Then, we evaluate it with five

mobile devices from four mainstream vendors. Since channel inter-

ference can occur as the refresh rate changes over normal usage,

we identify the interference sources, propose an anti-interference

scheme, and evaluate it with ten apps.

3.1 Threat Model
Following previous works [8–12], we assume there are two apps

on the victim’s device that try to establish a covert communication

channel bypassing the system’s monitoring to share private user

data. These malicious apps could enter the victim’s system by mas-

querading as innocent apps or be downloaded through phishing

links. Moreover, the apps can be benign and created by legitimate

entities, yet may contain third-party libraries with malicious code

from attackers. This security flaw has even been discovered in li-

braries developed by large companies [9]. As shown in Fig. 1 (a),

one app will act as the transmitter, Tx, while the other acts as the
receiver, Rx. Tx has the user’s private data such as geolocation

data or persistent identifiers like IMEI. However, it is barred from

sharing this data with other parties due to legal or security con-

cerns, forcing it to resort to covert channels. This private data can

be encoded into binary bits, and then modulated on refresh rate

changes via RefreshChannels.
Our attack utilizes apps’ unrestricted ability to directly or in-

directly modulate and monitor refresh rates to build the covert

channel. To enable DRR, the Android OS allows apps unrestricted

ability to suggest and read refresh rates. The actual frequency at

which the refresh rate can be modified depends on the system,

the hardware, and the specific method used to induce the change.

Therefore, we design different schemes and evaluate them on differ-

ent mobile devices. While apps do not need permissions to access

refresh rates, mobile OSs restrict background app activities. Since

bypassing background restrictions is not the focus of this work, we

discuss several methods used in previous works in Section 6.

3.2 Channel Design and Implementation
3.2.1 Test devices and refresh rate information. We utilize five pop-

ular mobile devices with DRR, as shown in Table 1. To showcase the

widespread impact of our attack across different hardwares, these

devices encompass both smartphones and tablets and originate

from four distinct vendors. The table showcases all the available

refresh rates that can be set and monitored by apps. The test devices

are operating on Android 12, the most current version of Android at

the time of purchase, and we maintain the same version throughout

the entire work to ensure consistent results.

3.2.2 Channel design. Since different devices have a varying num-

ber of available refresh rates, we design several basic modulation
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Table 1: Devices and their available refresh rates.

Device Refresh Rates (Hz)

Samsung Galaxy S22 Ultra

10, 24, 30,

48, 60, 96, 120

OnePlus 10 Pro 60, 90, 120

Google Pixel 6 Pro 60, 120

Samsung Galaxy Tab S7 60, 120

Lenovo Tab P12 Pro 60, 120

schemes tailored to specific device characteristics. On a high level,

the modulation schemes transmit a basic packet of information con-

sisting of a SYNC signal to begin transmission, a fixed-length DATA
chunk, and an optional END signal to end the transmission. We

encode the ‘0’ and ‘1’ bits as two distinct refresh rates, allowing us

to send information by modulating between the two refresh rates.

For devices with only two refresh rates, in order to differentiate the

SYNC signal from the DATA signal, we utilize a unique pattern to

indicate the SYNC signal. For devices with multiple refresh rates, we

employ a more robust scheme where SYNC and END have distinct

refresh rates from the ‘0’ and ‘1’ data bits.

Algorithm 1 Covert Channel Transmitter

Input: SYNC refresh rate(s) 𝑟𝑟𝑠𝑦𝑛𝑐 , (END refresh rate 𝑟𝑟𝑒𝑛𝑑 ), data 𝐷𝐴𝑇𝐴, bit ‘0’

refresh rate 𝑟𝑟0 , bit ‘1’ refresh rate 𝑟𝑟1 , interval 𝐼

1: Send SYNC signal by setting the refresh rate(s) 𝑟𝑟𝑠𝑦𝑛𝑐 .

2: for data bit 𝑏 in DATA do
3: if 𝑏 == ‘0’ then
4: Set refresh rate to 𝑟𝑟0
5: else if 𝑏 == ‘1’ then
6: Set refresh rate to 𝑟𝑟1
7: end if
8: Wait for time 𝐼

9: end for
10: Send END signal by setting the refresh rate 𝑟𝑟𝑒𝑛𝑑 ⊲ device-dependent

Algorithm 1 describes how the transmitter sends one data chunk.

After the SYNC signal is sent in Line 1, the DATA is transmitted by

sending one bit every 𝐼 milliseconds, as shown in Lines 2-9. Here

the interval 𝐼 is the pulse width, which is chosen based on the bit

error rate to maximize the channel capacity. Data transmission

concludes with the END signal in Line 10 if the device has the END
signal. For devices with only two refresh rates, 120 Hz (𝑟𝑟1) is used

to represent bit ‘1’ while 60 Hz (𝑟𝑟0) represents bit ‘0’, and the SYNC
pattern is the signal ‘10101’. This pattern is virtually impossible to

encounter during normal usage since a benign app or the user must

precisely switch the refresh rate at a fixed interval I four times in a

row to mimic the SYNC. For devices with more than two refresh

rates, such as the Samsung S22 Ultra, we modulate the SYNC, END,
and DATA bits using different refresh rates. Since 24, 60, and 120 Hz

are very common refresh rates that occur frequently during normal

use, they are not suitable for the SYNC or END signals as they might

cause mistriggers. In this basic scheme of Samsung S22 Ultra, we

use 30 Hz (𝑟𝑟𝑠𝑦𝑛𝑐 ) as the SYNC signal, 10 Hz (𝑟𝑟𝑒𝑛𝑑 ) as the END
signal, 96 Hz (𝑟𝑟0) as bit ‘0’, and 120 Hz (𝑟𝑟1) as bit ‘1’. For OnePlus,

90 Hz acts as the SYNC, 60 and 120 Hz as bit ‘0’ and ‘1’ respectively.

To improve the bandwidth, we can map a given refresh rate to

multiple bits if the device has a sufficient number of refresh rates.

The Samsung S22 Ultra contains seven refresh rates, so we propose

an improved scheme where one refresh rate represents two bits.

Specifically, 30 and 10 Hz are still the SYNC and END signal, but 48,

60, 96, and 120 Hz now represent bits ‘00’, ‘01’, ‘10’ and ‘11’. This

scheme can improve the bandwidth with higher channel resource

utilization.

Algorithm 2 Covert Channel Receiver

Input: SYNC refresh rate(s) 𝑟𝑟𝑠𝑦𝑛𝑐 , END refresh rate 𝑟𝑟𝑒𝑛𝑑 (or data length 𝐿), bit ‘0’

refresh rate 𝑟𝑟0 , bit ‘1’ refresh rate 𝑟𝑟1 , interval 𝐼

Output: data 𝐷𝐴𝑇𝐴

1: 𝐷𝐴𝑇𝐴← "", 𝑠𝑦𝑛𝑐𝑒𝑑 ← False, 𝑡𝐿𝑎𝑠𝑡 ← currentTime, 𝑟𝑟𝐿𝑎𝑠𝑡 ← 0

2: procedure RRCallback(VSYNC period 𝑣𝑠𝑦𝑛𝑐𝑃𝑒𝑟𝑖𝑜𝑑 , Timestamp 𝑡 )

3: Refresh rate 𝑟𝑟 ← 1/𝑣𝑠𝑦𝑛𝑐𝑃𝑒𝑟𝑖𝑜𝑑
4: if 𝑟𝑟𝐿𝑎𝑠𝑡 == 𝑟𝑟0 then
5: 𝑏𝐿𝑎𝑠𝑡 ← ‘0’

6: else if 𝑟𝑟𝐿𝑎𝑠𝑡 == 𝑟𝑟1 then
7: 𝑏𝐿𝑎𝑠𝑡 ← ‘1’

8: end if
9: 𝑛𝑢𝑚𝑃𝑟𝑒𝑣𝐵𝑖𝑡𝑠 ← 𝑟𝑜𝑢𝑛𝑑 ( (𝑡 − 𝑡𝐿𝑎𝑠𝑡 )/𝐼 )
10: Append 𝑛𝑢𝑚𝑃𝑟𝑒𝑣𝐵𝑖𝑡𝑠 bit 𝑏𝐿𝑎𝑠𝑡 to 𝐷𝐴𝑇𝐴

11: if not 𝑠𝑦𝑛𝑐𝑒𝑑 then
12: 𝑑𝐿𝑎𝑠𝑡 ← last 𝑙𝑒𝑛𝑔𝑡ℎ (𝑟𝑟𝑠𝑦𝑛𝑐 ) characters of 𝐷𝐴𝑇𝐴

13: if 𝑑𝐿𝑎𝑠𝑡 == 𝑆𝑌𝑁𝐶 (or 𝑟𝑟 == 𝑟𝑟𝑠𝑦𝑛𝑐 ) then ⊲ device-specific

14: 𝑠𝑦𝑛𝑐𝑒𝑑 = True

15: 𝐷𝐴𝑇𝐴← ""

16: end if
17: else if 𝑙𝑒𝑛 (𝐷𝐴𝑇𝐴) == 𝐿 (or 𝑟𝑟 == 𝑟𝑟𝑒𝑛𝑑 ) then ⊲ device-specific

18: Save 𝐷𝐴𝑇𝐴

19: 𝑠𝑦𝑛𝑐𝑒𝑑 = False

20: 𝐷𝐴𝑇𝐴← ""

21: end if
22: 𝑡𝐿𝑎𝑠𝑡 ← 𝑡

23: 𝑟𝑟𝐿𝑎𝑠𝑡 ← 𝑟𝑟

24: end procedure
25: register(RRCallback)

Algorithm 2 describes the overall structure of the receiver. The

𝑅𝑅𝐶𝑎𝑙𝑙𝑏𝑎𝑐𝑘 () function is registered as a callback that triggers every
time the refresh rate changes. It receives the VSYNC period and

timestamp as parameters, which can be used to get the current

refresh rate 𝑟𝑟 . Since it is only triggered at a refresh rate change,
sending the same bit multiple times will not trigger the callback

since 𝑟𝑟 will remain constant. As a result, at every refresh rate

change, we decode the previous refresh rate 𝑟𝑟𝐿𝑎𝑠𝑡 to data bit 𝑏𝐿𝑎𝑠𝑡 ,

as shown in Lines 4-8. Then, Lines 9-10 calculate the number of

previous bits by estimating how many intervals 𝑟𝑟𝐿𝑎𝑠𝑡 was held

over, and append it to DATA. Next, if Rx hasn’t synchronized with

Tx, it will keep checking in Lines 11-16. Note that if a device like

Samsung S22 Ultra has a separate refresh rate 𝑟𝑟𝑠𝑦𝑛𝑐 for the SYNC
signal, it can directly compare to the refresh rate instead, as shown

in Line 13. After synchronization, Rx will save the data when the

length equals the predefined data length 𝐿, or when the refresh rate

is the predefined END signal (Lines 17-21). Only the data received

after the synchronization and before the end are saved as final

DATA in Line 18. Otherwise, it will be cleared in Line 15 or 20.

3.2.3 Implementation. We build a pair of simultaneously operat-

ing Tx and Rx apps for each device with a previously determined

time interval. As described in Section 2, the Tx app will use sur-
face.setFrameRate() to set the refresh rate. This API works in all

test devices except for the Oneplus 10 Pro, where it has no effect. A

possible explanation could be the Oneplus phone not having sup-

port for these relatively new APIs. Instead, we utilize theWindow
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based method. The Rx app can register a callback using AChore-
ographer_registerRefreshRateCallback that triggers whenever the

refresh rate changes. All the tested devices support this method of

monitoring the refresh rate.

3.3 Evaluations
To show the effectiveness of the covert channel, we evaluate it

using the five mobile devices in Table 1. For each device, we adjust

the interval of the Tx and Rx apps to get the best capacity based on

their raw bandwidth and bit error rate.

3.3.1 Capacity evaluation. In order to choose the best interval

(𝐼 ), we use channel capacity (𝐶) as the metric, which indicates the

upper bound on the information that can be reliably transmitted

in a noisy channel. To simplify the calculation while retaining a

good estimation of the capacity, we assume the channel is a binary

symmetric channel (BSC) [31–33]. 𝐶 can be calculated using the

following equations:

𝐶 =
𝑛

𝐼
× (1 − 𝐻 (𝑃𝑒 )), (1)

𝐻 (𝑃𝑒 ) = −𝑃𝑒 × 𝑙𝑜𝑔2 (𝑃𝑒 ) − (1 − 𝑃𝑒 ) × 𝑙𝑜𝑔2 (1 − 𝑃𝑒 ), (2)

where 𝑛 is the number of bits represented by one refresh rate, 𝐼 is

the interval, 𝐻 () is the binary entropy function, and 𝑃𝑒 is the bit

probability of error obtained by dividing the number of erroneous

bits by the total number of transmitted bits (10,000).
𝑛
𝐼
is the raw

bandwidth 𝐵𝑊 .

The bit error probability or bit error rate (BER) is used to quantify

errors induced by noise, e.g., inaccurate timings. As the raw band-

width increases, BER also increases because the refresh rate has less

time to be properly set and read. Fig. 2 shows the capacity across

the five test devices. In Table 2, we list the maximum and zero-BER

capacities for each device. The ‘1Rate2Bits’ scheme, where 1 refresh

rate represents 2 bits, of the Samsung phone achieves the highest

capacity of 30.8 bps, while the Lenovo tablet has the worst capacity

of 5.6 bps. This is still enough to send short private user data like

IMEI, GPS coordinates, or credit-card numbers [7–9, 11, 12, 34].

Shepherd et. al built covert channels using sensor multiplexing [8],

and obtained a maximum bandwidth at zero-BER of 9.62 bps across

all tested devices and sensors. Our best zero-BER capacity is 22.2

bps, more than twice that of their channels.

The ‘1Rate2Bits’ scheme has an improvement of 25% in best ca-

pacity over the ‘1Rate1Bit’ scheme, where 1 refresh rate represents

1 bit. Since the two-bit scheme involves switching between four

different refresh rates instead of two, there is additional complexity

in setting the bit interval. The interval required to transition be-

tween refresh rates varies significantly. For example, it may require

50 ms to switch from 48 Hz to 60 Hz but 130 ms from 48 Hz to

120 Hz. Therefore, the BSC model may not be well-suited for the

‘1Rate2Bits’ scheme, and setting different intervals for different

refresh rate transitions could optimize channel utilization. We leave

this as future work to explore.

3.3.2 Interference. Apart from noise-related errors, measured by

BER, we also identify some interference sources that may directly

affect refresh rates. We first analyze their effects on our channel

and then perform a study with ten popular apps to evaluate the

proportion of time with active interference.

Table 2: The maximum and zero-BER capacities of the covert
channel on different devices.

Device Capacity (bps)
Maximum Zero-BER

Samsung S22 Ultra

(1Rate2Bits)

30.8 22.2

Samsung S22 Ultra

(1Rate1Bit)

24.7 14.3

Google Pixel 6 Pro 20.5 11.1

Samsung Tab S7 13.6 11.1

Oneplus 10 Pro 10.5 5.6

Lenovo Tab P12 Pro 5.6 5.6

Brightness. Smartphones fix their idle refresh rate at 120 Hz in

low-brightness environments. Despite this, our channel can still

modulate the refresh rates as usual, indicating that the APIs have

priority over brightness-related settings.

Touches. There are two types of touches a user can perform:

touches that cause the screen content to change and touches that

do not affect any content, such as a simple screen tap. We will

henceforth refer to the former as “dynamic touches” and the latter

as “static touches”. For both types of touches, the refresh rate will

increase to 120 Hz. However, we observed that static touches have

no effect on our channel. In Fig. 3, the four grey blocks indicate

four static touches while the Tx and Rx apps are communicating.

The refresh rates received by Rx (blue lines) are identical to the

ones set by Tx (red lines), which indicates that data was transmitted

correctly in the presence of static touch interference.

Dynamic content across different apps. However, dynamic

touches like pressing a button or scrolling will interrupt the chan-

nel, causing the refresh rate to jump to 120 Hz for a brief period.

Other dynamic content such as pop-up notifications and animated

advertisements will also briefly set the refresh rate to 120 Hz and

60 Hz respectively.

Interference from dynamic content varies across different apps

due to their unique usage patterns and animations. For example,

a user may touch the screen less frequently when using e-book

apps compared to browsing various options on food delivery apps.

Similarly, the prevalence of dynamic content interference also varies

in different apps, e.g., more animated content in social media apps

while less in e-book apps. Therefore, we choose ten from the most

popular apps (Table 3) based on AndroidRank [35] to evaluate how

interference from different app usage would affect the channel

concurrently running in the background.

We test these apps using the Samsung phone, but the results

should apply to other devices since the interference is predomi-

nantly caused by dynamic touches and content, which is influenced

by app and user behavior rather than the device itself. The only

exception is Lenovo tablet, which maintains the refresh rate set by

Tx regardless of interference. Thus, although Lenovo tablet has the

worst capacity among the tested devices, its robustness to interfer-

ence compensates with more available transmission time.

We record ten minutes of refresh rate data during normal app

usage, while the Tx app alternates the refresh rate between 48 and

96 Hz. When interference exists, the refresh rate will be forced to 60
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Figure 2: The capacities 𝐶 and bit error probabilities 𝑃𝑒 of the five test devices. In (a), 𝐶 and 𝑃𝑒 are for the ‘1Rate1Bit’ scheme
while 𝐶′ and 𝑃 ′𝑒 are for the ‘1Rate2Bits’ scheme.

Figure 3: Robustness of Tx refresh rate to static touch

or 120 Hz. Otherwise, we read the 48 or 96 Hz set by Tx. Therefore,
the percentage of 48 and 96 Hz shows the available time for the

covert channel to send data.

Table 3: Percentages of available time for the covert channel.

App Name Percentage
Google Play Books 96%

Google News 82%

Reddit 70%

Amazon Shopping 65%

Gmail 61%

Play Store 60%

Twitter 58%

Telegram 54%

Messenger 49%

Uber Eats 48%

Table 3 showcases that the percentage of available time for the

ten apps ranges from 48% for Uber Eats to 96% for Google Play

Books, with an overall average of 64%. This indicates that Tx can

find ample available time to send data, even when the victim is

actively using other apps that may interfere with the channel.

3.3.3 Anti-interference scheme and evaluation. Apart from showing

there is enough available time for the covert channel despite inter-

ference, we also provide an anti-interference design. We evaluate

its throughput based on simulation.

The basic idea is that Tx can monitor the same refresh rates using

the same methods as Rx. Therefore, whenever Tx reads a different

refresh rate than it attempted to set, indicating the presence of

interference, it will try to send the packet again until the data is

correctly transmitted. The state machine of the anti-interference

‘1Rate1Bit’ transmitter is shown in Fig. 4. It’s possible to further

improve the scheme using methods like error correction, which

can be explored in the future. The symbols used here are the same

as those in Algorithms 1 and 2. The three main states are S-SYNC,
S-DATA and S-END, where Tx tries to send SYNC, DATA and END
signals respectively. The scheme of Rx is the same as Algorithm 2.

Each time the SYNC signal is received, DATA is cleared. DATA is

only saved upon receiving the END signal

Figure 4: State machine of the anti-interference scheme

To evaluate the throughput 𝑇 under interference, we also need

to consider the interval 𝐼 and packet length 𝐿′. As shown in Sec-

tion 3.3.1, the optimal 𝐼 of Samsung phone is 30 ms with a bit error

probability 𝑃𝑒 of 4.36% and capacity of 24.7 bps. The optimal 𝐿′

is affected by the frequency of the interference, i.e., it’s better to

choose a shorter 𝐿′ when interference happens frequently. But if

it’s too short, the control bits will occupy a significant portion of

the bandwidth. Therefore, it becomes an optimization problem to

find the optimal packet length 𝐿′ to maximize the throughput 𝑇

given the interference.

To evaluate the effect of changing 𝐿′, the interference should be

kept the same when testing different 𝐿′. However, it’s impossible
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for the user to interact with the apps in exactly the same manner to

generate the same interference for different 𝐿′. Here, we choose to
use the refresh rate data from the same experiment as described in

Table 3 and their timestamps to simulate the interference pattern

of a user interacting with the ten different apps, and then calculate

the throughput based on this simulation. Specifically, with the

timestamp of each refresh rate, we can calculate each duration 𝐷

of the continuous available time that is not interrupted by 60 or

120 Hz. We denote all available durations as Set D. With a data

length 𝐿 and two control bits (SYNC and END) per packet, the total
packet length 𝐿′ would be 𝐿 + 2. Therefore, the number of data

bits that can be transmitted in 𝐷 is 𝐿 ∗ ⌊ 𝐷
(𝐿+2)∗𝐼 ⌋. We use the floor

function to get how many complete packets can be transmitted

successfully within 𝐷 because the last packet will be interrupted in

the middle of transmission and should be disregarded. Therefore,

by traversing 𝐿 (or 𝐿′), we can find the optimal 𝐿 that can maximize

the total data bits 𝑁𝑏𝑖𝑡𝑠 which is

∑
𝐷∈D 𝐿 ∗ ⌊ 𝐷

(𝐿+2)∗𝐼 ⌋ that can be

transmitted in ten minutes. Then the raw throughput 𝑇 will be

𝑁𝑏𝑖𝑡𝑠
600

bps. Factoring in the transmission bit error, the theoretical

effective throughput 𝑇 ′ can be estimated as 𝑇 × (1 − 𝐻 (𝑃𝑒 )).
The simulated results are shown in Table 4. The theoretical ef-

fective throughput𝑇 ′ under the interference of the ten apps ranges

from 10.1 bps for Uber Eats to 22.8 bps for Google Play Books. These

results are also consistent with Table 3 - more available time results

in greater effective bandwidth. When there is less interference, 𝐿′

will be longer and𝑇 ′ will be higher. Therefore, Tx may dynamically

adjust 𝐿 based on current interference instead of using a fixed 𝐿′.
The ‘Overall’ category is evaluated on the combination of all the

refresh rate data from the ten apps, rather than simply averaging all

the individual 𝐿′ and𝑇 ′ values. The overall𝑇 ′ is 14.24 bps. These re-
sults show that even in the presence of interference, an attacker can

find sufficient time and achieve a practical throughput to transmit

short sensitive data.

Table 4: Optimal packet length and theoretical throughput
of the anti-interference scheme

Interfering App Optimal 𝐿′ 𝑇 ′ (bps)
Google Play Books 94 22.8

Google News 98 19.1

Reddit 43 15.9

Amazon Shopping 36 14.5

Play Store 44 13.4

Gmail 32 13.3

Twitter 37 12.9

Telegram 30 11.7

Messenger 30 10.5

Uber Eats 24 10.1

Overall 38 14.2

4 ATTACK SCENARIO 2: BUILDING COVERT
CHANNELS BETWEEN APPS AND
WEBPAGES

In Section 3, we built a covert channel between two apps by exploit-

ing DRR to bypass system monitoring. In this section, we expand

the scope of RefreshChannels to webpages. Launching attacks

from webpages is generally more challenging than from apps, as

attackers have fewer resources at their disposal and face additional

restrictions imposed by browsers [14, 15, 19, 36]. Despite the chal-

lenge that webpages cannot access refresh rate directly, we build

covert channels between an app and a webpage that may be directly

(e.g., a phishing link) or indirectly (e.g., as an advertisement that

runs in benign webpages or apps) accessed by a user, as shown in

Fig. 1 (b). We describe two specific attacks and their threat models

where our malicious webpage can act as either side of the covert

communication channel, and evaluate them on five mobile devices

and four browsers.

4.1 Webpage as Rx
4.1.1 Threat Model. In this scenario, an app running on the vic-

tim’s mobile device works as the Tx. It can access sensitive data and

attempts to transmit the data covertly to avoid legal complications

arising from direct transmission. The app is either malicious or

has unintentionally incorporated malicious third-party libraries, as

discussed in Section 3.1. To receive the data covertly, the attacker

may use a phishing link to trick the victim into accessing the ma-

licious webpage, which functions as the Rx. Aside from phishing

links, attackers can also embed malicious code in advertisements

or analytics services that can run in benign webpages or apps, as

has been done in sensor-related attacks [19, 36, 37]. For brevity, we

will henceforth use ‘webpage’ to represent all these possibilities.

This allows our code to be present on thousands of websites or

apps, extending the range and impact of our attack far beyond the

original covert channel.

4.1.2 Channel Design and Implementation. The webpages were im-

plemented using HTML and JavaScript and run in an iframe widely
used in related work [19, 36]. Since there are no APIs for webpages

to read the refresh rate, we use frame rates to infer refresh rates. To

get the frame rates, we utilize the function requestAnimationFrame
that is present in all tested browsers’ JavaScript APIs, as per the

W3C recommendation [38]. The webpage calculates the elapsed

time between the callbacks to derive the frame rate. The design and

implementation of the Tx app is the same as Section 3.2.3.

4.1.3 Evaluation. We use the same metric, i.e., channel capacity,

as in Section 3.3.1 to evaluate the channel by sending 1,000 bits

of data. The received frame rates are very noisy to demodulate

directly, as shown in Fig. 6. Based on the observation that most of

the noise appears at the rising and falling edges with very large

or small values, we choose the median filter to remove the noise.

The processed traces are much cleaner and easier to demodulate,

as shown in the figure.

Evaluations on different devices.We test our attack across all

five devices, each installed with Google Chrome version 107.0.5304.

105, which was the latest version when our experiments began. Fig.

5 shows the capacities of different devices when the webpage acts

as Rx. Both Samsung phone and tablet can reach around 14.4 bps.

In [39], memory access times are utilized to transmit information

from a background process to a JavaScript program executing in a

web browser, where the bit rate they achieve is around 11 bps on
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Figure 5: The capacities of different devices when the webpage is Rx.

Figure 6: Ground-truth (GT) refresh rates of Tx app, raw and
filtered frame rates of Rx webpage on Samsung S22 Ultra

an Intel Core i5 computer. RefreshChannels achieves comparable

performance to it, but on a mobile device.

Evaluations on different browsers. We also extend our evalu-

ations to different browsers as well. We chose four of the most popu-

lar browsers onmobile devices [40]: Google Chrome (107.0.5304.105),

Firefox (107.1.0), Samsung Internet (19.0.1.2), and Opera (72.3.3767.

68685). To illustrate the effects of different browsers, we conduct

tests exclusively on the Samsung phone, and only the zero-BER

bandwidths are reported in Table 5, though the maximum capacity

will be higher. The result demonstrates that the choice of browsers

affects zero-BER bandwidth. It is possible that different browsers

add varying amounts of noise to counteract timer-based attacks

by reducing timestamp resolution and adding jitter to increase

uncertainty [41].

Table 5: Zero-BER bandwidths of different browsers on Sam-
sung when the webpage runs as Rx.

Browser Pulse width
(ms)

Bandwidth
(bps)

Chrome 350 2.86

Samsung Internet 400 2.50

Firefox 200 5.00

Opera 450 2.22

4.2 Webpage as Tx
4.2.1 Threat Model. In this scenario, a webpage has data that it

needs to send to a background app without raising alerts. For exam-

ple, although browser vendors have introduced private browsing

modes to prevent user tracking, it is still possible for the webpage to

circumvent such protections by exfiltrating user tracking identifiers

to an app using covert channels [13–15]. We propose a method that

enables a webpage to affect the refresh to transmit data to an app

monitoring these rate changes.

4.2.2 Channel Design and Implementation. Based on the observa-

tion that dynamic content on the screen affects the refresh rates,

the webpage changes graphical elements or text on the page to

achieve this effect. We found that even a single-pixel difference can

affect the refresh rate, which is undetectable to the victim. When

there is a bit ‘1’ to transmit, the webpage will change the content

for a period to induce a higher refresh rate. Similarly, when there

is a bit ‘0’, it will remain static to allow the refresh rate to fall to

the idle rate.

When the webpage acts as a transmitter, the app needs to run

as a receiver by monitoring the refresh rates. However, the refresh

rate callback functions previously used in Section 3.2.3 are often

unresponsive to refresh rate changes induced by changing content.

To solve this challenge, we use the frame rate to infer the refresh

rate. We leverage the Android SDK Choreographer.FrameCallback
interface to extract the timestamp of each frame and calculate the

frame rate using the time elapsed between frames.

4.2.3 Evaluation. The frame rates are shown in Fig. 8 when the

webpage is Tx. For Samsung and Pixel, the frame rates increase to

120 fps while the Samsung Tablet and Lenovo Tablet have small

sharp fluctuations in frame rates. In both cases, the attacker is capa-

ble of encoding information in the frame rate. Additionally, we also

demonstrate this attack across the four browsers from Section 4.1.3

on Samsung phone. To evaluate the capacity, the webpage trans-

mitted 1,000 random bits to the receiver app. As shown in Figure 7,

the maximum capacity is 2.2 bps when using Google Chrome. It is

lower than the capacity of the "app-to-app" scenario in Section 3.3.1

because not only must webpages indirectly affect the refresh rate by

changing pixels on the page, the Rx app also uses noisy frame rates

to infer the refresh rate. Matyunin et al. use the CPU load to build

the covert channel [14], achieving a bandwidth of 5-8 bps with a

BER around 10% which translates to a capacity of 2.7-4.2 bps. Our
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Figure 7: The capacities of different browsers on Samsung when the webpage is Tx.

Figure 8: Frame rates of the devices when webpage is Tx.

attack achieves a similar performance. Therefore, the channel can

be used to transmit short private data like a 35-bit user identifier

under the average page dwell time of around a minute [15, 42].

5 COUNTERMEASURES
In this section, we discuss some potential countermeasures. While

certain strategies effective against sensor-based attacks may also be

applied to RefreshChannels, there are unique challenges that com-

plicate full prevention. Consequently, mobile device vendors need

to pay particular attention to these issues. We focus on analyzing

the potential countermeasures qualitatively, and leave quantitative

evaluation as future work.

Elevated usage privileges. A straightforward defense involves

requiring elevated permissions to access refresh/frame rate APIs,

similar to the approach taken for sensitive sensors [16–18]. How-

ever, many legitimate apps need to monitor and change the re-

fresh/frame rate, which inconveniences users with additional per-

mission requests. Not only is it inconvenient, but access control is

also not fully effective, as attackers can still indirectly modulate

the refresh/frame rate by changing content on the screen without

accessing the APIs, as shown in Section 4.2.2. Another choice is to

disallow background apps from accessing refresh or frame rates,

which is effective at the expense of legitimate apps’ flexibility and

functionality.

Attack scope reductions. Instead of directly introducing access

control and hurting user experience, it’s possible to limit the effec-

tiveness of RefreshChannels in several ways.

First, the frequency at which an app can access refresh or frame

rate could be restricted. For instance, Android 12 has introduced

the HIGH_SAMPLING_RATE_SENSORS permission [18], which

elevated the difficulty of launching sensor-based attacks as most

legitimate apps do not require high sensor sampling rates. Simi-

larly, normal apps are unlikely to frequently change the refresh rate

within a short period. However, directly applying the frequency

limitation to refresh or frame rate APIs to choke the covert channel

bandwidth encounters the aforementioned exploit of modulating

the refresh rate by modifying screen content. Hence, it would be

more effective to limit the refresh rate change frequency at the

system or hardware level, though this introduces additional com-

plexity. Choosing the best threshold is a tradeoff problem between

DRR usability, available refresh rate numbers, available idle time,

and private data length, which future work can explore.

Next, to address the exploit of changing screen content, a mini-

mum content size threshold for influencing the refresh rate could

be established to reduce the stealthiness of the attack. In both attack

scenarios, a single-pixel surface or screen content change suffices

to modulate the refresh or frame rate, and is impossible to detect

by the user. The advantage of this approach is the minimal im-

pact on user experience, as minor content changes involving a few

pixels occur infrequently and are rarely significant enough to be

perceived, though this can induce extra overhead.

Finally, one can introduce delays and randomization to reduce

the capacity of the attack. Unfortunately, these delays will also

harm user experience, app flexibility, and battery life.

Suspicious app behavior detection. The two covert channel

attacks rely on setting the refresh/frame rates in an unnatural

pattern to send SYNC/END/DATA signals. One possible approach

involves detecting this abnormal behavior and triggering defenses

to interfere with the covert communication, akin to the approaches

taken for sensitive sensors [2, 43–46]. Power consumption-based

detection methods can also be applied here, but it is challenging to

achieve low false positive and negative rates, as malicious apps can

compress private data into a few bits, encode wisely to minimize the

time the refresh rate is modulated, adapt to produce benign-looking

patterns that can be hidden among normal activities, or exfiltrate

at a lower rate if all fails.

6 DISCUSSION AND FUTUREWORK
This work provides novel insights into using DRR switching to

launch covert channel attacks on mobile devices. Despite some lim-

itations, we believe these attacks open up some promising research

directions.

Affected devices.Anymobile devices with DRRmay be potentially

affected by RefreshChannels because underlying DDR switching
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principles are similar across devices. Mainstream mobile device

vendors, including Apple, Samsung, Google, Oneplus, and Lenovo,

have adopted DDR and list it as one of their devices’ key features.

Though we focus on attacks on five Android devices from four

vendors, we also demonstrate the potential to similarly attack iOS

(Apple) devices, which recently introduced ProMotion displays

with dynamic refresh rates. Our preliminary tests on an iPhone

13 Pro show that the CADisplayLink [25] object can suggest the

refresh rates, indicating the feasibility of building covert channels

on iOS devices as its DRR switching strategy is similar to Android.

Touch-induced frame rate changes can also be recorded through

browsers like Safari and Chrome, as shown in Fig. 9. This suggests

the potential for keystroke inference attacks on iOS devices, which

can be explored in future work.

Figure 9: The frame rates recorded using Safari and Chrome
on iPhone 13 Pro for three normal touches and five quick
touches.

Stealthiness. Given that a change in a single pixel is sufficient

to alter the refresh rates, it is challenging for the victim to no-

tice such a pixel-level difference. Furthermore, the attack would

typically be deployed when the screen content is idle/static, so it

will not cause screen tearing, touch response slowdown, or other

noticeable fluctuations in user experience. To evaluate its stealth-

iness, we conducted a user study
2
with ten volunteers using the

Samsung smartphone. In this study, we designed two scenarios:

the "static" scenario, where the user can only observe the screen

without touching it, and the "interactive" scenario, where the user

can use the phone normally. For each scenario, two sessions are

shown to the participant: one in which RefreshChannels is active,
while it remains idle in the other. We randomized the order of these

two sessions and then asked the users if they noticed any user

experience differences between the two sessions. If the answer was

"yes," we asked the users to explain the differences they noticed

and identify the session with the active attack. The procedure was

repeated three times for each scenario. The results showed that no

differences were identified in the thirty runs of the "static" scenario.

In the "interactive" scenario, users believed that they perceived

differences in only three out of the thirty runs: slowdowns when

opening an app, changes in smoothness when playing videos, or

reduced responsiveness when scrolling webpages quickly. However,

two of these three answers were incorrect, i.e., the attack was not

active in the session where they perceived the worse experience.

We believe these differences were either imagined or caused by

occasional system performance fluctuations, as similar differences

2
The study was approved by our institution’s internal review board (IRB).

were not observed in previous or subsequent runs. This user study

demonstrates that RefreshChannels cannot be detected by users

in both static and interactive scenarios, even when the user is aware

that the attack was launched in one of the two sessions, showing

its stealthiness.

More advanced modulation schemes. Based on the number of

available refresh rates on different devices, we designed several

basic modulation schemes in Sections 3.2 for the proof-of-concept

purpose. Future work can explore more advanced schemes that

can fully exploit the channel resources, coupled with proper error

correction codes like forward error corrections to correct errors.

Potential affected private data.As general covert communication

channels, our proposed attacks can be used to send any short private

user data, such as IMEI, GPS coordinates, or credit card numbers, as

shown in previous works [7–9, 11, 12, 34]. A 35-bit string, sufficient

to uniquely identify the approximately 7.9 billion people on the

planet [15], can be transmitted within seconds using our channel.

This transmission time is less than the average page dwell time,

which is slightly under a minute [42].

Keystroke inference attacks. Timing side-channel attacks ultilize

the time difference of different operations to infer cryptographic

keys or private data [46–51]. Recent attacks show that the inter-

key-interval (IKI) between two touches can leak the keystrokes, as a

longer interval implies that two keystrokes are further apart on the

keypad [52–55]. The adversary’s goal is to infer the victim’s secret

PIN by eavesdropping on the timings of the keystrokes. Here, we

develop an app with soft numeric keyboards with a classic layout as

considered in prior works [52–54]. Fig. 10 shows the frame rates of

three PIN touches on the five mobile devices we tested. When the

user taps a PIN button, the frame rate will increase from idle rates

to around 120 fps or generate peaks around 120 fps, which indicates

the keystroke timings. After obtaining the timings, the possible PIN

pairs can be inferred by modeling the entire PIN entering process

with a Hidden Markov Model (HMM) [51, 54]. For the lock screen’s

PIN input, though the refresh rate remains fixed, we noticed some

fluctuations in the frame rate around 120 fps on the Pixel 6 Pro,

similar to Fig. 10 (b). These fluctuations, although challenging to

detect, suggest that hardware behavior varies slightly in response

to PIN input animations. Future works can further explore this

vulnerability.

Figure 10: Frame rates when pressing PIN buttons of an app
on different devices.

Fingerprinting/Tracking attacks. Different apps and websites

may exhibit unique refresh/frame rate patterns depending on user
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interaction and dynamic content, exposing them to fingerprint-

ing attacks by recording refresh/frame rates. Apart from identify-

ing apps or websites, users can also be identified by the unique

properties of their browser, system environment, or hardware [14,

15]. Therefore, refresh/frame rates may also be used to track web

browser users.

Background app execution. Though there exists no access con-

trol around refresh/frame rate, Android limits apps’ background

running time to minutes, which can shorten the attack time window.

Note that this is a general challenge for mobile device attacks. First,

short private data like IMEI is still possible to be shared within sec-

onds or minutes. Besides, private user data, such as IMEI and credit

card numbers, is usually fixed and will not change over months or

years. Therefore, launching the attack successfully once is enough.

Also, the malicious app can masquerade as a legitimate app to have

a longer lifespan, since the Foreground Service permission is auto-

matically granted and the notification can be obfuscated, as shown

in recent attacks [8, 56]. To keep Surfaces alive when running in the

background, the app can switch to overlay mode by disguising itself

as a normal app, as more than 35% of the most popular apps use it

to implement key features and it is even automatically granted in

certain cases [21, 57, 58]. Besides, even without overlay mode, it can

subtly alter the color or a single pixel of a silent notification icon to

induce frame rate changes, which cannot be noticed by human eyes

to keep its stealthiness. More methods can be explored in future

work.

7 RELATED WORK
In this work, we demonstrate two attack scenarios on mobile de-

vices, namely inter-app and app-web covert channels. Therefore,

we first summarize previous works related to these attacks. Addi-

tionally, considering RefreshChannels as a potential attack vector
that may enable more attacks, we draw comparisons with simi-

lar attack vectors, such as sensor-based and micro-architectural

attacks, to show its distinctive features and potential implications

within a wider spectrum of mobile security and privacy research.

Again, given the extensive scope of research in this field, a compre-

hensive discussion within this paper is unfeasible. Therefore, we

focus on examining studies that are especially significant, novel,

and relevant.

Inter-app covert channels on mobile devices. Inter-app covert

channels in mobile devices have been studied extensively over the

last decade and have been shown to pose a tangible security and

privacy threat to mobile users [8–12]. Some attacks use physical

transmission media. For example, Novak et al. [34] built covert

channels using light, while Block et al. [12] used ultrasonic frequen-

cies, and Masti et al. [11] modulated processor core temperatures

on multi-core platforms. Other attacks exploit side effects of the

software interface. For instance, Soundcomber [7] utilized vibra-

tion/volume settings, and Shepherd et al. [8] modified the sampling

rate of on-device sensors. Our first attack is based on affecting and

accessing the refresh rate, so it belongs to the latter category.

App-Web covert channels on mobile devices.Webpages have

been used as transmitters in covert channels. Matyunin et al. [14]

used CPU load to secretly communicate data from a web browser

to a background app. The website uses CPU-intensive operations to

encode data, and the receiver app measures the execution time of a

code fragment to gauge the CPU load and decode data. Webpages

can also act as the receiver side of a covert channel. In [39], memory

access times are utilized to transmit information from a background

process in a computer to a JavaScript program executing in a web

browser. They rely on the difference in access time between cache

hits and misses to transmit information. ARM-based mobile de-

vices have been found to be vulnerable to this type of cache-based

covert channel [59], and are likely vulnerable to an attack similar

to [39]. With RefreshChannels, a webpage can act as either side

of the covert communication channel by affecting or monitoring

the refresh/frame rate.

Sensor-based attacks on mobile devices. Sensors can be used

to launch a series of attacks, such as covert channel attacks [7, 60],

side channel attacks [23, 61], and fingerprinting attacks [62, 63].

Due to such threats, access to sensors has been strictly restricted on

mobile devices. For example, the OS will require the user’s explicit

permission to access sensitive sensors like microphones. Besides,

the W3C has also recommended disabling sensor access on cross-

origin iframes, which limits sensor-based attacks on webpages [19].

However, as a new attack vector based on DRR, RefreshChannels
may bypass these restrictions. Therefore, the insights provided by

this work can help design more secure web standards and mobile

devices that are resistant to RefreshChannels.
Microarchitectural attacks on mobile devices.Microarchitec-

tural attacks are very powerful by exploiting vulnerabilities in the

microarchitecture of modern computer processors [64–66]. How-

ever, they are also difficult to implement due to the complex design

of modern microarchitectures, lack of public documentation, noise

introduced by other system activities, etc [67–69]. What’s more,

such attacks are even harder on mobile devices [70, 71]. On the con-

trary, our attack only requires basic knowledge of app development

and uses public APIs, making it easy to implement. Such attacks

are often referred to as OS-level attacks [71]. Besides, future work

can explore combining RefreshChannels with microarchitectural

attacks to create new attacks or improve existing ones.

8 CONCLUSION
Modern mobile devices require strong security as they host an

increasing amount of private data and services. This paper investi-

gates a novel vulnerability, RefreshChannels, that facilitates dif-
ferent attack scenarios on mobile devices utilizing dynamic refresh

rate switching. In the first attack, we showed that two apps are

able to communicate using refresh rates, bypassing the OS sand-

boxing and isolation measures. Then, we demonstrated that even

a malicious advertisement displayed on a webpage can covertly

communicate with another app without any user awareness, which

allows the proposed attacks to be more widespread. We imple-

mented these attacks on five popular smartphones and tablets from

four different vendors and also evaluated the second attack on four

popular browsers, underlining the universality of our approach,

which could potentially affect millions of users. Our findings indi-

cate that the proposed attack vector is a threat to mobile devices,

and we discussed several countermeasures to mitigate the proposed

attacks. In the future, we will explore the possibilities of keystroke
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inference and fingerprinting attacks, and design more secure mobile

devices with the insights provided by this work.
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