Stealing the Decoding Algorithms of Language Models

Ali Naseh

University of Massachusetts Amherst
Ambherst, Massachusetts, USA
anaseh@cs.umass.edu

Mohit Iyyer
University of Massachusetts Amherst
Ambherst, Massachusetts, USA
miyyer@cs.umass.edu

ABSTRACT

A key component of generating text from modern language models
(LM) is the selection and tuning of decoding algorithms. These algo-
rithms determine how to generate text from the internal probability
distribution generated by the LM. The process of choosing a de-
coding algorithm and tuning its hyperparameters takes significant
time, manual effort, and computation, and it also requires extensive
human evaluation. Therefore, the identity and hyperparameters of
such decoding algorithms are considered to be extremely valuable
to their owners. In this work, we show, for the first time, that an
adversary with typical API access to an LM can steal the type and
hyperparameters of its decoding algorithms at very low monetary
costs. Our attack is effective against popular LMs used in text gener-
ation APIs, including GPT-2, GPT-3 and GPT-Neo. We demonstrate
the feasibility of stealing such information with only a few dollars,
e.g., $0.8, $1, $4, and $40 for the four versions of GPT-3.
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1 INTRODUCTION

Language models (LM) have become a crucial part of various text
generation APIs, such as machine translation, question answering,
story generation, and text summarization. Large-scale LMs like
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GPT-2 [37], GPT-3 [4] and GPT-Neo [3] have been shown to gen-
erate high-quality texts for these tasks. To generate a sequence of
tokens, LMs produce a probability distribution over the vocabulary
at each time step, from which the predicted token is drawn. Enumer-
ating all possible output sequences for a given input and choosing
the one with the highest probability is intractable; furthermore,
relatively low-probability sequences may even be desirable for cer-
tain tasks (e.g., creative writing). Therefore, LMs rely on decoding
algorithms to decide which output tokens to produce based on their
probabilities, i.e., to decode the text.

As shown in the literature [11], the choice of the decoding al-
gorithm and its hyperparameters is critical to the performance of
the LM on text generation tasks. Thus, users of many LM-based
APIs are offered a choice of decoding algorithms and also the abil-
ity to adjust any corresponding hyperparameters. For example,
in machine translation, beam search is more common than other
methods; however, in story generation, sampling-based methods
are preferred for their ability to generate more diverse text [39].

Deciding and fine-tuning the decoding algorithm is a costly
operation in typical text generation tasks. This is because automatic
metrics poorly reflect quality, so human evaluation is needed to tune
the decoding algorithms [16, 7]. That is, the service provider needs
to perform a manual human evaluation to find the best decoding
algorithm and the corresponding hyperparameter(s). For instance,
they need to recruit people to read and evaluate the generated texts
manually, a process that could be costly. There is also the cost of
developing and maintaining the evaluation infrastructure, such
as software and hardware used to conduct the evaluations, and
the cost of analyzing and interpreting the results. To summarize,
decoding algorithms are considered to be significant assets
of conventional LM systems. We refer the reader to Section 3.3
for a more elaborate discussion on the value of decoding algorithms
with an example scenario.

In this paper, we ask the following question: Can an adversary
steal (i.e., infer) the type of decoding algorithm in an LM-
based systems, as well as its corresponding hyperparameter(s)
by merely accessing the text generation APIs? And if yes, at
what monetary costs? We show that it is indeed possible to infer
the type and hyperparameters of a deployed decoding algorithm
with high accuracies and at low costs!

To the best of our knowledge, our paper is the first to explore
decoding algorithm stealing attacks on LM systems. While there ex-
ist model stealing attacks in other machine learning (ML) contexts
(like vision tasks [35]), such stealing techniques can not be applied
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Figure 1: Overview of a typical LM-based API; it includes two independent black boxes: an LM which generates a probability
distribution over the vocabulary, and a decoding algorithm which dictates text generation based on the LM’s inner probability

distribution.

to the setting of LMs. Unlike computer vision and text classifica-
tion tasks, text generation systems are composed of two cascaded
building black boxes, as shown in Figure 1: the language model
and the decoding algorithm. In this setting, the adversary aims to
attack the second black box, given some (public) knowledge about
the first block. Therefore, this is a unique problem like no other ML
stealing attack, which requires tailored attack algorithms.
Overview of our stealing attack: The main intuition of our attack
is that different decoding algorithms and different values of hyper-
parameters can leave distinguishable signatures on the text being
generated by LM-based APIs [11]. For instance, Table 1 shows how
different decoding algorithms can lead to entirely different API
outputs given the exact same input text. We, therefore, obtain ana-
lytical algorithms that aim to infer the type and hyperparameters
of the decoding algorithms based on their API observations.

Our attack aims to distinguish between the widely used decod-
ing algorithms, i.e., greedy search, beam search, pure sampling,
sampling with temperature, top-k sampling, Nucleus Sampling, and
even the combination of these algorithms, just by observing the
output of the LM APIs. Notably, these six decoding algorithms are
currently the most widely utilized. While several alternative algo-
rithms have been proposed recently (e.g., RankGen decoding [23]),
none have been implemented in any publicly available LM-based
API. Moreover, our approach can be adapted to accommodate new
decoding algorithms. To provide a tangible example, the most pop-
ular LM API (OpenAI's GPT-3) offers users a choice of only three
decoding algorithms, all of which can be detected by our method.

Specifically, we design a multi-stage attack algorithm that lever-
ages the text generation API. We assume that the adversary has
access to the probability distributions provided by the target LM,
which is a standard assumption in the NLP literature [43, 50, 49, 6]
and valid in the real world, e.g., the GPT-3 API gives probability dis-
tribution for top tokens, and many causal LMs are open-source [37,
51, 33]. In Section 3.4, we demonstrate three scenarios in which the
attacker can obtain the necessary information, namely the inner
probability distribution provided by the API’'s LM. Furthermore, in
Section 5.5 and Appendix D, we demonstrate how the attacker can
apply our proposed attack in each of these scenarios and the extent
of information that can be stolen.

Summary of our results: We assessed the efficacy of our proposed
attack by testing it on three of the most prominent LMs: GPT-2,
GPT-3, and GPT-Neo. We conducted experiments using various
sizes of GPT-2 and GPT-3 to demonstrate that the size of the model
does not affect the results of our attack. In other words, our attack
demonstrates consistent performance across different sizes of these
models. We achieve almost perfect accuracy in detecting the type of
decoding algorithm while also obtaining accurate estimates of the
hyperparameters. All of these can be done with a few dollars, e.g.,
$0.8, $1, $4, and $40 for the four versions of GPT-3 (more details
in Section 6). All our experiments are centered around employing
a custom decoding algorithm in collaboration with GPT-2/3/Neo
models, as opposed to targeting a real deployment of these LMs.

In all cases, the probability distribution resulting from the esti-
mated decoding algorithms was found to be similar to the probabil-
ity distribution provided by the targeted API. The high p-value and
low KL-divergence score in all cases confirm our claims. Further-
more, we provide both theoretical and practical evaluations of the
number of queries required to perform accurate attacks.

Finally, we introduce a potential defense against our attack and
assess its implications on the quality of the generated text. Our
evaluations show the effectiveness of our countermeasure, i.e., the
inferred hyperparameters significantly deviate from their true val-
ues in the presence of our countermeasure. For instance, upon
deploying our defense mechanism, we observe that the inferred
values for the temperature and p in Nucleus Sampling will, on av-
erage, differ by 0.1 from their actual values, representing a notable
discrepancy. Given that these hyperparameters typically fall within
the range of 0 to 1, such deviations can lead to varying behaviors
in LM systems. On the other hand, our countermeasure does not
substantially affect the utility of the system as measured by the
perplexity feature.

Availability

The code used to conduct the experiments presented in this paper
is available on GitHub.! Additionally, the appendices can be found
in the full version of this paper [32].

Uhttps://github.com/SPIN-UMass/Stealing-the-Decoding- Algorithms-of - Language-
Models
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2 BACKGROUND

In this section, we will review some basic concepts from language
modeling. Many architectures have been proposed to be used as
LMs in various applications. Graves [17] introduces Long Short-
Term Memory recurrent neural networks to generate real-valued
sequences with long-range structures to predict the next token.
Bahdanau et al. [2] present an encoding-decoding approach using
an attention mechanism for machine translation systems. More
recently, Vaswani et al. [46] introduce an attention-based mecha-
nism, called Transformers, to replace the former RNN-based mod-
els. All the large-scale NLP algorithms are using transformers, like
BERT [10], T5 [38], GPT-2 [37], GPT-3 [4]. We will skip the details
of the architectures and refer the reader to the mentioned works.

2.1 Open-Ended Text Generation

Many text generation tasks use autoregressive LMs to generate
text. For some of these tasks, including machine translation [2] and
summarization [31, 53], the output is more constrained due to the
input. However, diverse outputs are desirable in several NLP tasks,
including story generation and Question-Answering. As described
in [9, 22], the task of open-ended text generation is to generate text
that forms a coherent continuation from the given context. In other
words, suppose that wi, wa, ..., wj are tokens of a sequence from a
vocabulary V; we want the model to generate r continuation tokens
in a left-to-right fashion by applying the chain rule of probability:

I+r

Pr(wigey) = | | Prwilwiizt) (1)
i=1

The next step after computing the conditional probabilities, we
need to decide how we want to pick the next token based on the
probabilities.

2.2 Decoding Algorithms

In this section, we overview the six most commonly used decod-
ing algorithms. Two of these approaches are deterministic (greedy
decoding and beam search), and the other four use probabilistic
sampling techniques (random sampling, sampling with tempera-
ture, top-k sampling, and Nucleus Sampling). Examples of texts
generated by various decoding algorithms can be found in Table 1.

2.2.1 Maximization-Based Methods. We assume that the model as-
signs higher probability scores to higher quality text in maximization-
based decoding approaches [21]. Hence, these methods search for
continuation to maximize the probability of the generated sequence.
Greedy and Beam search are two prominent maximization-based
decoding methods.

As a simple method, Greedy Search selects the word with the
highest probability as the next token: w; = arg max,, Pr(w|wy.j—1)
at each time step t. However, this approach may result in locally
optimal, but globally sub-optimal decisions, where high probabil-
ity paths are not encountered. To mitigate this limitation, Beam
Search generates a specified number of hypotheses at each time
step, and selects the token sequence with the highest probability
among them. However, research has shown that text generated by
both of these methods can lack quality and diversity, even with
a high number of beams, as reported in studies such as [40, 47].

CCS ’23, November 26-30, 2023, Copenhagen, Denmark

Although beam search is effective in tasks with constrained outputs
such as machine translation, it fails to perform well in open-ended
text generation scenarios.

2.2.2  Sampling-Based Methods. In open-ended text generation,
to have a more diverse output, it is suggested to use probabilistic
(i.e., sampling-based) decoding algorithms [39]. The basic sampling
method is the simple random sampling using conditional proba-
bility distribution at each time step. However, the major drawback
of this approach is that any irrelevant token has a chance to be
picked [21], so it can lead to an inappropriate and irrelevant output.
Below we introduce alternative probabilistic decoding mechanisms
that are commonly used.

Top-K Sampling. In this approach [12], at each time step, the
algorithm picks k tokens with the highest probabilities from the dis-
tribution over the vocabulary. Then, we re-scale the probabilities of
these k tokens to sum 1. Now, we can sample from resulted k tokens.
In other words, with given probability distribution Pr(w|wi.i—1)
and the set of k tokens with the highest probabilities V) we will
sample from the new distribution:

Pr(w|wii—1)
Pri(wlwyi-1) = o s

where S = 3}, . ) Pr(w|wr:i—1). We can create more human-like
text using the Top-k approach compared to the basic sampling.
However, choosing an appropriate k for a specific task is always a
concern. Also, after setting k, we will use the same k for all time
steps, which is problematic. In some time steps, the probability
distribution might be flat, and in some other time steps might be
peaked. So, a fixed k may not be a good choice for some time steps.
Nucleus Sampling aims to address this issue.

Nucleus Sampling. Unlike top-k sampling, the Nucleus Sam-
pling [21] algorithm does not pick a fixed number of tokens. Instead,
it picks the smallest number of tokens whose cumulative proba-
bility exceeds p. Then, it re-scales these probabilities to sum 1.
Then, we can sample from the new distribution. Similarly, sup-
pose that we are given probability distribution Pr(w|wj.;j—1) and
the smallest set of tokens V(?) whose cumulative probability ex-
ceeds p, 3\, cy(p Pr(w|lwii—1) > p. We will sample from the new
distribution:

ifwev®

otherwise

@)

Pr(w|wij—1)

ifwev®

0 otherwise

Pr/(wlwiii-1) = { ®)
whereS = 3 .y (» Pr(w|wi.i—1). This dynamic selection approach
leads to generate more human-like texts.

Sampling with Temperature. Another popular alternative to
the basic random sampling technique is adding temperature to the
probability distribution [1]. This approach has been used in various
text generation applications [13, 5]. As described before, in the basic
random sampling method, any token even with low conditional
probability has the chance to be picked. If we apply temperature to
the softmax, we will amplify the likelihood of high probable tokens
and attenuate the likelihood of low probable ones. More formally,
suppose that uy.y| are our logits, and we are given the temperature
t. Then, the new softmax formula will be:
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Table 1: These are some text examples generated by the API using various decoding algorithms. The initial prompt is "Yesterday,

I have decided to"

Decoding Algorithm Generated Text
Greedy Search Yesterday, I have decided to write a blog post about the recent events in the United States. I will be writing about the events
Beam Search Yesterday, I have decided to take a look at some of the more interesting things that have happened in the last couple of weeks.
Pure Sampling Yesterday, I have decided to go to Africa for the spiritual transformation, and to have a hard time making it work if I don

Sampling with Temperature
Top-k Sampling
Nucleus Sampling
Top-k and Nucleus Sampling

Yesterday, I have decided to start my 6th season as a fan. My goal is always to make my class stand again.

Yesterday, I have decided to go ahead and continue contributing to the discussion here on RSI (RSS Feed). In short —
Yesterday, I have decided to write something more in French! It’s something that I was at the Festival last year, in Canada
Yesterday, I have decided to post this post. I was planning to post it a few days before the deadline, but have decided

Temperature, Top-k and Nucleus Sampling  Yesterday, I have decided to make a post for your consideration. Please note that I am not a psychologist.

exp(2)
VI
k=1
Recent works show that using smaller ¢ decreases the diversity
even though the quality of generated text increases [19].

Pr'(w = Vjlwyi-1) =

4)

exp(

3 HIGH-LEVEL OVERVIEW OF OUR ATTACK

In this section, we first establish the key terminology used through-
out the paper. We then go through the adversary’s capabilities,
objectives, and targets. Following that, we provide a detailed ex-
ample to motivate the problem. Finally, we elaborate on different
scenarios in which the adversary can acquire the inner probabilities.

3.1 Terminologies

We define two types of probability distributions which will be refer-
enced throughout our algorithms. The inner probability distribution
represents the probability distribution generated by the LM before
being fed into the decoding section. The final probability distribu-
tion represents the probability distribution of tokens generated by
the API as a whole after the application of the decoding algorithm.
These two probability distributions are illustrated in Figure 1.

3.2 Threat Model

Adversary’s Capabilities. As previously discussed, open-ended
text generation APIs consist of two independent components: a lan-
guage model and a decoding algorithm. In our attack, the adversary
has black-box access to both of these components, meaning that
the attacker has no information about the specifics of the decoding
algorithm. Additionally, in the majority of cases, text generation
APIs operate using a restricted range of models, including GPT-3.
These models exhibit distinct behaviors that can lead to different
orders of tokens when sorted by their probabilities at a given time
step; decoding algorithms then only adjust the weighting assigned
to each token. This characteristic facilitates the identification of
the base model used by the API through output comparison. Hence,
the adversary does not need to know the details of the targeted
LM. The only information the attacker has is the inner probability
distribution. Specifically, the attacker only needs the probabilities of
the top two tokens to apply all stages of the attack. In Section 3.4, we
describe in detail how the attacker can get such information.

Adversary’s Objective. In our attack, the first step is for the
adversary to infer the type of decoding algorithm used by the API
and subsequently extract any corresponding hyperparameters. The
ultimate goal is that by using the extracted decoding type and

corresponding hyperparameters, the final probability distribution
of generated tokens should be the same as that of the victim model.
Attack Target. In this study, we selected GPT-2 [37], GPT-3 [4],
and GPT-Neo [3] as the victim models. GPT-2 is a large transformer-
based LM that was pre-trained on a dataset of 8 million web pages.
GPT-3 is another large LM that was pre-trained on a dataset of
terabytes of text data, comprising a diverse range of web pages,
books, articles, and other text sources. GPT-Neo is an open-source,
large-scale language model developed by EleutherAl. GPT-Neo is de-
signed to provide similar capabilities and performance as OpenAI’s
GPT-3 while being accessible to the broader research community.
GPT-Neo has been pre-trained on the Pile [15], a diverse dataset
comprising over 800 gigabytes of text data developed by EleutherAl.
All of these models have outstanding capabilities in text generation
tasks. Since GPT-2 is available free of charge and we needed to
send millions of queries for our experiments, it was more feasible
to conduct the majority of our experiments using this model.

3.3 Attack’s Motivation

Many large-scale LMs developers, including OpenAl, Google, Ama-
zon, and Microsoft, have trained their own LMs and released them
via API access for various tasks. Concurrently, numerous compa-
nies, primarily startups such as Jasper? and perplexity.ai®, have
launched products that essentially serve as wrappers around these
APIs. Tuned decoding algorithms constitute a significant competi-
tive advantage for these companies, as considerable time and effort
are required for optimization. Our paper demonstrates that any
party with access to their own LM (i.e., any of these companies) can
employ low-cost attacks to pilfer decoding algorithms associated
with other APIs, posing a concern for businesses that depend on
LMs.

To further elucidate the significance of this issue, we present a
pertinent example. We reference the data provided in [11], which
detail the costs associated with their annotation process using Ama-
zon Mechanical Turk. Suppose a company seeks to identify the
optimal decoding algorithm and corresponding hyperparameters
from nine different configurations, comprising three decoding algo-
rithms and three distinct hyperparameters for each. The company
generates 100 paragraphs using each configuration and enlists 20
crowd workers to assess them. Based on the data in [11], if the
company pays $3.5 per paragraph, the total cost for evaluating
all configurations amounts to $63, 000. Additionally, there are ex-
penses related to designing and administering qualification exams

Zhttps://www.jasper.ai
3https://www.perplexity.ai
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for these crowd workers. These numbers underscore the importance
of safeguarding such information.

3.4 Attack’s Prerequisites

As previously discussed, the attacker only requires knowledge of
the inner probability distribution generated by the API’s LM, specif-
ically the top two tokens. There are three scenarios in which an
attacker can acquire this prerequisite information.

First, the attacker may have direct access to the probability distri-
bution of the LM, as some APIs such as OpenAl GPT-3 provide the
probabilities of the top tokens, which are sufficient for our attack.

Second, the attacker may not have direct access to the proba-
bility distribution but can approximate these values. For example,
if the APIs use unmodified base models, the attacker can use the
base model as a reference. Additionally, in some LM-based tools
and APIs that use prompt engineering instead of fine-tuning, the
attacker can still use the base model as an approximation of the in-
ner probability distribution. There are various platforms that allow
users to generate high-quality written content such as blog posts,
product descriptions, and other personalized content. Such APIs
usually rely on prompt engineering instead of fine-tuning these
models. In Section 5.5, we show that in such cases the attacker can
still use the base model as the reference model.

Third, the attacker can employ a model-stealing approach to
infer these probabilities. It is important to note that model stealing
attacks are a parallel research direction that aims to extract the
inner probability distribution by targeting the first black box of
the text generation system. However, our focus is on attacking the
second black box, the decoding algorithm. Using a model-stealing
approach is typically employed when the API fine-tunes a pre-
trained model [24]. However, it is essential to consider that the
fine-tuning process can alter the weights of the model.

3.5 High-level Attack Approach

Our mathematical-based attack leverages the properties of each
decoding method to detect them in consecutive stages (as shown
in Figure 2). For example, we utilize statistical properties and the
probability distribution generated by these decoding approaches
in sampling-based methods. In addition to detecting the type, we
will also aim to estimate the hyperparameters. To achieve this, we
provide mathematical formulas that utilize the internal probabilities
provided by the API’s LM, as well as the final probabilities generated
by the API. We also demonstrate the theoretical reasoning behind
why these formulae result in accurate estimation.

4 DETAILS OF OUR ATTACK ALGORITHMS

In this section, we propose multi-stage algorithm to extract the
type and then the corresponding hyperparameter(s) used in the
API. To make all of our experiments and analysis more consistent,
we will focus on the task of text completion.

Stage 1: Is it a sampling decoding algorithm or not? In the
first step, we aim to determine whether the decoding algorithm is a
sampling-based method or not. With sampling methods, the output
vary if the same query is sent to the API multiple times. However, if
the API employs a non-sampling method and an arbitrary prompt
is sent to the API, the output will be the same. In this case, we
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can conclude that the decoding algorithm is either greedy or beam
search. However, it’s possible that for very small values of p or k
(although this is unlikely to occur in practical applications), the
same behavior is observed. In such cases, increasing the number of
queries reduces the probability of this outcome to close to zero.
Stage 2: Is it greedy or beam search? In the second step, we aim
to determine whether the decoding algorithm is greedy or beam
search. In greedy search, at each time step, the most probable token
is selected from the probability distribution provided by the model.
In other words, when starting with an arbitrary sequence and gen-
erating tokens one at a time, at each time step t, the subsequences
s182...si for i < t will not change. An example of this can be seen
in Table 2.

However, this is not necessarily the case in beam search. Suppose
that at time step ¢, the token s; is the most probable token from
the probability distribution provided by the model. If we query the
sequence s152...5; to the API to generate the sequence s153...5¢41, in
the generated sequence, s; is not necessarily the same as the s; in
the previous time step. Hence, if we start with an arbitrary sequence
and try to complete it token by token and if the subsequences in
the output do not change, it means that with a high probability, it
is greedy; otherwise, it is beam search.

An example is provided in Table 2. In this example, the API gen-
erates "to" at time step ¢ + 1 and index i. After generating the token
at time step ¢ +4, we do not see "to" in the subsequence at the index
i anymore, and this is due to the nature of beam search. To increase
this probability, we can repeat this experiment for more time steps
and more arbitrary sequences. We will discuss the required number
of queries in Section 5. In Table 2, some examples of generated
text using these two decoding strategies for consecutive tokens are
presented.

After detecting beam search as the decoding algorithm, we must

estimate the beam size as its hyperparameter. Again, suppose that
we start with the arbitrary sequence sy, sy, ..., s;—1, and we plan to
generate tokens one by one. In the first step, we generate the token
s¢. Then, we use the sequence s, sp, ..., s; and try to generate the
token at time step ¢ + 1. If we continue with the same process, the
token at position ¢ may not be the same as the token we generated
in the first step. After repeating this process multiple times, we
might have different tokens generated at the position t. Then, we
find the rank of these tokens from the sorted tokens based on their
probabilities provided by the model. The maximum rank among
these tokens is our estimation of the beam size. To make our estima-
tion more reliable, we can repeat this process for multiple arbitrary
sequences and pick the maximum value as our final estimation. In
Appendix A, we provide more detailed examples to further illustrate
this method.
Detecting combined decoding strategies: In the sampling-based
decoding algorithms, note that in some cases, the decoding algo-
rithm can be a combination of more than one decoding algorithm.
In particular, the following cases are common:

1) only temperature; 2) only top-k sampling; 3) only Nucleus
Sampling; 4) only random sampling; 5) both temperature and top-
k Sampling; 6) both temperature and Nucleus Sampling; 7) both
top-k and Nucleus Sampling; 8) all temperature, top-k, and Nucleus
Sampling.



CCS ’23, November 26-30, 2023, Copenhagen, Denmark

Table 2: This table presents some text examples generated by
the API using the greedy or beam search decoding approach
for consecutive time steps. The examples are generated us-
ing the initial prompt "Students opened their". It showcases
the difference in the generated text by these two decoding
approach.

Time Step  Generated Text Approach

t Students opened their doors Greedy Search
t+1 Students opened their doors to Greedy Search
t+2 Students opened their doors to the Greedy Search
t+3 Students opened their doors to the public Greedy Search
t+4 Students opened their doors to the public on Greedy Search
t+5 Students opened their doors to the public on Friday ~Greedy Search

t Students opened their doors Beam Search
t+1 Students opened their doors to Beam Search
t+2 Students opened their doors to the Beam Search
t+3 Students opened their doors to the public Beam Search
t+4 Students opened their doors for the first time Beam Search
t+5 Students opened their doors at 6 p.m Beam Search

In other words, we want to determine which combination of

decoding algorithms the API uses, and then determine the cor-
responding hyperparameter(s). In all cases, we send an arbitrary
sequence to the API multiple times. Then, we sort all tokens gen-
erated at time step ¢ in descending order based on the number of
times they are generated. We use this approach to approximate the
final probability distribution of the APL Our results in Section 5
show how many queries might be enough for each stage to have a
good approximation of the final probability distribution.
Stage 3: Does the API use temperature to decode? As the first
step towards detecting sampling-based decoding methods, we want
to see if the API uses a temperature 7 # 1 to decode or not. In the
next theorem, we attempt to find a formula for 7.

Theorem 1. Assume that the victim API uses random sam-
pling with temperature as its decoding algorithm. Suppose that
P1, P2, - p|v| are descending sorted inner probabilities of token
among all vocabularies provided by the API's model. Also, assume
that p1, py, ..., pl’ v are sorted approximated final probabilities gen-

In(£L)
erated by the APL Then we have r = —7—.
ln(;i_)

ProOF. Suppose that I3, I, ..., |y are sorted logits generated by
L
et
v L
j=1¢"

and then p] =

VI

j e

the APT’s model. So, we have p; = S eli

L
Set S = ZLzll eli. So, we have p; xS =e7 and p; X § = eli If we
divide both side of the recent two equations, we have

pi _¢ li-1; pi
—=—=e"=j-1j=In(— (5)
pj el T

Similarly, we have
p{ el?" -1 I —1; p(
S =7 > —L=In(5 ©)
Pj % ‘ Pj

If we substitute the equation (5), we have:
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pi

-l In(57)
= =T (7)
pj ln(f’_})

st

]

In the next theorem, we will demonstrate that even if the API

employs temperature and Nucleus Sampling simultaneously, the
In( 22
formula 7 = ‘;{ remains valid. Intuitively, this is because the
In(27)
Pj
normalization applied after implementing Nucleus Sampling is
canceled by the division of probabilities.

Theorem 2. Assume that the victim API uses Nucleus Sampling
with the hyperparameter p and temperature 7 as its decoding al-
gorithm. Suppose that p1, pa, ..., p|v| are descending sorted inner
probabilities of token among all vocabularies provided by the API’s

model. Also, assume that p{, p;, ""pIIPI are sorted approximated
pi
In(5%)

.
In(5%)
J

final probabilities generated by the APL Then we have 7 =

Proor. Suppose that Iy, I, ..., [|y| are sorted logits generated by
the API’s model. In this scenario, in the decoding step, the API first
apply the temperature 7, and then pick the minimum number of to-
kens whose probabilities sum exceeds p. Then it samples from this
set of tokens. Now, assume that p{’ , pé’, pl' (/‘ are sorted probabil-
ities after applying the temperature and before applying Nucleus

.

l: L
Sampling. In other words, we have p; = Zlg‘Lelj Py = |\i\r T and
j=1 et
Pi= % where |P| is the number of tokens selected by Nucleus

j=1P;
Sampling. Note that after applying Nucleus Sampling, the selected
probabilities will get scaled to sum up to 1. So we have:
L pi
" + li-1; L—1;, In(3%)
:p—l:e —e T =>T= IPC]:% (8)
(%) n(%h)

The last equation is achieved from the equation (5) in the last
theorem. O

RS

e

Similarly, we can demonstrate that if the API utilizes a combina-
tion of temperature and top-k sampling, the parameter 7 can still
be obtained using the same formula.

Theorem 3. Assume that the victim API uses top-k sampling
with the hyperparameter k and temperature 7 as its decoding al-
gorithm. Suppose that p1, pa, ... p|y| are descending sorted inner
probabilities of token among all vocabularies provided by the API’s
model. Also, assume that p{, pj, ..., p; are sorted approximated final

In( 5t

probabilities generated by the APL Then we have 7 = —7—.
In(5#)
Pj

Proor. In this scenario, in the decoding step, the API first ap-
plies the temperature 7, then selects the top k tokens with the
highest probabilities from the resulting distribution. It then rescales
the probabilities of these k selected tokens so that they sum to
1 and samples from this set of tokens. To clarify, suppose that
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Figure 2: This flowchart presents an overview of all stages of our attack algorithm.

I, ..., l|V| are sorted logits generated by the API's model, and
p’1,p"2,..,p”|V| are the probabilities resulting from applying
I

the temperature to the logits. That is, we have p; = —&-
3 j=1Vleli
ki
pi= L,, and p{ being the probabilities after applying top-
s j=Vlet

where k is the number

k sampling, which is obtained by 55 1 T

of tokens selected by top-k sampling. So we have:

I bi
ol by et -l _ ()
p_i:ﬁz Q':er =>T=ll p;]:I—Pz (9)
i ex n(p—}) n(p_})
o

Eventually, in the most complicated scenario, when the API uses
all three approaches, including temperature, top-k sampling and
Nucleus Sampling, at the same time, we can use the same formula
to estimate the temperature. In the following theorem, we will show
why this is correct.

Theorem 4 Assume that the API uses all three sampling meth-
ods, including temperature, top-k and Nucleus Sampling, together
as its decoding algorithm. Suppose that p1, pa, ..., p|y| are descend-
ing sorted inner probabilities of token among all vocabularies pro-
vided by the API's model. Also, assume that p{, pj, ..., p;. are sorted
approximated probabilities generated by the API. Then we have

Vg
In(#)

ProoF. In this scenario, the API employs a decoding algorithm

that involves multiple steps. First, it applies a temperature 7 to the

logits generated by its model. Next, it selects the first k tokens with
the highest probabilities, based on the probabilities obtained after

applying temperature. Then, it applies Nucleus Sampling, and picks
the minimum number of tokens whose probabilities sum exceeds a
threshold p. Finally, it samples from this set of tokens. Now, sup-
pose thatly, I, ..., || are sorted logits generated by the API's model,
py.py, .. p} are sorted probabilities after applying the tempera-
ture and before applying top-k sampling, and pi”, p}”, ..., pp’ are
sorted probabilities after applying the top-k sampling and before

applying Nucleus Sampling. More precisely, we have p; = Zlv‘l

i
eT ”nro_ Pz /
1 > Pi = 3% ”,andpi—

Z ///
j=1Pj j=1Pj

"

where k is the

7
py =
ZIV\

Jj= 1€

hyperparameter of top-k sampling and P is the number of tokens

whose probability sum exceeds p. Note that after applying top-k

and Nucleus Sampling, the selected probabilities are scaled to sum
l .

up to 1. If we set §” = Z‘lel e7,8" = Zl;:1 p;.’ and §""’ = Zf lp;”,

we have:

"

7 z L
pi_sm b s WS _er _ ol
P s AL
by Y g7 1 e er
Thus, we have:
_ In(&
_ l lJ _ (Pj)
T= =— (11)

In(5F ) ln(j,L;)

As we showed in theorems, in all cases, we can use the same
formula to estimate temperature. So, in the third step, we can see if



CCS ’23, November 26-30, 2023, Copenhagen, Denmark

the API uses temperature or not, and if so, we can find the hyper-
parameter too (if 7 & 1 then we can conclude the temperature is
not used in decoding algorrithm).

Stage 4: Is the decoding algorithm one of top-k or temper-
ature and top-k combined? In this step, we propose a simple
approach to determine whether the API uses top-k as the last compo-
nent of its decoding algorithm. This approach does not determine
whether top-k is used before Nucleus Sampling, if both are em-
ployed by the APL Our approach leverages the property of top-k
sampling that the API always selects the first k tokens with the high-
est probability. To clarify, suppose we regenerate the next token for
an arbitrary sequence multiple times. If we repeat this process from
scratch, we consistently obtain the same set of unique tokens. The
number of unique generated tokens is the hyperparameter k for this
decoding approach. Consequently, by utilizing the results obtained
from previous and current stages, we can determine whether the
decoding algorithm is top-k or temperature and top-k.

To be more specific, we begin with an arbitrary prompt and
regenerate the following token N times. If we repeat this process
with other arbitrary prompts and obtain the same number of unique
tokens, it suggests with a high probability that the API employs
top-k sampling as the last step of its decoding algorithm, either
top-k sampling or temperature and top-k sampling. The probability
that the API does not use top-k sampling and we obtain the same
number of unique tokens for some arbitrary sequences is very low.
We do a theoretical evaluation in Section 5 to show how probable
this happens.

Stage 5: Does the API use Nucleus Sampling as part of its
decoding algorithm? In this section, we will show if the API uses
Nucleus Sampling as part of its decoding algorithm or not and what
its hyperparameter is. In the following theorems, we attempt to
find a formula to estimate the Nucleus Sampling hyperparameter p.

Theorem 5. Assuming that the victim API employs Nucleus
Sampling with the hyperparameter p as its decoding algorithm, and
let p1, pa, ..., p|v| be the descending sorted inner probabilities of
tokens among all vocabularies provided by the API’s model. Also,
assume that p’1,p’2, ..., pllP\ are the sorted approximated probabili-

ties generated by the API. Then, the ratio %ﬁ serves as an estimation

for p. l

PrOOF. Suppose that p1, pa, ..., p|v| are sorted inner probabilities
generated by the API’s model at a specific time step. Also, assume
that p, py, ..., pl’ p| are sorted final probabilities generated by the
API after applying Nucleus Sampling as decoding algorithm. Hence,
we have:

,__p n
=S =200 (12
j=1FJ Jj=1 !

We propose that ZLZ'I pj serves as an acceptable approximation

for p. As per the definition of Nucleus Sampling, we select the min-
imum number of tokens such that the sum of their probabilities
exceeds p. Therefore, Zjill pj represents the sum of the probabil-
ities of these tokens. While it may be slightly different from the
actual value of p for some cases, it is still an acceptable estimation.
Even if we utilize Nucleus Sampling with our estimated value, the
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final probability distribution will remain unchanged. This claim is
further confirmed by our results in Section 5.
[m]

The above formula provides an estimation of p when the prob-
abilities before and after applying Nucleus Sampling are known.
Additionally, we can use the ratio % at stage 5 to determine whether
Nucleus Sampling is employed or not. To clarify, if % # 1,1t in-
dicates that neither top-k nor Nucleus Sampling is utilized in the
decoding algorithm. Once the type of sampling is determined, this
formula can be used to estimate p.

For instance, after determining that the API applies temperature

and Nucleus Sampling in combination, we first use equation (8) to
estimate the temperature, then apply this temperature and provide
a probability distribution of tokens p1, pa, ..., p|v|- After that, we
can use equation (12) to estimate the hyperparameter p.
Second approach for estimating p in Nucleus Sampling. In
this section, we propose an alternative approach for estimating the
value of p in Nucleus Sampling that is more straightforward. While
the first approach yields accurate estimates, it is highly dependent
on the probabilities of the victim model, and small changes in these
probabilities can lead to inaccurate estimates. To reduce the reliance
on these probabilities, we propose the following approach.

Suppose that p1, pa, ..., p|v| are the inner probabilities generated
by the API’s model, and p/, p5. ""pI/PI are the final probabilities

generated by the APL In this case, we can estimate p as 21.5‘1 pi-

While this approach may be less accurate than the first method, it
may be useful in situations where the exact inner probabilities are
not available.

Stage 6: Is top-k used before Nucleus Sampling? In the final
cases, we aim to investigate the potential solutions when the API
employs top-k sampling before Nucleus Sampling. In the previous
stage, we determined whether Nucleus Sampling is employed or
not. Suppose that top-k is utilized before Nucleus Sampling in the
decoding algorithm. In this scenario, if we apply formula (12) for
consecutive time steps, the value obtained from the formula will
vary. In other words, top-k truncates the probability distribution
prior to applying Nucleus Sampling. As different probability distri-
butions exist across different time steps, the resulting value from
the formula will vary. If temperature is also utilized (as determined
in stage 3), we can apply it first and then proceed to determine if
top-k is employed before Nucleus Sampling. It is important to note
that this case emerges as the most complicated one in our analysis
and, arguably, not very practical. A summary of our algorithm is
presented in Figure 2.

Estimating k and p when they are used together: In stage 6 of our
investigation, we determine whether the top-k sampling method
is applied prior to Nucleus Sampling. If this is indeed the case,
we propose a systematic approach for estimating the values of p
and k when top-k sampling and Nucleus Sampling are employed
concurrently as components of a decoding algorithm. Suppose
that py, pa, ... pv| and g1, g2, .. q|v| are descending sorted inner
probabilities of a token among all vocabularies provided by the
API’s model at time steps #; and tp respectively. Also, assume that
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PPy ooes pl' P and ¢/, g3, ..., q" p|are sorted approximated probabili-

ties generated by the API at these time steps. Set S](Cl) = Zle pjs
2 1 P 2 P

Sl(c ) = i1 i SI<7 ) = ZL':ll p}.’, and Slg ) = ZL.JI q}'. where

105, pl’c’ and q7,q5, ... q;c' are sorted probabilities after ap-

plying the top-k and before applying Nucleus Sampling. It is not so

- Di ’ i
hard to show that pi = W and qi = W
k °p k °p
Since p is fixed, we can assume that Sp is also fixed. Thus, it

can be canceled from the equations. Hence, we have plf = S‘Z—b and
2

q; = 5(;{_;) By dividing the both sides of the recent equations, we

have:

(1)
S _Pi @

s,(f) q;  pi

(13)

Since there are two unknown variables here (S ](cl) and S]EZ) ), we
set the value for one of them to estimate the other one. To accom-
plish this, we begin by considering different values of k, and then

calculate S](cl) at time step 1. Using the formula (13), we can com-
pute Sliz) for time step t2. Then, we can examine the corresponding

value of k, which leads to the sum Sl£2) in the probability distri-
bution of time step t;. We repeat this procedure until we find a k
such that the corresponding hyperparameter k’ resulting from the
second time step equals k. Next, we use the estimated k to provide
the new probability distribution resulting from top-k, and then
apply formula (12) to estimate p. Our experiments will demonstrate
the accuracy of the estimation resulting from this approach.

5 EVALUATIONS AND EXPERIMENTS

In this study, we conduct separate experiments on GPT-2, GPT-
3, and GPT-Neo models due to the extensive utilization of these
models across numerous APIs in various applications. For the ex-
periments on GPT-2 and GPT-Neo, we use the Huggingface® library,
which allows us to implement various combinations of decoding al-
gorithms. On the other hand, for the experiments on GPT-3, we use
the OpenAl AP, which only provides access to temperature and Nu-
cleus Sampling. While our proposed attacks are agnostic to the size
of the underlying LM, due to the large number of experiments and
computational constraints we primarily conduct our experiments
on the smaller versions of both models. Nevertheless, in Appendix
B, we conduct some representative experiments on larger GPT-2
(medium, large) and GPT-3 models (babbage and curie) to show gen-
eralization of our proposed attacks across model sizes. Furthermore,
we perform some experiments utilizing the GPT-Neo model. Also,
it should be noted that our experiments involve utilizing a custom
decoding algorithm in conjunction with GPT-2/3/Neo, rather than
directly attacking an actual deployment of these language models.

5.1 Evaluation Metrics

To determine the similarity in functionality between two LMs or
text generation-based APIs, we must compare the probability dis-
tributions generated by them at each time step. This is because

4https://huggingface.co
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similar decoding algorithms and corresponding hyperparameters
will result in similar truncated probability distributions. To evalu-
ate our estimation, we compare the probability distributions of the
victim API and the API that uses our estimation as the type and
corresponding hyperparameters. In this paper, we use two metrics
to achieve this goal: the Kolmogorov-Smirnov test [29] and the
Kullback-Leibler divergence (KL divergence) [25].

Kolmogorov-Smirnov Test: One such metric is the Kolmogorov-
Smirnov test (K-S test). The K-S test is a non-parametric statistical
test that is used to compare two discrete probability distributions.
The test evaluates the similarity between the two distributions by
comparing the cumulative distribution functions (CDFs) of the ob-
served and hypothesized distributions. The K-S test calculates the
maximum distance (referred to as the K-S statistic) between the
two CDFs and compares it to a critical value determined by the
sample size. If the calculated K-S statistic is larger than the critical
value, the null hypothesis that the two distributions are the same is
rejected. Results of the K-S test are typically reported as a p-value,
which represents the probability that the observed differences be-
tween the two distributions are due to chance. A small p-value
(typically less than 0.05) indicates that the observed differences
are statistically significant and that the two distributions are likely
different from each other.

KL Divergence: Another metric for comparing probability dis-
tributions is the KL divergence. KL divergence is a measure of the
difference between two probability distributions. It is defined as the
sum of the product of the probability of each event in one distribu-
tion with the natural logarithm of the ratio of the probability of that
event in the other distribution. KL divergence is a non-negative
value, and it is zero only if the two distributions are identical.

Given that the KL-divergence metric yields a single value, it
is necessary to determine what is a good KL-divergence score in
our specific context. To address this concern, we compare numer-
ous pairs of probability distributions generated by using the same
decoding type and hyperparameters. The average score for these
pairs is 0.0017 + 0.0007. This value can serve as a benchmark for
evaluation. However, it should be noted that KL-divergence scores
typically exceed 0.1 when different hyperparameters are used.

It is worth noting that MAUVE [36] is a recently proposed auto-
matic metric for evaluating language generators. In other words, it
measures the similarity of token distribution between two gener-
ated texts. However, like KL-divergence, it also produces a single
scalar value. Additionally, evaluating each pair of decoding algo-
rithms using MAUVE requires generating a large number of lengthy
sequences using each decoding algorithm, which is not feasible for
the number of experiments conducted in this study.

5.2 Evaluation of Each Stage on GPT-2

Since each stage of our attack uses a different algorithm, here we
evaluate the performance of each stage of our attack, described in
Section 4, one by one.

Stage 1: As theoretical evaluation for this stage, assume the API
uses a sampling-based method. The API rarely generates the same
sequence if we query the API many times. More precisely, suppose
we use the API to generate a sequence of length 50 each time. Also,
assume that p1, po, ..., pso are the probabilities that each tokens
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Table 3: Results of temperature estimation with different decoding combinations. The accuracy of the estimation is measured
using the K-S test p-value and KL divergence score, which indicate the similarity between the provided probability distributions
using the estimated hyperparameters and the actual hyperparameters.

Decoding Strategy Real Temperature Estimated Temperature p-value KL Divergence
Top-k (k = 30) & Temperature 0.85 0.8568 + 0.016 1.0 0.002 + 0.016
Top-k (k = 40) & Temperature 0.75 0.7569 + 0.016 1.0 0.007 + 0.011
Top-k (k = 60) & Temperature 0.65 0.6586 + 0.014 1.0 0.002 + 0.009
NS (p = 0.9) & Temperature 0.85 0.8575 £ 0.018 1.0 0.004 = 0.01
NS (p = 0.8) & Temperature 0.8 0.8080 + 0.014 1.0 0.008 + 0.01
NS (p = 0.85) & Temperature 0.75 0.7579 £ 0.017 1.0 0.007 = 0.016
Top-k (k = 40) & NS (p = 0.8) & Temperature 0.9 0.9096 + 0.017 0.996 0.001 = 0.0163
Top-k (k = 50) & NS (p = 0.8) & Temperature 0.85 0.8603 + 0.017 1.0 0.003 + 0.012
Top-k (k = 60) & NS (p = 0.8) & Temperature 0.80 0.8022 + 0.014 1.0 0.002 = 0.01

can be generated. Thus, if we send the same prompt as query N
times, the probability that API generates the same sequence is
pN x pN x .. x pIN. Even if we set p; = 0.99 and N = 20, this
probability will be around 4.31e — 5 which is very low. So, it always
predicts correctly.

Stage 2: In the second stage of our evaluation, we consider 1000
different APIs. Each API may randomly use either greedy search or
beam search as its decoding algorithm. Additionally, if the API uses
beam search, the beam size is chosen randomly from a range of
common values, specifically between 2 and 10. Our results show that
we can detect the type of decoding method used with 100% accuracy.
Furthermore, our experiments demonstrate that we can detect the
beam size with a high degree of accuracy, using only 40 arbitrary
prompts. While it is not straightforward to provide a theoretical
justification for the number of queries required to guarantee the
correct detection of the beam size, we provide examples in the
Appendix A that support our results.

Stage 3: In the third stage, we estimate the temperature for scenar-
ios where it is used as part of the decoding algorithm. We use the
inner and final probabilities generated by the API and apply the
formula (7) to estimate the temperature. To approximate the final
probabilities generated by the APL, we send an arbitrary prompt
to the API and generate the next token N times. By increasing N,
we can achieve a more accurate estimation. In our experiment, we
use the arbitrary sequence "Students opened their" as a prompt.
Figure 3 illustrates the number of queries required to achieve an
accurate estimation of temperature. Additionally, we consider dif-
ferent cases where temperature is used as part of the decoding
method and show that the same formula can be used to estimate
the temperature in all cases. To demonstrate this, we use various
arbitrary values of hyperparameters k and p for top-k and Nucleus
Sampling respectively (Table 3).

As shown in Figure 3, with only 1000 queries, we cannot get an
acceptable estimation. However, increasing the number of queries
makes the estimation more accurate. Even with 10000 queries, we
can estimate the temperature.

Stage 4: In the fourth stage, we aim to determine whether the de-
coding algorithm used by the API employs top-k sampling as its last
component, and if so, estimate the value of the hyperparameter k.
To do this, we select four arbitrary prompts and repeatedly generate
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Figure 3: Estimation error of the temperature 7 for different
numbers of queries. The graph illustrates that using 10000
queries may be sufficient to achieve an accurate estimation.

the next token N times, where N is chosen based on the expected
value of k. If the number of unique tokens generated across all
sequences is the same, it is likely that the API’s decoding algorithm
uses top-k sampling, and the number of unique tokens will serve
as our estimate for the value of k. We apply this algorithm to eight
different decoding strategies and for a range of values for k from
10 to 100. The results in Table 4 indicate the number of queries
used in our experiments to estimate k. It should be noted that these
values do not necessarily represent the minimum number of queries
required to obtain an accurate estimate of k.

Additionally, it is important to consider the number of queries
needed to ensure that all top-k tokens have been generated at
least once, including the least probable token among them. This
question can be viewed as a variant of the well-known problem
of determining the expected number of trials until success, where
success is defined as the generation of the least probable top-k
token. If the probability of success is p, the expected number of
trials until success is <. By using the inner probability distribution
provided by the API’s model, we can gain insight into the lower
bound for the number of queries needed. In practice, the attacker
may choose to send more queries than this lower bound to ensure
an accurate estimation.
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Figure 4: Estimation error of the hyperparameter p for dif-
ferent numbers of queries. The graph shows that even with
as few as 5000 queries, an accurate estimation of the hyper-
parameter p can be achieved.

As previously discussed in Section 3, this approach is ineffective
if there is at least one token among the top-k tokens that the API
will not generate. The probability of this occurrence is (1 — p)N,
where p is the probability of that token being generated by the
APT’s model. As an example, if p = 0.0001 for a token, and we
send queries N = 50000 times, we will have (1 — p)N = 6.7 x 1073,
To decrease the likelihood of this approach failing, we must either
increase N or p. Increasing N may be cost-prohibitive, so to increase
p, we can select prompts that result in a more flattened probability
distribution over the next token. We use Kurtosis as a metric to
evaluate the level of flattening in the probability distribution.

It is also important to note that when using temperature in
addition to top-k sampling, the probability of less likely tokens
being generated decreases. This means that more queries are needed
to ensure they will be generated in order to make an accurate
prediction for the hyperparameter k.

Stage 5: In order to evaluate this stage, we will only consider
scenarios that involve Nucleus Sampling and Nucleus Sampling
with temperature. As previously discussed in Section 3, it is not
possible to use Equation (12) to estimate the hyperparameter p
when the API also utilizes top-k sampling. This will be addressed in
the next stage. However, we can use Equation (12) to confirm that
Nucleus Sampling is being used (if p computed by Equation (12) does
not equal 1). We calculate Equation (12) for multiple tokens to obtain
a more reliable estimation, and then take the average. Figure 4
illustrates the estimation and the required number of queries, and
Table 5 presents the results for various decoding strategies.

Stage 6: In the last stage, we aim to figure out if top-k sampling
is used before Nucleus Sampling and then estimate p and k (if top-
k is used). To do so, as described in Section 3, we need the final
probability distributions in two different time steps. Hence, we use
two different prompts: "My school is close to the" and "Students
opened their". Then we apply the formula (13) to estimate k. After
finding k, then we can apply the formula (12) to estimate p. Results
shown in Table 6.

End-to-end Analysis of the Attack: We consider all these steps
as a single framework in the second part of our experiments. In
other words, we consider 100 different APIs randomly picks one of
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Table 4: This table displays the query count required for a
precise estimation of the hyperparameter k, which may be
slightly higher than the minimal necessary number.

Decoding Strategy Realk Number of Queries
Top-k 30 700
Top-k 40 1,000
Top-k 60 1,500
Top-k 80 4,000
Top-k 100 8,000
Top-k & Temperature (r = 0.8) 30 1,500
Top-k & Temperature (r = 0.8) 40 2,000
Top-k & Temperature (r = 0.8) 60 5,000
Top-k & Temperature (r = 0.8) 80 15,000
Top-k & Temperature (r = 0.8) 100 20,000

Table 5: Results of hyperparameter p estimation employing
strategies of Nucleus Sampling (NS) alone or combined with
temperature.

Decoding Strategy Realp  Estimated p p-value
NS 0.75 0.75 + 0.005 1.0
NS 0.90 0.899 + 0.005 1.0
NS 0.85 0.847 £ 0.005 0.99 +0.011
Temperature (r = 0.85) & NS 0.80  0.801 =+ 0.002 1.0
Temperature (r = 0.75) & NS 0.70  0.699 + 0.003  0.99 + 0.009
Temperature (r = 0.65) & NS 0.70  0.696 + 0.005 1.0

discussed decoding strategies scenario with random values as their
hyperparameters. Then, we apply our algorithm and see which
combination of decoding algorithms the API uses. The whole APT’s
decoding algorithms have been predicted correctly by our attack.

5.3 Experiments on GPT-3

Unlike HuggingFace, which offers a variety of options for utilizing
the GPT-2 model, OpenAI’s functionality is more limited. Specifi-
cally, the text completion function provided by OpenAl includes
options for controlling the diversity of the output, such as temper-
ature and top-p for Nucleus Sampling. However, it does not offer
features such as top-k or beam search. Given this constraint, we
decided to conduct experiments with GPT-3 in a separate section.
We also discovered that in the generation function, employing both
temperature and top-p results in only the temperature parameter
being applied. Therefore, it is generally recommended to set either
top-p or temperature to 1 when using one of these options.

Our experiments involving GPT-3 were executed in a manner
analogous to those conducted with GPT-2. OpenAl facilitates ac-
cess to the GPT-3 API via Python code, employing a public key
for querying purposes. This approach allows us to derive the final
probability distribution through multiple API queries. The GPT-3
API supplies the inner probability, which we then utilize in con-
junction with the formula proposed in our paper to estimate the
hyperparameters effectively.

In order to determine which decoding algorithm has been em-
ployed by the API, we must first identify whether temperature
or Nucleus Sampling is being used. To do this, we evaluate the
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Table 6: Hyperparameter estimation results for a combined
top-k and Nucleus Sampling (NS) decoding strategy, focusing
on the hyperparameters k and p.

Decoding Strategy Estimated k  Estimated p p-value
NS (p = 0.80) & Top-k (k = 30) 28 0.824 0.96 + 0.043
NS (p = 0.90) & Top-k (k = 30) 29 0.916 0.99 + 0.005
NS (p = 0.80) & Top-k (k = 40) 35 0.833 0.97 £ 0.023
NS (p = 0.90) & Top-k (k = 40) 38 0.909 0.99 + 0.004
NS (p = 0.80) & Top-k (k = 50) 49 0.806 0.99 + 0.004
NS (p = 0.90) & Top-k (k = 50) 48 0.909 0.99 + 0.01

temperature formula and check if it is equal to 1, which indicates
that temperature is not being utilized. In this case, either top-p is
being used or neither temperature nor top-p are being utilized. To
determine whether top-p is being used, we apply the formula for
top-p and check if Nucleus Sampling is being applied. Through this
process, we are able to detect the type of decoding algorithm as
well as its corresponding value.

In these experiments, we set the initial prompt as "My school is
close to" and generated the next two tokens 10000 times. We then
applied the corresponding formulas to both the original probability
distribution provided by the OpenAI API and the resulting distri-
bution obtained by querying the victim API In order to increase
the reliability of our results, we repeated these experiments 8 times
and present the results in the Table 7.

5.4 Experiments on GPT-Neo

As previously mentioned, GPT-Neo is a language model similar
to GPT-3 that is pre-trained on the Pile dataset. Developed by
EleutherAl the Pile is a large-scale, diverse, and high-quality dataset
designed for training language models. In this section, we conduct
several experiments using GPT-Neo 1.3B, which has 1.3 billion pa-
rameters. The experimental settings remain the same, with 10,000
queries sent each time, and the process is repeated four times to
obtain more consistent estimations. The results are presented in
Table 8 and 9.

These results effectively illustrate the close alignment of hyper-
parameter estimations across various scenarios for the GPT-Neo
model when employed by the API By analyzing these results, it
becomes apparent that our estimation methods for GPT-Neo yield
results that are on par with those of GPT-2 and GPT-3, thus con-
firming the validity and robustness of our approach in accurately
estimating the hyperparameters of the decoding algorithm for GPT-
Neo.

5.5 Attack Efficacy in an API with Prompt
Engineering

As previously discussed, the only knowledge the attacker requires
is the probabilities of the top two tokens generated by the APT’s
LM. There are multiple ways in which an attacker can acquire this
information, which are described in detail in Section 3.2. One option
is to use a model stealing approach to obtain the internal probability
distribution. However, since there have been no successful model-
stealing attacks proposed for text generation tasks, the attacker
may be motivated to employ our attack without direct access to the
probabilities. In this section, we will demonstrate how the attacker
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Table 7: Hyperparameter estimation in a GPT-3-based API
utilizing either Nucleus Sampling (NS) or temperature decod-
ing.

Decoding Strategy Real Value Estimated Value p-value
Temperature 0.6 0.596 + 0.005 1.0
Temperature 0.7 0.701 £ 0.004 1.0
Temperature 0.8 0.795 £ 0.006 1.0

NS 0.6 0.601 + 0.001 1.0
NS 0.8 0.801 + 0.007 1.0
NS 0.9 0.903 + 0.006 1.0

can do this when the API relies on prompt engineering rather than
fine-tuning.

GPT-2/3/Neo models can be applied in various applications
through direct usage, prompt engineering, or fine-tuning. Fine-
tuning these models for downstream tasks requires computational
resources and a private dataset. These limitations have motivated
the use of prompt engineering to generate desired text in many
text-based tools and applications. There are various platforms that
allow users to generate high-quality written content such as blog
posts, product descriptions, and other personalized content, such
as OpenAl playground, ChatGPT?, Articoolo®, and Perplexity AT’.

In these cases, the attacker can use long prompts to generate
probability distributions that are similar to those of the victim model.
Specifically, by querying the API with a long prompt, the attacker
can use the same prompt and the base model as a reference to
approximate the internal probability distribution. Our experiments
have shown that adding a prompt to the beginning of a long text
does not significantly change the probability distribution over the
next token. It is important to note that the long text must be in the
same context. For example, if the attacker is attempting to attack
a story generation API, using a long drama story and asking the
API to complete it as a drama story will result in a probability
distribution that is not vastly different. More detailed results are
provided in the Appendix C.

6 ANALYSIS OF THE COST OF THE ATTACK

In this section, we aim to provide an estimation of the costs associ-
ated with querying the API in order to execute our hyperparameter
stealing algorithm. Our primary motivation for this attack is that
hiring individuals for human evaluation to determine the best de-
coding algorithm and corresponding hyperparameters can be costly.
Therefore, stealing this information at a lower cost is desirable.
To analyze the cost of our algorithm, we consider the worst-
case scenario. In the worst case, if the API utilizes both top-k and
Nucleus Sampling as its decoding algorithm, as depicted in Figure 2,
all stages of our algorithm must be executed. To do so, we need to
send approximately 400, 000 queries to the APL Each query consists
of 5 tokens. As a result, we will have 2,000, 000 tokens in total.
Therefore, in the worst-case scenario, the cost of querying the API

Shttps://chat.openai.com
®http://articoolo.com
https://www.perplexity.ai
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Table 8: Results of hyperparameter estimation for GPT-Neo. This table presents the results of our estimation for the hyperpa-

rameters 7 and p when the API uses GPT-Neo 1.3B models.

Decoding Strategy ‘ Real Value Estimated Value p-value KL Divergence
‘ 0.7 0.7132 £+ 0.021 1.0 0.003 + 0.002
Temperature ‘ 0.8 0.8195 £ 0.035 0.99 +£ 0.008  0.002 + 0.011
‘ 0.9 0.9154 + 0.066 1.0 0.006 + 0.003
‘ 0.7 0.706 + 0.011 1.0 0.006 + 0.01
Nucleus Sampling ‘ 0.8 0.8056 £+ 0.016 0.97 £ 0.006  0.006 = 0.012
‘ 0.9 0.9104 £+ 0.017 1.0 0.009 + 0.002

Table 9: Temperature estimation for the GPT-Neo 1.3B model with various decoding combinations. The K-S test p-value and KL
divergence score assess the estimation accuracy by comparing the derived and actual hyperparameter distributions.

Decoding Strategy Real Temperature Estimated Temperature p-value KL Divergence
Top-k (k = 30) & Temperature 0.85 0.8659 + 0.033 1.0 0.001 + 0.001
Top-k (k = 40) & Temperature 0.75 0.7563 + 0.021 1.0 0.003 + 0.001
Top-k (k = 60) & Temperature 0.65 0.6561 + 0.015 1.0 0.001 + 0.001

NS (p = 0.9) & Temperature 0.85 0.8665 £ 0.037 1.0 0.004 = 0.01
NS (p = 0.8) & Temperature 0.8 0.8097 £ 0.025 0.992 0.008 = 0.013
NS (p = 0.85) & Temperature 0.75 0.7567 £ 0.019 1.0 0.007 = 0.016

with 2,000, 000 tokens would be (2, 000,000/1000 X x), where x is
the cost of querying the API with 1000 tokens.

As an example, OpenAl provides pricing information for different
versions of the GPT-3 API. GPT-3 has four versions, named Ada,
Babbage, Curie, and Davinci. The cost for these models are $0.0004,
$0.0005, $0.002, and $0.02 per 1000 tokens, respectively. Ada is the
fastest and cheapest version, while Davinci is the most powerful
and expensive one. Therefore, the cost for this API would be $0.8,
$1, $4, and $40 for the four versions respectively.

7 POTENTIAL COUNTERMEASURE

This paper demonstrates that LM-based APIs are vulnerable to hy-
perparameter stealing attacks, specifically, that the information in
the decoding section of LMs in open-ended text generation tasks can
be extracted. This highlights the need for APIs to develop defense
mechanisms against such attacks. These attacks are dependent on
the accuracy of the API’s final probability distribution. As a defense,
the API can introduce noise into this probability distribution by
randomly replacing generated tokens at certain time steps with a
probability of 0.1.

A similar approach, known as watermarking, was introduced
in [44]. By introducing this noise, the final probability distribution
is different from the original one, thus making it more difficult
for an attacker to extract the hyperparameters using the formula
proposed in the paper. This method is particularly effective for
sensitive hyperparameters such as temperature, as small changes
in temperature can lead to significant changes in the probability
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distribution. Table 10 shows that this method is able to effectively
defend against the attack.

It should be noted that any defense mechanism may hurt the
APT’s performance. To minimize this impact, the API can replace
the generated token with a random one among the most probable
tokens. This will disrupt the attacker’s ability to extract the hyper-
parameters while minimizing the effect on the API’s performance.

However, to demonstrate that our proposed defense does not
negatively impact performance, we select 150 samples from our
genre-based story generation dataset and provide 150 correspond-
ing prompts for the text completion task. We then employ both
the modified text generation system and the system without our
defense to complete these prompts. We utilize perplexity as a met-
ric to illustrate that the performance of our proposed defense is
not significantly affected. Table 10 presents the perplexity of the
generated text both with and without our proposed defense.

8 ETHICS DISCUSSIONS

Through the course of our experiments, we did not attempt to steal
the decoding algorithms of any real-world LM systems. Instead,
our experiments were all performed on our own LM systems.

Our work demonstrates the possibility of stealing IP information
from real-world LM systems. Note that our demonstrated attacks
do not target GPT-2/3/Neo, but instead third parties who use these
LMs in building their downstream tasks. Given the abundance of
such third parties, it will not be possible to contact these third
parties for responsible disclosure of this vulnerability. This paper
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Table 10: Results of hyperparameter estimation after applying proposed countermeasure. The table shows the p-values of
the new estimations, which confirm that the ruined estimations lead to a significantly different probability distribution.
Additionally, the table compares system perplexity before and after deployment, indicating a minor alteration.

Decoding Strategy =~ New Estimated Hyperparameter =~ p-value  Perplexity Without Defense Perplexity With Defense
Temperature (7 = 0.9) 1.0711 1.43e-93 36.659 + 1.883 36.748 + 1.827
Temperature (7 = 0.8) 0.9248 1.6312e-37 25.562 + 1.573 26.403 £ 1.079
Temperature (7 = 0.7) 0.7888 7.135e-08 17.971 + 1.213 19.664 + 1.042

NS (p =0.9) 0.9863 1.3e-15 26.418 + 1.164 28.646 + 1.204
NS (p = 0.8) 0.9040 2.9e-80 19.674 + 0.812 21.024 £ 0.772
NS (p =0.7) 0.7863 3.2e-60 16.239 + 0.842 17.1942 + 0.625

serves to disclose the threat of stealing decoding algorithms of LM-
based systems to the whole community. Additionally, we discussed
potential countermeasure for the API providers.

9 LIMITATIONS

As previously discussed, certain stages of our attack, such as detect-
ing greedy and beam search or identifying k in top-k sampling, do
not necessitate access to inner probabilities, and these stages can
be applied to any type of LMs. However, some stages do require
such information, resulting in a potential limitation: the reference
model used to obtain inner probabilities must be of the same type
as the targeted model, as different models exhibit distinct behaviors
on sequences. Most text generation APIs rely on a limited set of
models, such as GPT-2, GPT-3, or GPT-Neo. Despite their distinct
behaviors on identical sequences, it is possible to compare the out-
puts with texts generated by these models. It is important to note
that decoding algorithms do not alter the order of tokens based
on their probabilities; they only adjust the probabilities to assign
different weights to various tokens. Consequently, detecting the
base model employed by the API is not an overly challenging task.

10 RELATED WORKS: ATTACKS ON NLP

Like image applications, NLP models are vulnerable to any types
of attacks. Membership Inference Attacks (MIA) disclose if a data-
point was used to train the victim model [43]. Recent works have
shown how powerful these attacks are on NLP classification tasks [41].
Mahloujifar et al. [28] show that word embedding is also vulnerable
to MIA. Carlini et al. [6] investigate memorization in large LMs
that leads to data extraction attacks. Model inversion attacks [14]
reconstruct representative views of subset of examples.

The backdoor attack [18] is another emergent issue that threats
language models. In backdoor attacks, the adversary injects back-
door into language models during the training. Hence, the adversary
uses a trigger in a poisoned example to activate the backdoor to
make the model produces the output it wants, while the model has a
normal behavior for other benign examples. Recently, many works
have been done to investigate backdoor attack in language mod-
els [8, 52, 26, 42]. Besides these, two more relevant attacks to our
work are model stealing/imitation and hyperparameter stealing.

Model Stealing/Imitation/Extraction Attack. Model stealing
attacks, also called model extraction attacks or model imitation
attacks, have been widely explored in simple classification [45]
computer vision tasks [35], both theoretically [30] and empirically.
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Model extraction attacks seek to replicate the functionality of the
victim model, thereby facilitating further attacks against it. For
instance, the adversary can use the extracted model to construct
adversarial examples that make the model to have incorrect predic-
tions [20].

Many works [24, 20, 27] study model extraction attacks against
BERT-based APIs. Wallace et al. [48] investigate model stealing
attacks on machine translation by querying them in black-box
setting. Most of these works solve the problem for the tasks where
the output or response is more restricted or predictable, including
sentiment classification, machine translation, or extractive QA tasks.
Model extraction attacks has not been explored for open-ended text
generation that requires the output to be more diverse. This problem
is a potential research path as future works.

Hyperparameter Stealing Attack. Wang et al. [49] demon-
strate that various machine learning algorithms are vulnerable to
hyperparameter stealing attacks. Oh et al. [34] propose a meta-
model to infer some attributes of the Neural Network related to the
architecture and training process. In LMs, hyperparameters can be
classified into two groups: one comprising parameters universal to
many machine learning algorithms (e.g., batch size, regularization
term, k in KNN), and the other exclusive to NLP models. This pa-
per concentrates on decoding algorithms and their corresponding
hyperparameters. Stealing hyperparameters has not been studied
as much as other attacks.

11 CONCLUSION

In this paper, we presented the first decoding algorithm stealing
attack on LMs. The decoding algorithms used in open-ended text
generation are critical, and organizations are willing to invest sig-
nificant resources to find the best decoding strategies and corre-
sponding hyperparameters. This motivates adversaries to attempt
to steal this information. Our results showed that it is possible to
do so at a relatively low cost. We also proposed potential defense
against this mathematical attack. Additionally, we highlighted that
inferring certain information is possible even without direct access
to the probabilities provided by the APT’s LM. We hope that this
work brings attention to the vulnerabilities of decoding algorithms
in LM-based systems and encourages further research in this area.
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