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ABSTRACT

Version incompatibility issues are prevalent when reusing or repro-
ducing deep learning (DL) models and applications. Compared with
official API documentation, which is often incomplete or out-of-
date, Stack Overflow (SO) discussions possess a wealth of version
knowledge that has not been explored by previous approaches. To
bridge this gap, we present Decide, a web-based visualization of a
knowledge graph that contains 2,376 version knowledge extracted
from SO discussions. As an interactive tool, Decide allows users
to easily check whether two libraries are compatible and explore
compatibility knowledge of certain DL stack components with or
without the version specified. A video demonstrating the usage of
Decide is available at https://youtu.be/wqPxF2ZaZo0.
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1 INTRODUCTION

Deep learning (DL) has been widely applied in diverse domains,
such as computer vision [12], natural language processing [14], and
autonomous driving [8]. However, most DL applications are built
on a complex and heterogeneous DL stack [4], including libraries,
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runtime systems, drivers, operating systems, and hardware compo-
nents. The intricate dependencies among these components make
version issues hard to detect and resolve and a significant cause of
failed builds in DL projects [2].

Several techniques [3, 6, 9, 10, 13] have been proposed to detect
dependency issues. However, they primarily focus on detecting
dependency issues among Python packages, with limited consider-
ation for issues related to drivers, operating systems, and hardware
components [10]. Moreover, these techniques heavily rely on docu-
mented version constraints and dependencies specified in PyPI and
official API documentation [9], often overlooking undocumented
issues that developers encounter in practice. In contrast, Q&A plat-
forms such as Stack Overflow (SO) offer up-to-date and compre-
hensive information on dependency issues and their solutions in
real-world scenarios. This wealth of version knowledge has not
been explored by previous work.

In this paper, we present Decide, an interactive web tool that
visualizes a knowledge graph containing 2,376 version knowledge
extracted from SO discussions. Here, version knowledge refers to
(in)compatibility relationships between any two DL stack compo-
nents (e.g., Python 3.7 is compatible with TensorFlow 1.5.0).
These relationships are extracted from 355,000 SO posts that contain
version knowledge via UnifiedQA [5]. The extracted knowledge
was further consolidated into a knowledge graph among 48 popular
DL stack components in Decide. Our evaluation of 343 version
(in)compatibility relations shows relations in the knowledge graph
are highly accurate (83.7% of the sampled relations are correct).

Specifically, Decide provides three major functionalities:

(1) Visualization. Decide visualizes a knowledge graph with
(in)compatibility relations between DL components.

(2) Search Features. Decide utilizes the function calling abil-
ity of GPT-4 to parse natural language search queries of
the users, enabling smooth access to any components or
relations.

(3) Citations. Decide cites source SO posts, allowing users to
validate the extracted knowledge.

In our technical paper [15], we showed this knowledge graph
can be used to effectively detect version issues in DL projects. For
experiment results, the code of Decide, and more information on
our technical paper, please check https://github.com/LexieZhou/
Decide.
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Figure 1: An overview of the knowledge graph construction and incompatibility detection process

Context: tensorflow 1.13 doesn’t work with cuda 10.1
because of the following: “ImportError: libcublas.so.10.0:
cannot open shared object file: No such file or directory”.
tensorflow is looking for libcublas.so.10.0 whereas
cuda provides libcublas.so.10.1.0.105.
Question: Does tensorflow 1.13 work with cuda 10.1?
Answer from UnifiedQA: No.

Figure 2: QA examples for version compatibility inference

Table 1: Version matching patterns

Regex Pattern Matched Examples
v{0,1}\d+(\.d+){1,2} 3.7, 2.4.3, v2.3, v1.13.5
v{0,1}\d+(\.\d+){0,1}(\.x){0,1} 3.x, 1.3.x, v1.x, v2.2.x
(COMPONENT)(-| |_)v{0,1}\d+ python v3, cuda-8, Windows 64

2 KNOWLEDGE GRAPH CONSTRUCTION

This section presents how Decide extracts version compatibility
knowledge from SO posts to build a knowledge graph. Figure 1
provides an overview of the approach. Please refer to our technical
paper [15] for more details.

2.1 Data Collection and Filtering

We downloaded the Stack Exchange Data Dump [1] with 53 million
Stack Overflow posts from July 31, 2008 to September 5, 2021. We
manually analyzed 798 popular SO tags to identify 46 DL-related
tags. 1 We filtered the SO posts to only retain posts tagged with
at least one of these tags. 4.9M posts remained after this step. Fur-
ther refinement using 22 linguistic patterns summarized from 150
posts with version incompatibility knowledge2 related to version
compatibility issues narrowed the selection to 549K posts. Finally,
we removed unaccepted answer posts to ensure the quality of our
dataset. After this step, 355K posts remain. A random sample of
384 posts (CI=95%) showed that 84.9% of them contain version
incompatibility knowledge.

2.2 DL Stack Component Recognition

Not all paragraphs in a version-related SO post mentioned version
compatibility information. We designed a filtering mechanism to
1The complete list of tags can be found at https://github.com/KKZ20/DECIDE/blob/
main/DECIDE/docs/SO_tags.json
2The complete list of linguistic patterns can be found in the supplementary material.

locate paragraphs containing version compatibility information to
improve knowledge extraction efficiency.Decide only selected para-
graphs that mention at least two different versioned components.
In the current implementation, Decide supports the recognition of
48 popular components3 across five DL stack layers. These compo-
nents were manually identified from all DL components appearing
in the 200 posts with the highest vote score (i.e., upvotes minus
downvotes). The authors also added synonyms or aliases for these
components to improve recognition accuracy.

Furthermore, we designed three regex patterns to identify ver-
sions mentioned in a paragraph, as shown in table 1. Finally, Decide
matches each component with the closest version in the dependency
tree of a sentence using a weighted stable matching algorithm [11].

2.3 Compatibility Inference via a Pre-trained

QA Model

Decide infers the compatibility relationship between components
based on the paragraph information. In this work, we propose a
novel approach to reframe the relationship classification task as
a Question-Answering (QA) task and use UnifiedQA [5] to infer
the compatibility between components. UnifiedQA is a large model
with 3 billion parameters pre-trained on eight datasets. It has been
demonstrated to understand deep semantics in natural language
and achieve state-of-the-art performance in multiple QA bench-
marks [5]. UnifiedQA takes two inputs—a question and a context
document from which the answer is extracted. Decide uses the
paragraph as a context document and asks UnifiedQA a yes-or-no
question to infer the compatibility between the two components.
Figure 2 illustrates a QA example from the real SO post—[Post
55028552]. Considering prompt design has a noticeable impact on
model performance [7], we experimented with eight question tem-
plates designed based on the 22 linguistic patterns identified in the
post-filtering procedure and found the best prompt4. If conflicts
exist among SO posts, Decide chooses the relationship supported
by the most posts.

To evaluate the accuracy, we randomly sampled 343 relations
from a total of 2,376. For each relation, two authors independently
verified whether the relation is true by searching online or perform-
ing experiments. Then, they compared their verification results
and resolved any disagreement. The Cohen’s Kappa score was 0.89.

3A complete list of 48 DL stack components can be found at https://github.com/KKZ20/
DECIDE/blob/main/DECIDE/docs/DL_Stack_Components.txt
4Both the prompts and our experiment results can be found at https://github.com/
KKZ20/DECIDE/blob/main/DECIDE/docs/DL_Stack_Components.txt
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After independent verification by two authors, 287 relations were
confirmed as correct, resulting in an overall accuracy of 83.7%.

3 KNOWLEDGE GRAPH VISUALIZATION

Decide is built with React.js for web application and Node.js
for server. Decide consists of four key components (Figure 3): (1)
the Compatibility Visualizer (A), (2) the Information Panel (B), (3)
the Search Bar (C), and (4) the Statistical Panel (D).

3.1 The Compatibility Visualizer

The Compatibility Visualizer (Figure 3 A) shows the knowledge
graph that visualizes 2,376 compatibility relationships between DL
components.

Knowledge Graph is defined as 𝐺 = ∐︀𝑁, 𝐿̃︀, where:

𝑁 = {𝑛𝑖 ⋃︀ 𝑖 ≥ 0,∀𝑛𝑖 ∈ {𝑙, 𝑟 ,𝑑, 𝑐,ℎ}}
𝐿 = {𝑙 𝑗 ⋃︀ 𝑗 ≥ 0,∀𝑙 𝑗 ∈ {𝑐𝑜𝑚𝑝, 𝑖𝑛𝑐𝑜𝑚𝑝}}

𝑁 is the set of nodes denoting DL components with their ver-
sion numbers. Decide supports the recognition of DL components
across five different DL stack layers [4]: (1) library layer (𝑙) that
contains the popular frameworks (e.g., PyTorch) and other libraries
(e.g., NumPy, SciPy), (2) runtime layer (𝑟 ) that contains the execu-
tion interpreters or virtual machines of programming languages
(e.g., JVM), (3) driver layer (𝑑) that includes hardware drivers and
accelerated SDKs (e.g., CUDA, cuDNN), (4) OS/container layer(𝑐)
that includes the operating systems and other containers or virtual
environments (e.g., Anaconda, Docker), (5) hardware layer (ℎ) that
includes the hardware and chips (e.g., CPU, GPU).

𝐿 is the set of links representing the compatible (𝑐𝑜𝑚𝑝) or incom-
patible (𝑖𝑛𝑐𝑜𝑚𝑝) relationship between two components, denoted by
the symbols↔ ande respectively. For a pair of versioned compo-
nents, let #Compatible represent the number of posts that Decide
infers a compatible relationship between them, and #Incompatible
denote the number of posts that Decide infers an incompatible
relationship. We define the confidence score of the relationship
between two versioned components as follows: confidence score =
#Compatible−#Incompatible
#Compatible+#Incompatible . If the confidence score is a positive number,
it implies a compatible relationship. Otherwise, it implies an incom-
patible relationship. Relationships with a neutral confidence score
(confidence score = 0) are discarded.

Once we had acquired version knowledge from SO posts, we
restructured the version knowledge data into node data (𝑁 ) and
link data (𝐿) and utilized the JavaScript library D3.js 5to construct
the knowledge graph in the Compatibility Visualizer.

3.2 The Information Panel

The Information Panel (Figure 3 B) displays detailed information re-
garding theDL components themselves aswell as the (in)compatibility
relationships between them.

3.2.1 DL Library Statistics. We extracted all the statistics about
DL libraries from Libraries.io, a website that provides compre-
hensive library information. This retrieved information 6 includes

5Details about D3.js can be found at https://d3js.org/
6The retrieved stats data can be found at https://github.com/LexieZhou/Decide/blob/
main/stats/stats.json

details such as keywords, licenses, and dependencies. When a node
is clicked, Decide retrieves the corresponding component. If the
component is a DL library, Decide will display detailed information
using the extracted statistics.

3.2.2 Relationship Details. When a link is clicked, the information
panel will show details of the (in)compatibility relationship between
the two DL components. Upon clicking, Decide retrieves the link
data and displays their predicted (in)compatibility, the confidence
score, all the relevant SO posts, and votes of posts. Additionally, we
utilize the post IDs stored in the link data to associate the post title
and URL further. This allows users to obtain an overview of the
posts and access the original SO discussions for further exploration.

3.3 The Search Bar

The search bar (Figure 3 C) provides users three query options
to interact with the knowledge graph. When a query is received,
Decide applies filters to the node data and link data, resulting in a
smaller dataset that includes relevant nodes and links. The filtered
data is then used to generate a focused and concise knowledge
graph for exploration.

The first query option allows users to quickly check the compati-
bility between two different DL components using natural language
queries. For example, a user can inquire, “Does Python 3.6.8 work
with Ubuntu 16.04.6?”. To facilitate this process, Decide employs
the function calling ability of GPT-4 or regular expression pattern
matching (Table 1) to identify the two versioned components. De-
cide then filters the node data and link data. Subsequently, the
knowledge graph shows only the mentioned components and their
(in)compatibility relationships.

Second, users can search for a versioned DL component to see
all the associated version knowledge. Using keyword matching,
Decide identifies the versioned component in the search query.
Subsequently, Decide searches through the available node data to
gather all possible versioned nodes matching the search criteria,
which are then presented in the search results, allowing users to
select. Once users confirm their search selection, Decide further
filters the knowledge graph to include the selected component,
its connected DL components, and their respective (in)compatible
relationships. By doing so, Decide provides users with a compre-
hensive view of the version knowledge surrounding the chosen
component. For example, searching for Python 3.5 will display
Python 3.5 and its related (in)compatible DL components.

Third, users can search for a DL stack component without a
specified version. Decide will show all versions of that compo-
nent and their version knowledge. Similarly, Decide uses keyword
matching to identify the mentioned component and further queries
the knowledge graph.

3.4 The Statistical Panel

To provide easy access, Decide also includes the Statistical Panel
(Figure 3 D), which displays the five most popular components with
common version issues from each DL stack layer. We calculated the
number of version knowledge for each component and identified
the top five most discussed components in each DL stack layer.
Since version issues about these components are very common, we
create shortcuts for these components in the statistical panel.
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Figure 3: Decide, an interactive knowledge-based tool for detecting and identifying version (in)compatibility in deep learning

stacks. (A) The Compatibility Visualizer. (B) The Information Panel. (C) The Search Bar. (D) The Statistical Panel.

Table 2: Accuracy of version incompatibility detection

Precision Recall F1 Score

Watchman [10] 16.7% 5.9% 8.7%

PyEGo [13] 33.3% 29.4% 31.2%

Decide 91.7% 64.7% 75.9%

4 EVALUATION

Our technical research paper [15] shows Decide can be used to
detect version issues in real DL projects by creating a benchmark
consisting of 10 popular projects from GitHub. We first searched
for DL projects on GitHub with at least 100 stars and a require-
ments.txt file. We manually reproduced them on our local machine
until we found ten projects with at least one version issue on our
local machine. 7 For each experiment, we manually resolved the
incompatibility issue. Among the total 17 issues, 4 issues involved
components at the same layer, while 13 issues involved components
between different DL stack layers.

We compared Decide against two state-of-the-art approaches,
PyEGo [13] and Watchman [10]. Table 2 shows the precison, recall,
and F1 score of Decide, Watchman, and PyEGo. Overall, Decide
achieves 91.7% precision and 64.7% recall, significantly outperform-
ing Watchman and PyEgo. The comparison method detail can be
found in our technical paper [15].

7The 10 benchmark project statistics can be found at https://github.com/LexieZhou/
Decide/blob/main/stats/RQ1/project_statistics.md

5 DISCUSSION

Threats to validity. The DL component recognition algorithm
employed in our research introduces potential identification errors
into our dataset. Additionally, the performance of Decide is de-
pendent on the accuracy and limitations of UnifiedQA. Another
potential threat arises from the relatively small benchmark that we
used to evaluate Decide. Due to the large volume of SO posts, it
was not feasible to manually validate each post for accuracy. In-
stead, we inspected random samples, which may lead to imprecise
estimations.
Limitations. Decide only extracted knowledge from a limited
scope from SO, which may limit its effectiveness to only those
scenarios and incompatibilities discussed on SO without adapt-
ing to new updates. Also, the current version of Decide focuses
only on version issues of 48 Python-based DL components. Future
research endeavors can expand the knowledge graph by incorpo-
rating knowledge from other online documents or apply it to other
tasks by adding more diverse SO posts.

6 CONCLUSION

Deep learning has found applications in diverse domains, but ver-
sion incompatibility issues often lead to build failures in DL projects.
In this paper, we introduced Decide, an interactive web-based visu-
alization of a knowledge graph containing 2,376 version knowledge
extracted from Stack Overflow discussions. Decide empowers users
to confidently reuse or deploy deep learning projects on their local
machines, minimizing the likelihood of version-related failures.
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