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The imbalanced I/O load on large parallel file systems affects the parallel I/O performance of high-
performance computing (HPC) applications. One of the main reasons for I/O imbalances is the lack of a
global view of system-wide resource consumption. While approaches to address the problem already exist,
the diversity of HPC workloads combined with different file striping patterns prevents widespread adoption
of these approaches. In addition, load-balancing techniques should be transparent to client applications. To
address these issues, we propose Tarazu, an end-to-end control plane where clients transparently and adap-
tively write to a set of selected I/O servers to achieve balanced data placement. Our control plane leverages
real-time load statistics for global data placement on distributed storage servers, while our design model
employs trace-based optimization techniques to minimize latency for I/O load requests between clients and
servers and to handle multiple striping patterns in files. We evaluate our proposed system on an experimental
cluster for two common use cases: the synthetic I/O benchmark IOR and the scientific application I/O kernel
HACC-I/O. We also use a discrete-time simulator with real HPC application traces from emerging workloads
running on the Summit supercomputer to validate the effectiveness and scalability of Tarazu in large-scale
storage environments. The results show improvements in load balancing and read performance of up to 33%
and 43%, respectively, compared to the state-of-the-art.
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1 INTRODUCTION

Unbalanced load distribution and poor resource allocation schemes have been identified as ma-
jor contributors to performance penalties in many HPC storage systems, including Lustre [10],
one of the most widely used parallel file systems for scientific computing. Several recent works
address the load-balancing issue. Server-side approaches [18, 67] aim to allocate resources for all
concurrently running applications simultaneously. This includes the standard approach used in
Lustre’s request ordering system, the Network Resource Scheduler (NRS) [74]. Other tech-
niques attempt to minimize resource contention on a per-application basis, i.e., client-side ap-
proaches [58, 91]. While client-side and server-side approaches work well in isolation for some
applications, the diversity of HPC I/O workloads unfortunately leads to situations where both
isolated approaches lose performance.

Another commonly seen but neglected aspect when managing large-scale parallel file systems
with a diverse workload and different file I/O sizes is the use of poor file striping patterns [51].
In general, file striping enables parallel file /O and ideally provides a high application I/O
throughput [36]. However, often a much lower stripe count is used than recommended for large
files, resulting in a poor resource allocation scheme. This ultimately can lead to an imbalanced uti-
lization of storage components, or worst case, can cause some of the storage targets to completely
fill up. These suboptimal file layouts are not necessarily the result of conscious choices by the
users, but simply the result of inherited file layouts that are configured as the system-wide default.
These observations coupled with the constantly increasing size of HPC systems result in an
intensified I/O subsystem complexity and a decreased system reliability (i.e., mean time to failure).
Therefore, sub-optimal placement of file stripes can indirectly lead to lower I/O bandwidth. Load
imbalance on the storage servers and targets also has a direct effect on I/O bandwidth utilization,
as a higher load on a storage server can lead to I/O and network congestion for all the I/O
requests forwarded to that server. There have been client-side approaches (for example, Reference
[19]) to tackle jitter-free I/O, but there has been no work that tackles the end-to-end problem
including clients and storage servers to achieve better I/O bandwidth utilization. As a result, since
there is no “one-file-layout-for-all,” and a load-balanced set of servers and targets can lessen I/O
congestion issues, a configurable and smart load-balancing framework is needed that can adapt
to different file layouts, facilitate scientific code development for users, and make efficient use of
extreme-scale parallel I/O and storage resources.

Previous works such as iez [87] and AIOT [103] combine the application-centric strengths of
client-side approaches with the system-centric strengths of server-side approaches. For example,
iez provides an application-agnostic global view of all resources to the Metadata Server (MDS).
This includes the current statistics of Object Storage Servers (OSSs) and the set of Object Stor-
age Targets (OSTs) where data resides. It coordinates the I/O requests from all concurrently run-
ning applications simultaneously to optimize the I/O placement strategy on a per-client basis. How-
ever, iez and AIOT have two major drawbacks. First, the algorithm for predicting application I/O
request patterns run in a centralized fashion, which limits the scalability of load-balancing frame-
works. Second, both frameworks are not able to efficiently adapt load balancing to the different file
layout requirements of different file sizes when running different HPC workloads simultaneously.
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Our work focuses on three main areas. First, we introduce Tarazu, an end-to-end control plane,
which provides an intelligent and adaptive placement algorithm that is able to tune to varying file
layouts for different I/O request sizes of concurrently running applications, but also consider the
current load on the file system when placing the file data. By utilizing the Progressive File Layout
(PFL) [26, 51], arecent Lustre feature that offers significant new flexibility in optimizing file layouts
for various I/O patterns and sizes, Tarazu is able to adjust the file layout, depending on the I/O
size, by adapting the striping pattern as the file size increases. Tarazu combined with PFL enables
efficient utilization of the parallel storage resources for varying I/O sizes and workloads. Second,
we eliminate the major drawback of the centralized prediction algorithm that limits scalability by
moving the prediction model to the clients instead of the MDS and forwarding all predicted file
requests to the MDS for optimal file placement in a scalable manner. Third, we design, implement,
and validate a discrete-event simulator to enable scalability tests for large-scale parallel storage
systems and to verify the effectiveness of our proposed work.

In a nutshell, Tarazu collects real-time information from clients and servers about applications’
storage requirements, as well as the load on storage servers, and maps I/O requests to OSTs
and OSSs in a balanced manner to ensure efficient use of all storage system components. The
system considers per-client job requests in an adaptive per-client prediction model to synchronize
holistic job placement and resource allocation. Our data placement strategy supports two
widely used classes of file sharing modes, i.e., File-Per-Process (FPP) and Single-Shared-File
(SSF), for both PFL and non-PFL layouts. In addition, Tarazu supports popular I/O interfaces
such as POSIX I/O [88], MPI-IO [81], and HDF5 [25]. In summary, we make the following
contributions:

(1) We design and implement a prediction algorithm and placement library for the end-to-end
control plane Tarazu, which incorporates both server- and client-side functionality to opti-
mize the I/O placement and resource allocation. Tarazu is able to handle multiple file striping
patterns concurrently and in a scalable fashion.

(2) We evaluate the effectiveness of Tarazu on a cluster setup with two common use cases: the
synthetic I/O benchmark IOR [40] and the scientific application kernel HACC-I/O [28]. The
results show that Tarazu improves the load balance by up to 33% and read performance by
up to 43% compared to the default load balancing adopted in Lustre.

(3) We demonstrate the effectiveness and scalability of Tarazu on large-scale storage deploy-
ments by evaluating different Lustre setups with a discrete-time simulator based on the
Tarazu system design and use three real-world scientific HPC application traces collected
on the Summit supercomputer [41] to model our clients and a mixed system workload.

2 BACKGROUND

Recent work [5, 18, 66, 69, 71, 91] has shown that unbalanced I/O load in HPC systems can
lead to serious resource contention and degradation of overall I/O performance. The parallel I/O
system and the complex path of an application’s I/O request—consisting of myriad components
such as I/O libraries, network resources, and back-end memory—are inherently complex. Today’s
HPC implementations lack a centralized, system-wide I/O coordination and control mechanism
to address the overall problem of resource contention. As a result, existing parallel file and
storage systems can only optimize some parts of the I/O path, but not the entire end-to-end
path. In the following, we provide a brief overview of the Lustre file system and its file allocation
policies. Afterwards, we discuss the relation between parallel I/O and file requests. The section
concludes with a discussion about the progressive file layout and its benefits for emerging HPC
workloads.
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Fig. 1. Overview of the Lustre architecture.

2.1 Introduction to Lustre

We have implemented Tarazu atop Lustre, one of the most widely deployed parallel file systems
in the world’s top supercomputing systems [82]. For example, the world’s first exascale supercom-
puter Frontier relies on a center-wide Lustre file system named Orion to provide three storage
tiers: (1) a 480X NVMe flash drive metadata tier, (2) a 5,400x NVMe SSD performance tier with
11.5 PB of capacity, and (3) a 47,700X HDD capacity tier with 679 PB of capacity. Lustre is a file
system that scales to meet the requirements of applications running on a range of systems from
small-scale HPC environments up to the very largest supercomputers and has been created using
object-based storage building blocks to maximize scalability.

2.1.1 Lustre Architecture. Lustre is a scalable storage platform that is based on distributed
object-based storage. Figure 1 shows a high-level overview of the Lustre architecture and its key
building blocks. Lustre clients provide a POSIX-compliant interface between applications and the
storage servers. The application data is managed by two types of servers, Metadata Server (MDS)
and Object Storage Server (OSS). MDS manages all namespace operations and stores the names-
pace metadata on one or more storage targets called Metadata Targets (MDTs). The bulk storage
of contents of application data files is provided by OSSs. Each OSS typically manages between two
and eight Object Storage Targets (OSTs), although more are possible, and stores the data on one
or more OSTs. OSTs are stored on direct-attached storage. Each data file is typically striped across
multiple OSTs; the stripe count can be specified by the user. The distributed components are con-
nected via the high-speed data network protocol LNet [55], which supports different network tech-
nologies, such as Ethernet and InfiniBand [72]. LNet is designed to support full RDMA throughput
and zero copy communications when supported by the underlying network technology.

One of Lustre’s key performance features is file striping using RAID 0, which is the process of
dividing a body of data into blocks and spreading the data blocks across multiple storage devices
in a redundant array of independent disks group. Striping allows segments or chunks of data in a
file to be stored on different OSTs, as shown in Figure 2. The RAID 0 pattern stripes the data across
a certain number of objects. The number of objects in a single file is called the stripe count. Each
object contains chunks of data from the file, and chunks are written to the file in a circular round-
robin manner. When the chunk of data being written to a particular object exceeds the configured
stripe size, the next chunk of data in the file is stored on the next object. In Figure 2, the stripe size
for file C is larger than the stripe size for file A, so more data can be stored in a single stripe for
file C. File striping offers two main benefits:

(1) The ability to store large files by placing chunks of a file on multiple OSTs, i.e., a file’s size is

not limited to the space available on a single OST.

(2) An increase in bandwidth, because multiple processes can simultaneously access the same

file, i.e., a file’s I/O bandwidth is not limited to a single OST.

2.1.2 Managing Free Spaces. To provide optimized I/O performance, the MDT assigns file
stripes to OSTs based on location (which OSS) and size considerations (free space) to optimize
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Fig. 2. Example file striping on a Lustre file system.
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Fig. 3. Lustre provides two stripe allocation methods for managing free spaces: round-robin and weighted.
By default, the allocation method is determined by the amount of free-space imbalance on the OSTs.

file system performance. Less-used OSTs are preferentially selected for stripes, and stripes are
preferentially spread out between OSSs to better utilize network bandwidth. The default OST load-
balancing approach uses Lustre’s standard allocation (LSA) policy to distribute I/O load over
OSTs. Lustre comes with two stripe allocation methods: the round-robin and the weighted alloca-
tor. Depending on the free-space imbalance on the OSTs, Lustre transparently switches between
the faster round-robin allocator, which maximizes network balancing, and the weighted allocator,
which fills less-used OSTs faster by using a weighted random algorithm.

The round-robin allocator alternates stripes between OSTs on different OSSs, so the OST used
for stripe 0 of each file is evenly distributed among OSTs, regardless of the stripe count, as depicted
in Figure 3(a). Note that the list of OSTs for a file is not necessarily sequential with regards to the
OST index. In contrast, the weighted allocator uses a weighted random mechanism to select OSTs.
OSTs that are the least full have a higher probability of being allocated (in an attempt to bring the
storage system back into balance), but there is still some chance that full OSTs could be selected.
The target window, as shown in Figure 3(b), specifies the allowed free-space imbalance and defines
when to switch between the two strategies. Let us assume that max is the maximum amount of
free space on any OST in the file system, min is the minimum amount of free space on any OST,
and Window defines the quality of service threshold of allowed free-space balance:

Window
—_ %

(max — min) < max. (1)

If Equation (1) is true, then the OSTs are considered balanced and the round-robin allocator
is used. This means that all the OST usages are within a small window of each other (which by
default is set in between 17% and 20%). The weighted allocator is used when any two OSTs are
imbalanced.

2.2 Introduction to Parallel I/O and File Requests

In the context of HPC systems, parallel I/O [9, 73] describes the ability to perform multiple input
and output operations at the same time, for instance, simultaneous outputs to storage and display
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Fig. 4. Overview of file-sharing strategies [55].

devices. Itis a fundamental feature of large-scale HPC environments. Parallel file systems distribute
the workload over multiple I/O paths and components to satisfy the I/O requirements in terms of
performance, capacity, and scalability. Scientific I/O is performed by large-scale applications from
different scientific domains. HPC applications frequently issue I/O operations to access (i.e., read
or write) TBs of data; some applications produce a few hundred TBs or even PBs of data. Typically,
domain scientists think about their data in terms of their science problems, e.g., molecules, atoms,
grid cells, and particles. Ultimately, physical disks store bytes of data, which makes such workloads
difficult to handle for the storage system. Most HPC storage systems employ a parallel file system
such as Lustre or GPFS to hide the complex nature of the underlying storage infrastructure, e.g.,
solid state drives (SSDs), spinning disks, and RAID arrays, and provide a single address space
for reading and writing to files. The I/O behavior of an application depends on multiple factors
such as type of I/O operation (i.e., read or write), file-sharing strategy (single-shared-file versus
file-per-process), I/O intensity, and current system load when the application is executed.

There are three common file-sharing strategies used by applications to interact with the parallel
file system, which are described in the following: In Single Writer I/O, also known as sequential
I/O, one process aggregates data from all other processes and then performs I/O operations to one
or more files. The ratio of writers to running processes is 1 to N, as depicted in Figure 4(a). This
pattern is very simple and can provide a good performance for very small I/O sizes but does not
scale for large-scale application runs, since it is limited by a single I/O process. In File-Per-Process
I/O, each process performs I/O operations on individual files, as shown in Figure 4(b). If an
application runs with N processes, then N or more files are created and accessed (N:M ratio with
N < M). Up to a certain point, this pattern can perform very well, but is limited by each individual
process that performs I/O. It is the simplest implementation of parallel I/O enabling the possibility
to take advantage of an underlying parallel file system. However, it can quickly accumulate many
files. Parallel file systems often perform well with this strategy up to several thousands of files, but
synchronizing metadata for a large collection of files introduces a potential bottleneck. Also, an in-
creasing number of simultaneous disk accesses creates contention on file system resources. Finally,
the Single-Shared-File pattern allows many processes to share a common file handle but write to
exclusive regions of a file. Figures 4(c) and 4(d) show the independent and collective buffering vari-
ants of this strategy. In the independent variant, all processes of an application write to the same
file, while in the collective buffering variant, the performance of shared file access is improved by
offloading some of the coordination work from the file system to the application. The data layout
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Fig. 6. An example PFL file layout with four non-overlapping extents.

within the file is very important to reduce concurrent accesses to the same region. Contesting pro-
cesses can introduce a significant overhead, since the file system uses a lock manager to serialize
the access and guarantee file consistency. The advantage of the single shared file I/O pattern lies
in the data management and portability, e.g., when using a high-level I/O library such as HDF5.

Ultimately, I/O operations are translated into file requests accessing the parallel shared file sys-
tem. Figure 5 uses Lustre as an example to show how an I/O operation is turned into a file request
by the Lustre client running on a compute node. First, the Lustre client sends a remote procedure
call (RPC) to the MDS via the logical metadata volume (LMV) and metadata client (MDC) to
request a file lock (1). This can either be a read lock with look-up intent or a write lock with create
intent. When the MDS has processed the request, it returns a file lock and all available metadata
and file layout attributes to the Lustre client (2). If the file does not exist yet (i.e., file create request
is performed), then the MDS will also allocate OST objects via the logical object volume (LOV)
and object storage client (OSC) for the file based on the requested striping layout and current al-
locator policy when the file is opened for the first time. With the help of the file layout information,
the client is able to access the file directly on the OSTs (3).

2.3 Progressive File Layout and Emerging Hybrid HPC Workloads

Striping enables users to obtain a high parallel I/O performance [36]. Files are divided into stripes,
which are stored across multiple OSTs. This mechanism enables parallel read and write accesses to
files and therefore parallel I/O. The Progressive File Layout (PFL) [51] is a recent Lustre feature
where a file can have different striping patterns for different regions of the file to balance the space
and bandwidth usage against the stripe count. Using PFL, a file can have several non-overlapping
extents, with each extent having different striping parameters. This can provide lower overhead for
small files that require only a single stripe, higher bandwidth for larger files, and wide distribution
of storage usage for a very large file.

An example PFL configuration with four sub-layouts is shown in Figure 6. The first extent has
a single stripe up to 128 MB, the second extent will have three stripes up to 512 MB, the third
extent will have eight stripes, and the last component goes to the end of file and will have up to 16
stripes. The PFL feature is implemented using composite file layouts. The number of sub-layouts
in each file and the number of stripes in each sub-layout can be specified either as a system-wide
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default or by the user using the 1fs setstripe command. For the configuration of PFL, the Lustre
operations manual [61] recommends to keep a linear balance between the total number of stripes
and the expected file size. Also, the layout should stop growing when the total number of stripes
equals or exceeds the number of available OSTs.

HPC applications are evolving to include not only traditional scale-up modeling and simulation
bulk-synchronous workloads but also scale-out workloads [57] such as advanced data analytics
and machine learning [97, 100], deep learning [14], and data-intensive workflows [16, 17, 24]—
challenging the long- and widely held belief that HPC workloads are write-intensive, as shown by
arecent I/O behavior analysis [65]. In contrast to the traditional well-structured HPC I/O patterns
(for example, checkpoint/restart, multi-dimensional I/O access), emerging workflows will often
utilize non-sequential, metadata-intensive, and small-transaction reads and writes, and invoke file
read requests to the HPC parallel file systems [24]. PFL has been designed to cope with the chang-
ing landscape of I/O workloads so applications observe a reasonable performance for a variety of
file I/O patterns without the need to explicitly understand the underlying I/O model.

3 RELATED WORK

In this work, we seek to design an end-to-end I/O load-balancing control plane for large-scale
parallel file systems. Therefore, two research areas are of particular interest for this work: end-to-
end I/O monitoring and resource load balancing.

3.1 End-to-end I/O Monitoring

Existing work in end-to-end I/O monitoring has focused mainly on I/O tracing and profiling tools,
which can be divided into two main categories: application-oriented tools and back-end-oriented
tools. Recent research work also focuses on the end-to-end I/O path analysis, thus introducing
end-to-end I/O monitoring tools as a third category.

Application-oriented tools focus on collecting detailed information about particular application
runs to tune applications for increased scientific productivity or to gain insight into trends in large-
scale computing systems. These tools include, for example, Darshan [12], IPM [85], and RIOT [94],
all of which are designed to capture an accurate picture of application I/O behavior, including
key characteristics such as access patterns within files, in the context of the parallel I/O stack on
compute nodes with a minimal overhead. Patel et al. [64], for example, used Darshan to perform
an in-depth characterization of access, reuse, and sharing characteristics of I/O-intensive files. Wu
et al. introduced a scalable tracing and replay methodology for MPI and I/O event tracing called
ScalaTrace [53, 95, 96]. Another popular tool is Recorder [49], a multi-level I/O tracing tool that
captures HDF5, MPI-1/O, and POSIX I/O calls, which requires no modification or recompilation of
the application. It has been extended to also support tracing of most metadata POSIX calls [89].

Back-end-oriented tools focus on collecting I/O performance data on the system-level in the
form of summary statistics. Example tools include LIOProf [99], LustreDU [45, 62], and LMT [27].
Apollo [75] is a real-time storage resource monitoring tool, which relies on publisher-subscriber
semantics for low latency and low overhead. Its target is to provide a current view of the system
to aid middleware services in making more optimal decisions. Finally, Paul et al. [66] analyzed
application-agnostic file system statistics gathered on compute nodes as well as metadata and
object storage file system servers.

Finally, end-to-end I/O monitoring tools try to provide holistic insight from an application and
system perspective, including factors such as the network, I/O, resource allocation, and system
software stack. An initial attempt was to utilize static instrumentation to trace parallel I/O calls.
For example, SIOX [93] and IOPin [35] extended the application-level I/O instrumentation intro-
duced by Darshan to other system levels to characterize I/O workloads across the parallel I/O stack.
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However, their overhead impedes their use in large-scale HPC production environments [78].
In recent years, end-to-end frameworks have become increasingly popular. TOKIO [39], for
example, relies on the combination of front-end tools (Darshan, Recorder) and back-end tools
(LMT). UMAMI [48] combines on-demand, modular synthesis of I/O characterization data into
a unified monitoring and metrics interface, which provides cross-layer I/O performance analysis
and visualization. GUIDE [86], however, is a framework used to collect, federate, and analyze
center-wide and multi-source log data from the Oak Ridge Leadership Computing Facility
(OLCEF). Finally, the MAWA-HPC (Modular and Automated Workload Analysis for HPC
Systems) [108, 109] project aims to develop a generic workflow and tooling suite that can be
transparently applied to applications and workloads from different science domains. Through its
modular design, the workflow is able to support various community tools, which increases its
compatibility with different applications. Similar to UMAMI, MAWA-HPC provides cross-layer
performance analysis and visualization. Beacon [101, 102] complements previous work by provid-
ing a real-time end-to-end I/O monitoring framework. It can be used to analyze performance and
resource utilization, but also for automatic anomaly detection and continuous per-application I/O
pattern profiling. Beacon is currently deployed on the TaihuLight system.

When designing an end-to-end I/O control plane, key aspects such as low latency, low overhead,
and an application-agnostic global view of resources play an important role in the overall system
design. Therefore, this work combines different approaches from the discussed related works to
provide transparent coordination of I/O requests and intelligent and adaptive placement of file
I/O. For example, Tarazu relies on the mechanisms of the lightweight tracing tool Recorder and
employs publisher-subscriber semantics to collect application-agnostic file system statistics.

3.2 Resource Load Balancing

Given typical non-uniform data allocation patterns across storage resources, the striping of appli-
cation data across multiple OSTs often leads to load imbalance. The main limitation is that LSA
only aims to balance the load on OSTs, without any consideration about other components, such
as MDS and OSSs. Previous work on HPC I/O behavior [55, 67, 87] has shown that LSA can take a
long time to balance a system, since it is unable to capture the complex behavior of modern HPC
applications. Consequently, the default policy falls short of providing the desired I/O balanced
storage system.

Load balancing and resource contention mitigation in large-scale parallel file system deploy-
ments are extensively studied research topics [4]. One approach is to address the problem from
the client-side on a per-application basis [56, 58, 91]. For example, the I/O calls can be intercepted
on the client-side during runtime and the OST assignments can be managed accordingly to mit-
igate resource contention [29, 44, 83, 107]. One example is TAPP-I/O [58], which transparently
intercepts metadata operations, supports both statically and dynamically linked applications, and
provides a heuristic-based placement strategy for FPP and SSF. However, the main limitation of
these approaches is that they do not consider the requirements of other applications running con-
currently on the system due to lack of a global system view and therefore only tune the I/O of
individual applications.

Another approach is to have a global view of storage servers and server-side statistics and con-
sider the load balance and job interference across all applications instead of a per-job basis. Here,
the load-balancing problem is handled from the server-side perspective [18, 67, 80, 105]. The main
limitations of such approaches are that they require the modification of application source code
and do not consider different file I/O (SSF or FPP) and striping layouts.

Recent work [2, 6-8] has introduced auto-tuning approaches for specific high-level I/O libraries
such as MPI-IO and HDFS5 to learn and predict the I/O behavior of HPC applications to improve
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the parallel read and write performance. Another alternative is presented by the Optimal Over-
loaded IO Protection System (OOOPS) [32], which detects and throttles I/O-intensive workloads
to reduce excessive pressure on the metadata servers and service nodes. Ji et al. [33] introduced an
application-adaptive dynamic forwarding resource allocation (DFRA), which, based on moni-
toring data from the real-time I/O monitoring system Beacon [101], determines whether an appli-
cation should be granted more forwarding resources or given dedicated forwarding nodes. Hence,
DFRA attempts to mitigate the load imbalance at the forwarding layer and can be considered com-
plementary to this work. In 2022, Yang et al. [103] presented an end-to-end and adaptive I/O
optimization tool (AIOT), which is also based on the Beacon framework. AIOT tunes system
parameters across multiple layers of the storage system by using the automated identified applica-
tion I/O behaviors and the instant status of the workload of storage system. The main drawback
of AIOT is its centralized design for predicting and tuning I/O behavior.

The aforementioned approaches improve the parallel I/O performance for individual applica-
tions by effectively reducing the resource contention and improving the load balance but fail to
exploit the opportunity of an interference-aware, end-to-end I/O path optimization. They also
fail to achieve effective resource utilization (e.g., bandwidth) and performance improvements by
adapting the load balance to different I/O sizes. In contrast, Tarazu provides an end-to-end load-
balancing solution for concurrent applications for both PFL and non-PFL layouts, which globally
coordinates between clients and servers of parallel file systems in a scalable and decentralized
manner.

4 MOTIVATION: LOAD IMBALANCE IN DEFAULT LUSTRE SETUPS

In the following, we use two well-known HPC benchmarks to highlight the load imbalance in a
default Lustre deployment and to motivate the need for a framework such as Tarazu.

4.1 Use Cases and Benchmarks

The Hardware Accelerated Cosmology Code (HACC) [28] application uses N-body techniques
to simulate the formation of structure in collision-less fluids under the influence of gravity in
an expanding universe. HACC-I/O mimics the I/O patterns and evaluates the performance of the
HACC simulation code. It can be used with the MPI-I/O and POSIX I/O interfaces and differentiates
between FPP and SSF file-sharing modes.

The InterleavedOrRandom (IOR) [40] benchmark provides a flexible way to measure the
parallel file system’s I/O performance under different read/write sizes, concurrencies, file formats,
and file layout strategies. It measures the performance for different configurations including
I/O interfaces ranging from traditional POSIX I/O to advanced parallel I/O interfaces like
MPI-IO and differentiates parallel I/O strategies between file-per-process and single-shared-file
approaches.

4.2 Observed Load Imbalance

To highlight the load imbalance in a default Lustre setup, we use Lustre’s standard allocation
(LSA) strategy to distribute the I/O load on the OSTs. We deployed a testbed consisting of a 10-node
cluster, with 1 MDS, 7 OSSs, and 2 Clients. Each OSS manages 5 OSTs with a capacity of 10 GB each.
Hence, the cluster has 35 OSTs in total with a capacity of 350 GB. IOR was run with 16 processes
for two different configurations, resulting in 32 GB and 128 GB of data to be stored on the OSTs in
the FPP access mode. In addition, HACC-I/O was run for 8 and 16 processes with 50 million and
20 million particles generating 14.3 GB and 11.7 GB data, respectively. All experiments were run
for both the PFL and non-PFL setup. For the PFL setup, we used the same configuration as shown
in Figure 6, referred to as Configuration 1. For the non-PFL setup, the stripe count was set to eight.
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(a) Non-PFL file layout (stripe count = 8). (b) PFL file layout (Configuration 1).

Fig. 7. OST utilization with the default OST allocation policy in Lustre (LSA) for IOR and HACC-1/O for
non-PFL and PFL file layouts.

Figure 7(a) shows the OST utilization for different runs of IOR and HACC-IO in the FPP mode
with the non-PFL file striping configuration. In a balanced load setting, these graphs would
be straight lines, but in the studied scenario, the load is observed to be imbalanced with some
OSTs getting a higher I/O load than others. A similar pattern can be seen in Figure 7(b) for
IOR and HACC-I/O in the FPP mode using the PFL configuration. These results show that a
default Lustre deployment, which relies on LSA to allocate OSTs for each job, can suffer from a
significant load imbalance at the server-level. The load imbalance persists at different scales and
different striping layouts (PFL and non-PFL) and thus can lead to imbalanced resource usage and
contention.

It should be noted that the OST utilization for non-PFL and PFL files looks similar. The reason
for this is how Lustre internally maps data blocks onto the stripe objects on the OSTs. By default,
when the free space across OSTs differs by less than 20%, round-robin is used to distribute the file
I/O across multiple OSTs. For example for HACC-I/O with FPP, 8 processes and 50 million particles,
the non-PFL layout writes 8 stripes per file with 219 MB per stripe, while PFL divides the files in
12 stripes per file with 4 128 MB stripes and 7 192 MB stripes (the last stripe of the third extent
remains unallocated, since one file is only 1.830.4 MB in size).

Regarding the observed load imbalance, the following points should be noted:

— The load imbalance on the OSTs occurs during the file creation phase. Each file creation
request contains two parameters—the number of stripes and the file size associated with the
file. Therefore, our load-balancing algorithm needs to optimally place the files during the
file creation phase.

— The jagged line plot of the OST utilization in Figures 7(a) and 7(b) indicates that the load
on the OSTs is not balanced during an application run. A balanced set of OSTs exhibits a
straight line for OST utilization. This load imbalance on the OSTs results in an imbalance
in the read and write requests coming to OSSs, which leads to I/O congestion and thus
lower overall I/O bandwidth for the application. Therefore, our load-balancing algorithm
should be able to balance load on both OSTs and OSSs to improve the overall application
bandwidth.

— The goal of a parallel file system with load balancing should be to keep the total load of the
storage targets within reasonable limits and to use all OSTs and OSSs in a similar manner
so not only a certain set of OSSs and OSTs fulfills the majority of the I/O requirements.
Therefore, the percentage of OST utilization should not be very close to 100%, because the
storage targets that reach 100% utilization will operate slower and cause I/O bottlenecks.
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Fig. 8. Comparison between FPP and SSF with non-PFL and PFL striping layouts.

4.3 Parallel File Access with Varying Striping Layouts

Before we discuss the Tarazu software architecture in detail, we explain how the layouts of the
non-PFL and PFL files differ for FPP and SSF. We focus on the example configurations shown in
Figure 8. The PFL layout used is Configuration 1, which has already been introduced in Section 2.3.

In the FPP mode example, four processes each write 8 GB files to the parallel file system. In
the non-PFL layout, each 8 GB file is split into a predefined number of equal-sized stripes (in this
example, the stripe count is 8), while in PFL layout, each 8 GB file is partitioned according to the
defined PFL layout for these files or directories (here Configuration 1). In SSF mode, a single process
creates a single file while all other processes perform I/O operations on the file. This file is divided
into a predetermined number of stripes according to a non-PFL or a PFL layout.

It is evident that the different stripes can be of different sizes, depending on the file-sharing
mode and striping layout. Also, for non-PFL files, individual stripes can be very large, which can
cause load imbalance. In addition, data segments are stored in a RAID 0 pattern during striping,
as already explained in Section 2.1. This can pose a significant problem especially when several
processes want to write to the same file. Lustre provides file locking on a server-basis, which can
lead to contention for concurrent file operations, especially when accessing segments of files in
the RAID 0 pattern (i.e., in a circular round-robin manner). The challenge is to select OSTs to
place different sized stripes for concurrent workloads with different striping layouts such that
all OSTs have load balancing and less resource contention, improving I/O for different workload
characteristics.

5 TARAZU SYSTEM DESIGN

In the following, we will introduce our design philosophy, provide an overview of the software
architecture, and discuss every software component individually. We have implemented Tarazu
for the widely used parallel file system Lustre. Please note that our design can be extended for
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Fig. 9. Iterative end-to-end control flow in Tarazu for I/O load balancing.

use in other HPC parallel file and distributed storage systems that employ a similar hierarchical
structure.

5.1 Design Philosophy and Contributions
The design of Tarazu adopts the following philosophy and makes the following contributions:

— End-to-end Control Plane: One of the most important design features in Tarazu is the
implementation of an end-to-end control plane that considers the application behavior and
combines that information with the current load on the storage servers. Therefore, an in-
formed and adaptive decision can be made about file strip placement by having a holistic
view of the current application and server load.

— Application-agnostic Global View of Resources: Storage servers act indifferently to the
applications sending I/O requests, that is, servers do not have application-level information.
Therefore, the placement algorithm in Tarazu should consider a global view of all the re-
sources (server and client) before deciding the placement of the file stripes.

— Automatic Coordination of I/O Requests from Concurrent Workloads: All applications
perform I/O on the same shared file system. Therefore, in Tarazu, instead of a per-application
file placement algorithm, a holistic solution for all applications is needed, which requires the
coordination of I/O requests from all concurrent applications.

— Intelligent and Adaptive Placement Algorithm: The placement algorithm should be in-
telligent enough to make accurate predictions about future file requests by tracking the I/O
behavior of the application. Since this depends on the behavior of individual clients, Tarazu’s
prediction model should run on the clients, dynamically improve the prediction accuracy,
and forward the current and predicted I/O requests to the central placement algorithm.

— Transparent Placement of Application Files: Applications should have no knowledge of
how the entire placement algorithm works. Therefore, one of the most important design
decisions in Tarazu is the transparent approach to file stripe placement. This ensures that
the application code does not need to be modified or recompiled.

5.2 End-to-end Control Flow

Figure 9 shows the high-level control flow of Tarazu. To mitigate I/O load imbalance in the parallel
file system, Tarazu first collects file I/O traces during an application run and trains the prediction
model on the collected historical traces for an application (Phase 1).

This trained model is then used to predict file creation requests (Phase 2a). As discussed previ-
ously, file creation requests lead to load imbalance in OSTs. Therefore, before the actual application
run, our prediction model will predict the file size for all file creation requests in an application.
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Fig. 10. Overview of the Tarazu software architecture.

The number of file stripes is also collected from the configuration file. This set of predicted file
create requests (file size and the number of stripes) from the client is sent to the OST allocation
algorithm running on the MDS that has a global view of the system.

The MDS collects real-time statistics on OSS and OST resource usage (Phase 2b) asynchronously
and in parallel with Phase 2a. Based on the set of file creation requests sent by all clients and the
server statistics, the OST allocation algorithm running on the MDS maps each file to a set of OSTs
(Phase 3) such that there is OST and OSS-level load balance in the system. The file creation requests
and the corresponding set of load-balanced OSTs are given back to the respective clients.

When the actual file creation requests come from the application, the mapped, load-balanced
set of OSTs is allotted for the corresponding file creation request and the metadata information is
applied to the actual request (Phase 4). This helps reduce the latency of file creation requests and
achieve a scalable load-balanced design.

Phases 1 through 3, which involve retraining the model based on historical traces and making
a prediction, are only required if there are many actual file creation requests that are not included
in the predicted set of requests, resulting in a higher miss rate, or if the application striping pat-
tern and file-sharing strategy change. This separation of Phases 1-3 and Phase 4 helps design a
transparent load-balancing framework that does not require changing the application source code.
At the same time, it enables seamless load balancing by reducing the overall latency of file cre-
ation requests, resulting in better application I/O throughput. This control flow also results in the
prediction model not interfering with the actual application flow.

5.3 System Overview

Figure 10 shows an overview of the Tarazu software architecture. It shows an end-to-end control
plane for managing I/O. The design relies on components on both the client and server side.
When applications are initially run, miniRecorder o a custom tracing tool, is used on the
client side to collect characteristic information about the workload’s I/O accesses, such as the
number of bytes written, the file name, the number of stripes, and the MPI rank and communicator
for each file. Tarazu thus identifies the expected I/O behavior of an application, which normally
does not change between multiple runs of an application. The collected traces are passed to the
parser e, which then uses the information to drive the prediction model e We use ARIMA
time series modeling [11] for our predictions. The time series prediction output provides estimates
of the application’s future especially, file creation requests, which are passed to the configuration
manager e The configuration manager, in turn, is responsible for determining whether an appli-
cation’s layout uses PFL. If PFL is used, then PFL Config stores the required PFL configurations
used by the configuration manager. Tarazu provides a default configuration for PFL, which can
be customized by the user to be system-specific if needed. The output of the configuration
manager e (file creation requests and file configuration—number of stripes) is then stored in
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an interaction database for later use. We refer to the database as an “interaction database,’
because it represents a point of interaction between our server-side and client-side software
components.

On the server side (i.e. on the OSS), we collect various statistics such as CPU and memory usage
information, the associated OST capacity (kbytestotal), and the number of bytes available on the
OSTs (kbytesavail). These statistics are collected from the OSSs via statistics publisher mod-
ules @, i.e., we rely on a publisher-subscriber model using the asynchronous messaging library
ZeroMQ [31]. These statistics are parsed by the statistics subscriber on the MDS, which gen-
erates a file e containing updated statistics for the MDS, OSS, and associated OSTs. This file is
then forwarded to the OST allocation algorithm e In addition, the OST allocation algorithm
receives as input the predicted set of file creation requests and the number of stripes for each file o
from the client-side interaction database from all the clients via ZeroMQ message queues. The out-
put is a list of OSTs to be assigned for each request, resulting in a balanced distribution among the
participating OSSs and OSTs. The allocated OSTs are stored in the interaction database @ along
with the predicted file creation requests. Finally, the placement library (Tarazu-PL), intercepts
the actual file creation requests Q from the applications, consults the interaction database @,
and maps the application requests to appropriate resources by creating the metadata on the MDS
for a given file @

Mapping the system design of Tarazu (see Figure 10) to that of the control flow (see Figure 9),
miniRecorder, and Parser form Phase 1. Prediction Model and Configuration Manager form Phase
2a. Phase 2b consists of Statistics Publisher and Statistics Subscriber. Phase 3 has the OST Alloca-
tion Algorithm. Phase 4 is formed by the Placement Library. The interaction database is filled with
the predicted set of file creation requests and the striping configuration in Phase 2a. The OST allo-
cation algorithm in Phase 3 uses the interaction database to map OSTs to file creation requests and
store those mappings in the database. The Placement library in Phase 4 refers to the interaction
database for the OST mapping list when the actual file creation request arrives. As the prediction
model runs during the application start time (to get the predicted set of file creation requests based
on historical runs of the application) and only in cases where re-training is required (when the
application’s file striping pattern or I/O sharing strategy changes), there is no interference of the
trace collector and the prediction model with the normal execution of the application. The inter-
action database resides on every client. Each row in the database corresponds to one file creation
request. Therefore, the size of the database is directly related to number of files an application
creates. The database will be filled up by the OST allocation algorithm at the start of the applica-
tion. Therefore, the database is queried by the Placement library only when an actual file creation
request arrives. This querying latency is lower than the network latency that the application
would normally need to face when a file creation request arrives, as there needs to be interaction
between client and the MDS. Therefore, our design reduces the I/O latency of an application dur-
ing the file creation request. Our design of Tarazu is hardware-agnostic, as the design components
do not utilize a lot of memory and compute resources. Therefore, Tarazu has a minimal impact
on the actual I/O activity of applications running in a cluster. Moreover, the cluster setup for our
experiments is done on commodity hardware. With real-world large-scale HPC clusters, Tarazu
will perform even better. Next, we explain each phase of the control flow with respect to the design
components.

5.4 Phase 1: Trace Collection and Training Data

We implement a simple, lightweight I/O tracing library, miniRecorder, based on the Recorder [49]
multi-level I/O tracing framework. The intercepted function calls are restricted to file creation and
write calls. Figure 11 displays the dynamic interception of I/O metadata operations at runtime.
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Fig. 11. Dynamic interception of /O metadata operations at runtime.

The load imbalance on OSSs and OSTs is due to the write and create requests [49, 67], as this is
when the actual stripes for the files are allocated on the OSTs, as described in Section 2.1. Therefore,
the tracing tool only needs to be used to capture the I/O creation and write behavior of an applica-
tion or workflow. Afterwards, miniRecorder is only run whenever the ARIMA-inspired prediction
model performs poorly and the OST prediction algorithm needs to be re-trained (see Section 5.5.1).
In the next step, the data collected by miniRecorder is converted into a readable (comma-separated)
file in .csv format by a parser and then sent to the prediction model. This file serves as the starting
point and training data for the ARIMA-based prediction algorithm.

5.5 Phase 2a: Application File Create Request Prediction

For each application, our prediction model foretells the file size for all file create and write requests
performed by an application. We rely on predictions based on ARIMA time series modeling and a
configuration manager responsible for determining the striping layout of a file to achieve this.

5.5.1 ARIMA-Inspired Prediction Algorithm (AIPA). Recent work [67] suggests that I/O
patterns of HPC applications are predictable. This observation is also confirmed by multiple HPC
practitioners. Therefore, the miniRecorder module in Tarazu collects three important features of
HPC I/O at the client side—number of bytes written, MPI rank, and the stripe count. These param-
eters are used to train a machine learning model to predict client I/O requests—most importantly,
the file creation requests for future runs. The machine learning model is run on the client side to
avoid overloading the metadata server with predictive modeling.

Previous work [2, 6, 8] has presented auto-tuning approaches for MPI-IO and Lustre to
learn and predict the I/O parameters to improve read and write performance of HPC applica-
tions. Researchers have previously used AutoRegressive Integrated Moving Average (ARIMA)
model [11], Seasonal Integrated ARMA (SARIMA), and Fractionally Integrated ARMA
(ARFIMA) to estimate CPU, RAM, and network usage for HPC workloads [37]. Formal grammar
has also been used to predict I/O behaviors in HPC [20], which proves that HPC I/O is predictive.
However, formal grammar is ineffective for predicting data in a time-series manner, effectively
consuming low resources. Markov Chain Model [76] has also been used to exploit knowledge of
spatial and temporal I/O requests [60, 67]. Recently, a regression-based I/O performance predic-
tion scheme for HPC environments was also proposed [34]. Based on previous studies, the time
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series nature of the traces provided by our tracking tool allows us two options for our predic-
tion model—ARIMA and Markov chain. We initially find the I/O request prediction accuracy and
resource consumption using both models. We observe that for IOR data, ARIMA has a 99.1% ac-
curacy with 1.2% CPU overhead and 0.01% memory usage, while Markov chain model yielded an
accuracy of 95.5% utilizing 4.5% CPU and 0.01% memory.

Prediction models should not interfere with the client-side I/O activities. Therefore, to ensure
prediction on the client side in an online setting, we use the ARIMA model that provides better
accuracy at lower resource consumption.

Two design aspects for the ARIMA-based prediction model are:

(1) The prediction model runs on the clients. A different design decision could have been run-
ning a global prediction model on the MDS, but that would limit scalability and also increase
the file creation latency. The client-side model is responsible for predicting future file cre-
ation requests of the client application based on the current request. Both the current and
the future set of requests are stored in the interaction database, which is fed to the OST allo-
cation algorithm. The list of OSTs to guarantee load balance for all requests is stored in the
interaction database. Once a new creation request arrives, greater than 99% accuracy of our
ARIMA model ensures that the request will be found in the interaction database and there
will be no overhead during the file creation process. The prediction for future requests is
performed only when there are 10% misses in the interaction database. The time taken to
predict is on the order of milliseconds. This ensures that there is minimal interference of the
model with the application’s runtime behavior.

(2) Re-training of the model is done only when the prediction needs to be done more than
three times, which means that cumulatively 30% misses occur in the interaction database.
This mostly happens in cases when, for a particular application, the scale of the run or the
configuration parameters are changed by the user. The model is retrained on the client side
based on the application’s current set of requests as well the historical traces. The resource
consumption for the re-training step is the same as reported above. The minimal CPU and
memory usage of our model ensures that the application’s normal runtime behavior is not
affected during model retraining.

Our prediction model is implemented using the statsmodels.tsa.arima_model package in
Python. Our results show a 98.3% accuracy in HACC-1/O data and 99.1% accuracy in IOR data.

5.5.2  Configuration Manager. The configuration manager determines if an application is
performing I/O in PFL or non-PFL layout. As input, it takes the predicted set of requests, contain-
ing the stripe count, and write bytes, with the corresponding file name and MPI rank from the
prediction model, and the file containing all file layouts for a client. If the file names or the
application directory in the predicted requests set match those in the PFL configuration file, then
the stripe size and stripe counts for the file are set based on the PFL configuration. A sample PFL
configuration file for the example Configuration 1, written in .ini format, is shown in Figure 12.
If there are no matches found for the file name or the directory in the PFL configuration, then the
non-PFL layout is used. The output of the configuration manager is the set of all predicted requests
combined with the corresponding stripe size and stripe count of the files. This entire set is sent to
the interaction database.

An important design concern to calculate the stripe size for both layouts is the 64k-alignment
constraint imposed by Lustre. This constraint states that the stripe size should be an even multiple
of 64k or 65,536 bytes (Alignment Parameter (AP)). For file sizes that are not AP-aligned, we use
Equations (2) and (3). The method ensures a 64k-aligned stripe size for all the stripes allocated on
the stripeCount number of OSTs by allocating a slightly bigger file than is requested by the client.
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;config file for PFL Configuration Layout 1

;1fs setstripe -E 128M -c 1 -E 512M -c 3 -E 2G -c 8 -E -1 -c 16 /mnt/lustre/ior
[Client] #Type the number of buckets (here: 4)
Buckets = 4

[Bucket_1]

Extent = 128M #-E 128M -c 1

Stripe = 1 |

[Bucket_2] ]

Extent = 512M #-E 512M -c 3

Stripe = 3 1

[Bucket_3] ]

Extent = 2G #-E 2G -c 8

Stripe = 8 _

[Bucket_4] ]

Extent = -1 #-E 8G -c 16

Stripe = 16 _

Fig. 12. Example PFL configuration file for Configuration 1.

Table 1. Interaction Database Snapshot for IOR in FPP Mode Using a PFL Layout

File Name File Size | Extent ID | Extent Start | Extent End ‘ Stripe Size ‘ Stripe Count | MPI Rank
/mnt/lustre/ior/test.0 | 8,589,934,592 1 0 134,217,728 | 134,217,728 1 0
/mnt/lustre/ior/test.0 | 8,589,934,592 2 134,217,728 536,870,912 | 134,217,728 3 0
/mnt/lustre/ior/test.0 | 8,589,934,592 3 536,870,912 | 2,147,483,648 | 201,326,592 8 0
/mnt/lustre/ior/test.0 | 8,589,934,592 4 2,147,483,648 | 8,589,934,592 | 402,653,184 16 0
/mnt/lustre/ior/test.1 | 8,589,934,592 1 0 134,217,728 | 134,217,728 1 1
/mnt/lustre/ior/test.1 | 8,589,934,592 2 134,217,728 536,870,912 | 134,217,728 3 1
/mnt/lustre/ior/test.1 | 8,589,934,592 3 536,870,912 | 2,147,483,648 | 201,326,592 8 1
/mnt/lustre/ior/test.1 | 8,589,934,592 4 2,147,483,648 | 8,589,934,592 | 402,653,184 16 1

For example, a 766.175 MB file size will be allocated an 833 KB (0.1%) bigger file, which ensures
allocating equal-sized stripes on all the OSTs, and hence contributing to a load-balanced setup.
Further details on the equations can be found in Reference [87].

writeBytes = AP % 2 x N * stripeCount (2)
with
writeBytes

N = .
AP * 2 * stripeCount

®)

5.5.3 Interaction Database. The interaction database is an SQL database that resides on
the Lustre clients. It serves as the medium through which the MDS and clients interact with each
another. First, the output set from the configuration manager is stored in the database. Different
table formats are used to store PFL and non-PFL file layouts. Tables 1 and 2 show example snapshots
of the interaction database for IOR in FPP mode with two processes each writing 8 GB in PFL and
non-PFL layout, respectively. For the PFL layout, we use the example Configuration 1, as discussed
in Section 2.3. As seen in Table 1, every file is associated with all the extents specified in the PFL
configuration. For each file, we store the file name, the file size in bytes, the extent ID from the PFL
configuration file, the corresponding start and end range for the extent, stripe size, stripe count,
and the MPI rank. For the non-PFL layout, shown in Table 2, we store the file names, stripe size of
the files, number of stripes associated with every file, and the MPI Rank.

As every client application has an individual database on the client node, the size of the database
depends on the total number of files created by an application. This decentralized nature of the
database helps in scalability by not needing to save the tremendous number of files created by all
applications running in the HPC cluster in a single database. The database querying frequency
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Table 2. Interaction Database Snapshot for IOR in FPP Mode Using a
Non-PFL Layout

] File Name \ Stripe Size \ Stripe Count | MPI Rank ‘
/mnt/lustre/ior/test.0 | 1,073,741,824 8 0
/mnt/lustre/ior/test.1 | 1,073,741,824 8 1

Table 3. List of Statistics Collected from Relevant System Components

l Component [ Factors [ Discussion
Metadata Server (MDS) CPU% CPU and memory utilization
Memory% reflect the system load.
/proc/sys/lnet/stats Load on the Lustre networking
layer connected to MDS.
Object Storage Server (OSS) | CPU% Reflects the system load
Memory% of the management server.
/proc/sys/lnet/stats Load on the Lustre networking
layer connected to OSS.
Object Storage Target (OST) | obdfilter.*.stats Overall statistics per OST.
obdfilter.*.job_stats Statistics per job per OST.
obdfilter.*0ST*.kbytesfree | Available disk space per OST.
obdfilter.*0ST*.brw_stats |I/O read/write time and sizes per OST.

is also kept to a minimum, as the database needs to be accessed only for file creation requests.
Subsequent file read and write accesses do not need the database.

5.6 Phase 2b: Server Statistics Collection

The statistics collection needs to be lightweight and scalable so it can handle up to thousands
of OSSs in a seamless manner without affecting the file system activities. Therefore, ZeroMQ
(¢MQ) [31] is used as a message queue, which has been proven to be lightweight and efficient
at large-scale. To ensure scalability, an asynchronous publish-subscribe model is used where the
OSSs act as publishers and the MDS acts as a subscriber. Table 3 shows the list of system metrics
collected.

Each OSS has a statistics publisher module responsible for sending system usage statistics
from the OSS to the MDS. A configuration file is given to every OSS that contains a list of all OSTs
along with the OSS ID. For each OSS, the total capacity and the available capacity are recorded
from the lustre/obd filter directory. We also collect the CPU, memory, and network usage of the
OSS by reading the proc/loadavg, proc/meminfo, and Inet files. The statistics publisher module
runs every 60 seconds on all OSSs so we can get the most current statistics about the MDS without
overloading the OSSs. The lightweight nature of the statistics collection is tested where the results
show that, on average, it has negligible CPU and only 0.1% memory usage on the OSSs.

The statistics subscriber on the MDS is responsible for

(1) collecting CPU, memory, and network utilization from the MDS,

(2) subscribing to statistics from the OSSs via ZeroMQ, and

(3) parsing and preparing all the collected statistics.

The CPU, memory, and network usage recorded on the MDS is important in determining when
to run the OST allocation algorithm. To not interrupt normal MDS activity, the OST allocation
algorithm runs only when the CPU and memory utilization fall below 70% and 50%, respectively.
These utilization thresholds can be manually tuned. The collected statistics from the MDS and
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ALGORITHM 1: Obtaining list of OSTs for each request.

Input: OSS statistics cpu & mem, OST statistics totalKbytes & kbytesAvail, Write Requests stripeSize
& stripeCount
Output: OST AllocationList

1 begin

2 for OSS oss in OSSList do

3 ossLoad = (cpuweight = cpu) + (memweight = mem)

4 for OST ost in OSTList do

5 ostCostToReach = OSSLoad

6 ostCost = (totalKbytes — kbytesAvail)/totalKbytes

7 maxStripeSize = max(stripeSize) from both PFL and non-PFL interaction databases
8 ostCapacity = kbytesAvail /maxStripeSize

9 flowGraph = buildGraph(Requests, OSS, OST)

10 OSTAllocationList = minCostMaxFlow(flowGraph)

1 return (OSTAllocationList)

12 Function buildGraph

Input: Requests req, StripeCount sc, OSTCostToReach ossLoad, ostCost ostLoad, OSTCapacity
ostCap

Output: FlowGraph G

13 totalDemand = sum of stripeCount for all Requests

14 G.addNode(‘source’, totalDemand)

15 G.addNode(‘sink’, -totalDemand)

16 for request r inreg do

17 G.addEdge(‘source’, r, cost = 0, capacity = sc)

18 for OST ost in ostList do

19 L G.addEdge(r, ost, cost = ossLoad, capacity = 1)

20 for OST ost in ostList do

21 L G.addEdge(ost, ‘sink’, cost = ostLoad, capacity = ostCap)
22 return (G)

the OSS are parsed and used as input to the OST allocation algorithm. Our results show that the
statistics collection on the MDS has a CPU utilization of 0.1% and negligible memory usage.

5.7 Phase 3: OST Allocation Algorithm

Algorithm 1 shows the steps employed for allocating OSTs for a client write request. The inputs
used for the OST allocation algorithm consist of the statistics collected from the OSSs and
OSTs as well as the write requests from the PFL and non-PFL interaction databases residing on the
clients. The information required is the stripe size and stripe count of every request. The requests
from all client applications are collected and together sent as input to the allocation algorithm. This
makes the algorithm non-sensitive towards any particular application and have a global view of all
the applications and OSSs. The OST allocation algorithm employs a minimum-cost maximum-flow
approach [3]. The flow graph that is used to solve the problem is shown in Figure 13.

The cost to reach an OST is the load of the OSS containing the OST. The cost of an OST is defined
as the ratio of bytes already used in the OST to the total size of the OST. The allocation algorithm
should be able to handle both PFL and non-PFL applications. The PFL requests have varied stripe
sizes. Therefore, to have consistency in the allocation algorithm, we compute the maximum stripe
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Fig. 13. Minimum-cost maximum-flow graph used in the OST allocation algorithm.

Table 4. Interaction Database Snapshot Showing the OST Allocation for IOR in FPP Mode Using a PFL
Layout (Ext.: Extent, St.: Stripe)

[ FileName | FileSize |[ExtID| ExtStart | ExtEnd | StSize [ #St.[Rank [OST List ]
/mnt/lustre/ior/test.0 | 8,589,934,592 1 0 134,217,728 | 134,217,728 | 1 0 10
/mnt/lustre/ior/test.0 | 8,580934,592 | 2 | 134,217,728 | 536,870912 [ 134,217,728 | 3 | 0 [242934
/mnt/lustre/ior/test.0 | 8,589,934,592 3 536,870,912 | 2,147,483,648 | 201,326,592 | 8 0 15228251121733
/mnt/lustre/ior/test.0 | 8,580,934,592 | 4 [ 2,147,483,648 | 8,589,934,592 [ 402,653,184 | 16 | 0 |14231630164 2632

2012312235517
/mnt/lustre/ior/test.1 | 8,589,934,592 1 0 134,217,728 | 134,217,728 | 1 1 24
/mnt/lustre/ior/test.1 | 8,589.934,592 | 2 [ 134,217,728 | 536,870912 [ 134217728 | 3 | 1 [13929
/mnt/lustre/ior/test.1 | 8,589,934,592 3 536,870,912 | 2,147,483,648 | 201,326,592 | 8 1 22113521571710
/mnt/lustre/ior/test.1 | 8,589.934,592 | 4 [ 2,147,483,648 | 8,589,934,592 | 402,653,184 | 16 | 1 |[1423163016154262

322012283125

size across both PFL and non-PFL databases from all client applications. The capacity of an OST
is defined as the number of stripes that can be handled by the OST. This is calculated by dividing
the available space in the OST by the maximum stripe size.

To construct the flow graph shown in Figure 13, source and sink nodes need to be identified.
The total demand for the source node is the total number of stripes requested by all application
requests, and the total demand for the sink node is the negative amount of the total number of
stripes requested. The Ford-Fulkerson algorithm [84] is used to solve the minimum-cost maximum-
flow problem. This approach outputs a list of OSTs (OSTAllocationList), which will yield a balanced
load over all OSSs and OSTs. For our implementation, we use the Python library networkx. Our
tests show that the algorithm uses about 1.58% of CPU and 0.1% of memory on the MDS.

The MDS uses a scalable publisher-subscriber model via ZeroMQ [31] to interoperate with the
interaction database, which helps in scaling Tarazu to a large number of clients [70]. We use the
MySQL 8.0.12 Community Server Edition. Our results show that writing and retrieving data from
the interaction database is very efficient, using <0.3% and <0.4% of CPU and memory, respectively.

The OSTAllocationList is then shared with the respective clients using our publisher-subscriber
model via ZeroMQ. The complete set of requests is stored in the interaction database. Example
entries for the database with the complete allocation for an IOR application in FPP mode with two
processes each writing an 8 GB file in both PFL (Configuration 1) and non-PFL layouts are shown
in Tables 4 and 5, respectively. We add a new column OST List in the database. The OST List is a
space-separated load-balanced list of OSTs for every write request. This example is for a setup with
7 OSSs and 35 OSTs (5 OSTs associated with every OSS)—therefore, OST IDs range from 1 to 35.
The placement library (Tarazu-PL) uses this information to place the requests, thus completing
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Table 5. Interaction Database Snapshot Showing OST Allocation for IOR in FPP Mode Using a
Non-PFL Layout

’ File Name \ Stripe Size \ Stripe Count | MPI Rank \ OST List
/mnt/lustre/ior/test.0 | 1,073,741,824 8 0 302051 22351423
/mnt/lustre/ior/test.1 | 1,073,741,824 8 1 2019192923318

ALGORITHM 2: File layout creation on the MDS.

Input: File Name file, Access mode flags
Output: Call to real metadata operation (e.g., open())

1 begin
2 if fileExits(file) == TRUE then // File exits; return.
3 L return realMetadataOperation(file, flags)
4 flags = flags | O_LOV_DELAY_CREATE
5 result = queryInteractionDatabase(f'ile)
6 if numMySQLrows(result) == 1 then // Non-PFL layout.
7 row = fetchMySQLrow(result)
8 layoutEA = allocLayoutEA(row.stripeCount, row.stripeSize, row — OSTs)
9 | createLayoutEAonMDS(file, flags, 0644, layoutEA)
10 else if numMySQLrows(result) > 1then // PFL layout.
1 while row = fetchMySQLrow(result) do
12 allocExtentPFL(layout PFL, row.extentEnd, row.stripeCount, row.stripeSize,
row — OSTs)
13 | createCompositeLayoutMDS(file, flags, 0644, layoutPFL)
u | return realMetadataOperation(file, flags)

the load-balanced allocation of resources. If for any run of the application Tarazu-PL is unable to
find more than 50% of files in the interaction database, then miniRecorder, AIPA, and the OST
Allocation Algorithm will be executed again to update the interaction database.

5.8 Phase 4: Applying Metadata Information

The Tarazu-PL placement library complements the prediction model by providing a lightweight,
portable, and user-friendly mechanism to apply predicted file layout information (i.e., the meta-
data information of a file) to an application’s file I/O without the need to modify the source code.
Tarazu-PL relies on function interposition provided by the dynamic linker GNU to prioritize itself
over standard system calls and the profiling interface to MPI (PMPI). Hence, Tarazu-PL can
be used by preloading it through LD_PRELOAD. This results in metadata operations being passed to
Tarazu-PL, which supports both non-PFL and PFL file layouts for FPP and SSF as well as various
1/0 interfaces such as POSIX I/O, MPI-1O, and HDF5.

For each file creation request, Tarazu-PL queries the interaction database once via the MySQL
C API with the file name passed by the original metadata operation, fetches the matching rows,
and applies the predicted striping pattern to the file if the file does not already exist. To facilitate
this, Lustre provides a user library called llapi that allows file striping patterns to be specified via
a C APIL Tarazu-PL mimics the behavior of llapi and communicates directly with Lustre’s Logical
Object Volume (LOV) client to create the file metadata on the MDS, similar to References [58, 87].

Algorithm 2 describes a simplified version of the placement library’s mode of operation, which
is run on the clients. If the result returned by the MySQL query contains only one row, then
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the non-PFL layout is used by allocating a Layout Extended Attributes (Layout EA) with the
predicted striping pattern on the MDS. The striping pattern is applied by initializing the layout
EA with the stripe count, stripe size, and the list of OSTs retrieved from the interaction database.
It should be noted that the configured striping pattern differs from the default RAID 0 pattern
typically applied by Lustre. Instead of writing multiple data segments in a round-robin fashion
as introduced in Section 2.1, Tarazu provides larger, contiguous stripes, therefore avoiding file
locking contention when multiple processes are accessing the same file. If the query results in
more than one row, then PFL is used. For both FPP and SSF, each row represents a non-overlapping
range. Tarazu-PL iterates over all lines, assigns an array of sub-layouts (one for each file extent),
and applies the predicted striping pattern to the file by storing it in a composite layout on the MDS.
Composite layouts allow specifying different striping patterns for different extents in the same
file.

6 SIMULATOR ENVIRONMENT AND WORKLOAD GENERATION

To enable scaling experiments, we implement a discrete-time simulator. In the following, we de-
scribe the design of the simulator based on Darshan-based workload generation and give a brief
validation of the simulation results.

6.1 Overview of Existing Parallel File System Simulators

Before we discuss the design of the discrete-event simulator, we present an overview of previous
work on file system simulation and argue why they cannot be directly applied to our research.

The Lustre simulator [104] was developed as an event-driven simulation platform to research
scalability, analyze I/O behaviors, and design various algorithms at large scale. It simulates disks,
the Linux I/O elevator, a file system with mballoc block allocation, a packet-level network, and
three Lustre subsystems: client, MDS, and OSS. The main focus of this simulation tool is the eval-
uation of the Network Request Scheduler (NRS). Since this simulator was developed in 2009, it
is based on Lustre 1.8 and therefore is not compatible with our experiments.

Another open-source simulator developed in 2009 is IMPIOUS (Imprecisely Modelling I/O
is Usually Successful) [52]. IMPIOUS is trace-driven and provides abstract models to capture
the key characteristics of three parallel file systems; PVES, PanFS, and Ceph. Depending on the
simulated file system, the simulator can be configured to distinguish different characteristics such
as data placement strategies, resource locking protocols, redundancy strategies, and client-side
caching strategies. Due to its age and the lack of supporting Lustre as a file system, IMPIOUS
cannot be used for our evaluation.

Liu et al. have introduced PFSsim [46, 47], which is also a trace-driven simulator designed for
evaluating I/O scheduling algorithms in parallel file systems. It uses OMNeT++ for detailed net-
work models and relies on DiskSim [38] to simulate disk operations. Since PFSsim only supports
PVFS2 and mainly focuses on I/O scheduling algorithms, it cannot be used to evaluate Tarazu at
scale.

In 2012, the parallel file system simulator FileSim [21] was introduced by Erazo et al., which is
based on SimCore, a generic discrete-event simulation library. It provides pluggable models with
different levels of modeling abstraction for different parallel file system components. In addition,
FileSim supports trace-driven simulation, which can be used to validate parallel file system models
by comparing against the behavior observed in the real systems. Even though the description of
the simulator would fit our requirements needed to simulate Tarazu in large-scale deployments,
it was not available anymore at the time of this writing.

The Hybrid Parallel I/O and Storage System Simulator (HPIS3) [23] was introduced in 2014
by Feng et al. It provides a co-design tool targeting the optimization of hybrid parallel I/O and
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storage systems, where a set of SSDs and HDDs are deployed as storage nodes. HPIS3 is built
on Rensselaer Optimistic Simulation System (ROSS) [13], a parallel simulation platform, and
capable of simulating a variety of parallel storage systems with two distinct types of hybrid system
design, namely, buffered-SSD and tiered-SSD storage systems. Hence, HPIS3 is targeting a different
scenario than Tarazu and therefore is not applicable to our use case.

Other simulators relying on ROSS are CODES [15] and BigSim [106]. CODES provides a tool for
I/O and storage system simulations. Its main target is the exploration and co-design of exascale
storage systems for different I/O workloads. Initially, workloads could only be described via the
CODES I/O language. In 2015, Snyder et al. [79] proposed an I/0 workload abstraction (IOWA).
IOWA describes different techniques to generate workload for simulation frameworks depending
on the use case, including workload generation from Recorder [49] and Darshan [12]. Since
our simulation use case is mostly concerned with the bandwidth performance when reading or
writing to the parallel file system, we only adopt the workload generation techniques proposed by
IOWA.

6.2 Simulator Design

As discussed in the previous section, there are no simulators that can either simulate the different
components in the Lustre file system or integrate various OST allocation algorithms to help
evaluate Tarazu. Therefore, we have designed and implemented a discrete-time simulator
based on the overall design of the Lustre file system, as shown in Figure 1. The simulator also
allows implementations of different OST allocation algorithms (such as LSA and Tarazu). This
helps in evaluating Tarazu at scale by comparing it to the default LSA allocation strategy in
Lustre.

The simulator consists of four key components that are very similar to those of Lustre’s OST,
0SS, MDT, and MDS. These implement the various Lustre operations and allow us to collect data
about the system behavior. The MDS is also equipped with multiple strategies for OST selection,
such as round-robin, random, and the OST allocation algorithm designed for Tarazu. We have
implemented a wrapper component that enables communication between our various simulator
components. The wrapper is responsible for processing the input, managing the MDS, OST, and
OSS communication and data exchange, and driving the simulation. All the network components
in the simulator are modeled using the Network Simulator (NS-3) [59]. The application traces
collected from the client side are modeled as clients in the simulator. In our simulations, all initial
conditions are the same at the beginning of each OST allocation strategy.

The steps for building the simulator are shown in Algorithm 3. The application trace file gen-
erated from the Darshan traces, which is explained in the next section, serves as input to the
simulator along with the configuration file for PFL, number of I/O routers, and LNet routers. First
the time-series set of requests are generated from the application traces by reading the configura-
tion file and calculating the request size and stripe count. The network topology of the simulator
is built next.

The major components of our Lustre Simulator are as follows:

— Application: Parses the trace file and the PFL configuration. The trace file is converted into
a time-series event list with request size and stripe count.

— I/0 Router: These are simulated as network components placed between the client nodes
(Application) and the storage nodes. It forms one of the most important components to sim-
ulate the network traffic from multiple applications in our simulator.

— LNet Router: Handles the OSS in the cluster. All packets coming to the I/O Router will be
redirected through the LNet Router, which keeps track of the OSS where the packets are
being sent and accordingly updates the load on the OSS.
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ALGORITHM 3: Lustre Simulator.
Input: Application traceFile, Config File config, Number of IO Routers numIORtr, Number of LNet
Routers numLNetRtr
1 begin
2 Read Application Traces

3 numRequests = len(traceFile)

4 stripeCount = read config

5 for Request req in numRequests do

6 L events.append(reqSize, stripeCount, timeStamp)
7 begin

8 Build Network Topology
9 for LNetRtr in numLNetRtr do

10 Get numOSS and CPU LoadPerOSS

1 for oss in numOSS do

12 Get numOSTs

13 for ost in numOST do

14 L Get totalDiskSpace and usedDiskSpace

5| Set DataRate and LinkDelay across I/O Routers, LNet Routers, OSS, and OST.

16 begin

17 Schedule Events

18 for event in numEvents do

19 stripeSize = reqSize/stripCount

20 begin

21 Get OSTs for Request

22 | Run the placement algorithm (LSA or Tarazu) to get the OSTList
23 for OST in OSTList do

24 WriteToOST(stripeSize)

25 begin

26 Get the OSS from the LNetRtr
27 Update CPULoadPerOSS

28 Update usedDiskSpace in OST

— OSS: This module handles the load distribution on the OSTs under each OSS. For each OSS,
it keeps track of the list of active OSTs, CPU usage of the OSS—which is calculated by the
combined usage of all the associated OSTs.

— OST: This module handles the final step of the packet transfer from the Application. It re-
duces the disk space on the OST in accordance to the packet size as well as contributes to
the calculation of the OSS CPU usage.

This network topology helps in simulating the application requests. As discussed before, the
time series set of requests is stored as an event list. At the simulated time instance, the event is
taken from the event list, and the stripe size is calculated by dividing the write bytes by the number
of stripes. The stripe size and the number of stripes help in getting the OST list by running the
appropriate OST allocation algorithm (LSA or Tarazu). Once the OST list is received, the writing
to each corresponding OST is simulated by the I/O Router followed by the LNetRouter, the OSS,
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Generated I/0 Workload

Darshan delay=5 open delay=1 write delay=1 write delay=2 close
File Record
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totzlil write time: 1.0 single 1/0 workload

Fig. 14. Transforming Darshan file records into an 1/0 workload derived from Reference [79].

and finally the OST. Accordingly, the disk usage in OST and the CPU usage in the OSS is updated
based on the stripe size.

6.3 Darshan-based Workload Generation

Darshan logs [12] are used to generate I/O traces for real-world HPC workloads. The Darshan
I/O characterization tool maintains details of every file that is opened by the application. The I/O
interfaces recorded are POSIX, MPI-10, STDIO, HDF5, and PnetCDF used to access the file. For the
purpose of this article, we only focus on the POSIX and MPI-IO interfaces. The major counters
collected by Darshan for every file at the POSIX interface are:

— Timestamps of the first file open/read/write/close operation - POSIX_F_*_START_TIMESTAMP
— Timestamps of the last file open/read/write/close operation - POSIX_F_*_END_TIMESTAMP
— Cumulative time spent on reading from a file - POSIX_F_READ_TIME

— Cumulative time spent on writing to a file - POSIX_F_WRITE_TIME

— Total number of bytes that were read from a file - POSIX_BYTES_READ

— Total number of bytes written to a file - POSIX_BYTES_WRITTEN

— Rank that accessed a file - rank

The process of converting the file-wise Darshan records into a time-series I/O trace is discussed
below. The ranks accessing the file indicate whether the application was run in file-per-process
mode or single-shared-file mode. Each file is arranged based on increasing order of first open
timestamp. The I/O idle time for every file is calculated by subtracting the cumulative time spent
on reading and writing from the duration between the file open start and file close end timestamps.
This idle time (or delay) along with the cumulative bytes read or written are uniformly distributed
for every file within the file open start timestamp and file close end timestamp. Once the distribu-
tion of every file’s I/O activity is done, insertion sort is used to sort and combine the I/O activity of
the application in a time-series manner. This process of regenerating I/0 workload of an applica-
tion from its Darshan record is in sync with a technique proposed by Snyder et al. [79]. Figure 14
shows the general process of transforming Darshan logs into comprehensive I/O workloads. In
this work, we use this technique to build the trace files of three real-world workloads discussed in
Section 7.1.3 that are fed as inputs to the Lustre simulator discussed in the previous section.

6.4 Validation of the Lustre Simulator

To validate the ns-3-based Lustre simulator and the Darshan-based workload trace generation,
we use the Darshan logs of IOR [40] that ran on Summit [41], the world’s fourth-largest
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Table 6. Comparison of File System Bandwidth by Running IOR Doing POSIX
I/O on the Titan Supercomputer and the Lustre Simulator

File Size | #Nodes ‘Bandwidth (GB/s) Bandwidﬁth (GB/s)
Titan Supercomputer | Lustre Simulator

128 MB 32 7.9 6.2
128 MB 256 38.4 33.5
128 MB 512 54.3 48.7
128 MB 1,024 72.1 69.9
128 MB 2,048 90.8 88.1
128 MB 4,096 111.4 105.6
512 MB 1,024 76.5 75.8
512 MB 2,048 111.6 110.5
512 MB 4,096 132.5 130.4

supercomputer, according to the latest Top-500 list [82]. As the first step, time-series-based IOR
traces are generated using the Darshan logs. These traces are then fed into the Lustre simulator.
Since Summit is based on IBM Spectrum Scale, we use the real bandwidth results of IOR as well
the Lustre setup from Titan [22], a decommissioned supercomputer housed at Oak Ridge National
Laboratory that had Lustre file system as the storage backend.

The results from the IOR runs on the Lustre simulator and Titan are shown in Table 6. As seen
from the results, for both 128 MB and 512 MB file sizes, and a large number of nodes, the Lustre
simulator is able to provide approximately similar file system bandwidth. This enables us to use
the Darshan-based workload trace generation approach along with the Lustre simulator for the
scalability evaluation of Tarazu.

In addition, we also validate the correctness of the simulator by using the same cluster system
setup for Lustre as described in Section 7.1.1 (35 OSTs, 7 OSSs) and executing the traces of HACC-
I/O (8 processes, 50 million particles) under PFL Configuration 2 and IOR (8 processes, 64 GB)
under PFL Configuration 1 simultaneously. The simulator provides a similar OST utilization
percentage for both LSA and Tarazu as discussed in Section 7.2.4 with a read and write through-
put of 428 MB/s and 529 MB/s, respectively, for LSA and 612 MB/s and 490 MB/s for Tarazu,
respectively.

7 EVALUATION

To the best of the authors’ knowledge, Tarazu is the first work to consider a global view of all
system resources when deciding data placement for application I/O requests. Existing approaches
(e.g., References [91] and [58]) balance load among I/O servers on a per-application basis on the
client side and do not consider the global view, i.e., the requirements of other applications or
the OSS and OST utilization. Moreover, such client-side techniques cannot handle multiple I/O
requests from different applications simultaneously and are therefore not comparable to Tarazu.
For these reasons, we decided to use the standard LSA approach as the basis for our performance
evaluation.

7.1 Test Environment

7.1.1  Cluster System Setup. We evaluate Tarazu using a Lustre testbed, which consists of 10
nodes with 1 MDS, 7 OSSs, and 2 client nodes. All of the nodes run CentOS 7 atop a machine with
8 cores, 3.2 GHz AMD FX-8320E processor, and 16 GB main memory. Each OSS has 5 OSTs, each
supporting 10 GB of attached storage, resulting in a 350 GB Lustre capacity. Our experiments are
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Table 7. HPC Workloads Used for the Scalability Study

Application genomicPrediction | E3SM [98] cosmoFlow [50]
Domain Science | Bioinformatics Earth Science | Astrophysics
#Compute Nodes | 128 256 64

Total Read (GB) | 110.6 100.8 250.6

Total Write (GB) | 80.2 150.3 52.4

based on the HACC I/O kernel [28] and the IOR benchmark [40], as both can be run in FPP and
SSF sharing modes. In all experiments, we use MPI-IO as the parallel I/O interface. All tests were
performed at least three times, and the results represent the measured average values.

7.1.2  Performance Measurements and Metrics. We analyze the following performance metrics:
effective read and write bandwidth, load balance, and resource utilization. To capture the degree of
load balancing across all OSTs for a given test run, we define the metric OST Cost as the ratio of the
maximum utilization of any OST to the average utilization of all OSTs, as shown in Equation (4).
An ideal load balanced system has the OST Cost of 1.

Maximum OST Utilization

OST Cost = —— ()
Average OST Utilization

The OST Utilization of an OST is the storage used by the client application on the OST relative
to the total storage available on the OST.

7.1.3  Large-scale HPC Workloads. We generate the traces of three real-world HPC workloads
from different domain sciences using the process discussed in Section 6.3. The details of the work-
loads that ran on Summit [41]—the world’s second-largest supercomputer based on the latest
Top500 list [82]—are outlined in Table 7.

The genomicPrediction code uses the DeepGP package [110], which implements multilayer
perceptron (MLP) networks, convolutional neural network (CNN), ridge regression, and lasso
regression for genomic prediction. Therefore, this workload implements deep learning models for
predicting complex traits that fall in the category of emerging HPC workloads. For this reason, we
see comparatively higher reads than writes in this workload.

The Energy Exascale Earth System Model (E3SM) [98] workload is part of an ongoing,
state-of-the-science earth system modeling, simulation, and prediction project that optimizes
the use of Department of Energy (DOE) laboratory resources to meet the science needs of the
nation and the mission needs of DOE. A major motivation for the E3SM project is the paradigm
shift in computing architectures and their related programming models as capability moves into
the exascale era. The E3SM model simulates the fully coupled climate system at high-resolution
(15-25 km) and will include coupling with energy systems; it has a unique capability for variable
resolution modeling using unstructured grids in all its earth system component models. Therefore,
this workload represents the exascale real-world HPC workload, which is simulation workload,
and thus produces much higher writes than reads.

The cosmoFlow [50] workload aims to process large 3D cosmology datasets on modern HPC
platforms. It adapts the deep learning network to a scalable architecture for a large problem size
of voxels and predicts three cosmological parameters. The workload uses efficient primitives in
MKL-DNN for 3D convolutional neural networks, which are used in an optimized TensorFlow [1]
framework for CPU architectures. Thus, this workload represents the extreme use case of emerging
machine learning workloads on HPC systems, which is shown by the large difference in the amount
of data read and written.
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Table 8. PFL Striping Layouts Used for the Evaluation

PFL Configuration 1 PFL Configuration 2
Extent Range \ Stripe Count | Extent Range \ Stripe Count
[0, 128 MB) 1 [0, 128 MB) 1
[128 MB, 512 MB) 3 [128 MB, 2 GB) 12
[512 MB, 2 GB) 8 [2 GB, EOF) 32
[2 GB, EOF) 16

LSA: 16 Processes, 32 GB —+— Tarazu: 16 Processes, 32GB --+--
LSA: 16 Processes, 128 GB —*— Tarazu: 16 Processes, 128GB ----
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Fig. 15. OST utilization for IOR for FPP and non-PFL layout (stripe count = 8).

These traces of these three workloads are fed as input (representing data usage by client nodes)
to the simulator described in Section 6.2. The evaluation is described in Section 7.5.

7.1.4  File Striping Layouts. For the non-PFL setup, the stripe count is set to 8 and the stripe
size is calculated as described in Section 5.5.2. To evaluate Tarazu with PFL, we use two differ-
ent PFL configurations, as shown in Table 8. Configuration 1 was introduced in Section 2.3 and
reflects a standard choice for a PFL file layout as described in the Lustre operations manual [61].
Configuration 2 is a three-component PFL layout, which exceeds the number of available OSTs in
our cluster system. Hence, according to the Lustre manual, Configuration 2 should result in worse
I/O performance than Configuration 1 for our cluster of only 35 OSTs, while providing comparable
results as Configuration 1 on our large-scale simulator.

7.2 OST Utilization

7.2.1  Load Balance for IOR in FPP Mode. Figure 15 shows the comparison of load under Tarazu
and the default LSA allocation policy on 35 OSTs in our cluster setup in terms of OST Utilization
for the IOR benchmark with different data sizes. We see that Tarazu balances the load on all OSTs
in a near-optimal manner. For example, for 16 processes and 32 GB of data in total, the maximum
load observed with LSA is on OST-18 with an OST utilization of 25%, while the average utilization
is 16.06%, resulting in an OST Cost of 1.56. In contrast, the maximum load observed under Tarazu
is 18% with the corresponding OST Cost of 1.08, i.e., we observe a near-optimal resource utilization.
The almost horizontal line for the OST Utilization for Tarazu emphasizes its effectiveness. Overall,
Tarazu is able to reduce the OST Cost by 30.8% compared to the default approach. We observe a
similar trend for IOR with 16 processes and 128 GB of data in total. In this case, the OST Cost is
1.25 and 1.1 under LSA and Tarazu, respectively, which means that Tarazu provides a 12% better
OST Cost than the default LSA policy.

As can be seen in Figures 16 and 17, Tarazu is able to balance the load near-optimal for IOR
using PFL Configuration 1 and 2 as well. For 16 processes writing 32 GB data in total, we obtain
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Fig. 16. OST utilization for IOR in FPP mode and PFL Configuration 1.
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Fig. 17. OST utilization for IOR in FPP mode and PFL Configuration 2.

an OST cost of 1.58 and 1.08 under LSA and Tarazu, respectively, for PFL Configuration 1, and
an OST cost of 1.5 and 1.02 under LSA and Tarazu, respectively, for PFL Configuration 2, thereby
providing a 31.6% and 32% improvement in load balance. Similar results can be seen for IOR with
16 processes and 128 GB of total file data.

It is important to note that for large files, such as the second IOR experiment with 8 GB
non-PFL files per process, the data distribution with Tarazu is less optimal than with small
non-PFL files or PFL files in general. This is because typically the stripe count is set to a fixed
default value by the system administrator, in this case eight, and the complete file is divided in
the specified number of stripes with relatively large stripes. Hence, PFL is much better suited
for real-world HPC applications and therefore significantly contributes to the effectiveness of
Tarazu.

7.2.2  Load Balance for HACC-1/O in FPP Mode. For HACC-1/O, we evaluate Tarazu with 8
processes with 50 million particle data and 16 processes with 20 million particle data. Each process
creates one file that is stored on the Lustre OSTs with the default non-PFL layout (i.e., stripe count
of 8) and using the two PFL configurations. The total data generated is approximately 14.3 GB and
11.7 GB for 8 and 16 processes, respectively.

Similar to IOR, we observe a significant improvement in load balancing for HACC-I/O, as shown
in Figure 18, when compared to the default LSA policy. Note that C1 denotes PFL Configuration
1 and C2 Configuration 2, while N refers to non-PFL in Figure 18. The OST Cost for 16 processes
with LSA and Tarazu for non-PFL layout is 1.8 and 1.2, respectively, where Tarazu reduces the
OST Cost by 33%. A similar behavior is observed for PFL, where the OST Cost is significantly lower
than for the LSA policy and is close to 1.00 for Tarazu, i.e., close to optimal.
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ration 1, C2 represents experiments with PFL Configuration 2, and N represents non-PFL results.
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Fig. 19. OST Cost for IOR in SSF mode. On the x-axis, C1 represents experiments with PFL Configuration 1
and N represents non-PFL results.

7.2.3  Load Balance for Single Shared Files. In SSF mode, all processes write into and read from
a single shared file. We run IOR in SSF mode for both non-PFL and PFL Configuration 1. We
run IOR with 8 processes generating 8 GB and 16 GB files. The results are shown in Figure 19.
We observe that Tarazu is able to reduce the OST cost for all scenarios when compared to the
default LSA approach. The OST cost can be reduced by 38% and 37.8% in non-PFL and PFL layouts,
respectively. Also, as discussed in the previous section, we observe that Tarazu provides better I/O
performance for SSF when compared to LSA. When comparing PFL versus non-PFL files, overall
the OST cost is lower when using PFL for single shared files.

7.2.4  Load Balance for Concurrent Application Runs. We also evaluate Tarazu with concurrent
application runs by simultaneously running IOR and HACC-1/O with different job configurations
from two different client nodes. Each client runs 8 MPI processes. Per process, one file is created
and stored on the OSTs with PFL Configuration 1 for IOR and PFL Configuration 2 for HACC-
I/O. The total number of particle data stored for each file for HACC-I/O is 50 million, and the
total data size for IOR is 64 GB. As with the single application tests, we observe a significant
improvement in load balancing for concurrent applications compared to LSA. Figure 20 shows the
comparison of load under both approaches on our tesbed. We see that Tarazu balances the load
over all OSTs. The maximum load observed with LSA is on OST9 with a utilization of 51%, while
the average utilization is 35%, resulting in an OST Cost of 1.46. In contrast, under Tarazu, the OST
Cost observed is 1.08, thereby improving the load balance by 26%. Moreover, the CPU utilization
and memory usage on the MDS while using Tarazu for load balancing in concurrent application
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Fig. 20. OST utilization for a simultaneous execution of IOR and HACC-1/O in FPP mode with PFL Config-
uration 1T and PFL Configuration 2, respectively.
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Fig. 21. OSS utilization for IOR in FPP mode for PFL Configuration 1.

runs is observed to be about 1.55% and 0.12%, respectively. We observe similar improvements in
load balance for concurrent application in the non-PFL striping pattern as well.

7.3 OSS Utilization

We want to achieve an end-to-end load balance in the file system. Therefore, Tarazu needs to
balance the load on both OSSs and OSTs for an overall load-balanced setup. In our next experiment,
we measure the utilization of each OSS under the default Lustre allocation policy and Tarazu. To
this end, we aggregate the load (storage utilization) on each OST and calculate the ratio of storage
being used with respect to the total storage in each OSS. In a balanced scenario, each OSS should
be utilized equally by hosting an equal share of application data.

Figure 21 shows the comparison of OSS Utilization of all seven OSSs of our testbed under Tarazu
in comparison to the default approach. For the sake of brevity, we present the results of IOR with
16 processes in FPP mode, storing a total application data of 32 GB and 128 GB under PFL Config-
uration 1. We observe that with LSA, the OSSs are slightly imbalanced, while Tarazu provides a
near-optimal load balance across the available OSSs.

7.4 1/0 Performance

Next, we compare the effective read and write performance for HACC-I/O and IOR. We measure
the I/O rate for storing the data to and reading the data from the OSTs. In Figures 22(a)-22(c), the
read performance results are shown for the FPP and SSF sharing modes with both PFL and non-PFL
striping layouts. We see an improvement of up to 43% in read performance for Tarazu compared
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Fig. 22. Read and write performance of IOR and HACC-I/O for FPP and SSF with PFL and non-PFL layouts.
On the x-axis, C1 represents experiments with PFL Configuration 1, C2 represents experiments with PFL
Configuration 2, and N represents non-PFL results.

to the standard Lustre allocation policy. This improvement is achieved by evenly loading the OSTs
and OSSs, which mitigates resource contention and thus improves parallel data access.

It should be noted that the read performance improvements for FPP with PFL Configuration 2
(denoted as C2 in the graphs) are marginally lower than with Configuration 1. These results are
consistent with our earlier assumption that I/O performance degrades when the total number of
stripes in a PFL file exceeds the number of available OSTs. A similar trend can be observed for
experiments in the SSF mode, which is why we did not pursue any further experiments with PFL
Configuration 2 on our 10-node testbed. In addition, it should be noted that for small systems
such as our Lustre testbed, there is no significant benefit from using PFL, because the system and
workload are too small to benefit from such an advanced feature.

The write performance results for HACC-I/O and IOR are shown in Figures 22(d)-22(f). Please
note that the displayed results are small-scale experiments run on a rather small testbed with
only seven OSSs and two client nodes. As the number of writing processes increases, the number
of competing processes on the small testbed system increases. This results in increased file
locking contention when accessing MDS and OSSs. Hence, the write performance with Tarazu
is impacted by up to 10%, especially with PFL Configuration 2. When using PFL Configuration
1 and non-PFL settings, the write bandwidth is on par with or marginally lower compared to the
default LSA policy. Since the main target of our end-to-end I/O control plane are data-intensive
workloads with a larger amount of I/O requests and varying I/O request sizes (i.e., read/write
data sizes) on HPC production environments, the observed overhead during file creation calls and
allocation of appropriate OSTs for applications with limited I/O needs to be further investigated
but can be neglected in most real-world scenarios. As can be seen in Section 7.5, the overhead is
even more negligible or non-existent for concurrent applications on large-scale parallel storage
deployments. Overall, we believe that the significant improvements in resource utilization
and read performance outweigh the overhead observed when writing data to the parallel file
system.
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Fig. 23. Read and write performance of concurrent real-world application runs for different system scales.

7.5 Scalability Study

To showcase the scalability of our proposed framework, we evaluate Tarazu with the discrete-time
simulator introduced in Section 6.2 using three real-world HPC application traces described in
Section 7.1.3. We evaluate the scalability of Tarazu for running multiple HPC workloads simulta-
neously on a large number of compute nodes reading and writing data on a large number of OSTs,
corresponding to the scale of a real HPC cluster. For the scalability study, we use three real-world
HPC application traces, namely, genomicPrediction, E3SM, and cosmoFlow (see Section 7.1.3 for
additional details), concurrently on the simulator and scale the number of OSTs from 160 to 3,600.
In all configurations, the capacity of each OST is 10 GB and there are eight OSTs connected to each
0SS, achieving a maximum file system capacity of 36 TB. While the capacity of the simulated file
systems may appear to be rather small, the interesting part for this work is to scale the number of
OSTs. The more OSSs and OSTs available, the higher the achievable aggregate I/O bandwidth. At
the same time, the potential for load imbalance increases significantly. As an example, consider the
storage system of the first exascale system Frontier [43]. It consists of 450 OSS nodes each equipped
with 2x HDD OSTs and 1x NVMe OST. The configuration of our simulations is therefore repre-
sentative for current exascale systems, at least from the OST perspective. The selected workloads
provide a representative mix of emerging deep and machine learning and traditional simulation
workloads.

Figures 23(a)-23(c) show the read performance results of the concurrent application runs using
the non-PFL, PFL Configuration 1, and PFL Configuration 2 file layouts. For all file striping layouts,
Tarazu outperforms LSA, and the overall performance with PFL exceeds that of non-PFL runs. The
selected real-world application traces portray a mixed I/O workload with different file sizes. PFL
was specifically designed to cope with such mixed workloads, which is reflected in the improved
performance results. For example, for the configuration with 3,600 OSTs and 450 OSSs, Tarazu with
PFL Configuration 1 provides a read bandwidth of 3.34 GB/s, which corresponds to a performance
increase of 36.3%, while the read bandwidth with LSA is only 2.1 GB/s. As expected, both PFL
configurations perform equally well on large-scale storage systems.

The simulator confirms that Tarazu scales well for running concurrent applications on medium
and large Lustre installations. In contrast to the write performance results on our small Lus-
tre testbed, the write bandwidth with Tarazu is equal to or better than LSA, as shown in
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Figures 23(d)-23(f). This validates that Tarazu poses no bottleneck or significant overhead for real-
world deployments. Instead, Tarazu provides a near-optimal load balance and a significantly im-
proved read performance, which is critical for the post-processing of large-scale application data.

8 DISCUSSION AND FUTURE WORK
8.1 Emerging Workloads

High performance computing (HPC) workloads are no longer restricted to traditional check-
point/restart applications. The rise in popularity and functionality of machine learning and deep
learning approaches in various science domains, such as biology, earth science, and physics, has led
to the read-intensive nature of applications [68]. Tarazu helps in improving the read throughput
of such applications, as shown in the results of cosmoFlow with Tarazu. Moreover, applications
will increasingly make use of the PFL feature of Lustre, which allows a higher flexibility during file
creation. As part of our future work, we aim to integrate Tarazu with Lustre and test its efficacy
on the world’s first exascale supercomputer Frontier [42].

8.2 Initial Training through Statistical Analysis and Darshan Logs

Currently, Tarazu uses miniRecorder on the client side to record the I/O characteristics of applica-
tions. This information is then parsed, processed, and passed to the prediction model. To further au-
tomate Tarazu’s workflow, we plan to support logs from popular I/O characterization and tracing
tools like Darshan as input to our prediction model. This will further facilitate the use and integra-
tion of Tarazu into production systems, as many HPC centers already use tools such as Darshan
by default for system analysis. To further fine-tune the prediction model and placement algorithm,
modular and automated workload analysis frameworks such as MAWA-HPC [109] could be used
as an additional input on the clients.

8.3 Rebalancing of Existing Application Datasets

One of the main limitations of Tarazu is that the load-balancing mechanism is only applied to
newly generated data, and only when the placement library is explicitly used by the user. However,
since read-intensive workloads in particular can benefit greatly from Tarazu, the integration of
a rebalancing mechanism running in the background for already existing data and training sets
is quite reasonable. This can be achieved, for example, by a server-side daemon that redistributes
already existing data when the server load is low.

8.4 Metadata Load Balancing

One of the main contributions of Tarazu is the creation of a global view of all system resources
along the I/O path, which is then used to guide data placement decisions and achieve load balanc-
ing by taking global statistics into account. Future systems will continue to scale, and we expect
backend I/O servers and metadata servers to scale accordingly. Centralized metadata servers will
therefore no longer be viable, as they serialize parallel file accesses, which can become a significant
performance bottleneck. With the introduction of Lustre’s Distributed Name Space (DNE) fea-
ture, the metadata load for a single file system can be distributed across multiple metadata servers.
DNE is realized through a mechanism called striped directories. Here, the structure of a directory
is split into shards that are distributed across multiple MDTs. However, the user must specify the
layout for a specific directory for each application run or workflow.

In the future, we plan to extend the prediction model to not only facilitate sophisticated file
striping layouts for individual files, but also provide transparent metadata load balancing to better
support data-intensive workloads.
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8.5 Integration of Tarazu into Other Hierarchical HPC File Systems

The latest implementation of Tarazu relies on Lustre’s monitoring capabilities. Similar monitor-
ing functionalities can be found in other multi-tier file systems such as BeeGFS [30], IBM GPFS
(Spectrum Scale) [77], and Ceph [63, 90, 92]. Although our particular prototype is based on Lus-
tre, the metrics and architectural component assumptions we have chosen can largely be general-
ized across the spectrum of large-scale parallel file systems, such as decoupling of MDSs and data
servers (OSDs), data striping, and striping width and length. For example, Ceph’s built-in ceph
mon dump and GPFS’s mmpmon provide even more detailed data collection capabilities and are
compatible with our proposed algorithms.

The main challenge for supporting file systems such as BeeGFS and Ceph will be the integration
of the stripe placement mechanisms. Here, special API extensions will be necessary to apply the
striping patterns and advanced file layouts. For example, we are currently working on an extension
to the Ceph user API that will adapt striping functionality from the llapi library to Ceph.

8.6 System-specific Autotuning of PFL Configuration

PFL simplifies the use of Lustre so users can expect reasonable performance for a variety of file
I/O patterns without having to explicitly understand the parallel I/O model. Specifically, users do
not necessarily need to know the size or concurrency of the output files before they are created
and explicitly specify an optimal layout for each file to achieve good performance. Therefore, the
integration of features like PFL is an essential step to support future HPC workloads. For PFL, it is
recommended that small files have a lower stripe count (to reduce overhead), and as the file size
increases, the stripe count should also be increased (to spread the storage footprint and increase
bandwidth). In addition, the layout should only be expanded until the total number of strips reaches
or exceeds the number of OSTs. At this point, it is beneficial to add a final layout expansion to EOF
that spans all available OSTs to maximize the bandwidth at the end of the file (if it continues to
grow significantly in size).

Currently, Tarazu only supports the use of a static PFL configuration. Discussions with system
administrators of current HPC systems have confirmed that today’s Lustre deployments often use
system-wide static PFL configurations. This creates a tradeoff between I/O bandwidth performance
and usability, as few users know which striping settings are beneficial for their workload. To exploit
the full performance potential, we plan to develop a PFL tuner that can automatically determine the
best PFL configuration, depending on the underlying parallel storage system and the application
I/O pattern. Here, we will also consider the new Self-Extending Layout (SEL) [61] feature, which
is an extension to PFL. SEL allows the MDS to change the defined PFL configuration dynamically.

8.7 Further Improving the Scalability of Tarazu

For simplicity reasons, Tarazu currently relies on MySQL databases for the implementation of
the interaction database. However, relational databases do not perform well when a wide variety
of information needs to be queried, because relational databases such as MySQL store data in an
organized manner. Document-oriented databases like MongoDB, a type of NoSQL database, can
store huge amounts of data and also have very powerful query and indexing capabilities. Future
work will address the performance bottleneck in our design by evaluating different database tech-
nologies for the interaction database. This will minimize the incurred overhead when intercepting
the file creation requests and therefore improve the I/O latency for file creation and write requests.

9 CONCLUSION

This article proposes Tarazu, an end-to-end control plane for optimizing parallel and distributed
HPC I/O systems such as Lustre by providing efficient load balancing among storage servers.
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Tarazu offers a global view of the system, enables coordination between clients and servers, and
manages performance degradation due to resource contention by accounting for operations on
both clients and servers. Our implementation facilitates near-optimal load balancing across OSTs
and OSSs in Lustre and is able to handle concurrent execution of workloads with different file I/O
sizes by supporting both PFL and non-PFL file layouts in a scalable and distributed manner.

We evaluate Tarazu on a real Lustre testbed with the benchmarks IOR and HACC-I/O for various
file layouts and with different SSF and FPP sharing strategies. Compared to the default Lustre LSA
policy, Tarazu provides up to 33% improvement in balancing the load. Moreover, we also observe
an I/O performance improvement of up to 43% for reads without affecting the performance for
writes. In addition, we design a time-discrete simulator based on ns-3 and use three real-world HPC
application traces from the Summit supercomputer to demonstrate the effectiveness and scalability
of the transparent design of Tarazu on large-scale storage systems. The selected workloads show
that Tarazu is equally suitable for traditional simulation workloads and emerging HPC workloads.
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