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Abstract. Multi-objective or multi-destination path planning is crucial for mobile robotics ap-
plications such as mobility as a service, robotics inspection, and electric vehicle charging for long
trips. This work proposes an anytime iterative system to concurrently solve the multi-objective
path planning problem and determine the visiting order of destinations. The system is comprised
of an anytime informable multi-objective and multi-directional RRT* algorithm to form a simple
connected graph, and a proposed solver that consists of an enhanced cheapest insertion algorithm
and a genetic algorithm to solve the relaxed traveling salesman problem in polynomial time.
Moreover, a list of waypoints is often provided for robotics inspection and vehicle routing so that
the robot can preferentially visit certain equipment or areas of interest. We show that the proposed
system can inherently incorporate such knowledge, and can navigate through challenging topol-
ogy. The proposed anytime system is evaluated on large and complex graphs built for real-world
driving applications. All implementations are coded in multi-threaded C++ and are available at:
https://github.com/UMich-BipedLab/IMOMD-RRTStar.

Keywords: robot path planning, multiple objectives, traveling salesman problem, TSP solver

1 Introduction and Contributions

Multi-objective or multi-destination path planning is a key enabler of applications such as data collec-
tion [1-3], traditional Traveling Salesman Problem (TSP) [4, 5], and electric vehicle charging for long
trips. More recently, autonomous “Mobility as a Service” (e.g., autonomous shuttles or other local
transport between user-selected points) has become another important application of multi-objective
planning such as car-pooling [6-9] Therefore, being able to efficiently find paths connecting multi-
ple destinations and to determine the visiting order of the destinations (essentially, a relaxed TSP)
is critical for modern navigation systems deployed by autonomous vehicles and robots. This paper
seeks to solve these two problems by developing a system composed of a sampling-based anytime
path planning algorithm and a relaxed-TSP solver.

Another application of multi-objective path planning is robotics inspection, where a list of inspec-
tion waypoints is often provided so that the robot can preferentially examine certain equipment or
areas of interest or avoid certain areas in a factory, for example. The pre-defined waypoints can be
considered as prior knowledge for the overall inspection path the robot needs to construct for task
completion. We show that the proposed system can inherently incorporate such knowledge.

To represent multiple destinations, graphs composed of nodes and edges stand out for their sparse
representations. In particular, graphs are a popular representation of topological landscape features,
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Fig. 1: llustration of the proposed informable multi-objective and multi-directional RRT* (IMOMD-RRT"™) sys-
tem evaluated on OpenStreetMap of Chicago, containing 866, 089 nodes and 1, 038, 414 edges. The green, red,
and orange dots are the source, target, and objectives, respectively. (a) shows the initial stage of the tree expansion
of each destination. (b) shows the trees from each destination form a connected graph. (c) shows the first path and
visiting order from the IMOMD-RRT". Given more computation time, (d) shows that IMOMD-RRT" returns a
better path and order.

such as terrain contour, lane markers, or intersections [10]. Topological features do not change of-
ten; thus, they are maintainable and suitable for long-term support compared to high-definition (HD)
maps. Graph-based maps such as OpenStreetMap [10] have been developed over the past two decades
to describe topological features and are readily available worldwide. Therefore, we concentrate on
developing the proposed informable multi-objective and multi-directional rapidly-exploring random
trees (RRT*) system for path planning on large and complex graphs.

A multi-objective path planning system is charged with two tasks: 1) find weighted paths (i.e.,
paths and traversal costs), if they exist, that connect the various destinations. This operation results
in an undirected and weighted graph where nodes and edges correspond to destinations and paths
connecting destinations, respectively. 2) determine the visiting order of destinations that minimizes
total travel cost. The second task, called relaxed TSP, differs from standard TSP in that we are allowed
to (or sometimes have to) visit a node multiple times; see Sec. 2.3 for a detailed discussion. Several
approaches [11-14] have been developed to solve each of these tasks separately, assuming either the
visiting order of the destinations is given, or a cyclic/complete graph is constructed and the weights
of edges are provided. However, in real-time applications, the connectivity of the destinations and the
weights of the paths between destinations (task 1) as well as the visiting order of the destinations (task
2) are often unknown. It is crucial that we are able to solve these two tasks concurrently in an anytime
manner, meaning that the system can provide suboptimal but monotonically improving solutions at
any time throughout the path cost minimization process.

In this paper, we seek to develop an anytime iterative system to provide paths between multi-
ple objectives and to determine the visiting order of destinations; moreover, the system should be
informable meaning it can accommodate prior knowledge of intermediate nodes, if available. The
proposed system consists of two components: 1) an anytime informable multi-objective and multi-
directional RRT* (IMOMD-RRT") algorithm to form a connected weighted-undirected graph, and 2)
arelaxed TSP solver that consists of an enhanced version of the cheapest insertion algorithm [15] and
a genetic algorithm [16-19], which together we call ECI-Gen. The proposed system is evaluated on
large-complex graphs built for real-world driving applications, such as the OpenStreetMap of Chicago
containing 866, 089 nodes and 1, 038, 414 edges that is shown in Fig. 1.

The overall system is shown in Fig. 2 includes the following contributions:

1. An anytime informable multi-objective and multi-directional RRT* (IMOMD-RRT") system that
functions on large-complex graphs. The anytime features means that the system quickly constructs
a path on a large-scale undirected weighted graph that meets the existence constraint (the solution
path must passes by all the objectives at least once), and the order constraint (with fixed starting
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Fig. 2: Tllustration of the proposed IMOMD-RRT™ system. It consists of an anytime informable multi-objective
and multi-directional RRT* (IMOMD-RRT") algorithm to construct a connected weighted-undirected graph, and
a polynomial-time solver to solve the relaxed TSP. The solver consists of an enhanced version of the cheapest
insertion algorithm [15] and a genetic algorithm [16—18], called ECI-Gen solver. The full system (the blue box)
will continue to run to further improve the solution over time.

point and end point). Therefore, the resulting weighted reduced graph containing the objectives,
source, and target is connected.

2. The problem of determining the visiting order of destinations of the connected graph is a relaxed
TSP (R-TSP) with fixed start and end nodes, though intermediate nodes can be (or sometimes
must be) visited more than once. We introduce the ECI-Gen solver, which is based on an en-
hancement of the cheapest insertion algorithm [15] and a genetic algorithm [16—19] to solve the
R-TSP in polynomial time.

3. We show that prior knowledge (such as a reference path) for robotics inspection of a pipe or
factory can be readily and inherently integrated into the IMOMD-RRT”. In addition, providing
the prior knowledge to the planner can help navigate through challenging topology.

4. We evaluate the system comprised of IMOMD-RRT* and the ECI-Gen solver on large-scale
graphs built for real world driving applications, where the large number of intermediate desti-
nations precludes solving the ordering by brute force. We show that the proposed IMOMD-RRT*
outperforms bi-directional A* [20] and ANA* [21] in terms of speed and memory usage in large
and complex graphs. We also demonstrate by providing a reference path, the IMOMD-RRT™ es-
capes from bug traps (e.g., single entry neighborhoods) in complex graphs.

5. We open-source the multi-threaded C++ implementation of the system at
https://github.com/UMich-BipedLab/IMOMD-RRTStar.

The remainder of this paper is organized as follows. Section 2 summarizes the related work. Sec-
tion 3 explains the proposed anytime informable multi-objective and multi-directional RRT* to con-
struct a simple connected graph. The ECI-Gen solver to determine the ordering of destinations in the
connected graph is discussed in Sec. 4. Experimental evaluations of the proposed system on large-
complex graphs are presented in Sec. 5. Finally, Sec. 6 concludes the paper and provides suggestions
for future work.

2 Related Work

Path planning is an essential component of robot autonomy. In this section, we review several types
of path planning algorithms and techniques to improve their efficiency. Furthermore, we compare
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the proposed system with existing literature on car-pooling/ride-sharing and the traveling salesman
problem.

2.1 Common Path Planners

Path planners are algorithms to find the shortest path from a single source to a single target. Graph-
based and sampling-based algorithms are the two prominent categories.

Graph-based algorithms [20-26] such as Dijkstra [23] and A* [22] discretize a continuous space
to an undirected graph composed of nodes and weighted edges. They are popular for their efficiency
on low-dimensional configuration spaces and small graphs. There are many techniques [20,21,24-26]
to improve their computation efficiency on large graphs. Inflating the heuristic value makes the A* al-
gorithm likely to expand the nodes that are close to the goal and results in sacrificing the qual-
ity of solution. Anytime Repairing A* (ARA*) [25] utilizes weighted A* and keeps decreasing the
weight parameter at each iteration, and therefore leads to a better solution. Anytime Non-parametric
A* (ANA*) [21] is as efficient as ARA* and spends less time between solution improvements. R* [24]
is a randomized version of A* to improve performance. Algorithms such as Jumping Point Search [26]
to improve exploration efficiency only work for grid maps. However, graph-based algorithms inher-
ently suffer from bug traps, whereas sampling-based methods can overcome bug traps more easily via
informed sampling; see Sec. 5 for a detailed discussion.

Sampling-based algorithms such as rapidly-exploring random trees (RRT) [27] stand out for their
low complexity and high efficiency in exploring higher-dimensional, continuous configuration spaces.
Its asymptotically optimal version — RRT* [28-30] — has also gained much attention and has con-
tributed to the spread of the RRT family. More recently, sampling-based algorithms on discrete spaces
such as RRLT and d-RRT* have been applied to multi-robot motion planning [31-34]. We seek to
leverage RRT™ to construct a simple connected graph that contains multiple destinations from a large-
complex map, as well as to accommodate prior knowledge of a reference path.

2.2 Car-Pooling and ride-sharing

Problems such as car-pooling, ride-sharing, food delivery, or combining public transportation and car-
pooling handle different types of constraints such as maximum seats, time window, battery charge,
number of served requests along with multiple destinations [6-9,35-43]. These problems are usually
solved by Genetic Algorithms [6], Ant Colony Optimization [35, 43], Dynamic Programming [39,
40] or reinforcement learning [8,42]. These methods assume, however, that weighted paths between
destinations in the graph are already known [6, 8, 35,36, 38, 40,43], while in practice, the connecting
paths and their weights are unknown and must be constructed.

2.3 Multi-objective Path Planners and Traveling Salesman Problem

Determining the travel order of nodes in an undirected graph with known edge weights is referred to as
a Traveling Salesman Problem (TSP). The TSP is a classic NP-hard problem about finding a shortest
possible cycle that visits every node exactly once and returns to the start node [4,5]. Another variant of
TSP, called the shortest Hamiltonian path problem [4], is to find the shortest path that visits all nodes
exactly once between a fixed starting node (vs) and a fixed terminating node (v;). The problem can be
solved as a standard TSP problem by assigning sufficiently large negative cost to the edge between v,
and v; [4,5].

We are inspired by the work of [11, 13], where the authors propose to solve the problem through
a single-phase algorithm in simulated continuous configuration spaces. They first leverage multiple
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Fig. 3: (a) shows a simple connected graph where the objectives have to be visited twice to visit all destinations.
(b) shows the case where revisiting the source v, allows a shorter path when triangular inequality does not hold.

random trees to solve the multi-goal path planning problem and then solve the TSP via an open-
source solver. In particular, they assume that the paths between nodes in the continuous spaces can
be constructed in single pass and that the resulting graph can always form a cycle in their simulation
environment. Thus, the problem can then be solved by a traditional TSP solver. In practice, however,
the graph might not form a cycle (e.g., an acyclic graph or a forest) as shown in Fig. 3a, and even if
the graph is cyclic or there exists a Hamiltonian path, there is no guarantee the path is the shortest.
In Fig. 3b, the Hamiltonian path simply is v4 — 013 — vy, and the traversed distance is 12. However,
another shorter path exists if we are allowed to traverse a node (v in this case) more than once:
vs — 01 — vs — v, and the distance is 7. We therefore propose a polynomial-time solver for this
relaxed TSP problem; see Sec. 4 for further discussion.

3 Informable Multi-objecticve and Multi-directional RRT*

This section introduces an anytime informable multi-objective and multi-directional Rapidly-exploring
Random Tree* (IMOMD-RRT™) algorithm as a real-time means to quickly construct from a large-
scale map a weighted undirected graph that meets the existence constraint (the solution trajectory
must pass by all the objectives at least once), and the order constraint (with fixed starting point and
end point). In other words, the IMOMD-RRT* forms a simple? connected graph containing the objec-
tives, source, and target.

3.1 Standard RRT™ Algorithm

The original RRT* [28] is a sampling-based planner with guaranteed asymptotic optimality in continu-
ous configuration spaces. In general, RRT* grows a tree where nodes are connected by edges of linear
path segments. Additionally, RRT* considers nearby nodes of a newly extended node when choosing
the best parent node and when rewiring the graph to find shorter paths for asymptotic optimality.

3.2 Multi-objective and Multi-directional RRT* on Graphs

In this paper, we use map to refer to the input graph, which might contain millions of nodes, and use
graph to refer to the graph composed of only the destinations including the source and target node. The
proposed IMOMD-RRT™ differs from the original RRT* in six aspects when growing a tree. First, the
sampling is performed by picking a random v,g in the map, and not from an underlying continuous

3 A simple graph, also called a strict graph, is an unweighted and undirected graph that contains no graph loops
or multiple edges between two nodes [44].
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Fig.4: Illustration of tree expansion and connection nodes of a tree. The unexplored paths in the graph and
the spanning tree are represented by the gray and yellow lines, respectively. The green-dashed circles are the
expandable nodes. (a) shows the tree 7; extends to the vrng by growing a node vnew to the closest expandable
node. (b) shows the updated set X; of expandable nodes and the tree is rewired around the vpew. The rewired
nodes vnear are represented as the blue dots.
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Fig. 5: Illustration of better connection nodes resulting in a better path. Two trees rooted at d; and dj, are marked
in yellow and green, respectively. The highlighted purple line shows the shortest path between d; and dj. The
newly extended node vnew (dashed-red circles) is added to a set of connection nodes C;x. The element of the
distance matrix, A;x, and the connection node ¢}, that generates the shortest path between the destination d; and
dy, are updated as a shorter path is found.

space. The goal bias is not only applied to the target but also the source and all the objectives. Second,
a steering function directly finds the closest expandable node as vpey to the random node vyy,q, Without
finding the nearest node in the tree, as shown in Fig. 4a. Note that instead of directly sampling from
the set of expandable nodes, sampling from the map ameliorates the bias of sampling on the explored
area. Third, the parent node is chosen from the nodes connected with the new node vyey, called the
neighbor nodes. Among the neighbor nodes, the node that yields the lowest path cost from the root
becomes the new node’s parent. Fourth, the jumping point search algorithm [26] is also leveraged
to speed up tree exploration. Fifth, the IMOMD-RRT™ rewires the neighborhood nodes to minimize
the accumulated cost from the root of a tree to vpey, as shown in Fig. 4b. Lastly, if v, belongs
to more than one tree, this node is considered a connection node, which connects the path between
destinations, as shown in Fig. 5.

Our proposed graph-based RRT* modification is summarized below with notation that generally
follows graph theory [44]. A graph G is an ordered triple (V(G), £(G), Pg), where V(G) = {v € (} is
a set of nodes in the robot state space ¢, £(G) is a set of edges (disjoint from V(G)), and an indication
function @¢ that associates each edge of G with an unordered pair (not necessarily distinct) of nodes
of G.

Given a set of destinations D = {d;|d; € {vs,v;} UO}" 2, where vs € V(G) is the source node,
vy € V(G) is the target node, and O C V(G) is the set of m objectives, the IMOMD-RRT” solves the
multi-objective planning problem by growing a tree 7; = (V, E), where V' C V(G) is a set of nodes
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connected by edges E C £(G), at each of the destinations d; € D. Thus, it leads to a family of trees
T - {717 T a7;n7 7;n+13 7;n+2}~

The proposed IMOMD-RRT™ explores the graph G by random sampling from V(G) and extending
nodes to grow each tree. We explain a few important functions of IMOMD-RRT* below.

Tree Expansion Let A/ (v) be the set of nodes directly connected with a node, i.e., the neighborhood
of a node v [44]. A node is expandable if there exists at least one unvisited node connected and at
least one node of the tree connected, shown as the dashed-green circles in Fig 4a. Let X; be the set of
expandable nodes of the tree 7;. A random node vng is sampled from the nodes of the graph V(G).
Next, find the nearest node vy in the set of expandable nodes X;:

Unew = arg min Dist (v, Vrnd), €))
vEX;

where Dist(+, -) is the distance between two states. Next, the jumping point search algorithm [26] is
utilized to speed up the tree expansion. If the current v, has only one neighbor that is not already
in the tree, vyey is added to the tree and that one neighbor is selected as the new vpey. This process
continues until v,ey has at least two neighbors that are not in tree, or it reaches vrang.

Parent Selection Let the set A;(vpew) be the neighborhood of the vyey in the tree 7;. The node
Unear 1N N (Unew ) that results in the smallest cost-to-come, Cost(+, -), is the parent of the vyey and is
determined by:
Uparent — aI'g min {COSt(’]L Unear) + Dist (rUneary Unew)}~ (2)
Unear EN (Unew)

Next, all the unvisted nodes in N; (vyey ) are added to the set of expandable nodes X;.

Tree Rewiring After the parent node is chosen, the nearby nodes are rewired if a shorter path reaching
the node through the vy, is found, as shown in Fig. 4b. The rewiring step guarantees asymptotic
optimality, as with the classic algorithm.

Update of Tree Connection A node is a connection node if it belongs to more than one tree. Let C;j,
be the set of connection nodes between 7; and 7y, and let ¢, denote the node that connects 7; and 7y,
with the shortest distance

¢, = argmin {Cost(7;,¢) + Cost(Tg,¢)}. )
ceCip

Let A(p42)x(m+2) be a distance matrix that represents pairwise distances between the destinations,
where m is the number of objectives. The element A; ;, indicates the shortest path between destina-
tions d; and dj, as shown in Fig. 5b. A; ; is computed as

A; 1 = Cost(T;, ¢jy,) + Cost (T, ¢iy.)- )

3.3 Discussion of Informability

As mentioned in Sec. 1, applications such as robotic inspection or vehicle routing might consider prior
knowledge of the path, so that the robot can examine certain equipment or area of interests or avoid
certain areas in a factory. The prior knowledge can be naturally provided as a number of “pseudo
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(b)

Fig. 6: Illustration of the rewired path of pseudo-destinations. d; — d4 are the destinations and marked in different
colors. The dashed-red circles are the connection nodes between two trees. The thick purple line is the final path.
(a) shows the resulting path as if di — d4 are “true” destinations, and (b) is the resulting path as if do — d3 are
“pseudo” destinations. The real destinations have to be visited as shown in (a), whereas pseudo destinations are
artificial destinations to help form a connected graph, and might no longer be visited after rewiring

destinations” or samples in the IMOMD-RRT™. A pseudo destination is an artificial destination to
help IMOMD-RRT" to form a connected graph. However, unlike true destinations that will always be
visited, a pseudo destination might not be visited after rewiring, as shown in Fig. 6. Prior knowledge
through pseudo destinations can also be leveraged to traverse challenging topology, such as bug-traps;
see Sec. 5.

Remark 1. One can decide if the order of the pseudo destinations should be fixed or even the pseudo
destinations should be objectives (i.e., they will not be removed in the rewiring process.).

4 Enhanced Cheapest Insertion and Genetic Algorithm

This section introduces a polynomial-time solver for the relaxed traveling salesman problem (R-TSP).

4.1 Relaxed Traveling Salesman Problem

The R-TSP differs from standard TSP [4,5, 45] in two perspectives. First, nodes are allowed to be
visited more than once, as mentioned in Sec. 2.3. Second, we have a source node where we start
and a target node where we end. Therefore, the R-TSP can also be considered a relaxed Hamiltonian
path problem [4,45]. We propose the ECI-Gen solver, which consists of an enhanced version of the
cheapest insertion algorithm [15] and a genetic algorithm [16—18] to solve the R-TSP. The complexity
of the proposed solver is O(NN?), where N is the cardinality of the destination set D.

4.2 Graph Definitions and Connectivity

In graph theory [44,46], a graph is simple or strict if it has no loops and no two edges join the same
pair of nodes. In addition, a path is a sequence of nodes in the graph, where consecutive nodes in the
sequence are adjacent, and no node appears more than once in the sequence. A graph is connected if
and only if there is a path between each pair of destinations. Once all the destinations form a simple-
connected graph, there exists at least one path 7 that passes all destinations D. We can then consider
the problem as an R-TSP (see Sec. 4.1), where we have a source and target node as well as several
objectives to be visited. Therefore, we impose the graph connectivity and simplicity as sufficient
conditions to solve the R-TSP. The disjoint-set data structure [47, 48] is implemented to verify the
connectivity of a graph.
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Fig. 7: Illustration of the insertion cost. (a) shows the in-place insertion and the resulting sequence contains
duplicated s;. (b) shows the in-sequence insertion without a duplicated element.

4.3 Enhanced Cheapest Insertion Algorithm

The regular cheapest insertion algorithm [15] provides an efficient means to find a sub-optimal se-
quence that guarantees less than twice the optimal sequence cost. However, it does not handle the
case where revisiting the same node makes a shorter sequence. Therefore, we propose an enhanced
version of the cheapest insertion algorithm, which comprises of a set of actions: 1) in-sequence in-
sertion, Ain-sequence> Which is the regular cheapest insertion; 2) in-place insertion, Ajp_place, to allow the
algorithm to revisit existing nodes; and 3) swapping insertion, Agwapping> Which is inspired by genetic
algorithms. Finally, sequence refinement is performed at the end of the algorithm.

Let the current sequence be Scument = {Vs, 81,7 , Sis Sit1, " 5 Sn, Ut} to indicate the visiting
order of destinations, where s;.3 € D and (n + 2) is the number of destinations in the sequence. The
travel cost (-, -) is the path distance between two destinations provided by the IMOMD-RRT*. The
Scurrent 18 constructed by Dijkstra’s algorithm on the graph.

Remark 2. Scyeny possibly contains duplicated elements and s; is not necessary d;. Therefore, the
number of destinations in the sequence n may be larger than the actual number of destinations m.

Fig. 7a shows the duplicated case with Scyrent = {Vs, S1, "« » Si, Ak, Siy Sit1,° "+ 5 Sn, Ut }, Where s;
is duplicated. Figure 7b illustrates an unduplicated case where Scurrent = {Us, S1, -+, Sis diy Sit1,
y Sny ’Ut}.

Let K denote the set of destinations to be inserted, and let the to-be-inserted destination be d;, and
its ancestor be s;, where di, € K and s; € Scyrent- Given a current sequence Scyrrent, the location to
insert s*, and the action of insertion A* are determined by

A", " = argmin \;(s;, di), 5)
)\j cA
S €Scurrent

where A = { Ain-sequence Ain-place» Aswapping | 1S the set of the insertion actions.

In-place Insertion Ajy.piace This step detours from s; to dy, and the resulting sequence is Spodificd =
{vsy 81+, 8iydk, Siy Sit1, " » Sn, Ut }, as shown in Fig. 7a. The insertion distance is

Ain—place(sh dk) = 20(572; dk) (6)
In-sequence Insertion Ajpsequence This step inserts dj, between s; and s; 1 (Vs; € {Scurrent/ (v¢) })s

and the resulting sequence i Smodified = {Vs, S15°** 5 Si, Ay Sit1, " " * 5 Sn, Ut 1, as shown in Fig. 7b.
The insertion distance is

Ain-sequence (84> di) = 0(84, di) + 0(dk, si11) — 0(84, Sig1)- @)
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Swapping Insertion Agyapping The swapping insertion changes the order of nodes right next to the
newly inserted node. There are three cases in swapping insertion: swapping left, right, or both. For the
case of swapping left, the modified sequence iS Simodified = {Vs, $1°** ; $i—2, Sis Si—1, ks Sit1," " 5 Sn,
vy } by inserting dy, between s; and s; 1 (Vs; € {Scurrent/(Vs, $1)}), and then swapping s; and s;_1.
The insertion distance of swapping left is

Aswapping (efo)(Si» dk) = O(dr, si41) — 0(Si, 5i41)
+ 0(si—1,di) + 0(si—2,5:) ®)

- 9(81'72782'71)

The right swap is a similar operation except that it swaps s;4; and s; o instead. Lastly, the case
of swapping both does a left swap (s; and s;1) and then a right swap (s;+1 and s;42).

Sequence Refinement In-place insertion occurs when the graph is not cyclic or the triangular in-
equality does not hold on the graph. The in-place insertion could generate redundant revisited nodes
in the final result and lead to a longer sequence. We further refine the sequence by skipping revis-
ited destination when the previous destination and the next destination are connected. The refined
sequence of destinations, Sgcy, with cardinality < n is the input to the genetic algorithm.

4.4 Genetic Algorithm

We further leverage a genetic algorithm [16—18] to refine the sequence from the enhanced cheap-
est insertion algorithm. The genetic algorithm selects a parent* sequence and then generates a new
offspring sequence from it by either a mutation or crossover process.

In brief, we first take the ordered sequence Sgcy from the enhanced cheapest insertion as our first
and only parent for the mutation process, which produces multiple offspring. Only the offspring with
a lower cost than the parent are considered the parents for the crossover process.

1) Mutation: There are three steps for each mutation process, as described in Fig. 8a. First, the
ordered sequence Sgcy from the enhanced cheapest insertion is randomly divided into & segments.
Second, random inversion® is executed for each segment except the first and last segments, which
contain the source and the target. Lastly, the segments in the middle are randomly reordered and
spliced together. Let the resulting offspring sequence be ¢ = {vs, p1,pa, - - , Pr, Ut }, Where v, is the
source node, v; is the target node, (r + 2) is the number of destinations in the sequence (the same
cardinality of Sgcr), and {p; }/_ is the re-ordered destinations, which could possibly contain the start
and end. The cost © of the offspring is computed as

@:e(vmpl)+Ze<pi7pi+1)+9(pn7vt), (9)

i=1

where 6(-, -) is the path distance between two destinations provided by the IMOMD-RRT".
We perform the mutation process thousands of times, resulting in thousands of offspring. Note
that only the offspring with a lower cost than the cost of the parent are kept for the crossover process.
2) Crossover: Let the set of mutated sequences from the mutation process be ¥ = {1; }!*_;, where
h is the number of offspring kept after the mutation process. For each generation, the crossover process

* Note that the parent in the genetic algorithm is a different concept from the parent node in the RRT* tree,
mentioned in Sec. 3.2. The terminology is kept so that it follows the literature consistently.
> A random inversion of a segment is reversing the order of destinations in the segment.
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(a) Mutation (b) Crossover

Fig. 8: Illustration of the mutation and crossover in the Genetic Algorithm. (a) In mutation, the sequence is
randomly cut into five segments and each segment is randomly reversed except Segment A and Segment E. In
this case, Segment B and C are reversed and D does not. Finally, the modified segments are spliced in random
order and resulting an offspring ACDBE. (b) In crossover, two sequences (Parent A and Parent B) are picked
from the offspring from the mutation process. A sub-sequence of one of the two sequences is randomly selected
(Sub-sequence A in this case). Next, random inversion is performed on Sub-sequence A and the resulting segment
is randomly placed inside an empty sequence of the offspring. Lastly, the remaining elements of the offspring are
filled by the order of the other sequence (Parent B) except the elements that are already in the offspring sequence.

is performed thousands of times and only the offspring with a lower cost than the previous generation
are kept. Each crossover process combines sub-sequences of any two sequences (;,%; € V) to
generate a new offspring, as described in Fig.8b. The probability of a sequence v; being picked is
defined as:

Pyl =) = = — pi= o (10

v ' i1 Pi’ T

where w is the number of the remaining offspring from each generation after the (i — 1) generation
and p; is the fitness of the sequence ;. Given the two selected sequences and an empty to-be-
filled offspring, a segment of one of the two sequences is randomly selected, and random inversion
is performed on the segment. The resulting segment is randomly placed inside the empty sequence
of the offspring. Lastly, the remaining elements of the offspring are filled by the order of the other
sequence except the elements that are already in the offspring sequence. After a few generations, the
offspring with the lowest cost, ©*, is the final sequence Sgcr.gen Of the destinations.

Remark 3. Whenever the IMOMD-RRT* provides a better path (due to its asymptotic optimality), the
ECI-Gen solver will be executed to solve for a better visiting order of the destinations. Therefore, the
full system provides paths with monotonically improving path cost in an anytime fashion.

4.5 Discussion of time complexity

As mentioned in Sec. 4.3, the first sequence Scyprent is constructed by Dijkstra’s algorithm, which is an
O(N?) process, where N is the cardinality of the destination set D. We then pass the sequence to the
enhanced cheapest insertion algorithm, whose time complexity is O(NN?), to generate a set of parents
for the genetic algorithm, which is also an O(N?) process. Therefore, the overall time complexity of
the proposed ECI-Gen solver is O(N?), and indeed a polynomial solver.

S Experimental Results

This section presents extensive evaluations of the IMOMD-RRT* system applied to two complex vehi-
cle routing scenarios. The robot state ¢ is defined as latitude and longitude. The distance between robot
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Table 1: Quantitative results of the proposed IMOMD-RRT™ system on two large maps (both graphs contain
more than one million nodes and edges) built for real robotics and vehicle applications. The proposed system

outperforms bi-A* and ANA™.

Initial Solution Time|Initial Path Cost|Final Memory Usage
[seconds] [kilometers] [# explored nodes]
IMOMD-RRT* 0.44 501,342 49,768
Seattle Bi-A* 4.40 808,416 3,240,515
ANA* 1.70 1,089,873 234,457
IMOMD-RRT* 1.10 156,807 61,785
San Francisco Bi-A* 9.93 315,061 3,640,863
ANA* Failed Failed Failed

states Dist(-,-) in (1) is defined as the haversine distance [49]. We implemented the bi-directional
A* [20] and ANA* [21] as our baselines to compare the speed and memory usage (the number of
explored nodes). We evaluate the IMOMD-RRT* system (IMOMD-RRT* and the ECI-Gen solver)
on a large and complex map of Seattle, USA. The map contains 1,054, 372 nodes and 1,173,514
edges, and is downloaded from OpenStreetMap (OSM), which is a public map service built for real
applications®. We then place 25 destinations in the map. We demonstrate that the IMOMD-RRT” sys-
tem is able to concurrently find paths connecting destinations and determine the order of destinations.
We also show that the system escapes from a bug trap by inherently receiving prior knowledge. The
algorithm runs on a laptop equipped with Intel® Core™ i7-1185G7 CPU @ 3.00 GHz.

To show the performance and ability of multi-objective and determining the visiting order, we
randomly set 25 destinations in the Seattle map. There are 25! possible combinations of visiting
orders and therefore it is intractable to solve the visiting order by brute force. The results are shown
in Fig. 9, where IMOMD-RRT" finds the first path faster than both Bi-A* and ANA* with a lower
cost and then also spends less time between solution improvements. Additionally, the memory usage
of IMOMD-RRT" is less than ANA* and much less than bi-A*. As shown in Table 1, the proposed
system provides the first solution 10 times faster than bi-A* and four time faster than ANA*. In
addition, the proposed system also consumes 65 times less memory than bi-A* and 4.7 times less
memory usage than ANA*.

Prior knowledge through pseudo destinations can also be leveraged to traverse challenging topol-
ogy, such as bug-traps [50]. This problem is commonly seen in man-made environments such as a
neighborhood with a single entry or cities separated by a body of water, as in Fig. 10. As mentioned in
Remark 3.3, prior knowledge is provided as a number of pseudo destinations in the IMOMD-RRT™ as
a prior collision-free path in the graph for robotics inspection or vehicle routing. Next, the prior path
is then being rewired by the IMOMD-RRT” to improve the path. We demonstrate this feature by pro-
viding the prior knowledge to escape the bug trap in San Francisco, as shown in Fig. 10. The map
contains 1,277,702 nodes and 1,437, 713 edges. As shown in Table 1, the proposed system escapes
from the trap nine times faster than bi-A*, whereas ANA* failed to provide a path within the given
time frame. The proposed system also consumes 58.9 times less memory than bi-A*.

In summary, we developed an anytime iterative system to provide paths between multiple ob-
jectives by the IMOMD-RRT™ and to determine the visiting order of the objectives by the ECI-Gen
solver solver in polynomial time. We also demonstrate that the proposed system is able to inherently
accommodate prior information to escape from challenging topology.

6 Apple Map® actually uses OpenStreetMap as their foundation.
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Fig.9: Quantitative and qualitative results for an OSM of Seattle, where we have 25 destinations to be visited.
The proposed IMOMD-RRT”* outperforms Bi-A* and ANA™ in term of speed and memory usage (the number of
explored nodes).
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Fig. 10: Providing prior knowledge to the proposed IMOMD-RRT™ system to avoid bug traps. The left and the
right are the qualitative and quantitative results for a bug trap in San Francisco, respectively. We have eight
pseudo destinations to help escape the challenging topology, where the source and target are separated by a body
of water. Note that ANA™ failed to provide a solution in the given time.

6 Conclusion and Future Work

We presented an anytime iterative system on large-complex graphs to solve the multi-objective path
planning problem, to decide the visiting order of the objectives, and to incorporate prior knowledge of
the potential trajectory. The system is comprised of an anytime informable multi-objective and multi-
directional RRT* to connect the destinations to form a connected graph and the ECI-Gen solver to
determine the visiting order (via a relaxed Traveling Salesman Problem) in polynomial time.

The system was extensively evaluated on OpenStreetMap (OSM), built for autonomous vehicles
and robots in practice. In particular, the system solved a path planning problem and the visiting order
with 25 destinations (25! possible combinations of visiting orders) on an OSM of Seattle, containing
more than a million nodes and edges, in 0.44 seconds. In addition, we demonstrated the system is able
to leverage a reference path (prior knowledge) to navigate challenging topology for robotics inspection
or vehicle routing applications. All the evaluations show that our proposed method outperforms the
Bi-A* and ANA* algorithm in terms of speed and memory usage.

In the future, we shall use the developed system within autonomy systems [30,51-62] on a robot to
perform point-to-point tomometric navigation in graph-based maps while locally avoiding obstacles
and uneven terrain. It would also be interesting to deploy the system with multi-layered graphs and
maps [63—-65] to incorporate different types of information.
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