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Abstract—Motion planning aims to compute the high-quality
and collision-free robotic trajectory. To solve the planning prob-
lems defined in varying dimensional sizes, motion planners,
especially sampling-based, are typically computation intensive be-
cause of the costly kernel operations, and computation inefficient
due to the inherent sequential processing scheme, hindering their
efficient deployment.

To address these challenges and enable real-time highly effi-
cient motion planning, this paper proposes MOPED, an algorithm
and hardware co-design for sampling-based motion planning
engine with flexible dimension support. At the algorithm level,
MOPED proposes a two-stage processing scheme to reduce the
frequency and unit cost of collision check. It also fully leverages
the spatial information and unique property of planning process
to enable low-cost approximated neighbor search. At the hard-
ware level, MOPED proposes a correctness-ensured speculative
processing scheme to overcome the serialization problem. It also
develop a multi-level caching strategy to reduce data movement
and resolve resource conflict.

We demonstrate the effectiveness of MOPED via implementing
a design example with CMOS 28nm technology via synthesiz-
ing. Compared with the baseline motion planning processors,
MOPED brings significant improvement on throughput, energy
efficiency and area efficiency.

I. INTRODUCTION

Motion planning aims to find an optimal/near-optimal tra-
jectory from the start configuration to the goal configuration
without colliding with any obstacles. As a fundamental and
core task in the robotic system, motion planning plays a critical
role to secure the successful missions of robots in various op-
erational environments. In practice, many real-world scenarios,
e.g., navigation in the complex indoor/outdoor environments
and manipulation in robot-aided surgery, highly require real-
time motion planning. However, due to its nature of inten-
sive computations, generating high-quality collision-free path
with short response time, especially for planning problems
defined in the high-dimensional configuration space, is very
challenging. For instance, many state-of-the-art CPU/GPU-
based planners still need tens or even hundreds of seconds
[3], [11], [31], [53], [67], [82] to find the movement trajectory
for robotic arms with high degree-of-freedom (DoF), bringing
challenging operational costs.

Motivated by this severe performance challenge, in this
paper we study efficient hardware acceleration for RRT*
[44], the seminal and fundamental sampling-based motion
planner. Different from search-based motion planner (e.g.,
A*) that typically only works in the low-dimensional (2D/3D)
configuration space, RRT* and its variants can solve both low

and high-dimensional planning problems (e.g., 2-13 DoF) in an
asymptotically optimal way. Because of this critical capability,
to date RRT*-family are widely used in tremendous practical
applications, such as arm manipulation, drone navigation,
game development and bioinformatics [2], [6], [17], [89].

As an approach randomly building a space-filling tree,
RRT#* is inherently computation intensive and inefficient be-
cause of three reasons. First, it requires extensive collision
checks. As indicated in many prior works [4], [60], collision
check, which aims to examine the potential intersection be-
tween the robot body and environmental obstacles, consumes
a large portion of the overall planning time. In particular,
because RRT* has to check the possible collisions incurred
by the planned movement at different processing stages after
each new sampling, the computing demand from performing
collision check is even more significant.

Second, RRT* also suffers costly neighbor search. Neighbor
search is well known for its potential high computational
cost with the presence of large search scope and high di-
mensionality. Unfortunately, because 1) RRT* always enlarges
the search scope for the nearest neighbor as more sampled
points are continuously added into the exploration tree; and
2) the distance calculation consumed in the neighbor search
is performed in the configuration space, which is typically of
high dimension, the cost incurred by searching the neighbor
is very significant in RRT*. Moreover, the exploration scheme
also requires multiple stages of neighbor search after each new
sampling, further increasing computational burden.

Third, the computing procedure of RRT* is highly sequen-
tial. As a tree growing-based approach, RRT#*, by its nature,
exhibits serial processing pattern and strong data dependency
between different computing stages. More specifically, every
time after a new sampling in the configuration space occurs,
the corresponding collision checks and neighbor searches must
be finished first before the planner begins another round of
sampling. Such inherent inter-sampling data dependency, con-
sequently, hinders the potential sampling-level parallelism of
the entire RRT* processing, thereby limiting the performance
improvement brought by hardware acceleration.

To address these challenges and enable real-time highly
efficient motion planning in different dimensional settings,
this paper proposes MOPED, an algorithm and hardware co-
design towards efficient motion planning engine with flexible
dimension support. At the algorithm level, we first develop
a two-stage processing scheme to reduce the frequency and
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unit cost of collision check, alleviating the corresponding
computational burden. We then propose to fully leverage
the spatial information and the unique property of RRT*
process to perform only necessary and approximated neighbor
search, significantly reducing the operational cost without
compromising path quality. A low-cost (O(1)) tree insertion
scheme is also developed to enable low-overhead and more
balanced tree structure. At the hardware level, we first build
the architectural engine to support the low-cost computing
scheme. We then develop a correctness-ensured speculative
processing scheme to enable sampling-level parallelism. We
also propose to explore multi-level caching opportunities to
reduce data movement and resolve resource conflict.

We synthesize an MOPED design example using CMOS
28nm technology. With 1000MHz operating frequency, the
0.62mm?-area MOPED prototype consumes 137.5mW power.
Compared with baseline motion planning processors, MOPED
achieves significant improvement on throughput, energy effi-
ciency and area efficiency. .

II. BACKGROUND

A. Motion Planning

Sampling-based Motion Planning. Motion planning prob-
lem can be solved from different perspectives, such as graph
searching [24], [30], [50], [51], [68], tree exploring [22], [23],
[41], [44], [46], [64], [87], learning from data [11], [63], [82],
[84], [85], optimal control [22], [44] and factor graph [16],
[35], [57]. Among them, sampling-based motion planners,
e.g., RRT* [44] and its variants, are popular and effective
approaches that can solve the planning problems defined in
the configuration space with various sizes of dimension. By
randomly sampling the configuration space to build a space-
filling tree, sampling-based planners aim to find the desired
collision-free paths via grows the exploration tree towards
connecting the start and goal configurations. To date, because
1) they work well when the dimensions of configuration space
scale, ie., avoiding “curse of dimensionality” problem that
search-based planners (e.g., A*) suffer; and 2) they provide
probabilistic completeness guarantees in an asymptotically
optimal way, sampling-based planners have been widely in
many real-world applications.

Collision Check and Bounding Box. A very important
kernel operation in the planning process is collision check,
which aims to examine that, given the planned movement,
whether there exist potential intersections between the robot
and obstacles. More specifically, consider in practice both the
robot and obstacle can have complex shapes and varying orien-
tations, the geometries of the robotic body and environmental
obstacles are typically represented via using bounding boxes.
As shown in Fig. 1, using such representation can transform
the collision check between two potentially irregular shapes to
between two regular rectangles, simplifying the examination
process. To date the most commonly used bounding method
is Oriented Bounding Boxes (OBBs) [18], which encodes both
the shape and orientation information of the object in the
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workspace, bringing tight-fitting and more accurate represen-
tation of the geometries of the objects [72]. Such benefit leads
to significant reduction in the potential false-positive collision
detection, improving the path quality, i.e., shorter path cost.

B. Rapidly-Exploring Random Trees (RRT*)

RRT* is the seminal and fundamental sampling-based mo-
tion planning approach, serving as the basis for many of its
variants [1], [7], [10], [13], [22], [39], [42], [47], [73], [83].
The key idea of RRT* is to expand the exploration tree and
refine the growth of the tree in an alternating way. More
specifically, as illustrated in Fig. 2, at the Tree Extension stage
the RRT#* planner first randomly samples the configuration
space, and then finds the nearest neighbor z,.qres: Of the
sampled point Zrand (i.e., a robot state in the configuration
space) among all the nodes in the current exploration tree.
After that the RRT* performs steering operation to decide
a point Tpe. located at the line connecting Tnearest and
Trand- Here the steering operation represents the impact of
kinematic/dynamic constraints, e.g., the maximum movement
the robotic may execute each time, and hence Zpe. , instead
of T,,n4, is the potential next configuration state the robot
may have. To verify the movement from 2, cqrest 10 Tnew 18
collision free, a collision check for such potential movement
is performed. If the check is clear, ., will be added to the
exploration tree as a new node, and its nearest neighbors in
the tree will also be searched. Then, at the Tree Refinement
stage RRT* aims to find the best edge involved with .,
to minimize the path cost. To that end, it calculates all the
path costs incurred by adding different x,,.,,-involved edges
to the exploration tree, and identifies the one candidate which
is collision free with the lowest cost. After that, both the
exploration tree and path cost are updated and the next round
of sampling begins. As proved in [44], with sufficient iterations
the exploration tree will connect the start and goal states with
low path cost, exhibiting probabilistic completeness.

C. Performance Challenge of RRT*

The above processing mechanism of RRT#*, though en-
abling the capability of solving motion planning problem
with varying dimensional sizes, causes the entire planning
procedure being very computation intensive and inefficient.
More specifically, we argue that the following three challenges
hinder the computing efficiency of RRT*. First, it requires
extensive costly collision checks. This is because every time
when RRT* finds a potential movement, the corresponding
collision checks between the robot and all obstacles, during
the entire movement course, have to be clear to verify the
legality. Even worse, such exhaustive collision check process
is required in both Tree Extension and Refinement stages of
RRT#*, further increasing computational burden. In addition,
the unit cost for each single collision check query is high.
According to Separating Axis Theorem (SAT) [25], the colli-
sion check between two OBB-represented objectives requires
to verify the existence of a separating axis among 15 potential
axes (for 3D) that are derived from the geometric information
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of the two OBBs; and the verification process for each axis
consists of calculating dot products. Consequently, frequent
query and pricey unit cost jointly make collision check become
a very time-consuming operation (see Fig. 3).

Second, even with few obstacles that can ease the difficulty
of collision check, RRT* is still computation intensive because
of the costly neighbor search, an operation that suffers rapidly
increasing complexity when the search scope or dimension-
ality scales. Unfortunately, for RRT* planning both of these
two conditions occur. To be specific, because the neighborhood
search is performed on all the nodes in the exploration tree,
as the tree continues to grow, the search scope increases
monotonically. Consider in RRT* the sampling operation can
be repeated up to 500,000 times [44], the search cost in the
later growing stage will become very significant. Meanwhile,
because all the nodes are defined in the configuration space
that can be of high dimension, the corresponding cost for
distance calculation also linearly increases as the dimension
scales — a typical working scenario for RRT*. Even worse,
because neighbor search process is required twice, the incurred
computational complexity has to be further doubled.

Third, RRT* exhibits inherent sequential processing pattern.
As illustrated in Fig. 2, the exploration tree gradually grows as
the sampling continues, and the collision check and neighbor
search in next round of sampling cannot be activated until
all the operations in the current round finishes. Essentially,
such sampling-level serialization is the natural outcome of
the primary mission of motion planner — finding a sequence
of movement without collision. To achieve this goal, the
decision on each movement must be made in a sequential man-
ner, thereby hindering the potential performance improvement
brought by applying parallel processing.

III. MOPED: ALGORITHM DESIGN

To address the above analyzed challenges, we propose
MOPED, an algorithm and hardware co-design to enable
efficient motion planning with varying dimensional sizes. In
this section we describe the algorithmic efforts first.

A. Two-Stage Processing for Low-Cost Collision Check

Recall that as profiled in Fig. 3, collision check, in most
scenarios, contributes the largest portion of the computational
costs consumed by RRT*. Therefore, the first step of our
algorithmic optimization is to reduce the complexity of this
bottleneck operation. To this end, we develop a two-stage
processing mechanism to enable low-cost collision check,
reducing both the frequency and unit cost of collision check
query. As illustrated in Fig. 4, our key idea is to first use
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the pre-known hierarchical spatial information to avoid many
unnecessary collision check and only perform low-cost coarse-
grained collision check if needed; and then at the second stage
more accurate collision check is performed in a fine-grained
way to optimize path quality. Next, we describe this two-stage
processing scheme in detail.

First-Stage Processing. The main purpose of first-stage
processing is to filter the unnecessary collision check. Here
the existence of “unnecessary collision check” is based on the
observation that, because of robot’s location and motion con-
straints (e.g., speed and scope), the potential collision between
a robot and obstacle typically only occurs at certain region of
workspace per each planned movement. For instance, when a
robot is located in the north area of workspace, its collision
with the obstacles located in the south region or out of its
single movement range, obviously, is very unlikely. Therefore,
many collision checks between the robot and obstacles can be
potentially avoided, saving computational costs.

Based on this observation, a question then naturally arises:
How can we determine which collision checks are unnec-
essary? To answer this question, we propose to use R-free
[27], a hierarchical tree data structure, to store the spatial
information of obstacles. A key feature of R-tree is that it can
group the nearby objects and represent the group at the lower
level using minimum bounding box at the higher level (see
Fig. 4). In other words, the spatial hierarchical information is
naturally preserved in the R-tree data structure, thereby sig-
nificantly facilitating identifying unnecessary collision check.
More specifically, as illustrated in Fig. 4, when the collision
between robot and node D in R-tree is free, it is evident that
the robot cannot collide with any obstacles in the rectangle
region that node D represents. Therefore, the corresponding
collision checks between the robot and all the obstacles in that
region (child nodes of node D), are unnecessary and can be
skipped, improving processing efficiency.! In general, the R-
tree search process starts from the root node. Then each time
the possible intersections, which are between AABB-format
bounding boxes of non-leaf nodes at level-i and OBB-format
bounding box of robot, are examined via using Separating Axis
Theorem (SAT). If there is no intersection for one level-i node,
meaning collision free, its child nodes at level-(i+1) will not
be further visited; otherwise the exploration continues for the
corresponding child nodes. This search process continues till

'Building R-tree is based on bulk-loading method, e.g., sort-tile-recursive
(STR) algorithm [48]. Here tree construction for collision check is an offline
process before planning activities occur, not affecting runtime performance;
while constructing R-tree for neighbor search is online and consumes costs.
See Section II-C for details.
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Fig. 4: Two-stage processing scheme. R-tree-based first-stage process-
ing skips unnecessary collision checks, and all first-stage checks are
OBB-AABB. Only second-stage processing performs OBB-OBB check.

all the leaf nodes have been either skipped or visited.

In addition to reducing the frequency of collision check, our
proposed first-stage processing also lowers the unit cost per
query. More specifically, because R-tree data structure requires
that the bounding method for its node must be Axis-Aligned
Bounding Boxes (AABB), the collision check between the tree
node and robot, when needed, is in the format of AABB-OBB
(obstacle-robot), which is much more computational efficient
than OBB-OBB type (details referred to Fig. 11). Consider
all the nodes in R-tree are AABB-bounded, the unit cost per
collision check occurred at the first stage is very low, further
reducing the computational cost.

Second-Stage Processing. Compared with OBB, AABB
bounding method suffers loss-fitting and less accurate repre-
sentation of the geometry of object. Therefore, when AABB-
OBB collision check is clear, it indeed means no collision;
but if the check is not clear, it does not necessarily mean the
collision occurs. Though the robot can still aggressively mark
this condition as collision and adjust the planned movement,
such false-positive problem will affect the path quality, e.g.,
causing higher path cost, or even fail the entire planning task
in the small/narrow passage scenario. Notice that path cost
is a very important performance metric for motion planning.
In general, higher path cost means the robot has to consume
much more energy and time to move and act. Because the
actuation part of robot typically needs much higher power than
the computing part, e.g., 86% (propellers) vs 5% (processors)
of the total allocated power budget for small-size UAVs [76],
reducing path cost, even in a small amount, can potentially
bring huge energy saving for the overall robot system.

To address this challenge and achieve high path quality,
we propose to perform fine-grained collision check as the
second-stage processing. As shown in Fig. 4, for the identified
collision between AABB-format obstacle (leaf node of R-tree)
and OBB-format robot, we will then represent obstacle using
more accurate OBB format to further perform OBB-OBB
collision check. In general, OBB bounding method provides
more compact encapsulation of an object than AABB. This
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Fig. 5: Using OBB obstacle represen-
tation can bring lower path cost and
higher success rate.

closing-fitting representation of obstacles minimizes overes-
timation in the spatial extent of obstacles, enabling more
precise computation of potential paths. Therefore, compared
with planning method using OBB-AABB checker, using OBB-
OBB checker can 1) find paths with lower path costs; and 2)
find actually collision-free paths that OBB-AABB marks as
collision (false-positive) (see Fig. 5).

Notice that though OBB-OBB check is costly per query,
the required amount has been significantly reduced because
of the filtering effect brought first-stage processing. There-
fore the overall computational costs incurred by second-stage
processing is still very low. Fig. 6 (experimental setting
refers to Section V) shows compares the required computation
incurred by collision check before and after using the two-
stage processing scheme. It is seen that our proposed approach
enables more than 20 times saving, significantly alleviating the
computational burden for this bottleneck operation.

B. Steering-Informed Neighbor Search

With the order-of-magnitude cost reduction for collision
check, neighbor search now becomes the new performance
bottleneck. Therefore our next step of algorithmic effort is to
optimize neighbor search operation in motion planning. To that
end, because the success of efficient neighbor search is based
on the proper extraction and use of spatial information, which
can be efficiently encoded by tree structure in an organized
way, we propose a novel data structure, steering-informed
minimal-bounding-rectangle tree (SI-MBR-Tree) for motion
planning-oriented neighbor search.

Skipping Neighbor Search using SI-MBR-Tree More
specifically, as illustrated in Fig. 7, SI-MBR-Tree serves to
store the spatial hierarchical information of nodes (robot state)
in the RRT* exploration tree (referred as EXP-free). Here
each leaf node of SI-MBR-Tree corresponds to one high-
dimensional node of EXP-tree, and each non-leaf node of SI-
MBR-Tree represents a minimum bounding box that contains
all of its child nodes. Because such hierarchical representation
implicitly encodes the information of spatial distance, e.g.,
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the leaf nodes of node C in Fig. 7 are closer to each other
than to the leaf nodes of node B, using SI-MBR-Tree enables
efficient neighbor search. For instance, when the distance of
the query blue point to the non-leaf node B of SI-MBR-
Tree (as a minimum bounding rectangle (MBR)), measured as
the minimum distance (MINDIST) [14] between a point and
rectangle (see Fig. 11 for detailed calculation), is greater than
the distance to the current nearest neighbor, all the distance
calculation between the query node and the leaf nodes of
node B can be skipped. This is because according to its
definition, MINDIST between the query and an MBR gives the
shortest possible distance to any leaf node within that MBR,
and hence MINDIST effectively serves as a representative
minimum distance for all enclosed leaf nodes to the query
point. Therefore, if the MINDIST to a non-leaf node’s MBR
is larger than the distance to a previously identified nearest
neighbor, the entire sub-tree under that node can be skipped,
as any leaf node within that sub-tree will inherently be more
distant than the current nearest neighbor.

In general, the search process over SI-MBR-Tree starts
at its root node and traverses the entire tree. When the
descendants of the node being visited are leaf nodes, the
Euclidean distances between these leaf nodes and the query
point are calculated. If any of these distances is shorter than
that of the current identified nearest neighbor, the nearest
neighbor is updated accordingly. On the other hand, in the
case that the node being visited does not have child leaf nodes,
the MINDIST between the query point and the MBR of its
child nodes is calculated. If the MINDIST for any child node
is shorter than the distance to the current identified nearest
neighbor, that node will be further explored as it might contain
a nearer leaf node. These qualifying child nodes have their
MINDISTs sorted, and the node with the shortest distance is
visited first. Once this node and all its descendants have been
fully explored, the child node with the next shortest MINDIST
will be visited. However, if during this process the MINDIST
for any unexplored child node exceeds the distance to the
current nearest neighbor, that child and all its descendants
will be skipped. The entire search process finishes once all
leaf nodes have either been visited or skipped.

Steering-Informed Approximated Search. A key rationale
of using SI-MBR-Tree-based neighbor search for motion plan-
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ning is that it can fully leverage the unique characteristic of
RRT* processing scheme, and hence open up the opportunities
of using approximated but performance-preserved neighbor
search to bring more computational saving. To be specific,
recall that two times of neighbor search are required in each
round of sampling: the first is to identify the nearest node in
EXP-tree (Z,eqrest) for the newly sampled point Trand, and
the second is to find the neighborhood of the node steered from
Tpearest tOWards T,.,n4. In such scenario, because 1) the newly
determined point z,.,, (pink node in Fig. 7) is steered from
the nearby T,cqres: (One green node in Fig. 7); and 2) the
neighborhood of z,.4res: has been explicitly represented as
non-leaf node C, we can simply approximate the nearby points
of ... as the neighbors of 2,,carest, fUrther eliminating the
need of the neighbor search. Notice that this approximation is
essentially enabled by joint use of unique characteristics of SI-
MBR-Tree and RRT*. To be specific, the building procedure
of SI-MBR-Tree (details refer to III-C) can inherently group
the geometrically nearby leaf nodes within the same non-leaf
node. Meanwhile, the steering operation in RRT* typically
only brings short distance between ', cqrest and Ty eq,, making

it very likely that 2,,cqres¢ Shares the same neighbors of z,,c,,-
mIOriginal NSEIProposed NS MOriginal NS ClProposed NS
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Fig. 8: (Left) Approximated neighbor search (NS) does not
affect path quality. (Right) It reduces computational cost.

Two Remaining Concerns. Although this SI-MBR-Tree-
based approximation can significantly reduce the computa-
tional cost of neighbor search in motion planning, it also
brings two new concerns to be addressed. First, it is not
clear that whether using the neighborhood of Zncarest , the
approximation of the neighborhood of z,.,, , may affect the
overall path cost or not, a critical performance metric to
evaluate a motion planner. Ideally, such approximation should
push the Pareto front instead of making trade-off between
computational and path costs. Second, building SI-MBR-Tree
in neighbor search is online and dynamic — all the nodes in the
EXP-tree are incrementally obtained via sequential sampling
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and gradually inserted to SI-MBR-Tree. The computational
implications of continually updating SI-MBR-Tree may cause
non-negligible overhead incurred by tree growing.

Approximation Error Tolerance. In this subsection we
analyze the potential impact on path cost incurred by the
approximated neighbor search, and address the second concern
in Section III-C. As shown in Fig. 8, (experimental setting
refers to Section V) after applying the approximated neighbor
search, the computational saving (at least 4 times) is not traded
with significant increase in path cost. Instead, for several
workloads the approximation-based solution even brings better
path quality (lower path cost). We believe the main reason
for such seemingly impossible “free lunch” phenomenon is
that, since the Tree Refinement stage of RRT* will optimize
the final path cost, more tolerance is granted for performing
low-cost approximated neighbor search — any potential penalty
incurred by the approximation can be further fixed via refining
the tree later. In other words, the approximated neighbor search
essentially leverages the inherent error-tolerance of RRT* with
respect to path cost, reducing the computational cost without
sacrificing path quality.
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Fig. 9: The proposed low-cost SI-MBR-Tree insertion. SI
means steering-informed. MBR means minimal-bounding-box.
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Fig. 10: Computational cost reduction brought by the proposed
low-cost insertion method.

C. SI-MBR-Tree with Low-Cost Insertion

With the assurance that steering-informed approximated
neighbor search does not affect the path cost, we next address
the second issue — the computational implications of dynam-
ically updating the SI-MBR-Tree. The primary ambition in
developing this tree structure specific for neighbor search of
RRT#* lies in maximizing spatial efficiency, which encapsulates
the structure’s ability for logically and compactly organizing
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spatial data, facilitating rapid neighbor searches and accurate
steering-informed approximations.

To ensure this spatial efficiency, the straightforward way is
to hinge on a costly online construction process especially in
high-dimensional scenarios where the motion planners always
operate. More specifically, to insert the newly sampled point
to the tree, the planner has to traverse the entire tree from
the root to a leaf node with selecting the child node with
minimum area enlargement at each level. As illustrated in Fig.
9, the area enlargement is defined by the increase of bounding
box when inserting the sampled point to the bounding box
that is represented by the tree node. In general, to improve
the efficiency of neighbor search served by the tree, the area
enlargement incurred by each node insertion should be mini-
mized to reduce the spatial overlap between the sibling non-
leaf nodes and maintain a balanced tree. This is because less
area enlargement leads to more compact spatial organization
of the data, bringing fewer number of overlapping regions and
making it more likely that the nodes are well-distributed [54].

As described above, the straightforward tree insertion tra-
verse the entire tree and check the minimum area enlargement
at each level. Consider calculating the area enlargement is
costly especially in high-dimensional setting, such level-by-
level procedure, when repeats for each sampled point, brings
high computational cost. In addition, this level-wise check
strategy is only locally optimal, since sequentially minimizing
the area enlargement for each level does not guarantee that
the final choice at the leaf node exhibit the globally minimum
area enlargement. Consequently, the tree constructed using
this traversal check may still suffer unbalanced structure and
excessive spatial overlap between the non-leaf nodes at the
same level, hindering search efficiency.

SI-MBR-Tree with Low-Cost Insertion. To overcome
these limitations, we propose the steering-informed minimal-
bounding-box tree (SI-MBR-Tree) with low-cost (O(1)) inser-
tion strategy that is specifically designed for neighbor search
operation in RRT*. As illustrated in Fig. 9, our key idea is
to directly set x,., as the sibling leaf node of Z,ecqres: In
the tree, i.e., they share the same parent non-leaf node. This
simple strategy is motivated by the observation that .., is
steered from z,,.qres¢ With a pre-set step size. In other words,
it is very likely that x,,c,, and 2, eqres: are very closed to each
other, implying that when we add x,,.,, as the sibling leaf node
of Tpearest> the incurred minimum area enlargement should
be substantially small, potentially leading to smaller spatial
overlap and more balanced tree structure. Another attractive
benefit brought by this ultra-simple direct insertion is the low
operational cost. Compared to repeatedly calculating the level-
wise minimum area enlargement during the entire course of
tree traversal, computation-free simple insertion is evidently
much more efficient. As shown in Fig. 10 (experimental
setting refers to Section V), this spatial information-aware
insertion approach brings additional more than 20% lower
computational cost over the design using conventional tree
insertion, resolving previous concern on insertion overhead.

Why SI-MBR-Tree-based Neighbor Search? Readers who
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are familiar with efficient K-Nearest Neighbor (KNN) search
may question that why SI-MBR-Tree, instead of KD-tree and
other Bounding Volume Hierarchy (BVH) tree that have been
efficiently accelerated in both hardware [12], [19], [62], [79]
and software implementations [32], [33], [54]-[56], [88], is
adopted here. We believe SI-MBR-Tree is a more suitable
solution in our target robotic scenarios because of three
reasons. 1) Many existing efficient KNN implementations [12],
[19], [32], [33], [62], [79], [88] are primarily designed for low-
dimensional (2D/3D) neighbor search used in computer graph-
ics, vision and fluid dynamics; while motion planning typically
requires neighbor search operated in high-dimensional con-
figuration space (e.g., 5-13 DoF). As indicated in [26], [39],
the curse of dimensionality causes the low-dimension-oriented
solutions (e.g., KD-Tree) need to visit substantially more
branches in the high-dimension contexts, thereby substantially
reducing acceleration efficiency. On the other hand, MOPED’s
SI-MBR-Tree is specifically designed for high-dimensional
search, mitigating this challenge effectively. 2) Most of exist-
ing efficient KNN implementations, even for FLANN library
[55], [56] that can work in high-dimensional space, are primar-
ily designed to handle static datasets. However, the neighbor
search required in RRT* is usually operated in the dataset
that is dynamically updated — the planner samples configu-
ration space continuously. As indicated in [21], [52], [55],
incorporating these static data-oriented methods (e.g., KD-
tree) into sequential data acquisition-based robotic applications
requires to rebuild the entire tree from the scratch for multiple
times, obviously causing substantial computational overhead.
Instead, as analyzed in Section III-C, SI-MBR-Tree insertion
enjoys very low cost as tree grows, bringing non-negligible
overhead. 3) Fig. 7 shows that the computing procedure of
steering operation-based RRT* requires two times of neighbor
search after each round of sampling. Applying other efficient
KNN methods cannot reduce such repeated requests because
it is the algorithmic requirement of RRT*. On the other hand,
as described before, because SI-MBR-Tree data structure nat-
urally groups the geometrically nearby leaf nodes belonging to
the same non-leaf node, we can leverage this unique property
and the characteristic of steering operation in RRT* to perform
steering-informed approximated search, eliminating the need
of second neighbor search and saving computational costs.

IV. MOPED: HARDWARE ARCHITECTURE

A. Overall Architecture

Based on the proposed algorithmic optimization, in this
section we further develop and optimize the corresponding
hardware accelerator. Fig. 11 shows the overall architecture of
MOPED hardware, which consists of a Tree Extension Module
and a Tree Refinement Module. Here Tree Extension Module
is in charge of sampling configuration space, performing
neighbor search, steering and collision check. To that end,
a group of LFSRs is used to perform random sampling in
the high-dimensional configuration space. The sampled point
Trand, together with the information of the nodes in the
EXP-tree (stored in the EXP Node SRAM), are sent to the
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neighbor search component to identify the neighborhood. In
the EXP Node SRAM, the spatial information of each node
is stored using d values, where each value takes 16 bit and
d is the number of DoF in the current task. As described
in Section III-B, SI-MBR-Tree is used to simplify neighbor
search operation, hence the information of this tree is stored in
Bottom NS SRAM with cached top tree (see details in Section
IV-C). The spatial information of each Minimum Bounding
Rectangle (MBR) in the tree is represented by a set of 16-
bit values, consisting of 2d components. The first d compo-
nents denote the minimum coordinates, and the remaining d
components signify the maximum coordinates. The results of
neighbor search is then sent to S&R unit, which is designed
for increasing sampling-level parallelism (see Section IV-B for
details) with speculative and repaired neighbor search. After
Tnew 15 steered from z,.4pest, together with OBB/AABB-
format obstacle information stored in SRAM, it is then sent
to the SAT-based collision checker to determine the clearance
of the requested check. The spatial information of AABB and
OBB- format obstacles are represented by sets of 16-bit values,
with AABB and OBB consisting of 6/4 and 15/8 values for
3D/2D workspace, respectively. Here the first 3/2 values in
both AABB and OBB represent the coordinates of the center
point in the 3D/2D workspace, and the subsequent 3/2 values
in both AABB and OBB denote the positive halfwidth extents
of the box along each axis. In the case of OBB, the final
9/4 values express the rotation matrix that encapsulates the
orientation information. When check is clear, SI-MBR-Tree
Operator is activated to update SI-MBR-Tree stored in SRAM
via using low-cost insertion method described in Section III-C.
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Fig. 11: Overall architecture of MOPED hardware.

For Tree Refinement Module, because its primary func-
tion is to rewire node connection of EXP-tree if needed, a
EXP Struct SRAM storing structural information of EXP-
tree (path cost and node connection) is budgeted. If the
distance calculator finds there exists a shorter path cost and
the structure of EXP-tree should be modified, another copy of
collision checker is activated to determine whether the rewired
connection of the EXP-tree, which corresponds to the planned
movement, collides with the environmental obstacles or not.
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B. Enabling Sampling-Level Parallelism

As shown in Fig. 11, MOPED hardware architecture puts
an S&R unit between the processing of neighbor search
component and collision checker. Here the main function of
this special unit is to enable the sampling-level parallelism
of the entire computing scheme. To be specific, as illus-
trated in Fig. 12, in conventional processing procedure, the
neighbor search and collision check for the next round of
sampling cannot be enabled until all the operations occurred
in the current sampling finish. This is because the correctness
of the neighbor search in the next sampling relies on the
most recently updated SI-MBR-Tree, which can only become
available after the online insertion operation of SI-MBR-
Tree in the current sampling. Evidently, such strong data
dependency prohibits exploring the potential sampling-level
parallelism. Also, because neighbor search and collision check
are processed in the different units, it causes low resource
utilization.
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Fig. 12: Speculate-and-Repair. NS: neighbor search, Samp.:
sampling, Str.: steering, Spec.: speculate, Rep.: repair.

To address this challenge, we develop a “speculate-and-
repair” (S&R) strategy to enable sampling-level parallelism
and improve utilization of computing units. As illustrated in
Fig. 12, our key idea is that upon the completion of neighbor
search in the current sampling, the Tree Extension Module
immediately begins the next-round sampling and neighbor
search operation in a speculative way. Once the collision
check in the current sampling and neighbor search in the next
sampling finish, a repair operation is performed to ensure that
the correct result of the neighbor search in the next sampling
can be identified. In general, the success of this repair effort
is guaranteed by the fact that since the difference between
the non-updated and updated SI-MBR-Tree is only one to-
be-inserted node (e.g., node 5 in Fig. 12) that is steered
from the nearest neighbor (node 2) identified in the current
sampling (Sample 5), the correct nearest neighbor in the next
sampling (Sample 6) must exist between the result (node 3)
of the speculated neighbor search in the next sampling and
this to-be-inserted node (node 5). Therefore, we can simply
fix the potential incorrectness incurred by speculated neighbor
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search in Sample 6 via comparing the distances of node 3
and node 5 to the newly sampled point in Sample 6, thereby
ensuring the correct output of neighbor search required in
Sample 6. Notice that because the speculated neighbor search
in the next sampling cannot find the to-be-inserted node (e.g.,
node 5) in the current sampling, we refer this type of node as
“missing” neighbors and allocate a special buffer, the Missing
Neighbors Buffer, to store them to facilitate the processing in
S&R unit (see Fig. 11). More specifically at the hardware
implementation level, the output from the neighbor search
component, represented as T,.qs¢ and its associated distance
t0 Trqnd. 1S stored in a FIFO. Subsequently, when the S&R
unit is ready and the Missing Neighbor Buffer is not empty,
a comparison is made between the stored distance and the
distances of the missing neighbors to x,.,,4. If any inaccuracy
in the speculated neighbor search is detected, the nearest point,
Tpearest. 18 promptly updated with the accurate value retrieved
from the Missing Neighbors Buffer. This corrective action
constitutes the ‘repair’ operation within the S&R unit.

Notice that using “speculate-and-repair” strategy essentially
reduces the overall planning latency of MOPED. More specif-
ically, as the sampling-based motion planner, MOPED calcu-
lates and outputs the collision-free path only after completing
all the required sampling. This is because as shown in Fig.
2, the exploration tree dynamically extends and changes as
sampling process progresses, and hence the planned path,
which should be identified from the most recently updated
exploration tree, will not be calculated until finishing the last
round of sampling 2. Therefore, the overall planning latency
of MOPED is the end-to-end duration measured from first
to last round of sampling, instead of the time consumed in
each round. Consider 1) the neighbor search and collision
check, which can be now largely overlapped by using the S&R
strategy (see Fig. 12), are very costly since every neighbor
search and collision check require the involvement of all the
sampled nodes (up to thousands or more); and 2) the newly
added speculate/repair operation, is instead very cheap because
each time it only calculates the distances of very few missing
neighbors (fewer than 10) to x,4,4; such huge saving brought
by overlapping old operations and minor overhead incurred by
new operations, together, significantly reduces the end-to-end
planning latency. For instance, with 5000 rounds of samplings
in a 2D mobile workload, our proposed speculate-and-repair
strategy brings about 2x reduction in overall planning latency.
More evaluation on the speedup provided by this strategy can
be referred to Section V-C.

Resource Availability & Overhead of FIFO/Missing
Neighbors Buffer. As described in the above paragraphs,
FIFO and Missing Neighbors Buffer are two key hardware
components for realizing S&R strategy, making their resource
availability and cost largely impacts the effectiveness of S&R

?Notice that here the number of rounds of sampling is the actual amount
of sampling that the planner uses for generating the collision-free path. For
instance, if the planner with 5000-sampling budget decides to early terminate
and attempts to calculate the path after 100 sampling, the last round of
sampling is the 100-th sampling.
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Fig. 13: Multi-level caching. NS denotes neighbor search.

strategy and the overall hardware overhead. A promising
feature of the proposed S&R strategy is that it only consumes
ultra-low-cost FIFO and Missing Neighbors Buffer. More
specifically, the depth of FIFO is essentially the the maximum
number of sampled points awaiting collision checks (collision
checks may be slower than the neighbor searches, causing
potential accumulation of sampled points awaiting collision
checks). Fortunately, our experiments across different work-
loads show that such backlog phenomenon, if occurs, is very
negligible, and using a 20-depth FIFO is already sufficient to
avoid the unnecessary pipeline stalls. Meanwhile, the capacity
of the Missing Neighbor Buffer is determined by the maximum
number of collision checks that can be ascertained as collision-
free within the duration of one neighbor search operation. Our
experimental finding shows that this number is very small,
and budgeting a buffer capable of storing up to 5 "missing
neighbors™ is already enough for different planning workloads.
Such small FIFO and Missing Neighbors Buffer only consume
0.75KB extra storage, a ultra-low overhead meaning that the
resource availability of these two hardware modules can be
very easily satisfied.

Overall, after using this speculate-and-repair solution, the
operations in the consecutive sampling can now be paralleled.
Essentially, the original strong data dependency is mitigated
and the hardware can now be properly pipelined, reducing the
overall planning latency and increasing resource utilization.
Notice that such benefits are enabled without sacrificing the
correctness of functional validity — the missing neighbors
buffer-powered repairing operation guarantees that the correct
nearest neighbors can always be identified after performing
speculated neighbor search. Therefore, the planner with and
without using S&R strategy are functionally equivalent.

C. Hierarchical Multi-Level Caching

In addition to improving parallelism, we also develop a
hierarchical multi-level caching strategy to further optimize
the performance of MOPED hardware. To be specific, three
levels of caching opportunities are explored in the design.

Unit-Level Caching. First, we propose to cache the data
used in the neighbor search component via leveraging the
temporal locality of SI-MBR-Tree. As shown in Fig. 13,
each time when this neighbor search component searches the
neighborhood, the top part of the tree is always accessed more
frequently because the SI-MBR-Tree-based search process is
performed from top towards bottom. Therefore, caching the

corresponding data, e.g., information of bounding box, brings
reduction in memory access and more energy-efficient search.

Module-Level Caching. In addition, we also cache the trace
of neighbor search to address the potential resource conflict
issue in the Tree Extension Module. More specifically, every
time after the desired nearest neighbor leaf node of SI-MBR-
Tree is identified, the search history for finding this node, i.e.,
the spatial information of the bounding boxes represented by
the visited non-leaf nodes, will be saved. Here our rationale
is that, it is very likely that the sizes of these corresponding
bounding boxes will be adjusted because of the insertion of
new leaf node; and meanwhile the information of the non-leaf
nodes of SI-MBR-Tree is also heavily used in the speculative
neighbor search at that moment. Consequently, caching the
search trace is very desired to avoid the access conflict for
SI-MBR-Tree memory.

Engine-Level Caching. We also observe that caching the
identified neighborhood is required to facilitate data sharing
between the two computing modules of MOPED accelerator.
More specifically, after the neighbor search component in
Tree Extension Module identifies the neighboring nodes of
SI-MBR-Tree, it is very necessary to save the information of
these neighbors to a cache, preparing for the future use in
the rewiring operation performed by Tree Refinement Module.
Otherwise, because the memory (Bottom NS SRAM and Top
NS Cache) storing those information are always extensively
accessed due to the frequent neighbor search query, severe
memory access conflict may occur.

V. EVALUATION

Robot Models. In this section, we evaluate the algorithmic
and hardware performance of our proposed co-design solution
on five robot models with different DOFs and bounding box

representations. More specifically, they are:
« 2D Mobile: A 3-DOF robot with two translational degrees

of freedom (z, y) and one rotational degree of freedom,

bounded by one 2D OBB.
e 3D Drone: A 6-DOF robot featuring three translational

degrees of freedom (z, vy, z) and three rotational degrees
of freedom (yaw, pitch, roll) [61], bounded by one 3D

OBB.
o ViperX 300 Robot Arm [66]: A 5-DOF robot arm,

described by five distinct joint angles that dictate the
arm’s configuration in the workspace. This robot arm is

bounded by three 3D OBBs.
« ROZUM Robot Arm [65]: A 6-DOF robotic arm, speci-

fied by six unique joint angles that define the arm’s con-
figuration in the workspace. This robot arm is bounded

by four 3D OBBs.
+« XArm-7 Robot Arm [71]: A 7-DOF robotic arm, defined

by seven independent joint angles that determine the

arm’s configuration in the workspace. This robot arm is
bounded by seven 3D OBBs.

Environmental Settings. The performance is evaluated in

a simulated 3D workspace of size 300 x 300 x 300 (300 x 300

for 2D Mobile) with varying obstacle counts: 8, 16, 32,

and 48. For each environment configuration, we generate

Authonized licensed use limited to: Rutgers University Libranes. Downloaded on January 12,2025 at 18:44:34 UTC from IEEE Xplore. Restrictions apply.



50 different planning tasks by randomly placing obstacles
of various shapes (3D size limited to 30 x 30 x 50, 2D
size limited to 30 x 30) in random locations with random
orientations. In addition, the start and goal configurations
for each planning task are also randomly generated. This
randomness enables us to robustly assess the effectiveness
of our approach across a diverse range of scenarios. More-
over, the environment size and obstacle densities are similar
with those utilized in other motion planning works [4], [49],
[60], ensuring our performance evaluation are appropriately
benchmarked. Because in real-world scenarios the obstacle
information received by back-end planner is OBB-format data
generated by front-end perception module, random generated
obstacles in our simulation environment are also in OBB
format. The corresponding spatial information, including the
coordinates of central points, halfwidth extents of boxes along
the axis and the orientation-related rotation matrix, are stored
in the obstacle OBB SRAM (see Fig. 11). More details of
obstacle encoding of MOPED can be referred to Section IV-
A. Note that because MOPED first performs an AABB-OBB
collision check at the first stage, the spatial information of
AABB-format obstacles is calculated from OBB format and
stored in another AABB SRAM (see Fig. 11).
A. Algorithmic Performance

Fig. 14 summarizes the algorithmic performance of MOPED
across various robot models with different environmental set-
tings with 5,000 sampling attempts. It is seen that MOPED
significantly reduces the computational costs without com-
promising the path quality. Notably, for higher-dimensional
applications, the reduction in computational complexity is
more pronounced. Furthermore, as the environment becomes
more complicated (characterized by the increasing number of
obstacles), MOPED demonstrates its enhanced capability for
complexity reduction. These findings highlight the efficacy and
adaptability of MOPED in solving high-dimensional motion
planning problems across wide range of robot models and
environmental complexities.
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Fig. 14: Algorithmic performance of MOPED.
B. Hardware Performance
Experimental Setting. We first conduct a high-level func-
tional simulator for the behavior modeling of MOPED. We
then utilize Verilog to develop a RTL model which is synthe-
sized with the Synopsys Design Compiler and a CMOS 28nm
library. Synthesis results provide the datapath area and power
consumption metrics, and CACTI is used for obtaining the
memory performance.

=]
.3

+
=]
=]

1

1
M

Path Cost

Normalized

FLOPs

492

Baseline: We compare MOPED with three baselines:
CPU: A C++ version of original RRT* algorithm im-
plemented based on RTRBench [5], a real-time robotics
benchmark. Notice that we modify its planning envi-
ronment and robot modeling method to better fit for
real-world motion planning tasks with high DoFs. The
computing platform is AMD EPYC 7601 CPU.

RRT* ASIC: A hardware implementation of original
RRT* algorithm, using the similar architecture (overlap-
ping tree extension and refinement stages) used in [78]
and with the same computing resource and very similar
memory resources as MOPED has.

RRT* ASIC with CODAcc: The above hardware imple-
mentation of RRT* with collision check using CODAcc
[4], a recent collision check accelerator that performs
OBB collision checks using occupancy grid method. We
adopt a resolution of one unit length per cell and integrate

four CODAcc accelerators.’
Design Configuration. We implement a design example

of MOPED hardware architecture equipped with 168 16-bit
multipliers and accumulators (MACs) and 198 KB of on-chip
SRAM. With 28nm CMOS technology, this motion planning
accelerator occupies 0.62 mm? silicon area and consumes
137.5 mW power under 1000 MHz operating frequency.
Hardware Performance Comparison. Fig. 15 illustrates
the performance improvement of MOPED as compared to the
baselines across various robot models and working environ-
ments. The latency of MOPED in executing these tasks are
0.35-0.96 milliseconds. Compared to CPU-based solutions,
MOPED achieves 1066.2x — 6149x speedup and 453.6x
— 10744.6 x higher energy efficiency, respectively. Compared
with RRT* ASIC design, MOPED demonstrates 2.3x — 41.1x
speedup, 2.1x — 38.3x times area efficiency increase, and
2.1x — 38.2x improved energy efficiency, respectively. Com-
pared with RRT* ASIC solution equipped with customized
collision check hardware CODAcc, MOPED achieves 2x —
9.2x speedup, 1.7x — 7.9x better area efficiency, and 2x —
9.3 higher energy efficiency, respectively.
C. Analysis & Discussion

L]

Ll

Ll

Breakdown in Computational Saving. Because the sig-
nificant reduction in computational costs come from several
efforts, Fig. 16 (Top) analyzes the impact of different ap-
proaches. Here V1 means only Two-Stage Processing Scheme
(TSPS) is applied, bringing 33.9% - 77.7% reduction in
computation across various robot models. V2 represents the
design further applying SI-MBR-Tree-based Neighbor Search
(STNS) on V1. And this effort leads to an additional 48.2%
— 80.1% computational saving. V3 integrates the Steering-
Informed Approximated Search (SIAS) to V2, bringing further

*Notice that since the occupancy grid method is built on the discretization
of the environment, its memory consumption is huge. In our experimental
setting, more than 3.2MB on-chip SRAM is needed to store the occupancy
erid information of the 300 x 300 x 300 3D environment with a resolution
of one unit length per cell. Following the setting in [4], we assume that an
external CPU sends the occupancy grid information to the accelerator; and
area, power and communication costs incurred by using CPU are not included
in the performance report of this baseline. MOPED does not need CPU.
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Fig. 15: Hardware performance of motion planning hardware across different Fig. 16: (Top) Source of computational saving in

robot models in different environments.

28.3% — 47% less computation as compared to V2. V4 is
built on the top of V3 via featuring Low-Cost Insertion (LCI),
achieving additional 14.6% - 66% computational saving.

Software-only Speedup. To evaluate the acceleration per-
formance of our proposed algorithm without any hardware
support, we benchmark it against the C++ software implemen-
tation described in Section V-B. As shown in Fig. 16 (bottom),
our software-only solution brings 2.77 x — 4.14 x speedup
over the baseline design. This result shows that 1) MOPED
algorithm indeed brings significant runtime acceleration; and
2) to fully unleash the algorithmic benefits, i.e., 15x and more
computational saving as shown in Fig. 16 (top), our proposed
customized hardware support is very necessary.
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Fig. 17: Speedup brought by S&R across (Left) different robot
models (Right) different environments (ViperX 300 robot).
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Speedup & Scalability of “Speculate-and-Repair”. Fig.
17 (left) and (right) illustrate the speedup after using S&R
strategy across different robot models and different environ-
mental complexities, respectively. It is seen that the proposed
strategy brings consistently speedup for different planning
workloads. Such stable acceleration performance with different
robot models (from 2 to 7 DoFs) and different environmental
settings (from 8 to 48 obstacles), also demonstrates the good
scalability of S&R strategy when problem complexity in-
creases. Notice that because the S&R strategy aims to overlap
neighbor search and collision check operations, the varying
performance improvement on different workloads are mainly
determined by the condition that whether the costs of these
two operations are more close or not.

Bounding Box for Collision Check: OBB vs AABB.
Fig. 18 (left) compares the path cost using OBB and AABB
bounding boxes to represent obstacles in the collision check.
It is seen that OBB-based solution enjoys 20%-50% lower
path costs. Such significant improvement in path quality brings
huge time/energy saving for the overall robotic system, since

MOPED. (Bottom) Software-only speed-up.

the overall planned path has been largely shortened. In addi-
tion, we also evaluate the acceleration performance of MOPED
only using AABB bounding box-based collision checker. As
shown in Fig. 18 (right), compared with baseline RRT* ASIC
using the same AABB checker, MOPED still brings 5.6x -
7.6 speedup.
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Fig. 18: (Left) Path cost using AABB and OBB-format obsta-
cle. (Right) Speedup over baseline RRT* using AABB.

Speedup at Different Sampling Stages. The number of
sampling points is an important factor that can affect the
performance of motion planner, since it directly determines
the complexity of neighbor search. Fig. 19 (left) shows the
speedup of MOPED at varying sampling stages. It is seen
that MOPED achieves steadily increasing speedup as more
points in the configuration space are sampled. This is because
as the complexity of neighbor search continues to scale due
to the increasing sampled points added to the EXP-tree, the
low-cost search featured by MOPED becomes more signifi-
cant, bringing higher speedup as compared to early sampling
stage. Notably, such property is particularly attractive when
solving challenging ultra-high-dimensional planning problems
that may require a large number of samplings.
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Fig. 19: (Left) Speedup of MOPED at different sampling
stages. (Right) Computational costs of SI-MBR-Tree and KD-
Tree -based neighbor search in RRT*.

SI-MBR-Tree vs KD-Tree for Neighbor Search in RRT*.
Fig. 19 (Right) compares the computational costs of SI-MBR-
Tree and KD-Tree-based neighbor search in RRT*. It is seen
that using SI-MBR-Tree brings 4.12x — 7.76 x computational
saving over KD-Tree-based solution. As outlined in Section
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III-C, this superior performance can be attributed to the inher-
ent advantages of SI-MBR-Tree for neighbor search in RRT*,
such as suitability for high-dimensional spaces and dynamic
datasets and the elimination of repeated search requests.

VI. RELATED WORK

Motion Planning Hardware. Despite the importance of
motion planning, to date only few hardware accelerators
are reported [4], [36]-[38], [49], [58]-[60], [78], [80], [81].
Among them, [60] (MICRO’16) proposes to use exhaustive
offline collision check for each possible movement, and stores
all the pre-computed results on chip for rapid reference. Such
trading-storage-for-speed strategy is tightly integrated with
the environment, and hence it needs hours of offline reset if
obstacles change. Also, if the environment or resolution scales
up, the required storing cost becomes very huge, hindering
the scalability. Recently, [4] (ISCA’22) proposes a CPU-aided
hardware accelerator for search-based planning. Due to the in-
herent limitation of search algorithm, its suitable application is
2D/3D instead of high-dimensional configuration space. Also,
using CPU to store the discretized environmental information
brings non-negligible overhead.

RRT* and its Variants. To date, many RRT/RRT* vari-
ants have been proposed to further improve the planning
performance, e.g., biased sampling [22], [83], increasing par-
allelism [7], [13], [39], [45], [47] and adapting for dynamic
environments [1], [8], [20]. Different from these existing
works, MOPED aims to solve another general bottleneck for
RRT*/RRT and variants: how to reduce the operational fre-
quency of collision check and neighbor search per sampling.
Because 1) this problem is very fundamental and universal
and 2) RRT#* serves as the kernel in its variants, the solution
proposed in MOPED is not only beneficial to RRT*, but can
also be directly applied in all types of RRT*/RRT variants to
reduce computational cost.

Parallelizing RRT*. Parallelizing the RRT* procedure can
be explored at different levels. RRT-Connect [45] aims to
enable exploration tree-level parallelism via first growing trees
from start and end points simultaneously, and then connect
them. Also, [4], [7] propose to increase collision check-level
parallelism via leveraging the nature that multiple collision
checks within the same round of sampling can be performed
simultaneously. MOPED, together with [39], [47], study the
efficient approaches to improve sampling-level parallelism. A
key difference between MOPED and [39], [47] is that MOPED
focuses on parallelizing consecutive samplings performed by
each thread; while the goal of [39], [47] is to parallelize
multiple sampling performed by different threads (targeting
for multi-core CPU/GPU). In other words, MOPED explores
temporal parallelism and [39], [47] studies spatial parallelism.
Another fundamental difference from prior parallel RRT*
works is that MOPED also reduces the frequency and cost of
collision check and neighbor search; while only increasing par-
allelism will not change the overall cost. Evidently, MOPED
is complementary with these prior RRT* parallelization works
and the joint use of them can bring further acceleration.
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Learning/Factor Graph-based Motion Planning. DNN-
based motion planners receive increasing attention in the
recent literature [11], [40], [63], [82], [84], [86]. Despite the
powerful capability of DNNs, learning-based planners suffer
from high model costs and lack of theoretically guaranteed
completeness that RRT* enjoys, hindering their practical de-
ployment in real-world applications. In addition, due to its ver-
satility in modeling diverse optimization challenges in robotics
[15], [16], [35], [43], [57], factor graph, as a probabilistic
graphical model for representing state estimation problems,
has also been proposed to solve a series of robotic tasks (e.g.,
motion planning, localization, control), further motivating the
research on factor graph-oriented hardware accelerators [28],
[29], [69]. A potential challenge for applying factor graph in
motion planning is that this trajectory optimization method
might get trapped in the local optima and sometimes may
not able to provide a feasible solution under tight planning
constraints [35] and hence how to build reliable factor graph-
based motion planners for real-world scenarios is an open
research question and needs more exploration.

Space Subdivision Algorithms for Collision Check. Space
subdivision algorithm [74], e.g., R-tree/AABB-tree, KD-tree
and Octree are popularly used geometric data structures, and
some of them have been adopted for checking collision in
computer graphics [70], [75]. Motion planning has unique
requirements for tree-based collision check, especially on path
quality and hardware cost. Using computer graphics-oriented
R-tree/AABB-tree suffers potential false positive problem,
severely affecting path quality in motion planning. Octree
spatially divides 3D space into small voxels. Because rep-
resentation precision is an important factor determining the
performance of robotic task using Octree, high resolution is
typically required, bringing very high memory consumption.
For instance, even for Octree-based works aiming to minimize
memory usage [34], [77], the storage demand for environment
modeling can still be up to hundreds of megabytes (e.g.,
130MB), posing challenges for applying Octree-based solution
in resource-constrained motion planning applications. KD-tree
is constructed by recursively splitting the environment into two
halves using a plane aligned with one of the domain axes. In
practice, there are always obstacles that straddle the dividing
plane during the construction process, and then the boundaries
of one partition has to be modified to encompass the obstacles,
bringing overlaps between the partitions [9]. This inherent and
uncontrolled overlap causes many redundant collision check
queries, makes entire planning process inefficient. Also, KD
tree is less efficient in managing dynamic data, making it not
suitable for collision check in the dynamic environments with
moving obstacles.

VII. CONCLUSION

This paper develops MOPED, an algorithm and hardware
co-design for efficient motion planning engine. Compared with
the existing motion planner solutions, MOPED achieves very
significant performance improvement.
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