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Abstract—WG-29 is a Welch-Gong (WG) stream cipher, implemented
in GF(229) and an 11-stage LFSR, whose polynomial-basis (PB)-based
architecture is utilized in diverse applications. This work, for the first
time, presents low-cost normal signature, interleaved signature, and
Hamming code-based error detection mechanisms for the hardware
implementations of PB-based WG-29 stream cipher. The presented
schemes are benchmarked on field-programmable gate array (FPGA)
hardware platform using Kintex-7 and Spartan-7 FPGA families for
area (< 40%), power (< 12%), and delay (< 10%) overheads. Using a
faulty module to inject stuck-at single bit and multiple bit upsets, the
error coverage for these presented schemes is evaluated via simulations
performed in Xilinx Vivado for 80 000 faults and shown to be over
99.99%. The overhead and error simulation results for the presented
schemes show that they provide high-error coverage with acceptable
overheads to make hardware constructions of WG-29 more reliable.
Other WG ciphers that have similar underlying primitives can also benefit
from the presented work, with slight modifications, for secure hardware
implementations.

Index Terms—Error detection, field-programmable gate array
(FPGA), linear feedback shift register (LFSR), polynomial basis
(PB) multiplier, Welch-Gong (WG) cipher.

I. INTRODUCTION

Stream ciphers are symmetric key cryptosystems that perform bit-
by-bit encryption/decryption to provide confidentiality and integrity
in Internet of Things (IoTs) devices, RFID tags, Bluetooth devices,
network protocols, and long term evolution (LTE) security suite for
secure communication. Welch-Gong (WG) ciphers (Fig. 1) are stream
ciphers based on an l-stage linear feedback shift register (LFSR)
and a WG-transformation function, both defined in the same finite
field GF(2m), to generate a pseudo-random keystream [1], [2], [3],
[4], [5]. The WG-29 [6], [7], [8] is a hardware-oriented WG stream
cipher defined in the GF(229) with an 11-stage LFSR. Manufacturing
or transient faults in the hardware implementations of WG-29 can
be utilized for fault analysis [9], [10] that can compromise its
security and reliability. As studied in a number of previous works,
e.g., [11], [12], [13], [14], and [15], error detection is often used in
cryptographic applications to enhance their reliability and security
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Fig. 1. General design of a WG-29 cipher [8].

in hardware implementations. This article, for the first time as
per authors’ knowledge, proposes error detection mechanisms for
the polynomial basis (PB)-based implementation of WG-29 stream
cipher [7], [8]. Such schemes have also benefited the lightweight
streamcipher WAGE, a successor of WG-29. We note that this article
does not focus on error correction codes; however, this work also
proposes Hamming codes scheme that can be utilized to correct errors
up to a two bits. The presented work, with slight modifications,
can also be used for secure hardware implementations of other WG
ciphers that have similar underlying primitives.

We present the formulations for the low-cost normal and inter-
leaved signatures schemes for the squaring matrices, the trace, and
the trace of multiplication of two PB elements of WG-29 in hardware
constructions of PB-based WG-29 to detect single/multiple bit faults.
We also present the (7, 4) Hamming codes for the complex PB
multiplier of WG-29 [14], [15]. For the sake of brevity, the error
coverage, through Vivado simulations, has been performed only for
the stuck-at faults, but we expect similar error coverage for transient
faults as well. The proposed architectures are benchmarked on field-
programmable gate array (FPGA) hardware platform using Xilinx
Kintex-7 and Spartan-7 FPGA families, for area, delay, and power
overheads using Xilinx Vivado.

This article is organized as follows: in Section II, the functionality
of WG-29 is described. In Section III, the proposed error detection
schemes for the S-module, the trace functions and the PB multiplier
are presented. In Section IV, the FPGA benchmarks followed by
the error coverage assessments are given. Section V concludes the
presented work.

II. PRELIMINARIES

Detailed specification of WG-29 (Fig. 1), its design parameters,
and proof of the equations given below are described in [8]. Briefly,
WG-29 is a bit-oriented sequence generator, where the m = 29 bits.
The WGT is applied to the leftmost cell of the primitive LFSR of
degree l = 11 over GF(229), which produces m-sequences of period
2m·l − 1, i.e., 2319 − 1 periods for m = 29 [1]. For WG-29, the field
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Fig. 2. S matrix for WG-29 [8].

polynomial f (x) = x29 +x2 +1 is used for lower-space complexity of
squaring and multiplication operations. The LFSR based on primitive
polynomial P11 ⊕ P6 ⊕ P2 ⊕ P ⊕ x is used for WG-29, where x is
the root of f (x) and x ∈ GF(229). The squaring matrix S (Fig. 2) is
a binary m × m matrix used to square a field element U ∈ GF(229)

with respect to PB. Here, and throughout this article, the symbol ⊕
corresponds to the XOR operation. All the formulations follow the
rules of modulo-2 arithmetic for finite fields.

From [8], the WG-29 permutation is given as WGP(29) =
1 ⊕ T ⊕ T210+1 + T220+210+1 ⊕ T220−210+1 ⊕ T220+210−1, where
T = 1 ⊕ Li+10 is the output of the LFSR with its least
significant bit inverted. The WGT is obtained as Tr(WGP(29)).
Thus, substituting T220−210+1 with (T220−210+1)220

in the equa-
tion above, WGT(29) in [8] becomes WGT(29) = Tr[1 ⊕ T ⊕
T(T22

)25
] + Tr[((T25

)22
)210

(T(T25
)25 ⊕ T210−1 ⊕ (T210−1)230

)],
where T210+1 = T(T25

)25
,T220 = ((T25

)25
)210

, and T =
[((T25+1)2+1)(Y25+1)24

][(T25+1)2+1]22
.

For PB = {1, x, . . . , x27, x28} of GF(229) over GF(2) defined by
f (x), for an element K = ∑28

i=0 xiki, the Tr(K) [8] is derived as
Tr(K) = k0τ0 + k27τ27.

For multiplication of two field elements K = ∑28
i=0 xiki and O =∑28

i=0 xioi, the Tr(KO) [8] is calculated as Tr(KO) = (k0 + k27)o0 +∑25
j=1(k27−j + k29−j)oj + (k1 + k26)o28 + ∑27

j=26(k27−j + k29−j +
k54−j)oj.

III. PROPOSED ERROR DETECTION ARCHITECTURES FOR WG-29

This section presents low-cost formulations for the parity-based
normal signature, interleaved signature, and (7, 4) Hamming codes
for error detection in hardware implementations of WG-29. The
(7, 4) Hamming code-based error detection scheme is utilized for
the complex GF(229) PB multiplier for higher-error coverage. To
determine if a bit fault has occurred in a module, the parity of
the output (actual parity) is compared with the parity of the input
(predicted parity) to trigger an error flag. For Hamming codes, the
parity-check bits of the input and output vectors are compared for
fault detection.

TABLE I
FORMULATIONS FOR THE NORMAL (ρ̂0) AND THE INTERLEAVED

SIGNATURE (ρ̂1, ρ̂2) FOR THE SQUARING MATRICES OF

PB-BASED WG-29 ARCHITECTURE (SECTION II)

A. Proposed Signature-Based Schemes for S

The S of WG-29 is a squaring matrix (Fig. 2) used to perform
the squaring operations of elements in GF(229) [8]. As described in
Section II, S is a binary m × m matrix whose elements are either
“0” or “1.” The PB-based implementation of WG-29 uses six chains
of S, namely, S, S2, S4, S5, S10, and S30. The square of an element
U2 ∈ GF(229) is computed as Z = US = ∑28

i=0
∑28

j=0 ujSj,i,
where Z = {z28, z27, . . . , z0} and U = {u28, u27, . . . , u0}, respec-
tively. Additionally, the square of exponentiation values W = U2e

is calculated as W = USe = ∑28
i=0

∑28
j=0 ujS

e
j,i, where W =

{w28, w27, . . . , w0}. Here, the matrix Se represents the chains of
squaring matrix S for e ∈ {1, 2, 4, 5, 10, 30}. The formulations for
the normal and interleaved signatures of all the six aforementioned
squaring matrices used are given in Table I. It is noted that S30 = S,
and hence their formulations are the same.

Remark 1: Only the nonzero terms of the product Z are considered
in the following equations.

1) Signature: The normal parity ρ̂0 of the S matrix for
the input vector {u28, u27, . . . , u0} is calculated as: ρ̂0 =∑28

i=0
∑28

j=0 ujSj,i.
2) Interleaved Signature: Similarly, the interleaved parity bits

(ρ̂1, ρ̂2) of the S matrix for the input {u28, u27, . . . , u0} are:
ρ̂1 = ∑14

i=0
∑28

j=0 ujSj,2i and ρ̂2 = ∑14
i=1

∑28
j=0 ujSj,2i−1.

B. Proposed Signature-Based Schemes for the Trace Functions

The trace function in WG is used to map the trace of an element
from GF(229) → GF(2). WG-29 uses two different trace vectors:
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1) to get the trace of a single PB element and 2) to get the trace of
the produce of two PB elements, respectively.

Remark 2: Since the output of both the trace functions is a single
bit value and depends upon only nonzero terms, the normal and
interleaved signatures of these functions can be directly computed
from the trace equations given in Section II, and then compared to
the respective trace function’s output for error detection.

1) Trace Vector for Single PB Element: The trace Tr(K)

(Section II) of an element K of GF(229) with a row vector k is
calculated as Tr(K) = kτT = ∑m−1

i=0 ki·τi, where τ = {τ0, . . . , τm−1}
is a constant and unique vector such that τ i = Tr(xi). For the
irreducible polynomial f (x), the only two nonzero entries of τ are
{τ0, τ27}. Therefore, the only terms considered for the trace value are
k0 and k27.

a) Signature: For an input vector K = {k28, k27, . . . , k0}, the
normal parity ρ̂3 is calculated as: ρ̂3 = ∑28

i=0 kiτi = {k0τ0 ⊕k27τ27}.
b) Interleaved signature: For the input vector K =

{k0, k1, . . . , k28} and output kτT , the 2-bit parity (ρ̂4, ρ̂5) is
calculated as: ρ̂4 = ∑14

i=0 k2iτ2i = {k0τ0 ⊕ k2τ2 ⊕ · · · ⊕ k28τ28} =
k0τ0 and ρ̂5 = ∑14

i=0 k2i−1τ2i−1 = {k1τ1 ⊕ k3τ3 ⊕ · · · ⊕ k27τ27} =
k27τ27.

2) Trace of the Multiplication of Two PB Elements: Detailed
explanation of the calculation of the trace of multiplication of two PB
elements K, O ∈ GF(229) is shown in [8]. The normal and interleaved
signatures are derived directly from Tr(K · O).

a) Signature: The normal parity ρ̂6 is computed as the modulo-
2 addition of all the terms of the Tr(KO): ρ̂6 = (k0 ⊕ k27)o0 ⊕∑25

j=1(k27−j ⊕ k29−j)oj ⊕ (k1 ⊕ k26)o28 ⊕ ∑27
j=26(k27−j ⊕ k29−j ⊕

k54−j)oj.
b) Interleaved signature: The interleaved parity (ρ̂7, ρ̂8) of

Tr(KO): ρ̂7 = {(k0 ⊕ k27)o0 ⊕ (k25 ⊕ k27)o2 ⊕ · · · ⊕ (k3 ⊕ k5)o24 ⊕
(k1 ⊕k26)o28 ⊕(k1 ⊕k3 ⊕k28)o26} and ρ̂8 = {(k26 ⊕k28)o1 ⊕(k24 ⊕
k26)o3 ⊕ · · · ⊕ (k2 ⊕ k4)o25 ⊕ (k0 ⊕ k2 ⊕ k27)o27}.

Following Remark 2, the (ρ̂7 ⊕ ρ̂8) is compared with the output of
the Tr(K) function (Section II) for the interleaved signature scheme.

C. Proposed Hamming Code-Based Scheme for the PB Multiplier

For the hardware implementation of WG-29 in this article, the
PB multiplier from [14] is implemented, which uses sum, pass-thru,
and alpha modules to multiply two PB elements in GF(2m). The
multiplication C = (A·B) mod f (x) of GF(2m) two elements A and B
in PB is performed as C = ∑m−1

i=0 bi · ((Axi) mod f (x)) = ∑m−1
i=0 bi ·

Mi where, bi ∈ B, Mi = x · Mi−1 mod f (x) for 1 ≤ i ≤ m − 1,
and M0 = A [14]. The sum module performs the finite field addition
of two PB elements A, B ∈ GF(2m) as

∑m−1
i=0 (bi + ai)xi mod f (x);

the pass-thru module multiplies an element Mi ∈ GF(2m) element
with a GF(2) element bi ∈ GF(2) as bi · Mi mod f (x), where the
output is Mi if bi = 1, else 0 if bi = 0 for 0 ≤ i ≤ m − 1; the
alpha module multiplies a GF(2m) element A with the root x as
A(x) · x = am−1xm + · · · + a0x mod f (x), where xm = fm−1xm−1 +
fm−2xm−2 + · · ·+ f0 mod f (x) [14]. The formulated (7, 4) Hamming
codes for the 29-bit PB multiplier of WG-29 are given below.

Consider γ (x) as a 29-bit input/output vector of the sum, pass-thru,
or alpha modules detailed above. This vector is first padded with
zeros to make it 32 bits, following a split into 4-bit blocks (1). Each
of these 4-bit block is then multiplied with the last three columns of
generator matrix G (2) to get 8 · 3 = 24 encoded parity bits

γ ′
0 = γ0 + γ1x + γ2x2 + γ3x3 mod f (x)

γ ′
1 = γ4x4 + γ5x5 + γ6x6 + γ7x7 mod f (x)

...

γ ′
7 = γ24x24 + γ25x25 + γ26x26 + γ27x27 mod f (x)

γ ′
8 = γ28x28 + γ29x29 + γ30x30 + γ31x31 mod f (x) (1)

G =

⎧⎪⎪⎨
⎪⎪⎩

1 0 0 0 1 1 0
0 1 0 0 1 0 1
0 0 1 0 0 1 1
0 0 0 1 1 1 1

⎫⎪⎪⎬
⎪⎪⎭

(2)

γ ′
0 · G → ρ0 = γ3x3 ⊕ γ1x1 ⊕ γ0

ρ1 = γ3x3 ⊕ γ2x2 ⊕ γ0

ρ2 = γ3x3 ⊕ γ2x2 ⊕ γ1x

γ ′
1 · G → ρ3 = γ7x7 ⊕ γ5x5 ⊕ γ4x4

ρ4 = γ7x7 ⊕ γ6x6 ⊕ γ4x4

ρ5 = γ7x7 ⊕ γ6x6 ⊕ γ5x5

γ ′
2 · G → ρ6 = γ11x11 ⊕ γ9x9 ⊕ γ8x8

ρ7 = γ11x11 ⊕ γ10x10 ⊕ γ8x8

ρ8 = γ11x11 ⊕ γ10x10 ⊕ γ9x9

γ ′
3 · G → ρ9 = γ15x15 ⊕ γ13x13 ⊕ γ12x12

ρ10 = γ15x15 ⊕ γ14x14 ⊕ γ12x12

ρ11 = γ15x15 ⊕ γ14x14 ⊕ γ13x13

γ ′
4 · G → ρ12 = γ19x19 ⊕ γ17x17 ⊕ γ16x16

ρ13 = γ19x19 ⊕ γ18x18 ⊕ γ16x16

ρ14 = γ19x19 ⊕ γ18x18 ⊕ γ17x17

γ ′
5 · G → ρ15 = γ23x23 ⊕ γ21x21 ⊕ γ20x20

ρ16 = γ23x23 ⊕ γ22x22 ⊕ γ20x20

ρ17 = γ23x23 ⊕ γ22x22 ⊕ γ21x21

γ ′
6 · G → ρ18 = γ27x27 ⊕ γ25x25 ⊕ γ24x24

ρ19 = γ27x27 ⊕ γ26x26 ⊕ γ24x24

ρ20 = γ27x27 ⊕ γ26x26 ⊕ γ25x25

γ ′
7 · G → ρ21 = γ28x28

ρ22 = γ28x28

ρ23 = 0. (3)

The predicted and actual parities of sum, pass-thru, or alpha mod-
ules (defined above) using the (7, 4) Hamming codes are calculated
by inserting the coefficients of the input and output vectors these
modules into (3), respectively. The derivation of the all the Hamming
code equations has been omitted for the sake of brevity.

IV. ERROR COVERAGE AND FPGA BENCHMARK

This section presents the fault coverage and overhead results for
the presented error detection schemes. The normal parity/interleaved
parity schemes are adopted only for the squaring matrices and the
trace functions while the (7, 4) Hamming code is only adopted for
the PB multiplier. Thus, in the hardware implementation of WG-
29 presented here, the normal/interleaved signature schemes and the
(7, 4) Hamming code are combined for a higher-cumulative error
coverage.

A. FPGA Benchmark and Overheads

The architecture of WG-29 [8], the PB multiplier [14], and the
proposed error detection schemes are implemented using Verilog.
The performance and implementation metrics for the error detection
schemes for WG-29 are performed on devices xc7k160tfbg484-
2L of the Xilinx Kintex-7 FPGA family and xc7s100fgga484-2
of Xilinx Spartan-7 FPGA family. Table II tabulates the overhead
benchmarks for the combined the normal/interleaved signature and

Authorized licensed use limited to: University of South Florida. Downloaded on June 10,2024 at 16:55:03 UTC from IEEE Xplore.  Restrictions apply. 



1310 IEEE TRANSACTIONS ON COMPUTER-AIDED DESIGN OF INTEGRATED CIRCUITS AND SYSTEMS, VOL. 43, NO. 4, APRIL 2024

TABLE II
BENCHMARK OF THE PROPOSED ERROR DETECTION SCHEMES ON KINTEX-7 AND SPARTAN-7 FPGA FAMILIES, (a) FPGA IMPLEMENTATION RESULTS

FOR KINTEX-7 FPGA DEVICE XC7K160TFBG484-2L, (b) FPGA IMPLEMENTATION RESULTS FOR SPARTAN-7 FPGA DEVICE XC7S100FGGA484-2

(a)

(b)

TABLE III
PERFORMANCE EVALUATION OF THE PROTECTED WG-29 WITH

OTHER WG AND CRYPTOGRAPHIC CIPHERS

the (7, 4) Hamming code for hardware implementation of WG-
29. From Table II, it is noted that the area, power, and delay
overheads for the combined error detection schemes are low for
both the FPGA families. The throughput (output bits/delay) and the
efficiency (throughput/area) of the proposed architectures are also
listed in Table II. For the Kintex-7 FPGA family [Table II(a)], the
overheads for the normal signature with the (7, 4) Hamming code
are 35.83% for area, 11.04% for power increases, and 4.22% for the
delay. For the same FPGA family, the area, power and delay over-
heads for the interleaved signature scheme with the (7, 4) Hamming
code are 36.12%, 12.34%, and 6.58%, respectively. Similar overheads
are observed for using Spartan-7 FPGA family [Table II(b)], showing
that our presented error detection schemes have acceptable overheads
across different FPGA families.

The performance of the error detection schemes, presented for
the first time for the hardware implementations of WG-29, can
be further evaluated by comparing to the implementations of other
WG and cryptographic ciphers tabulated in Table III. Additionally,
the presented combined implementation of the schemes performed
equally better when compared with the 23.09% for area, 31.78%
for delay, and overall negligible for power overheads of the (7, 4)

Hamming code scheme implemented for PB multiplier in [15]. Thus,
our presented error detection schemes, with slight modifications, can
be adopted for other WG and stream ciphers while having acceptable
overheads.

B. Fault Model and Error Coverage

In hardware implementations of stream ciphers, manufacturing
faults could occur as stuck-at faults, such as single-bit upsets (SBUs),
single-byte double-bit upsets (SBDBUs), single-byte triple-bit upsets
(SBTBUs), single-byte quadruple-bit upsets (SBQBUs), multiple-bit

upsets (MBUs), and multiple byte upsets (MB). Malicious adversaries
could leverage these manufacturing faults or inject similar transient
faults to acquire the secret key. In [16], differential fault analysis
strategy is applied to WG-29, where six randomly placed faults are
injected into the internal state of the ciphers to recover secret key via
analyzing fault distribution in faulty ciphertexts.

The presented normal signature scheme is able to fully detect
SBUs. Interleaved signature and Hamming code are able to detect
the practical SBTBUs, SBQBUs, and MBs. Hamming codes are also
able to detect random MBUs, adjacent MBUs, double-bit upsets,
and odd bit errors with high probability, and can also perform error
correction up to two bits (omitted in this article). The normal and
interleaved signature schemes are applied to the squaring matrices as
well as the two trace functions of WG-29 for error detection at the
output of these components, while the (7, 4) Hamming code scheme
is adopted for the complex PB multiplier for higher-error coverage.
Using the error coverage formula 100·(1−(0.5)p̂)%, where p̂ is equal
to the total number of error flags generated per scheme, the error
coverage for each of the proposed scheme applied to WG-29 is equal
to 99.80% for normal signature, 99.99% for interleaved signature,
and close to 100% for the (7, 4) Hamming codes as there are 12
protected components in total.

The schemes are combined in hardware implementation for
better-coverage across WG-29 components. For the combined nor-
mal/interleaved signature with (7, 4) Hamming code implementation,
the error coverage for 80 000 injected faults is determined via
simulations in Vivado version 2020.2. A stuck-at fault model (stuck-at
1 or stuck-at 0) is considered to simulate manufacturing faults where
the SBUs/MBUs are inserted randomly at the outputs of squaring
matrices, trace functions, sum, pass-thru, and alpha modules using a
faulty Verilog module. Then the predicted and actual parities of the
modules are compared and an error flag is triggered if the parities
do not match to indicate the presence of faults. The simulation
results showed that the cumulative error coverage for SBUs/MBUs
using the combined schemes in the hardware implementation of WG-
29 is over 99.99% (~100%). Thus, our presented error detection
schemes achieve high-error coverage in the hardware implementation
of WG-29.

V. CONCLUSION

This article proposes normal signature, interleaved signature, and
the (7, 4) Hamming code-based error detection schemes for the
squaring matrices, trace functions, and the PB multiplier of the
stream cipher WG-29 for the first time. The derived normal signature,
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interleaved signature, and (7, 4) Hamming codes are capable of
detecting both SBUs and MBUs with high-error coverage, hence pro-
viding measures against both manufacturing and maliciously injected
faults. The performance benchmarks of the proposed schemes on
the Xilinx Kintex-7 and Xilinx Spartan-7 FPGA families along
with error coverage simulations are conducted using Xilinx Vivado
2020.2. The FPGA overheads of the proposed protected WG-29
are between 28.87% to 36.12% for area, 11.04% to 12.34% for
power, and between 4.22% to 7.04% for the delay across two
Xilinx FPGA families: 1) Kintex-7 and 2) Spartan-7, with an error
coverage close to 100%. The results of the performed benchmarks
are further evaluated by comparing them to other state of the
art WG and cryptographic ciphers, consequently exhibiting that
the presented schemes achieve high-error coverage with sufficient
overheads. Additionally, the presented schemes can be modified for
hardware implementations of other cryptographic ciphers with similar
underlying primitives, such as other WG-based ciphers. Thus, the
hardware constructions of WG-29 are made more reliable against
manufacturing and transient faults with the presented error detection
schemes.
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