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ABSTRACT
The problem-solving performance ofmany evolutionary algorithms,
including genetic programming systems used for program synthesis,
depends on the values of hyperparameters including mutation rates.
The mutation method used to produce some of the best results to
date on software synthesis benchmark problems, UniformMutation
by Addition and Deletion (UMAD), adds new genes into a genome at
a predetermined rate and then deletes genes at a rate that balances
the addition rate, producing no size change on average. While
UMADwith a predetermined addition rate outperforms many other
mutation and crossover schemes, we do not expect a single rate
to be optimal across all problems or all generations within one
run of an evolutionary system. However, many current adaptive
mutation schemes such as self-adaptive mutation rates su�er from
pathologies like the vanishing mutation rate problem, in which
the mutation rate quickly decays to zero. We propose an adaptive
bandit-based scheme that addresses this problem and essentially
removes the need to specify a mutation rate. Although the proposed
scheme itself introduces hyperparameters, we either set these to
good values or ensemble them in a reasonable range. Results on
software synthesis and symbolic regression problems validate the
e�ectiveness of our approach.
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1 INTRODUCTION
Genetic Programming (GP) is a problem-solving tool that uses
concepts from biological evolution to �nd a program that solves a
speci�c target problem. When applied to software synthesis, GP
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evolves a population of programs to satisfy a set of user-de�ned test
cases, and successful individuals are then tested for generalization
to a set of previously unseen test cases.

Many of the best results to date on benchmark program synthesis
problems have been produced by PushGP, a stack-based GP system
that uses linear genomes [6, 12, 13, 17, 30]. While many mutation
and crossover schemes have been tested for program synthesis with
PushGP, the variation scheme that has produced the best results
recently is Uniform Mutation by Addition and Deletion (UMAD)
[13]. In contrast to uniform mutation, which replaces genes with
random genes with some probability, UMAD decouples the replace-
ment step into an addition step and a deletion step. Genes are �rst
added into a linear genome at a certain rate, and then deleted from
the augmented genome at a rate that balances out the addition. This
makes mutation more �exible compared to random replacement,
and results in better problem solving performance. While the au-
thors show that reasonable performance can be obtained with a
relatively wide range of mutation rates, and that a UMAD rate of 0.1
generally works well for many problems, they �nd that doubling or
halving the mutation rate can sometimes improve or greatly hinder
the performance of the GP system.

Since the aim of software synthesis is to �nd a single solution to a
set of test cases, in practice we expect end users to conduct a single,
or at most a few PushGP runs until a single solution to their problem
has been obtained. At that point the user will have no interest in
conducting many more runs on the same problem in order to tune
hyperparameters. Therefore, in order to tune hyperparameters to
each individual problem, we must use an adaptive method to �nd
optimal hyperparameter values as a run proceeds.

In the process of biological evolution, the mutation rate of or-
ganisms’ DNA is evolved alongside the organisms themselves [26].
Self-Adaptation of Mutation Rates (SAMR) is an adaptive technique
inspired by the biological evolution of mutation rates. In its �rst
formulation by Bäck [3], mutation rates were represented alongside
the genome itself as a bitvector. During variation, the mutation rate
section of the bitvector was decoded, and then the decoded rate was
used to mutate the entire genome, including the mutation bitvector.
While this scheme is directly analogous to the mutation of DNA
and its repair mechanisms in biological evolution, recent research
in real-coded systems have shifted to using real values to represent
mutation rates, and using a special meta mutation rate to vary the
mutation rate.

However, in contrast to the sheer diversity produced by biologi-
cal evolution, these SAMR schemes often struggle with premature
convergence due to the vanishing mutation rate problem [7, 10, 19].
As most mutations in a di�cult problem are deleterious, the only
individuals which can survive for many generations in a row are
those with very small mutation rates.
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Here we propose an adaptive controller based on multi-armed
bandits and tile-codings [34] to adapt the UMAD rate to each soft-
ware synthesis problem. To address the vanishing mutation rate
problem, we use extreme value-based credit assignment [9, 36],
which allows mutation operators to be mostly deleterious as long
as they occasionally produce very bene�cial mutations. The use of
tile-codings enables us to take advantage of the continuous domain
of mutation rates, generalizing the credit assignment to a range of
mutation rates for improved sample complexity. While our work is
mainly focused on the current best mutation operator for software
synthesis in PushGP, this scheme is not tied to a speci�c genetic
operator and can be used to adapt other hyperparameters beyond
the UMAD rate.

This paper is organized as follows: In section 2, we give a brief
overview of the PushGP system for software synthesis and the
UMAD mutation operator, as well as various adaptive mutation
rate schemes in the literature. In section 3, we present our adaptive
mutation rate scheme. In section 4, we present our experiments
building up from initial validation experiments to the �nal perfor-
mance on software synthesis and symbolic regression problems.

2 BACKGROUND AND RELATEDWORK
In this section, we give a brief overview of the PushGP system
and the UMAD mutation operator, as well as a brief review on the
strategies used for adaptive mutation rates.

2.1 PushGP
PushGP[29, 30] is a linear-genome GP system that evolves Push
programs for solving software synthesis problems. Push [29] is
a stack-based language with a separate stack for each datatype,
including one stack for the program code itself. Instructions in the
program code will read o� one or more values from the top of
one or more datatype stacks, and push one or more values onto
one or more datatype stacks. When there are not enough items
on the required datatype stacks, instructions can no-op, produc-
ing no change to the program state. At the end of execution, the
output of the program is simply the top one or more items from a
predetermined datatype stack (e.g. the top integer for the Vector
Average), or a special token if the requested stack does not have
enough elements. With the addition of instructions for moving
items from the middle of a stack to the top of the stack, as well
as code-modifying commands to allow for complex control struc-
tures, the Push language becomes Turing-complete. While Push
programs have a hierarchical structure, they are constructed from
linear plushy genomes, where genes encode the instructions and
constants in a Push program, as well as the opening and closing of
nested Push code blocks.

2.2 UMAD
Uniform Mutation by Addition and Deletion (UMAD) [13] is a
mutation operator for variable-length, symbolic, linear genomes
such as those evolved using the PushGP system. The key concept
of UMAD is to extend the expressibility of traditional replacement
based mutation operators by separating the deletion of an existing
gene from the addition of a new gene. In UMAD, more speci�cally
size-neutral UMAD, new genes are �rst inserted into a genome at a

predetermined rate, usually set to 0.1. Then, genes are deleted from
this augmented genome at a rate that brings the expected length
of the mutated genome back to the length of the starting genome.
For an addition rate of `, the deletion rate needed to balance the
addition rate is 1

1+` . In general, whenwe refer to the UMAD rate, we
mean the addition rate, and leave the deletion rate to be implicitly
determined. In this paper, we extend UMAD to be de�ned for all
positive-valued rates as follows: given a UMAD rate `, during the
addition step, for every instruction in the current genome we add
b`c new instructions with probability {`} = ` � b`c, and b`c + 1
new instructions with probability 1 � {`}. The deletion probability
and deletion step remain the same as before. UMAD with a rate
of 0.1 has been shown to outperform or equal a variety of other
mutation operators and combinations of mutation and crossover
operators on software synthesis problems using the PushGP system.
However, even though Helmuth et al. [13] show that the UMAD
rate is robust and performs well at di�erent rate values, there is
no single mutation rate that works optimally across all problems,
and doubling or halving the default mutation rate can sometimes
improve performance. We hypothesize that more “fundamentals-
based" problems, in which a clever solution idea is the crux of the
problem, may require a larger UMAD rate to quickly search over the
possible solution ideas. In contrast, more “implementation-based"
problems, which have many tricky details and edge cases that need
to be carefully considered, may require a lower UMAD rate for a
slow, methodical descent to a solution.

2.3 Adaptive Mutation Rates
Research on mutation rates is an extensively studied sub�eld of
genetic algorithms [1, 3, 4, 21, 24, 25]. As in Aleti et al.[1], we can
classify mutation rate schemes into the �xed, self-adaptive, and
adaptive categories.

In the �xed mutation rate scheme the mutation rate remains con-
stant over all problems and all generations. While hyperparameter
optimization can be used to �nd the optimal �xed mutation rate,
research has also shown that the optimal mutation rate can change
over the course of evolution [11, 31], making any �xed mutation
rate suboptimal. The current mutation scheme used in PushGP is
that of a �xed UMAD mutation rate, with a default rate of 0.1.

The self-adaptive mutation rate (SAMR) scheme aims to simulta-
neously evolve both individuals and their mutation rates [27]. In
SAMR, each individual is associated with a mutation rate. During
selection, individuals together with their mutation rates are cho-
sen based on the individual’s �tness function. During variation,
each individual’s genome is varied according to their mutation rate,
and their mutation rate according to some preset meta-mutation
rate. The SAMR scheme is attractive because of its elegance and
its similarity to biological evolution [8]. However, SAMR schemes
often su�er from the vanishing mutation rate problem [7, 10, 19], in
which mutation rates decay to 0 and cause premature convergence.
This is often attributed to the observation that SAMR schemes are
myopic, only optimizing in the short term [21]. The extent to which
this short-term optimization is bene�cial or detrimental can be
dependent on the problem domain, the selection strength, or the
solution representation [10]. However, in general SAMR struggles
with more di�cult problems that require optimizing for long-term
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improvement, often producing mutation rates which are far below
optimal [7]. Some strategies for alleviating this pathology include
limiting the mutation rate to within a certain interval [4], adding a
constant to themutation rate during variation [19], or high selection
pressure [25].

The adaptive mutation rate scheme attempts to explicitly opti-
mize the mutation rate for better performance. Various adaptive
mutation rate algorithms have been proposed to counteract the
vanishing mutation rate problem. Fialho et al. [9] propose to se-
lect mutation rates based on their extreme value statistics, using
a dynamic multi-armed bandit and the upper con�dence bound
algorithm [2] to balance exploration and exploitation. In contrast
to the short-sightedness of SAMR, they directly optimize for the
long-term e�ectiveness of mutation rates by choosing mutation
rates with the best maximum improvement over many sampled
individuals. On the other hand, Kumar et al. [21] propose to use a co-
evolutionary scheme to optimize the mutation rate, which enables
them to exploit the continuous nature of mutation rates. At each
generation, they assign each mutation rate to a group of selected
parents, producing a set of children. From that set of parent-child
pairs, they then calculate the �tness of the mutation rate as the
best change in �tness from parent to child in the group. They show
that this maximum value-based credit assignment is e�ective at
avoiding premature convergence compared to SAMR, and is able
to converge precisely to the optimal mutation rate.

Our work lies in the category of adaptivemutation rate schemes,
and is adjacent to both the aforementioned adaptive schemes. Like
Fialho et al. [9], we use a windowing method to track the maximum
change in �tness obtained by a mutation rate over some number
of sampled individuals, and also use a multi-armed bandit con-
troller to balance exploration and exploitation. However, in order
to take advantage of the continuous domain, we propose to use
tile codings [34] to learn the bandit controller’s weights. Similar
to Kumar et al.’s [21] use of a meta-mutation rate to explore the
range of possible mutation rates, we use sampling noise to choose
mutation rates located around the current best rate. However, their
meta-evolutionary scheme is tied to the underlying evolutionary
scheme, as the suggested population size of the mutation rates ap-
proaches #

3
4 at large # for an underlying population size # . This

ties the sampling horizon of their max-improvement credit assign-
ment to the population size, and makes their scheme less suited to
algorithms that sample only a few individuals at a time, such as
steady-state GAs or hill climbers. In contrast, our bandit scheme is
able to optimize for maximum improvement over an arbitrary num-
ber of sampled individuals, and only needs the underlying scheme
to repeatedly generate and evaluate children from selected parents.

3 METHODS
In this section, we present our adaptive scheme for controlling the
UMAD rate. Our method uses multi-armed bandits and tile codings
for better sample complexity, and optimizes for the expected maxi-
mum improvement in �tness over many mutations, which we �nd
to be a better indicator of the problem-solving performance of a
mutation rate.

3.1 Reward Function
Lexicase selection[18] is a selection algorithm for multiobjective
genetic algorithms that has been shown to outperform selection
methods based on aggregated �tness measures on program syn-
thesis problems. The success of lexicase selection is commonly
attributed to its ability to select “elites," individuals which may have
poor overall performance but which have excellent performance
on a subset of the training cases[14, 15]. To encapsulate this idea
of focusing on the individual’s best performances, we optimize the
UMAD rate with respect to the symmetrical log scale-transformed
error function. For each error value G8 in an individual’s error vector,
we compute the transformed error on that test case as

5 (G8 ) = sgn(G8 ) log(2 + |G8 |) (1)

We base our error transformation o� of the log function so that
very poor performances on certain test cases will not overwhelm
good performances on other test cases, following the lexicase idea.
The parameter 2 roughly represents the resolution of our proxy
error function, as it behaves linearly in the region [�2, 2] and log-
arithmically outside. Therefore, we set it equal to the lowest non-
negative error we expect to see from the system. Since the function
minimization problems have one-dimensional error vectors, we do
not use this transformation in those experiments. For more details
on the parameter values used, see appendix D.

Given a parent with errors [40, · · · , 4<] that was mutated to
produce a child with errors [400, · · · , 40<], we compute the immediate
reward obtained as the amount of improvement (decrease) in the
average transformed error from parent to child

A =
1
<

<’
8=0

log(1 + 48 ) �
1
<

<’
8=0

log(1 + 408 ) (2)

Similarly to Fialho et al.[9], we track the maximum reward Amax
obtained over the last ;4=_⌘8BC>A~ samples from the same UMAD
rate range and use that value to update our adaptive controller.

3.2 Multi-Armed Bandits
Multi-armed bandits[34] are one commonly used controller for
adaptive mutation rates[9]. The (stationary) multi-armed bandit
problem is formulated as such[5]: Given k slot machines, each with
an unknown payout distribution, and a maximum number of pulls
of a slot machine, how do we allocate pulls to each slot machine to
maximize our expected total payout? In our case, the slot machines
correspond to di�erent UMAD rate ranges and the payouts to the
reward function de�ned above. Di�erent strategies have been de-
vised for balancing exploration and exploitation in multi-armed
bandits, including simple strategies like epsilon-greedy or boltz-
mann exploration as well as more complex strategies with better
theoretical properties like upper con�dence bound (UCB) based
algorithms[20]. In this work, we use an epsilon-greedy strategy
combined with sampling noise for exploration. We anneal the ep-
silon value from 1 to 0.01 over the �rst 5 generations, at which point
it is kept constant at 0.01 for the rest of the run. Our sampling noise
takes the form of gaussian perturbation, where we sample UMAD
rate intervals in the vicinity of the best rate interval according to a
normal distribution.
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3.3 Tile Codings
Current works using multi-armed bandits for adaptive mutation
rate control do not take advantage of the continuous nature of this
domain, instead partitioning possible rates into separate intervals[9,
36]. Intervals which are too large will mask the performance of good
mutation rates with the poor performance of signi�cantly di�erent
mutation rates. On the other hand, intervals which are too small
su�er from poor sample complexity, as each interval needs to be
sampled many times in order to obtain an accurate estimate of the
expected reward. In order to combine generalization with precision,
we use tile-codings[34] to learn the expected Amax associated with
di�erent UMAD rates. In tile codings, we create many tilings of
our desired parameter range with di�erent tile o�sets and widths.
When we observe a reward associated with a speci�c point, we
update all the tiles covering that point using that reward. Then,
when we want to assess the value of a point, we average the values
of all the tiles covering that point. With enough random tilings,
we can distinguish between very small UMAD rate ranges with
high precision, while each sampled reward will still update tiles
covering a large range of UMAD rates for good generalization and
low sample complexity.

Given the very stochastic rewards in our system, we use SGD
with nesterov momentum[33] as well as ensembling to stabilize
learning. A tile coding de�ned on the range [;, A ] with tile o�set >
and widthF will track the value (expected Amax) and momentum
associated with the intervals [;, ; + >), [; + >, ; + > + F), · · · , [; +
> + b A�;�>F c ·F , A ). When a tile coding with values [E0, · · · , E=] and
momentum [<0, · · · ,<=] observes a reward A at position G , it will
calculate the index of the tile that covers G as 8 = b G�>�;F c +1. Then,
using the learning rate W and momentum factor `, it will calculate
the gradient6 = 2(E8�A ), update the momentum<8  `<8 +6, and
update the value using the updated momentum E8  E8�W (6+`<8 ).

In practice, we create multiple multi-armed bandits each with a
randomized learning rate. During variation, a multi-armed bandit
is chosen at random to sample for a mutation rate. Then, once we
have computed the immediate reward A for that sampled mutation
rate, all of the bandit controllers are updated with that information.

3.4 Adaptive UMAD Rate
We combine the previous sections into an adaptive controller for
UMAD rates in problem synthesis. The algorithm for sampling a
UMAD rate from a single bandit is given in Algorithm 1, and the
algorithm for updating a single bandit is given in Algorithm 2. In
practice, we have multiple bandits, updating them all with the same
rewards and randomly choosing a bandit to sample from.

4 EXPERIMENTS
In this section we present our experiments validating the e�ec-
tiveness our algorithm, exploring the �tness landscape of software
synthesis problems, and demonstrating the performance of our con-
troller on genetic programming and symbolic regression problems.

Algorithm 1: Sampling UMAD rate from a single bandit
Data:

• Search range [;, A ]
• Search resolution A4B
• Exploration noise f
• Epsilon-greedy exploration rate n
• Number of tile codings =D<_2>38=6B
• Base coding 10B4_2>38=6 = Coding(;, A , 0, A4B)
• Tile codings C8;4_2>38=6B = {Coding8 (;, A ,>8 ,F8 )}
• + = {E8, 9 } the value of the 9C⌘ tile in the 8C⌘ tile coding

Result: d , the UMAD rate to use for mutation
F486⌘CB  � []
=D<_10B4_C8;4B  � b A�;A4B c
/* Compute tile weights in the base coding */
for 8  0 to =D<_10B4_C8;4B do

/* Average the associated values in each tile
coding */

C>C0;  � 0
for 9  0 to =D<_2>38=6B do

83G  � b 8 ·A4B�> 9
F9

c + 1
C>C0;+ = E 9,83G

end
F486⌘CB .append( C>C0;

=D<_2>38=6B )
end
if (rand) < n then

/* Sample a random tile */
14BC_C8;4 ⇠ bU([0,=D<_10B4_C8;4B])c

else
/* Sample around the best tile */
14BC_C8;4 ⇠ argmax(F486⌘CB) +bN(0,f)c
14BC_C8;4  � max(min(14BC_C8;4,=D<_10B4_C8;4B�1), 0)

end
/* Uniformly sample a log UMAD rate from within

the selected tile */
;>6_A0C4 ⇠ U([; + A4B · 14BC_C8;4, ; + A4B · (14BC_C8;4 + 1)])
/* Convert from log UMAD rate to UMAD rate */

return 4;>6_A0C4

4.1 Function Minimization
We �rst validate the e�ectiveness of our algorithm on some func-
tion minimization problems. In these problems, a real-valued n-
dimensional vector is evolved to minimize a synthetic �tness func-
tion. We use the common test functions Ackley, Greiwank,
Rastrigin, Rosenbrock, Sphere, and Linear [21, 23, 32]. How-
ever, due to di�erences in genetic algorithm hyperparameters such
as the truncation size, our results are not comparable to those in the
literature. The test problem de�nitions can be found in appendix A.
We run each problem with a 100-dimensional test function using a
population size of 100 + 1 elite, and a generation limit of 1000. We
initialize the GA population according to the normal distribution
N(0,f2I) where the standard deviation f is on roughly the same
order of magnitude as the dimensions recommended in [32], or 1
if such a recommendation is not available. For speci�c details, see
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Algorithm 2: Updating a single bandit
Data:

• Search range [;, A ]
• Search resolution A4B
• Learning rate W
• Momentum factor `
• ;4=_⌘8BC>A~ the number of past rewards to max over
• C8;4_2>38=6 = Coding(;, A ,>,F) the tile coding
• + = {E8 } the value of the 8C⌘ tile in the tile coding
• " = {<8 } the momentum of the 8C⌘ tile in the tile coding
• ' = {A8 } the history of rewards obtained by tiles in the tile
coding, represented as deques with max length ;4=_⌘8BC>A~

• G the sampled UMAD rate
• ⇢ = {48 } the parent error vector
• ⇢0 = {408 } the child error vector

Result:
• {E8 } the updated tile coding values
• {<8 } the updated tile coding momentum

/* Locate the tile containing the UMAD rate */

83G  � b logG�;�>F c + 1
/* Compute immediate reward */
A4F0A3 = (log(1 + ⇢0) � log(1 + ⇢)) .mean()
/* Compute max over reward history */
A83G .push(A4F0A3)
<0G_A4F0A3  � max(A83G [0], · · · , A83G [;4=_⌘8BC>A~ � 1])
/* Compute gradient and update parameters */
6 � 2(E83G �<0G_A4F0A3)
<83G  � ` ·<83G + 6
E83G  � E83G � W (6 + ` ·<83G )
return {<8 }, {E8 }

appendix A. The one exception is the Linear problem which is only
run for 100 generations. We compare our adaptive bandit-based
controller against the GESMR, SAMR, and LAMR-100 mutation rate
schemes from Kumar et al.[21]. GESMR is the the novel evolution-
ary mutation rate adaptation proposed in Kumar et al.[21], which
coevolves a population of mutation rates alongside the main popu-
lation. SAMR is a simple self-adaptive mutation rate scheme that
attaches mutation rates to individuals and evolves mutation rates
and genomes together. The LAMR-100 scheme, which is our “ora-
cle," determines the optimal mutation rate every 100 generations by
“looking ahead," running each mutation value in a preset range for
100 generations and choosing the best one. Therefore LAMR-100 is
able to directly optimize for future behavior. For these experiments,
LAMR-100 searches over a log-spaced range of values from 10�3 to
100. To showcase the sample e�ciency of our controller, we let the
bandit controller search over a very large log-range of mutation
rates from �100 to 100. In addition, we use an amount of sampling
noise roughly equal to the meta mutation strength of GESMR. For
speci�c parameter details, see appendix D. All results are averaged
over 50 runs.

The results of our experiment is displayed in �gure 1. Despite the
wide range of mutation standard deviations searched by our con-
troller, we still have high precision and good sample complexity due

� ��� ��� 
�� ��� ����
�

�

�� !�+

� ��� ��� 
�� ��� ����
,��

,��

�
�� !�+

� ��� ��� 
�� ��� ����

�

��
�%��*�" 

� ��� ��� 
�� ��� ����

,	

�

	
�%��*�" 

� ��� ��� 
�� ��� ����

�

�



��&'%���"

� ��� ��� 
�� ��� ����
,��

,��

�
��&'%���"

� ��� ��� 
�� ��� ����




�

��
�#&�"�%#� 

� ��� ��� 
�� ��� ����

,	

�
�#&�"�%#� 

� ��� ��� 
�� ��� ����

,��

�

�$��%�

� ��� ��� 
�� ��� ����

,��

�
�$��%�

� �� �� 
� �� ���
,���

,	�

�
��"��%

� �� �� 
� �� ���
�

	�

���
��"��%

�)
�%
��

��
�#
��
��

&'
��
("

�'
�#
"�
��

!(
�

�)
�%
��

��
�#
��
�
('
�'
�#
"�
��

'�

��"�%�'�#"

��"��' ����� �������� ����

Figure 1: Performance of four adaptive mutation rate
schemes on functionminimization problems. 95% con�dence
intervals obtained by bootstrapping. The bandit controller is
competitive with GESMR, with slightly slower adaptation on
easy problems like Rosenbrock and Sphere, but better �nal
�tness on rugged domains like Ackley and Rastrigin.

Table 1: Average �nal function value of adaptive muta-
tion rate schemes on function minimization problems. The
LAMR-100 oracle is not used for comparison. The best non-
oracle value is shown in bold. Results signi�cantly worse
than the best scheme with ? < 0.05 using Welch’s t-test are
underlined.

Problem Bandit GESMR SAMR LAMR-100

Ackley 10.1 15.8 14.8 2.0
Griewank 4.69e-3 4.95e-3 5.24e-3 1.02e+4
Rastrigin 3686 4505 4772 815

Rosenbrock 105 102 102 98
Sphere 5.56e-8 6.86e-11 4.52e-10 2.74e-4
Linear -2.91e+46 -1.12e+17 -2.10e+21 -1949

to our use of tile codings, which e�ciently exploit the continuous
nature of mutation rates. As we have set ;4=_⌘8BC>A~ to 100 in this
paper, our bandit controller optimizes for more long-term perfor-
mance than GESMR. This is because, following the trend reported
in Kumar et al.[21], we have set the GESMR meta population size
to 10. Therefore, the �tness function of a mutation rate is the maxi-
mum improvment in �tness of 10 sampled individuals for GESMR,
whereas we choose mutations based on the expected maximum
over 100 individuals. For this reason, our controller outperforms
GESMR which outperforms SAMR on more rugged domains due to
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their better ability to ignore local minima in favor of global min-
ima. However, since our bandit controller directly estimates this
order statistic empirically, it requires more samples to learn and
takes more time to adapt the mutation rate. This results in weaker
performance on easier problems like Rosenbrock and Sphere.

Since the LAMR-100 oracle optimizes for performance over 100
generations, or 10,000 individuals, it is able to achieve the best per-
formance on the rugged problems Ackley and Rastrigin. However,
the limitations of the LAMR-100 method are also clear. Because
LAMR-100 only searches over mutation rates from 10�3 to 100, it
is unable to perform as well as the other methods on the Linear
and Griewank problems, which both require higher mutation rates.
In addition, the sampled mutation rates �atten out at later gen-
erations on the Ackley, Rastrigin, and Sphere problems at the
minimum value available to LAMR-100, 10�3, whereas the optimal
mutation rate likely continues decreasing according to the trend
seen in earlier generations.

Out of the six problems tested, the Linear problem is unique
in its unbounded and smooth �tness function. While GESMR and
SAMR will eventually outperform our bandit controller on the
Linear problem due to their unbounded growth of mutation rates,
our bandit controller is able to learn much more quickly than
GESMR or SAMR, essentially achieving its maximum mutation
rate within the 5 exploration generations.

4.2 Software Synthesis
For our experiments in software synthesis, we use the propeller
implementation of PushGP1 and tackle several problems from the
PSB1 and PSB2 benchmarks. These problems were chosen to repre-
sent a range of di�culties and consist of three problems from each
benchmark suite.

4.2.1 Fitness Landscape. Compared to the continuous test func-
tions, software synthesis is a much less regular domain. There are
fewer bene�cial mutations, and the changes in total �tness from
parent to child can vary signi�cantly. We therefore expect SAMR
to su�er from the vanishing mutation rate problem on this domain.
Before conducting problem-solving expeirments, we �rst validate
our choice of a max-value based credit assignment Amax and show
that it can help avoid the vanishing mutation rate problem.

In these experiments, we run PushGP on each software synthesis
problem with the default UMAD rate of 0.1. We use the default
settings[6, 12, 15], with a population size of 1000 and generation
limit of 300, and lexicase selection[18] as the selection operator. At
each generation, we additionally sample 1000 individuals using each
UMAD rate ` 2 {0.01, 0.03, 0.1, 0.3, 1}. These additional individuals
have no impact on the genetic algorithm, and are solely used to
evaluate the performance of each mutation rate under our de�ned
reward function. For each individual sampled this way, we compute
its immediate reward as described in equation 2. For each UMAD
rate, we combine all of these sampled rewards over the entire GP run
into a linear array, apply 1-dimensional max pooling with kernel
size ;4=_⌘8BC>A~ and stride 1 to transform it into the maximum
reward Amax, and then take an exponentially weighted average
with a learning rate of 0.01 to smooth out the plot. We also do

1https://github.com/lspector/propeller
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Figure 2: Rewards obtained by di�erent UMAD rates on soft-
ware synthesis problems. Naively considering only the ex-
pected reward makes the lowest UMAD rate appear to be
the best. Considering the expected maximum reward over
;4=_⌘8BC>A~ samples paints a much more realistic picture.

the same process without max-pooling, essentially plotting the
immediate reward A . Finally, we also display the best log-error in
the current population at each generation to get an idea of how
far evolution has progressed. For all the experiments in this paper,
we use ;4=_⌘8BC>A~ = 100. All problems were run for 3 runs each,
and at each generation the average statistic was taken over all runs
which had not yet found a solution.

The results are depicted in �gure 2. If we naively consider only
the immediate reward, it would appear that on all problems, the
lower the mutation rate the better. In fact, these expected rewards
are all negative throughout all generations of all problems, so all the
mutation rates studied have a worse expected A than zero mutation.
Therefore, we expect using the expected immediate reward as a
metric to result in mutation rates converging to zero. However, if
we instead consider the max-value based reward Amax, we see that
larger mutation rates are generally better when the best solution
found is still poor, but as evolution proceeds and the solutions im-
prove, lower mutation rates become better. We therefore expect the
Amax metric to be a much more realistic predictor of mutation rate
performance, and we expect that controllers based on maximum
value statistics will avoid the vanishing mutation rate problem.

4.2.2 So�ware Synthesis Performance. As in the previous section,
we use the propeller implementation of PushGP and run on the
same software synthesis problems with the same settings. In this
section, we compare the performance of a �xed UMAD rate of
0.1 with our adaptive bandit controller as well as a self-adaptive
mutation rate scheme. Due to computational limitations, instead of
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Figure 3: Best error and average log-UMAD rate sampled by
three di�erent adaptive controllers on Software Synthesis
problems. 95% con�dence intervals obtained by bootstrap-
ping. The bandit controller is able to e�ectively avoid the
vanishing mutation rate problem.

Table 2: Number of successes out of 50 runs of �xed and
adaptive mutation rate schemes on Software Synthesis prob-
lems. The best performance among adaptive results is shown
in bold. The performance of the �xed UMAD rate of 0.1 is
bolded when best but does not prevent bolding of the adap-
tive schemes. Statistical signi�cance was calculated using a
two-proportion z-test. Results signi�cantly worse than the
bandit scheme with ? < 0.05 are underlined. No results from
adaptive schemes were signi�cantly better than the bandit
scheme.

Problem UMAD 0.1 Bandit SAMR

Vector Average 45 27 16
Syllables 10 18 6

Replace Space With Newline 47 43 23
GCD 6 1 2

Fuel Cost 21 29 23
Fizz Buzz 8 12 1

reporting the number of successes out of 100 as recommended in
[12], we report the number of successes out of 50.

The results are shown in table 2. Although the bandit controller
is not always able to perform as well as the �xed UMAD rate, it is
often able to signi�cantly outperform the SAMR scheme. To see
why, we plotted the best log-error and average log-UMAD rate of
each adaptive scheme for each problem over 300 generations. As

Table 3: Number of successes out of 50 runs of �xed and adap-
tivemutation rate schemes on Symbolic Regression problems.
UMAD0.1 is boldedwhen best but does not prevent bolding of
the adaptive schemes. Statistical signi�cance was calculated
using a two-proportion z-test. Results signi�cantly worse
than the bandit scheme with ? < 0.05 are underlined. No
results from adaptive schemes were signi�cantly better than
the bandit scheme.

Problem UMAD 0.1 Bandit GESMR SAMR

Nguyen1 50 50 47 47
Nguyen2 50 50 48 34
Nguyen3 48 43 12 9
Nguyen4 34 43 14 2
Nguyen5 50 42 24 23
Nguyen6 50 30 6 23
Nguyen7 8 2 0 3
Nguyen8 0 0 0 0

before, we average each statistic at each generation over all the
runs which have not yet terminated. The results are shown in �gure
3. Although SAMR is able to increase the UMAD rate in the outset
of evolution, the UMAD rate quickly decays to very low values,
resulting in premature convergence and a low solution rate. On
the other hand, our bandit controller is better able to avoid the
vanishing mutation rates, chooses more optimal UMAD rates, and
achieves better solution rates.

4.3 Symbolic Regression Performance
As in the previous section, we use the propeller implementation
of PushGP. In this experiment, we run on the eight 1-dimensional
synthetic regression problems from Nguyen et al.[35]. The target
functions are detailed in appendix B. As the details of our experi-
ment di�er from those in the literature, our results only serve to
draw comparisons between the adaptive mutation rate schemes
studied here. We de�ne a successful function as one which com-
pletely replicates the given input-output pairs, to within some small
constant. In addition, we use an instruction set composed of the in-
put instruction input, the constant 1.0, basic arithmetic operations
(+, -, ⇥, ÷), and the additional functions (Sin, Cos, Log). We protect
Log and ÷ to return 0.0 for unde�ned inputs, and clamp all numbers
in the execution of our program to the interval [�1.0⇥106, 1.0⇥106].
For our test cases on problems Nguyen1 through Nguyen6, we use a
range of evenly spaced inputs from -4 to 4 with a step size of 0.1. For
Nguyen7 and Nguyen8, to avoid unde�ned regions of the domain,
we shift the inputs to range from 0 to 8. We �nd that the larger
range of inputs gives more information about the shape of the func-
tion, leading to higher quality runs. We use the epsilon-lexicase
selection method [22] and run PushGP with a population size of
1000 for 300 generations. We report our results as the number of
successful runs out of 50 total.

The results are displayed in table 3. The bandit based scheme
consistently outperforms the SAMR and GESMR schemes on the
symbolic regression problems, although it is not always able to
perform as well as the preset UMAD rate. The best log-error and
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Figure 4: Best error and average log-UMAD rate sampled by
three di�erent adaptive controllers on SR problems. 95% con-
�dence intervals obtained by bootstrapping. SAMR su�ers
from a vanishing mutation rate, while GESMR su�ers from
an exploding mutation rate.

average log-UMAD rate sampled by these three adaptive methods
are displayed in �gure 4. As before, we average each statistic at
each generation over all the runs that have not yet terminated.
Therefore, for problems like Nguyen1 and Nguyen2 where the
bandit method always terminates within 50 or 100 generations,
there is no data for later generations. In all problems, the SAMR
method results in continually decreasing mutation rates which
often results in premature convergence, such as in the Nguyen3
and Nguyen4 problems. On the other hand, GESMR samples ever
increasing UMAD rates. We hypothesize that this is due to the low
degree of di�erentiation between large UMAD rates. As the UMAD
rate tends towards in�nity, UMAD mutation does not tend towards
in�nitely large mutations as with gaussian mutation, but rather
towards completely random mutation. Therefore, the di�erence
between mutation rates is much less pronounced, especially for
large mutation rates, in the symbolic regression domain than it
is in the function minimization domain. As GESMR only utilizes
local information about mutation rates, we hypothesize that it gets
stuck in this uninformative region of high mutation rates and is

unable to realize when signi�cant progress has been made and
large mutation rates are no longer optimal. In contrast, the bandit
controller is able to escape these pathologies and robustly determine
a good, moderate UMAD rate at each generation.

5 CONCLUSION AND FUTUREWORK
We have presented an adaptive scheme for controlling the rate of
UMAD mutation in genetic programming problems. The proposed
method uses multi-armed bandits to optimize the mutation rate,
tile codings to improve generalization, and optimizes for the maxi-
mum improvement over many mutations, which is a more accurate
predictor of the usefulness of a given mutation rate.

In the future, we could extend our adaptive controller to other
mutation and selection operators in addition to the UMAD rate. For
example, we could learn various combinations of tree-based muta-
tion operators at various strengths for tree-based GP systems[28],
or various bit mutation operators for systems with binary repre-
sentations[9]. One attractive domain for adaptive optimization is
the genetic source[16]. An e�ective adaptive scheme for genetic
source optimization not only has the potential for greatly improved
solution rates[16], but also can relieve the end user of the need
to specify which datatypes and instructions are needed for each
individual problem.

Beyond genetic programming, this system could also be used
to adapt hyperparameters such as learning rate or weight decay
over the course of training a neural network. To do this, we frame
the task of choosing hyperparameters as the maximization of the
expected improvement in the training loss, which can be estimated
by the improvement in training loss from the current training batch
to the next. While we could also use the expected improvement of
the validation loss, this formulation does not require any additional
forward passes, and has almost no overhead cost. Since we are
interested in the continuous improvement of a single model in
this domain, we would maximize the expected reward, and not the
expected maximum reward over ;4=_⌘8BC>A~ samples as we have
done in the evolutionary domains.

However, the scope of possible applications of our controller is
limited by the curse of dimensionality, as the number of tiles to be
evaluated grows exponentially with the number of parameters to
be optimized. One simple �x would be to keep a separate bandit
controller for each hyperparameter. However, this assumes that
the hyperparameters can be optimized independently, ignoring
the possible interplay between hyperparameters. In the future, we
could extend our adaptive scheme to higher dimensions, such as
by replacing the tile coding with a neural network.
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A TEST FUNCTION DEFINITIONS
In this section we describe the test functions used in our function
minimization experiment as well as the standard deviation used
to initialize our population. Aside from the Linear function, which
is unbounded, and the Rosenbrock function, which achieves its
minimum at x = 1, all test functions are constructed to have a global
minimum of 0 at x = 0. In these de�nitions, 3 is the dimension of
the vector x and the G8 are all 1-indexed.
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