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ABSTRACT

High-Resolution Images are being used in various applications, in-
cluding Medical Imaging, Satellite Imagery, and Surveillance. Due
to the evolution of Deep Learning (DL) and its widespread usage,
it has also become a prominent choice for high-resolution image
applications. But, large image sizes and denser convolutional neural
networks pose limitations over computation and memory require-
ments. To overcome these challenges, several studies have discussed
efficient approaches to accelerate training, but the inference of
high-resolution images with deep learning and quantization tech-
niques remains unexplored. In this paper, we propose accelerated
and memory efficient inference techniques leveraging quantization
techniques to reduce the memory and computation requirements
while maintaining accuracy. Furthermore, we utilize different par-
allelism for Distributed DL to enable inference for high-resolution
images on out-of-core models. We demonstrate an average 6.5X
speedup and 4.55X memory reduction with a single GPU using
INT8 quantization. By utilizing Distributed DL, we enabled infer-
ence for scaled images, achieving an average 1.58X speedup and
1.57x memory reduction using half-precision. To the best of our
knowledge, this paper is the first in the literature to focus on high-
resolution image inference using quantization with the support of
Distributed DL.
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1 INTRODUCTION

The high-resolution images have a vast range of applications, in-
cluding in sectors such as medical imaging, satellite imagery, and
surveillance. Typically, images used in these applications range in
gigapixels, with dimensions of 100,000x100,000 pixels and even
above. As an example, the digital pathology dataset CAMELYON16
[2] consists of whole-slide images (WSI) with an approximate reso-
lution of 100,000x200,000 pixels at its maximum 40X magnification.

With the evolution of Deep Learning (DL) and its proven effi-
ciency in various sectors, it has also become a prominent choice for
High-Resolution image applications to solve problems such as im-
age classification and segmentation. Few popular DL models choices
for such applications are ResNet [12], U-Net [26], and AmoebaNet
[24], which consist of deep conventional layers. However, consid-
ering the large size of the image and several convolution layers, it
provides challenges due to memory and computation limitations,
as it cannot be accommodated in a single GPU memory.

Several studies [14][19][10] have adopted patch-based approach,
where each whole slide image (WSI) is split into small patches
with image size such as 256x256. This approach further requires
pixel-wise annotation or classification mechanism to classify each
patch to well-suited classes. But use of deep convolutions neural
networks, restricts the patch size due to memory limitation. For
instance, image size of 8192x8192 with ResNet101 model and batch
size as one becomes out-of-core model on NVIDIA-A100-40 GB
GPU. To facilitate scaled image sizes and improve performance,
Hy-Fi [16] and GEMS [15] have made significant contributions
by enabling training using Spatial Parallelism for image sizes up
to 16384x16384. It further improved performance by integrating
different parallelism techniques. While most studies have primarily
focused on efficient deep learning training approaches for high-
resolution images, optimizing inference in the context of high-
resolution images remains unexplored.
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In this paper, we propose and evaluate quantization approach to
accelerate Deep Learning inference for high-resolution images to
reduce memory and computation requirement while maintaining
accuracy. Quantization is a technique where model parameters are
converted to low-precision such as 16-bit floating point or 8-bit
integer from 32-bit floating point. This results in reducing memory
utilization and latency and its proven efficiency for DL inference
has been evaluated in recent surveys [11][29]. We leverage the ben-
efits of quantization to accelerate high-resolution image inference
for deep learning models. Furthermore, to enable scaled image in-
ference, further enhance acceleration, and harness the memory and
compute-efficient benefits of different parallelism, we introduce
quantization support for Spatial, Layer, and Pipeline parallelism in
Distributed DL.

The source code is made available at https://github.com/OSU-
Nowlab/Infer-HiRes.

1.1 Motivation

While research in high-resolution images with DL remains essential
due to its applicability, several studies have been conducted for
efficient training, whereas, very few have delved into the inference
for high-resolution images. The studies focusing on inference with
high-resolution images primarily involve a single-processing unit
and are limited to small-scale images. The exploration of inference
with quantization in the context of high-resolution images in Deep
Learning and Distributed DL for scaled images is yet to be pursued.

Precision Memory Memory  Throughput Speedup
Utilization =~ Reduction  (Img/Sec)
(GB)
FP32 12.48 Baseline 145.22 Baseline
FP16 7.64 1.63% 224.85 1.55%
BFLOAT16 5.28 2.36% 226.12 1.56Xx
INT8 2.39 5.23% 903.35 6.22X%

Table 1: Memory and Throughput evaluation with different
precision quantization using ResNet101 for 256x256 image
size and 64 Batch size on NVIDIA A100-40 GB

We evaluated the quantization effects on latency and memory
footprint for an image size of 256x256 using ResNet101. Table 1
provides the memory and speedup evaluation by comparing quan-
tization with baseline full-precision (FP32), half-precision (FP16,
BFLOAT16), and integer-only precision (INT8). Results show a sig-
nificant reduction in latency and memory utilization, with the best
performance observed for INTS8, reducing memory requirements
by 5.23% while improving speedup by 6.22x. Further, as ResNet101
can not scale beyond 2048x2048 or 4096x4096 image size on sin-
gle GPU, to support larger images and slide level inference, we
studied different parallelism implemented in Hy-fi and GEMS to
enable image-sizes such as 8192x8192 and 16384 x16384 and support
quantization.

Consider the real-world application of digital pathology images,
where inference for one whole slide image (WSI) contains an aver-
age of 500 patches, each of size 256x256. The inference time on a
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CPU [4][17] can take several minutes, while on a GPU, it reduces
to seconds. Utilizing GPU-enabled quantization further minimizes
this time to just 1-2 seconds.

1.2 Proposed Solution

We propose efficient inference for high-resolution images using
DL on a single GPU, as well as in Distributed DL settings, leverag-
ing post training quantization. We exploit the quantization preci-
sion range of 16-bit floating point, with both FP16 and BFLOAT16
datatypes, and 8-bit integer. As of today, 8-bit integer is the lowest
precision for GPUs supported through PyTorch.

We provide quantization support for single GPU inference, specif-
ically to facilitate patch-based inference, a widely used approach
where patch sizes are small-scale images. Furthermore, to enable
scaled images, slide-level inference, and improve performance, we
enable quantization for Distributed DL. We utilized Spatial, Layer,
and Pipeline Parallelism for Distributed DL from the Hy-Fi [16]
implementation.

We implement our solution in PyTorch [21] and provide an in-
ference pipeline for high-resolution images, supporting different
precision quantization and Distributed DL. We evaluated our work
with respect to computation, memory utilization, and accuracy, as
discussed in detail in Section 5.

1.3 Contributions

We list our contributions as follows:

(1) Implemented GPU-enabled Post Training quantization for
Distributed DL to enable inference for high-resolution im-
ages with less computational resources (specifically, the par-
allelism techniques used are Spatial and Layer/Pipeline Par-
allelism) (Section 4)

(2) Provided thorough evaluation of quantization for single
GPU and multi-GPU using Distributed DL with respective
to throughput, memory utilization, and accuracy on differ-
ent datasets, including CAMELYON16 (2], digital pathology
dataset (Section 5)

(3) Achieved the average speedup of 1.58x and memory reduc-
tion of 1.57X with FP16 Distributed DL compared with base-
line FP32 ResNet101 model (Section 5.3)

(4) With a Single GPU, we achieved speedup by an average of
6.5% while reducing memory utilization by 4.55x with INT8
ResNet101 quantized model when compared with baseline
FP32 (Section 5.2)

2 BACKGROUND

2.1 Distributed DL for High Resolution Images

2.1.1  Layer and Pipeline Parallelism. Large Deep Neural Networks
are memory and computation-intensive, thus it restricts to the
smaller image size and batch size on a single GPU. As we scale with
image size, it cannot be trained or inferred with a single GPU as
memory requirements to accommodate model parameters exceed
the available GPU memory. For such scenarios, Layer Parallelism
(LP) [16][15] is employed. LP distributes one or more layers of DL
model on different GPUs that can fit into GPU memory. However,
distributing layers serialize the computation of GPUs, as input to a
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Figure 1: Overview of Spatial and Layer parallelism

layer present on one GPU will depend on output of previous layer
present on different GPU. Consequently, at any given instance, only
one GPU will be performing computations, while the rest remain
idle. To improve computation and memory efficiency and address
the limitation of LP, Pipeline Parallelism (PP) [13] is utilized. In this
approach, each layer is distributed similarly to LP, but the input
batch size is divided into micro-batches, and each micro-batch size
is executed in a pipeline manner.

However, the significantly large memory requirement for model
parameters at each layer in Layer and Pipeline Parallelism restricts
the batch size to 1 or 2, causing increased latency. Furthermore, if
image sizes are scaled further to 4098x4098 and 8192x8192, even a
single layer cannot fit into a single GPU memory. Therefore, LP or
PP still has limitations when it comes to scaling image sizes and
batch size.

2.1.2  Spatial Parallelism. Spatial Parallelism (SP) [16][27] over-
comes the limitation of LP and PP by enabling training or inference
for larger images and higher batch sizes. In Spatial Parallelism, the
whole image is partitioned into smaller non-overlapping spatial
parts and distributed across different GPUs. Further, convolution
and pooling layers of the DL model are replicated on GPUs contain-
ing spatial parts and lastly, output layer will be replicated on single
GPU undergoing LP. Figure 1(a) shows the overview of Spatial and
Layer Parallelism. The digital pathology image is partitioned into
4 spatial parts, and the model is split into 2 parts. The first model

split consists compute and memory-intensive convolution and pool-
ing layers, while the second and final model partitions contain the
output layer. Each spatial part performs convolution and pooling
operations given by first model split, and finally, the outputs are
aggregated by second model split.

Halo-Exchange Communication Convolution and pooling oper-
ations require information about adjacent pixels. For pixels located
on the boundaries of the spatial segment, their adjacent pixels will
be on different GPUs. Figure 1(b) illustrates the halo-exchange
required by the first spatial part with different GPUs. Therefore,
when using SP, each GPU needs to communicate with different
GPUs to obtain adjacent pixels. We refer such communication as
halo-exchange.

2.2 Quantization

Quantization is a technique use to reduce number of bits to repre-
sent a value, thereby reducing memory usage and latency signifi-
cantly for a given problem. In context of Deep Learning, quantiza-
tion is applied to model weights and activations by converting it to
low-bit precision such as half-precision (16-bit floating point) or
integer precision (8-bit or 4-bit integer) from default 32-bit floating
point. Quantization is being widely used in training and inference
in deep learning requires additional design efforts to carefully quan-
tize gradients and activations in order to minimize accuracy errors
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[30][8]. Recent studies have tended to be more inclined towards
inference and have shown successful results [3][11].

2.2.1 Comparison: Integer-Only vs. Floating-Point Quantization.
Floating-point conversion, i.e., converting 32-bit floating point to
half-precision floating point is relatively simple, as both are floating
point data types and follow same scheme representation. On con-
trast, converting 32-bit floating point to 8-bit integer significantly
reduces value range to 256 values and requires to use new scheme
representation to map 32-bit float value to integer [29]. This new
representation scheme uses the range of floating-point values ([a,
p] from Figure 2) in its representation to represent 32-bit floating
point to integer values. Figure 2 shows mapping of floating-point
range to b-bit integer values range. Further, Equation 3 provides
conversion calculation to represent b-bit integer value relative to
floating-point, where x4 is b-bit quantized value of floating-point

value x.
0

Figure 2: Mapping of floating-point values to 8-bit values[29]
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Equations 1 and 2 provides quantization parameters required in
equation 3 scale factor (s) and zero-point value (z) respectively. Scale
factor is floating-point value and zero-point is b-bit integer value
corresponding to the zero value in the floating-point representation.
clip() maps values outside range to nearest integer representable
value. To determine floating-point value range i.e. [@, ff] calibration
step is used which is done by performing forward pass with few
given samples for particular model.

2.2.2  Post-Training Quantization (PTQ). Post-Training Quantiza-
tion converts the weights and activations of a pre-trained unquan-
tized model to low-bit precision, thereby reducing memory and
computation requirements for inference. PTQ is categorized into
two different modes, namely dynamic quantization and static quan-
tization. Dynamic Quantization converts weights into low-precision
values beforehand but converts activation dynamically at runtime
depending observed data range. On other hand, in static quantiza-
tion, the weights and activation are both quantize into low-precision
values and requires calibration step to determine these values. How-
ever, for GPUs, PTQ with PyTorch is limited to Static Post-Training
Quantization mode via TensorRT, and for our work, we have used
Static Post-Training Quantization. Figure 3(b) provides the overview
of Post-Training Quantization Inference Pipeline.
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3 RELATED WORK
3.1 Deep Learning for High-Resolution Images

Due to the challenges posed by large image size of high-resolution
images, several research studies have discussed efficient method-
ologies for improving accuracy using deep learning for training
[18][28][10]. However, training these images considerably increases
the training time to several hours. To accelerate training, [15][16]
propose a Distributed DL approach that reduces training time
from several hours to few minutes. For inference, recent work
[19][22][25] has been done to make deep learning models acces-
sible for high-resolution images inference. These works use deep
learning models with a single processing unit, restricting to smaller
image sizes, while Distributed DL for scaled image sizes remains
unexplored for inference.

3.2 Quantization in Deep Learning

Quantization is utilized in deep learning to minimize memory and
computation expenses. It has been widely adopted for inference
tasks to achieve less accuracy degradation while lowering memory
and computation resource requirements [3][11][20]. For compute
and memory intensive large deep models, recent work [23][31]
also shows quantization applicability with multi-GPU inference for
transformer-based models. However, quantization for for scaled
images requiring multi-GPU Distributed DL hasn’t been evaluated.

Our proposed work leverages quantization for high-resolution
image inference with Deep Learning. We further accelerate and
scale image sizes with Distributed DL, utilizing different parallelism
techniques for multi-GPU inference.

4 QUANTIZATION IN DISTRIBUTED DEEP
LEARNING

Figure 3(b) illustrates a general quantization pipeline, and we follow
the same pipeline when dealing with Distributed DL models. How-
ever, it’s important to note that model quantization is performed
separately on each GPU. In Distributed DL, model is distributed
among different parallelism strategy and it can be big enough to
not fit into memory. Thus, we perform model quantization for each
distributed part of model. In terms of Spatial Parallelism, for each
spatial part, after initialization of model with given weights, we
perform model quantization independently at each GPU device.
Similar is the case with Layer parallelism. Figure 3(a) shows imple-
mentation pipeline for quantization in Distributed DL.

Spatial parallelism requires to perform halo-exchange, as shown
in Figure 1(b), where each convolutional and pooling operation,
it perform point-to-point communication as part of the forward
pass. In PyTorch, for GPUs, Integer-Only quantization is done via
TensorRT. TensorRT takes the Deep Learning (DL) model defined in
PyTorch and compiles it to support integer quantization specifically
for NVIDIA GPUs. This compilation supports DL layers, such as
convolutional, normalization, pooling, etc., but it does not cover
collective communication function calls. Since spatial parallelism
requires point-to-point communication for halo-exchange in the
forward pass, TensorRT cannot resolve such communication calls
during compilation, limiting INT8 quantization supported for spa-
tial parallelism.
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Figure 3: Quantization in Deep Learning

5 EVALUATION

We conducted our experiments on NVIDIA A100-40 GB GPUs (2
GPUs per node) with AMD EPYC 7713 64-Core Processor. We used
PyTorch v1.13.1 [21] as a Deep Learning framework and TensorRT
[7] through Torch-TensorRT API for Integer-Only quantization.
For collective communication in Distributed DL, we used NCCL
(NVIDIA Collective Communications Library) [6] communication
backend.

This section is divided into three parts. First, we understand the
different precision quantization effects on accuracy in Section 5.1.
Second, we evaluate quantization on a Single-GPU for small-scale
images in Section 5.2. Finally, we discuss quantization with Spatial,
layer, and Pipeline Parallelism, enabling large-scale images and
higher batch sizes in Section 5.3.

5.1 Effect of quantization on accuracy for
Inference

For accuracy evaluation, we used ResNet101 and performed model
quantization with different precisions. We conducted our accuracy
evaluation on various datasets and compared quantization results
with the baseline inference accuracy using FP32 precision.

5.1.1 Dataset Description. We used following datasets: CAME-
LYON16 [2], ImageNet [5], CIFAR-10 [1], and Imagenette [9]. CAME-
LYONT16 is real-world digital pathology dataset from competition
held by International Symposium on Biomedical Imaging (ISBI)
to detect metastatic breast cancer in whole slide images (WSI). It
consists of 400 WSI images categorized into two classes: normal

and tumor. ImageNet, CIFAR-10, and Imagenette are object detec-
tion datasets containing 1,431,167 images with 1000 object classes,
60,000 images with 10 classes, and 13,394 images with 10 classes,
respectively.

5.1.2  Evaluation Methodology. For the CAMELYON16 Dataset, the
total size is 300GB, and each image is around 5GB with an ap-
proximate image resolution of 100,000x200,000. Since these images
cannot fit into memory, for accuracy evaluation, we used a patch-
based approach. We extracted patches of size 256x256 containing
the tissue region and labeled each patch based on the slide label.

To evaluate the quantization effect on each dataset, we trained
ResNet101 for a few epochs to achieve the desired training accuracy,
applied PTQ to obtain a quantized model with various precision
levels, and then tested the accuracy for inference on either the
testing or validation dataset.

Precision

FP32 FP16 BFLOAT16 INTS8

Dataset

CAMELYON16 70.27 70.26 70.32 70.26

ImageNet 77.62  77.57 78.41 76.85
CIFAR-10 86.02 86.05 86.04 85.99
Imagenette 75.87 75.87 75.90 75.13

Table 2: Inference Accuracy (%) with Different Precision
Quantized Models on the NVIDIA A100-40 GB GPU
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Figure 4: Throughput and Memory Evaluation on a single GPU for the ResNet101 model with different image sizes and batch
size 32. The speedup and memory reduction is shown in respective colored boxes for FP16, BFLOAT16, and INT8 when compared

to baseline FP32

5.1.3 Result Evaluation. Table 2 shows accuracy evaluation with
quantization on different datasets. We observed negligible varia-
tions in accuracy while using different precision and demonstrates
the accuracy degradation less than 1%.

5.2 Quantization with Single GPU

We evaluate quantization effects for throughput and memory uti-
lization on different image sizes to understand the benefits of quan-
tization on small-scale image size. Figures 4(a) and 4(b) shows
perform evaluation on different image sizes, 256x256 , 512x512,
and 1024x1024 with batch size of 32 on ResNet101 model, and we
compare our results with baseline FP32 precision.

Figure 4(a) illustrates the throughput evaluation. FP16 improved
performance by an average of 1.54x, BFLOAT16 by 1.45%, and INT8
by 6.5x. As shown in Figure 4(b), we achieved an average memory
reduction of 1.77%, 1.47X, and 4.55X with FP16, BFLOAT16, and
INTS precision, respectively. Overall, INT8 quantization appears
to be the optimal choice for small-scale images with a Single-GPU.
Additionally, with an image size of 1024x1024, we observed a 6.29x
memory reduction with a speedup improvement of 6.72x. It is im-
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portant to note the overhead incurred due to calibration with INT8

quantization the very first time we perform model quantization.
Figure 3(b) and Section 2.2.1 illustrate the need for the calibration
step. To note, for any new model and dataset, it is necessary to per-
form calibration the first time to obtain an INT8 quantized model.
The quantized model’s weights can be stored and restored at a later
stage. Figure 5 shows the overhead due to calibration. Although
we observed a significant calibration overhead of an average of
2.89x, it still outperforms the unquantized FP32 precision model
by average speedup of 1.54X%.

5.3 Distributed DL Quantization Performance
Evaluation

In this section, first, we evaluate the performance benefits of us-
ing quantization in Distributed DL with respect to memory and
throughput. Further, we evaluate benefits of spatial parallelism by
enabling inference for very-high resolution images and accelerat-
ing performance. We will discuss each of these benefits in specific
sections as outlined below.

5.3.1 Memory Evaluation. We profiled memory footprints for an
image size of 4096x4096 to analyze spatial parallelism with quanti-
zation.

Figure 6 illustrates the memory distribution on different GPUs.
We perform an experiment configuration with 4 and 8 spatial parts,
as shown in Figures 6(a) and 6(b), where one additional GPU is
used for layer parallelism. Through quantization, we are able to
reduce memory requirements on each GPU by half compared to
the memory required with a full-precision FP32 model. Overall, we
achieve a memory reduction of 1.57x with FP16 and 1.40X with
BFLOAT16 when compared to the baseline FP32.

5.3.2  Throughput Evaluation. We experimented with image sizes
image sizes of 2048x2048 and 4096x4096, employing Spatial and
layer Parallelism. We scaled the experiment with the number of
spatial parts, ranging from 2, 4, to 8, where each part was distributed
on a different GPU. It is important to note that an additional GPU
was utilized to perform layer Parallelism for the last output layer, as
depicted in Figure 1(a). For this experiment, we chose the maximum
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batch size supported for different GPU counts to utilize memory to
its maximum extent. Due to partitioning into a higher number of
parts across different GPUs, we were able to enable a higher batch
size. For example, with a resolution of 2048x2048, we could not
scale beyond a batch size of 16 as it would become out-of-core on a
single GPU, but the batch size can be increased when we partition
images using SP.

Figure 7(a) shows throughput for 2048x2048 with batch sizes of
16, 32, and 64, on spatial parts 2, 4, and 8, respectively. Similarly,
Figure 7(b) shows throughput for 4096x4096 with batch sizes of 16,
32, and 64, on spatial parts 4, 8, and 16, respectively. We compared
the results with the baseline FP32. For 2048x2048, we achieved
up to a 1.9x speedup with FP16 and 1.6x with BFLOAT16. For
4096x4096, we achieved up to a 1.55X speedup with FP16 and 1.65%
with BFLOAT16.

5.3.3 Enabling very high-resolution images. The ResNet101 model,
initialized with FP32 precision, requires approximately 87GB of
memory for image size 8192x8192. Consequently, it becomes out-
of-core even with the smallest batch size of 1 when running on a
single GPU with 40GB of memory. It requires to split image into
number of spatial parts to enable inference for 8192x8192. We en-
abled inference for an image size of 8192x8192 with 4 GPUs for
spatial partitioning. Figure 8(a) shows the overview and perfor-
mance for image size 8192x8192 with 4 and 8 GPUs. We further
evaluate Spatial Parallelism to accelerate performance while scal-
ing with respect to the number of GPUs. Figure 8(b) shows the
performance comparison of SP on different GPUs (2, 4, and 8) with
a baseline of a Single GPU. We achieve linear scaling, attaining up
to a 1.8 and 2X speedup on 4 and 8 GPUs with BFLOAT16.

6 CONCLUSION

High-resolution images with Deep Learning come with their own
set of challenges due to the large size of the image and deep net-
worked DL models, making it compute and memory-intensive. How-
ever, research in high-resolution images in DL is crucial due to its
applicability and efficiency, for instance, in digital pathology. Our
efforts are focused on making trained DL models accessible for
high-resolution image inference by reducing computation time and
resource requirements.

We proposed accelerated inference for high-resolution images
utilizing quantization technique while reducing memory and com-
putation and without accuracy degradation. We provided support
for single GPU as well as multi-GPU Distributed DL inference. We
achieved overall 6.5X speedup and 4.55X memory reduction with
single GPU with INT8 quantization. With Distributed DL, we en-
abled inference for scaled images. We achieved 1.58X speedup and
1.57X memory reduction using half-precision Distributed DL. We
further accelerate performance by 2x using SP compared to single
GPU.

We hope that our work will facilitate researchers in achieving
accessibility and efficiency in Deep Learning inference while reduc-
ing computational costs for their innovative research in the field of
high-resolution images.
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