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Abstract
We present ContextPrefetcher, a host-guided high-performant 
prefetching framework for near-storage accelerators that 
prefetches data blocks from storage (e.g., NAND) to device-
level RAM. Efficiently prefetching data blocks to device-level 
RAM reduces storage access costs and improves I/O per-
formance. We introduce a novel abstraction, Cross-layered 
Context (CLC), a virtual entity that spans across the host and 
the device and is used for identifying, managing, and tracking 
active and inactive data such as files, objects (within object 
stores), or a range of blocks. To support efficient prefetching 
of actively used CLCs to device memory without incurring 
near-device resource (memory and compute) bottlenecks, 
ContextPrefetcher delegates prefetching management to the 
host, guiding near-device compute to prefetch blocks of ac-
tive CLC. Finally, ContextPrefetcher facilitates the swift recla-
mation of blocks associated with inactive CLC. Preliminary 
evaluation against state-of-the-art near-storage accelerator 
designs demonstrates performance gains of up to 1.34×.
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1 Introduction
To reduce the cost of data movement from storage devices to 
compute, hardware companies have started integrating com-
putational capabilities directly into storage devices, creating 
Computational Storage Devices (CSDs). These devices, such 
as Newport, SmartSSD, and ScaleFlux [5, 14, 15], perform 
tasks near where data is stored, enhancing system efficiency 
and performance. Furthermore, the emergence of high-speed 
communication protocols like Compute Express Link (CXL) 
is expected to enhance near-storage processing capabilities
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by enabling applications and the host compute to access near-
storage memory directly. Despite their in-storage processing
capabilities, for cost ($/𝐺𝐵) and power reasons, these devices
are expected to host low-power wimpy compute cores and
relatively smaller in-storage DRAM.
Despite these advancements in storage technology, opti-

mizing data access remains challenging, particularly consid-
ering the substantial performance differences between the
main memory and storage. Caching and prefetching tech-
niques have been extensively explored to reduce data access
costs in traditional storage, and the techniques could be ap-
plied to accelerate data access for near-storage accelerators.

More broadly, caching and prefetching techniques can be
classified into systems focusing on (1) host-level caching by
prefetching data from the device to the host and (2) device-
level caching by prefetching data from NAND flash to the
device memory. Host-level caching systems, such as the OS
page cache, prefetch data from the device to the host to re-
duce application stalls in case of cache misses but suffer from
high kernel software overheads and do not utilize device-
level memory resources.

Recent state-of-the-art near-storage caching solutions (e.g.,
OmniCache [19]) have explored the benefits of utilizing
device-level RAM as a parallel cache to speed up data ac-
cess and data processing. However, these designs assume a
large device-level DRAM (henceforth referred to as device-
DRAM) for caching and employing compute-heavy caching
policies (e.g., LRU-based caching), which is often impractical
in real-world near-storage technologies that must also use
the device-DRAM for storing FTL’s logical to physical block
mapping, wear-leveling, and as request transit buffer. Fur-
ther, these approaches lack support for near-storage data
prefetching, which is critical for expediting host-level I/O
(e.g., read, write) and prefetching (e.g., readahead) oper-
ations for minimizing disk access. Replicating prefetching
techniques using host OS caches [8] or application/runtime
caches [2, 10] is infeasible due to restrictivememory and com-
pute limits. Orthongally, prefetching has also been explored
for memory expansion technologies like CXL SSDs [16] with
near-device memory that prefetches next N-lines or blocks
or techniques that use computationally-heavy ML training
models (ExPAND [9]).
Unfortunately, across all the aforementioned prior work,

besides resource overheads, these techniques fail to capture
the context of which files, objects, or a range of blocks an ap-
plication is accessing. This leads to imprecise prefetching and
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higher cache pollution, leaving considerable performance
benefits on the table.

Therefore, we proposeContextPrefetcher, a host-guided
prefetching design for near-storage accelerators. The key
insight of ContextPrefetcher is that the host (OS or runtime)
creates a context using an actively-used file or object or block
range for the device to prefetch to its RAM, termed as Cross-
layered Context (CLC) using a prefetching logic (e.g., access
pattern). The device uses CLC to prefetch without requiring
substantial memory or compute resources tomanage caching
and prefetching. While we focus on ContextPrefetcher for
exclusive caches maintained at the host and the device (e.g.,
OmniCache [19]), we envision ContextPrefetcher to support
inclusive caches too (e.g., 𝜆-IO [17]).
A CLC can represent various data entities, such as files,

objects (in object stores), or fine-grained block ranges ac-
cessed by applications, aiding efficient prefetching. CLC fa-
cilitates the host in guiding the device on when and what
to prefetch or evict without imposing substantial compu-
tational overhead. For example, a CLC enables the host to
prioritize prefetching of active files used by applications or
evicting cached blocks of inactive files.
Because applications can switch between files where an

inactive file becomes active or vice versa, we take inspiration
from CPU thread contexts to switch in and out the CLC of ac-
tive and inactive files, respectively. Inactive CLC (s) are saved
to a host data structure and restored when they become ac-
tive again; if needed, their blocks are prefetched. This enables
efficient use of device-DRAM to store only needed prefetch
metadata and data and timely cache space reclamation.
Our preliminary evaluation of ContextPrefetcher on ex-

clusive cache design, conducted by implementing our design
on the prior state-of-the-art near-storage design [19] on a
microbenchmark (Section 2.4), demonstrates up to 1.34x per-
formance gains. In the remainder of the paper, we detail our
preliminary design and discuss the challenges that must be
addressed to fully realize ContextPrefetcher.

2 Background and Motivation
2.1 Host-level I/O Caching and Prefetching
Numerous prefetching techniques propose to enhance I/O
performance at the host level. OSes like Linux offer page
cache to expedite I/O performance according to access pat-
terns. Linux also provides prefetching system calls like reada-
head, enabling applications to manage prefetching by spec-
ifying offsets and bytes to prefetch. Additionally, Leap [2]
introduces an online, majority-based prefetching algorithm
designed to boost the page cache hit rate. Lynx [10] presents
a learning-based SSD prefetching mechanism that captures
random access patterns utilizing Markov chains.
However, these approaches fail to utilize device memory

resources and are not directly applicable to near-storage ac-
celerators. Host-level prefetching operations, such as those

in the Linux OS, result in high compute and memory over-
heads. For instance, the Linux OS requires maintaining a
per-inode Xarray [7, 8], which could significantly impact
performance when applied to CXL-connected storage with
near-storage processing capabilities and strict memory con-
straints [16]. File system caches typically reside within the
kernel, necessitating kernel involvement for prefetching and
incurring associated software overheads. For example, each
readahead call incurs system call and kernel trap overheads.

2.2 Near-storage Processing
While modern solid-state and nonvolatile memory storage
devices have significantly improved I/O performance, soft-
ware and hardware data access costs remain high. To tackle
this challenge, hardware vendors have started integrating
computational capabilities directly into storage devices, a
concept known as Computational Storage Devices (CSDs).
By executing tasks near the storage medium, CSDs enhance
system efficiency, reduce data movement, and amplify per-
formance. Several companies have introduced various CSD
solutions, including Newport CSDs [5], FPGA-based solu-
tions like SmartSSD [6], and ScaleFlux CSDs [15]. Addition-
ally, the emergence of Compute Express Link (CXL) has
notably advanced the capabilities of near-storage computing
elements. If designed well, CXL can enable high-speed com-
munication between CPUs and near-storage accelerators,
facilitating direct access to the device-level RAM. However,
for near-storage devices, hardware resources are limited. For
instance, the processor frequency is significantly lower than
the host CPU, typically around 1.2-1.8 GHz [3, 5]. Similarly,
DRAM resources are constrained, ranging from 1-4GB [4–6].
Moreover, DRAM cannot be fully utilized for acceleration
purposes as it needs to be reserved for internal tasks or soft-
ware. For example, the BlueField SmartNIC [11] installs a
Linux OS, which requires substantial memory resources.
Near-storage Caching: For near-storage accelerators,

device-memory caching has been explored recently. For in-
stance, OmniCache [19] presents a horizontal (exclusive)
caching across the host and the near-storage memory. How-
ever, OmniCache lacks support for prefetching and efficient
eviction of the near-storage cache. Supporting efficient prefetch-
ing and eviction for near-storage devices presents several
challenges due to their limited processor and memory re-
sources. First, existing designs assume large internal device
memory, which is impractical given that the device memory
must be used for internal storage management and block
allocations like FTL. Therefore, ContextPrefetcher optimizes
device memory use by prefetching and only retaining data in
active use through CLC. Second, adopting host-level caching
and prefetching techniques for near-storage is not feasible.
Host-level caching designs rely on high-performance CPUs
with complex prefetching logic. For example, traversing the
per-file Xarray is expensive for near-storage with limited
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compute resources. ContextPrefetcher mitigates device com-
pute overheads by delegating the expensive prefetching logic
to the host. Third, traditional host-level caching designs em-
ploy FIFO/LRU or similar eviction strategies that are ineffec-
tive for small device memory caches and can lead to frequent
cache evictions. Fourth, caching policies such as exclusive
caching (e.g., OmniCache) and inclusive caching (e.g., 𝜆-IO)
are feasible with near-storage cache. ContextPrefetcher oper-
ates independently of caching design, compatible with both
exclusive and inclusive cache designs.
Near-storage Prefetching: 𝜆-IO [17] exploits host OS-

level caches and prefetching by offloading processing for data
not in the host cache. However, it overlooks the potential
benefits of leveraging device-level caches and prefetching.
Shao-Peng et al.[16] propose utilizing device-DRAM for

caching and prefetching ‘next N cache lines‘ in CXL-based
SSDs to reduce latency and increase endurance. Besides us-
ing LRU-based techniques for device memory management
that incur high compute and memory overheads, these ap-
proaches lack host-level context. For example, an application
thread could switch access to some other file(s) or block
range(s), and a device without application or host context
could continue to prefetch N lines and pollute the cache.
ExPAND[9], an orthogonal approach aims to improve CPU
prefetching for CXL-SSDs by employing ML-based predic-
tion, which can demand a high computational cost for near-
storage accelerators.

2.3 Limitations of state-of-the-art systems:
Next, we outline limitations observed in state-of-the-art
systems, which serve as the motivation for our proposed
prefetching techniques.
Lack of Prefetching for Device-DRAM: State-of-the-

art systems lack prefetching for device-DRAM, impacting
I/O performance. For instance, the OSes on the host file
systems could either issue regular I/O or prefetch data from
a file from the device to the host DRAM. For the data to
be prefetched, the file’s blocks must be first loaded to the
device cache and then returned to the application. Besides
being slow because the devices lack a context on what active
file or object is accessed by an application, the device cache
may cache currently inactive (not accessed) files, resulting
in inefficient utilization of DRAM resources and failure to
achieve peak I/O performance. An ideal approach would be
to maintain a common context accessed by applications and
accelerate prefetching around that context. We discuss the
details of our proposed CLC in Section 3.2.

Overheads of Intricate and Expensive Prefetch Oper-
ations: Attempting to directly apply host-level prefetching
designs onto device prefetching encounters feasibility chal-
lenges. The resource-intensive nature of host prefetching
leads to performance degradation on devices with limited
CPU resources. In addition to the cost of detecting access pat-
terns for prefetching, managing, and iterating data structures

1 4 16 32
0

2

4

6

# of threads

T
h

ro
u

g
h

p
u

t 
(G

B
/s

) FusionFS

lambda-IO-emulate

OmniCache

ContextPrefetcher

(a) Seq. Read

1 4 16 32
0

1

2

3

4

# of threads

T
h

ro
u

g
h

p
u

t 
(G

B
/s

)

(b) Rand. Read

Figure 1. Analysis of prefetching benefits. The figure shows the
throughput of near-storage designs w/o caching and prefetching
for sequential and random reads. Only ContextPrefetcher (last bar)
supports prefetching for near-storage devices.

like per-inode Xarray used in OS page caches could impose
significant CPU overhead. Likewise, device-level prefetch-
ing strategies, such as those employed for other technolo-
gies like CXL-SSDs, could impose high computing demands.
For instance, ExPAND [9] relies on machine learning-based
prefetching, where training and inference consume higher
computational needs.

Efficient and Timely Eviction of Near-Device Caches
is Challenging: State-of-the-art near-storage caching de-
signs employ cache eviction policies used for systems with
large amounts of memory and compute resources [19]. For
example, these designs frequently rely on conventional block
eviction policies such as LRU, iterating over all the blocks in
the cache to identify the least recently used blocks for evic-
tion. Unfortunately, these techniques lack the information
(i.e., context) to determine whether they are evicting blocks
of a file or object that are currently active or inactive. This re-
sults in two types of overhead. Storing inactive files or objects
in capacity-constrained caches leads to cache pollution. Un-
derstanding if they are inactive (or active) helps quickly evict
cache blocks and reclaim memory space in a timely manner
without the need to iterate across all blocks using block-level
LRU, thus saving compute cycles and admitting cache blocks
of actively used files or objects. Similarly, it also helps to
retain blocks of active files longer and increase prefetching,
techniques lacking in today’s near-device caches [16].

We demonstrate that CLC, equipped with context switch
capabilities, offers an efficient solution for managing near-
device memory.

2.4 Analysis
We compare ContextPrefetcher with the following designs:
(1) FusionFS [18] (a near-storage file system without caching
and prefetching support); (2) emulated 𝜆-I/O without FPGA
but with host-level OS caching and prefetching but fails
to utilize near-device memory for caching or prefetching;
(3) OmniCache, a recently proposed unified caching design
for near-storage accelerators but lacks prefetching support.
Due to a lack of programmable near-storage accelerators,
we carefully emulate near-storage accelerators similar to
prior designs. We use a machine with 512 GB DC Optane
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NVM for storage, 64 CPUs, and 32 GB DRAM. For near-
device computational units, we dedicate 4 cores with their
frequency set to 1.2 GHz. Further, as used in prior studies [19],
we throttle the memory bandwidth and add PCIe latency.
The host-to-device interface is a block interface using NVMe
commands.
For host caching, we allocate a total cache size of 32 GB

of memory across all workloads. However, for device-level
cache (for OmniCache), we limit the device cache size to 1 GB
but maintain the same total cache size (32GB) across the host
and the device. It is important to note that while OmniCache
employs a larger device cache (up to 8GB), such assumptions
are not always practical or restricted to high-end resources,
specifically in scenarios where the device memory is shared
for other operations inside a device, which include maintain-
ing a file translation table, wear-leveling, handling transit
I/O requests, and near-storage data processing. Therefore,
we deliberately demonstrate the effects of a smaller cache
size. Likewise, ContextPrefetcher employs the same device
cache size as OmniCache. We designed a microbenchmark
that simulates real-world applications for this study; we
only consider read access patterns. Each thread concurrently
opens multiple database SST files, performs sequential/ran-
dom reads, and closes them after finishing using [1].

As shown in Figure 1, FusionFS exhibits poor performance
due to the lack of caching and prefetching support. While
𝜆-I/O outperforms FusionFS with host caching and prefetch-
ing, it suffers from significant kernel overheads because its
cache resides within the OS. More importantly, 𝜆-I/O does
not leverage near-device caching or prefetching, resulting
in spending substantial cycles for cache misses to fetch the
data from storage. OmniCache shows similar performance
when the near-device cache size is small and in the absence
of near-device prefetching capability. On the other hand, the
preliminary ContextPrefetcher design demonstrates consid-
erable performance gains. This improvement is due to several
factors. First, ContextPrefetcher supports efficient prefetch-
ing for device-DRAM, which reduces I/O overheads. Second,
and importantly, ContextPrefetcher can efficiently switch be-
tween active and inactive CLC when accessing multiple files,
minimizing cache pollution and retaining the most needed
data in the device cache. Our analysis indicates that existing
techniques lack the context of files that applications are cur-
rently accessing and, therefore, could retain inactive files in
the cache (i.e., cache pollution), increasing cache misses. We
will discuss the design details of ContextPrefetcher shortly.

3 Design
3.1 Design Goals
1. Host-guided Prefetching at the Near-storage Mem-
ory. Our primary objective is to establish a host-guided
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Figure 2. High-level Design. The figure shows ContextPrefetcher
handling CLC context switch. 1 The thread issues pread to read the data
residing in the active CLC. 2 ContextPrefetcher issues prefetching requests
along with the block range metadata and a bitmap to indicate which blocks
to fetch to the device cache or have already been fetched. 3 The thread
closes the current file. 4 ContextPrefetcher switches to another active
CLC for prefetching and reclaims cache space from inactive CLC in the
device-DRAM due to space constraints.

prefetching at the near-storage RAM to increase I/O prefetch-
ing efficiency by proactively prefetching data for actively
used files or objects (context) to device-DRAM.
2. Prioritize efficient device memory utilization by

only maintaining data and metadata of active context.
We introduce a novel prefetching abstraction: Cross-layered
Context. This abstraction allows us to prioritize efficient
device-DRAM usage by prefetching and retaining metadata
and data for actively accessed files. We demonstrate the effi-
cacy of our approach in achieving efficient prefetching and
timely memory reclamation.
3. Avoid computing-intensive prefetching logic in-

side the device by delegating it to the host. We delegate
the prefetching logic, such as access pattern detection as
well as an expensive index or data structure, to track what
and when to prefetch to the host, with the device simply
performing the prefetch operations for missing blocks. This
approach helps reduce near-device computational overheads
and the metadata (e.g., index) memory overheads.

3.2 Preliminary Design

3.2.1 Cross-layered Context (CLC)
At its core, CLC is a virtual entity for grouping and man-
aging active and inactive data, as well as prefetching sta-
tus, spanning across both the host and the device. CLC ab-
straction facilitates seamless connectivity in prefetching ac-
tivities between devices. Through CLC, we introduce Con-
textPrefetcher, a host-guided prefetching framework tailored
for near-storage accelerators operating across the host and
the device.
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The rationale behind this design is simple yet powerful. By
capturing accesses for active or inactive context right down
to the device layer, caching and prefetching can be optimized
for actively used CLC instances. Conversely, CLC identified
as inactive (e.g., an open but inactively used) unused (e.g.,
a file is closed) file can be evicted or context-switched out
based on the available device-DRAM or a specific policy.

As shown in Figure 2, we show an example of using CLC
and the context-switching between active and inactive files.
We draw inspiration from the CPU thread contexts to im-
plement CLC context switch mechanisms. Much like how
a CPU context switch efficiently manages multiple tasks or
processes on a single physical CPU core, CLC context switch
ensures optimal caching and prefetching for multiple files
on limited device memory. It achieves this by selectively pre-
serving prefetching metadata and data pertinent to actively
used files on the device.

In essence, during a CLC context switch, only the blocks or
a designated range of blocks associated with the current ac-
tive CLC are retained in memory. Inactive or less frequently
accessed CLC instances are swiftly replaced, potentially free-
ing up valuable memory space to support prefetching for
new files. While in this paper, we focus on file-level contexts,
CLC can be generalized to other contexts, such as object con-
texts in Object Storage Devices (OSD) or memory-context to
memory-mapped regions, which will be our future work.

3.2.2 ContextPrefetcher Components
Our preliminary system design comprises a user-level run-
time (LibFS) and near-device component. LibFS in the host
manages caching and prefetching for both the host and the
device. Our current implementation of the host component
is a user-level library for quick prototyping, but our ongoing
work also includes building support for integrated OS-level
and device-level solutions.
To enable concurrent data access and caching across the

host and the device, LibFS maintains a per-file range tree,
serving as a unified index for managing caches across both
domains. Each node within the range tree corresponds to a
specific range of a file (each range size is 2 MB by default
but is configurable). This index is crucial in locating cached
data in both the host and device caches.

Regarding the near-device component, in contrast to ear-
lier near-storage file system designs [12, 13, 18, 19], which re-
quire complex integration between file systems and firmware,
our proposed ContextPrefetcher operates withoutmandating
a file system on the device itself. The near-device component
is only responsible for prefetching data based on the context
passed by the host.

3.2.3 Using and Updating CLC
As shown in Figure 2, when a file is first created or opened,
we associate a new empty CLC with the corresponding file,
and it is marked as inactive. As we discussed in Section 3.2.2,

CLC maintains a per-file range tree for caching indexing
(both host and device).

Initially, in the absence of prefetching information, as
an application reads a range of blocks, the blocks are first
read to the device cache based on a policy used by prior
work [19] to reduce data movement to the host. To track
the blocks cached on the device, LibFS maintains a per-file
range tree where the range represents a block range on the
device cache. Each range node also stores a bitmap with
one bit for each block in the range, indicating if the block
is in the device cache. As blocks of a file are accessed, the
host-level LibFS uses its prefetching logic to predict the next
set of accesses and issues a prefetching request to the device
using a special NVMe-like command that contains the CLC
structure with the blocks to be prefetched. The device uses
the CLC, creates an equivalent bitmap, prefetches the blocks,
sets the corresponding bits on the bitmap upon prefetching,
and resets them upon eviction. This bitmap, for instance,
on a large 1 TB file would necessitate, at most, a 32 MB
bitmap compared to hundreds of MBs for other complex
data structures.
For the actual prefetching logic in the host, our current

prefetcher can detect sequential, random, and strided access
patterns, but we envision designing a more sophisticated
prefetcher to capture different access patterns.
In addition to facilitating efficient prefetching, CLC also

offers swift reclamation for inactive data. As shown in Figure
2, each file and a file’s range tree’s node is equipped with
a frequency counter. For a file or a range within the file, if
the frequency exceeds a certain threshold (a configurable
parameter), we mark the file and the range as an active CLC
and instruct the device to prefetch. Similarly, any inactive
file or a range in a file is marked as an inactive CLC, the
device CLC (a bitmap) is context switched out, and the cache
blocks are reclaimed if needed. Our future work will focus
on efficiently tracking active and inactive contexts, reducing
frequent context switches, and potentially leveraging ML-
based techniques using host-level computational resources.

In this paper, we focus on exclusive caching and prefetch-
ing design paradigms and only on device-level prefetching.
Our ongoing future work will analyze and design coordi-
nated host-device prefetching.

4 Discussion and Conclusion
This paper introduces a novel context-aware prefetching
approach for near-storage devices. Our work demonstrates
that traditional prefetching and eviction methods are inad-
equate for near-storage accelerators due to constraints on
their computational and memory resources. Therefore, facil-
itating prefetching across devices necessitates establishing a
unified and coordinated prefetching context (CLC), which
helps delegate prefetching complexities to the host. In this
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preliminary work, we focus on the general principles of push-
ing down application context (i.e., a file) to the device. We
will explore how the host and the device can collaboratively
prefetch the contents of different files or even different blocks
of the same file. Similarly, our approach can be generalized
to objects and memory-mapped ranges, which is important
for other devices such as CXL-SSDs and memory expanders,
areas we will focus on in our future work.
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