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Abstract—The Logical Execution Time (LET) programming
model has recently received considerable attention, particularly
because of its timing and dataflow determinism. In LET, task
computation appears always to take the same amount of time
(called the task’s LET interval), and the task reads (resp. writes)
at the beginning (resp. end) of the interval. Compared to other
communication mechanisms, such as implicit communication and
Dynamic Buffer Protocol (DBP), LET performs worse on many
metrics, such as end-to-end latency (including reaction time and
data age) and time disparity jitter. Compared with the default
LET setting, the flexible LET (fLET) model shrinks the LET
interval while still guaranteeing schedulability by introducing
the virtual offset to defer the read operation and using the
virtual deadline to move up the write operation. Therefore, f{LET
has the potential to significantly improve the end-to-end timing
performance while keeping the benefits of deterministic behavior
on timing and dataflow.

To fully realize the potential of fLET, we consider the
problem of optimizing the assignments of its virtual offsets
and deadlines. We propose new abstractions to describe the
task communication pattern and new optimization algorithms
to explore the solution space efficiently. The algorithms leverage
the linearizability of communication patterns and utilize symbolic
operations to achieve efficient optimization while providing a
theoretical guarantee. The framework supports optimizing multi-
ple performance metrics, and guarantees bounded suboptimality
when optimizing end-to-end latency. Experimental results show
that our optimization algorithms improve upon the default LET
and its existing extensions and significantly outperform implicit
communication and DBP in terms of various metrics, such as
end-to-end latency, time disparity, and its jitter.

I. INTRODUCTION

Logical Execution Time (LET) is a programming model
suitable for developing real-time control applications [1]. The
basic idea behind LET is to abstract away the scheduling and
implementation details of software tasks to facilitate model-
level, platform-independent testing and verification. This is
done by defining a time interval for each task, called LET
interval, such that the task computation always appears to
take the same amount of time as the LET interval, regardless
of how long it actually takes to finish. In addition, the task
communication happens at the boundary of the LET interval:
the task always reads at the beginning of the interval and writes
at its end. In most literatures [1]-[8], the LET interval spans
from the task’s release to its deadline (default LET), though
shorter LET intervals (flexible LET) are also possible.

The excellent properties of LET have drawn strong interest
from academia as well as the automotive industry [4]-[7], [9].

In particular, the time determinism and dataflow determinism
of LET have made it an appealing solution as a communi-
cation mechanism, especially for multicore platforms [10], as
these properties simplify the analysis of systems’ temporal
behavior, stabilize end-to-end latency variance [11], and make
the system’s temporal behavior composable [3]. Here, time
determinism refers to the fact that communication happens
only at predefined time instants. Dataflow determinism refers
to the property that in a communication link, a consumer job
always reads the output value from the same producer job.

However, as a communication mechanism, LET also in-
troduces significant drawbacks regarding end-to-end latency
metrics, including reaction time and data age. These metrics
are important for real-time systems’ safety. For example,
it is usually desirable that the real-time computing system
reacts to sensor readings or external events as quickly as
possible, imposing a system design that minimizes the reaction
time [12]. The default LET only makes the output data avail-
able at the job deadline, even if the data may be ready much
earlier. Hence, compared with other popular communication
mechanisms such as implicit communication and Dynamic
Buffer Protocol, the default LET is proven to have a longer
data age or reaction time [2].

The flexible LET (fLET) model [7], [13]-[15] provides a
potential solution by adjusting the LET interval. The difference
between fLET and the default LET is that the release time
of a task is delayed by a virtual offset, and the reading
happens deterministically at this deferred release time (Some
literatures [13] only delay the reading time). Similarly, a task’s
deadline and the write operation are brought forward to an
earlier virtual deadline. We provide more examples of fLET
later in the paper (e.g., Fig. 1). The flexibility of fLET provides
big potential for performance improvements (as shown in our
experiments). However, how to optimize both the virtual offset
and virtual deadline while offering a theoretical guarantee is
missing in the literature.

Contributions.

« Propose novel optimization algorithms to optimize both the
LET intervals’ start and finish times.

o Perform symbolic operations of a newly introduced concept,
communication pattern, which compactly models tasks’
possible reading/writing relationships.

« Establish suboptimality bounds when minimizing the data
age or reaction time. To the best of our knowledge, this



is the first work that provides the theoretical guarantee for
fLET while maintaining fast runtime speed.

o Support minimizing various latency metrics for fLET. To
the best of our knowledge, this is the first optimization
algorithm that supports optimizing time disparity and jitter.

o To the best of our knowledge, this is the first work that
shows LET after optimization outperforms alternative com-
munication protocols (implicit communication and DBP)
across multiple metrics, such as end-to-end latency, time
disparity, and jitter. Our findings enhance fLET’s competi-
tiveness in broader scenarios.

Paper Organization. Section II summarizes the related work.
Section III introduces the system model and reviews the
latency metrics and task communication mechanisms. Sec-
tion IV describes the flexible LET (fLET) model. Section V
defines the communication pattern, a new abstraction for task
communication that will be leveraged in our optimization
algorithms. Section VI gives a general optimization framework
for optimizing any metric, while Section VII proposes new
theorems to optimize data age and reaction time efficiently.
Section VIII presents generalizations, limitations, and possible
solutions. We present the experimental results in Section IX
and conclude the paper in Section X.

II. RELATED WORK

The RTSS2021 industry challenge [12] comprehensively
summarizes essential latency metrics: data age, reaction time,
and time disparity. Among them, data age and reaction time
(DART) have been studied extensively for analysis and opti-
mization [16]-[24]. As for time disparity, Li et al. [25] devel-
oped analysis methods for the Robotic Operating System [25],
Jiang et al. [26] proposed analysis and buffer size design to
reduce the worst-case time disparity. However, most of these
studies focus on communication mechanisms other than LET
or its variants.

The Logical Execution Time (LET) programming model,
introduced by Henzinger et al. [1] with the programming
language Giotto, has gained attention from the automotive
industry [3], [4], [7], [11], [27], [28]. It is also integrated into
the automotive software architecture standard AUTOSAR [2],
[15]. The popularity in the automotive domain inspires related
research in processor assignments [5], [6], end-to-end latency
analysis [8], [11], [29], [30], and optimization [11], [31], [32].
However, most research on LET assumes the default LET
model (LET intervals equal periods), which performs worse in
end-to-end latency metrics than implicit communication and
DBP [2] and may suffer from larger latency jitter.

Variants of the flexible LET model and heuristics algorithms
have been considered in the literature to reduce the end-to-end
latency. Martinez et al. [11] proposed to assign an offset to
tasks upon their first release while keeping the LET intervals
the same as the default LET. Bradatsch et al. [32] proposed
using the worst-case response time as the length of the LET
interval, but the reading time remains the same as the default
LET model (i.e., no offset). Maia et al. [33] set the LET
interval of each task from the smallest relative start time to the

largest relative finish time based on schedules. Apart from the
fLET model modifications, heuristic optimization algorithms
have also been proposed to reduce end-to-end latency [11],
[33]. However, these algorithms may suffer from scalability
issues or cannot provide an optimality guarantee for fLET.

Offset assignments could reduce the jitter of many metrics,
such as response time [34], [35] and end-to-end latency [11].
Bini et al. [14] proposed to utilize ring algebra to eliminate
the jitter of end-to-end latency in LET models. However, the
jitter of the time disparity metric is rarely studied.

Compared to previous LET-related studies, this paper ad-
dresses a more general optimization problem in terms of
variables or objective functions. It also introduces novel opti-
mization techniques with improved performance and stronger
theoretical guarantees.

III. SYSTEM MODEL AND DEFINITIONS

This paper uses bold fonts to represent a vector or a set
and light characters for scalars. The i element of a set S
is denoted as S(i). We may use sub- and super-scripts to
distinguish notations, such as q;?.

A. System Model

This paper considers a task set 7 of periodic tasks (General-
ization to sporadic tasks will be discussed later). Each task 7; is
described by a tuple (C;, T;, D{"?), which denotes the worst-
case execution time, period, and relative deadline, respectively.
We assume D{"? < T;. The least common multiple of all
the task periods is hyper-period H. Every T; time units, 7;
releases a job for execution. The g;-th released job of the task
7; is usually denoted as J; 4,. We allow the job index g; to be
negative numbers. For example, J; _; is released one period
earlier than J; o. To simplify notations, we assume the oth
jobs of all the tasks become ready at time 0. However, our
optimization algorithms can optimize LET intervals if there is
a known release offset.

We assume some worst-case response time analyses (RTA)
are available. The system is schedulable if the RTA is no
larger than the relative deadline. Ideally, the worst-case RTA
should have no dependency or linear dependency on other
tasks’ release time and deadline (an example is provided in
Section IX). Otherwise, please refer to Section VIII-B.

The input of a task 7; (or a job Jj,.) could depend on
the output of a task 7; (or a job J; 4,), which we denote as
Ti — 7; (or Ji g, — Jjq;)- The dependency relationships of
all the tasks in 7 can be represented as a directed acyclic
graph (DAG) G = (1, E), where E denotes all the edges in
the graph. The DAG is not assumed to be fully connected for
generality. A cause-effect chain C is a list of tasks {79, 71 ...
Tn} Where 7; — 7;41. These tasks are typically indexed based
on their causal relationships: 7y is usually the source task that
depends on no other tasks in C, 7, is the sink task that no
other tasks in C depend on. Multiple cause-effect chains may
share some tasks in a graph G. All the cause-effect chains are
denoted as C. A job J; 4,’s reading (writing) time is denoted
asrey, . (erquqi).



B. Data Age and Reaction Time

Data age and reaction time (DART) are among the most
commonly used metrics to measure end-to-end latency. Given
a cause-effect chain C = 1y — ... — 7,,, data age measures
the longest time a sensor event influences a computation
system. In contrast, reaction time measures the maximum
delay between the occurrence of the first sensor event and the
last event of the chain that depends on the sensor event. Next,
we review the DART analysis following Giinzel et al. [18]:

Definition ITIL.1 (Job chain [18]). A job chain C’ of a cause
effect chain C is a sequence of jobs (Jo.qqs---s JIn.q,) Where

the reading data of job Jiy1,4,., is generated by J; 4.

Definition IIL.2 (Length of a job chain, Len(C”)). The length
of a job chain C’ = (Jo g0, s Inq,.) is Wy, o = T€Jg 40

When the reader task and the writer task have different
periods, issues of under-sampling may arise, where a writer’s
data cannot reach any reader due to being overwritten by
subsequent writers. Conversely, over-sampling may occur,
wherein a writer’s data is read by multiple readers simulta-
neously [17]. The following concepts aid in providing a more
precise description of these communication relationships.

Definition II1.3 (Last-reading job). Consider two tasks 7; —
7;. For any jobs Jjq;, it has a unique last-reading job J; &
that satisfies the following properties:

wry, . < T€J; 4, < Wy, 4 @))
For example, in Fig. 1b, J; ¢ is Jy 3’s last-reading job.

Definition III.4 (Immediate backward job chain, [18]). An
immediate backward job chain is a job chain (Jo 4, ..., Jn.q,)
where each J; 4, is the last-reading job of Jii1 4,

Definition IILS (First-reacting job). Consider two tasks 7; —
7;. For any jobs J; q,, it has a unique first-reacting job J; 2
which satisfies the following properties:

TeJ oy SWTy, STey )
For example, in Fig. 1b, J; 1 is Jy ¢’s first-reacting job.

Definition ITL.6 (Immediate forward job chain, [18]). An
immediate forward job chain is a job chain (Jy g, ..., Jn,q,)
where each Jiy1 q,,, s the first-reacting job of the job J; ;.

In this paper, We use upper arrows to distinguish one
job’s last-reading or first-reacting job as in Definition II1.3
and Definition IIL.5. Following [18], the worst-case data age
(reaction time) of a cause-effect chain is the length of its
longest immediate backward (forward) job chains.

Example 1. Consider a DAG with four tasks: {79, 71,72, T3}
as shown in Fig. 2. The four tasks are scheduled on one
CPU with Rate Monotonic preemptively. The objective is
minimizing the worst-case data age of the cause-effect chain
C() : {TO — T1 — 7—2} and Cl : {Tg — T1 — 7—2}.

Consider the cause-effect chain Cy. In Fig. 1b, Jo o — J11
— Jo 4 formulate an immediate forward job chain (length is

Immediate backward job chain for data age
Immediate forward job chain for reaction time
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Figure 1: The schedules of different communication protocols
in Example 1. The upward and downward arrows represent
job reading and writing times, respectively. Solid leftward
arrows connect the longest immediate backward job chains,
and dashed rightward arrows connect the longest immedi-
ate forward job chains. It is worth highlighting that fLET
demonstrates superior performance compared to alternative
methods after optimization. Figures Ic and 1d serve merely
as illustrations of the optimization results for different metrics.
Importantly, our optimization approach supports the simulta-
neous optimization of multiple metrics.

50, notice wry, , = 50), Jo,—1 — J1,0 — Ja 3 formulate an
immediate backward job chain (length is 45).

There are alternative definitions of data age and reaction
time [18], [36]. Our optimization algorithm is compatible with
them as they have a similar analysis.
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Figure 2: Example DAG with two cause-effect chains.

C. Time disparity

In many situations, such as autonomous driving, a task’s
input could depend on multiple source tasks (the sink and
source tasks constitute a merge). In this case, the input data
must be collected at approximately the same time to be useful.

Definition IIL7 (Time disparity, [12]). Consider a task T;
which reads input from several source tasks T° (1; and T°
constitute a “merge”). For each job, Jj,qj, denote its last-
reading jobs from T as J'°. The time disparity of Jjq; 18
defined as the difference between the earliest and the latest

writing time of the jobs in J*:

3)

TD(Jjq) = max wry— min wry

JeJirs JeJirs
Example 2. In Example 1, 7, 7y and 75 formulate a merge.
In Fig. 1a, the job J; ; (highlighted in green) reads data from
Jo,4 (yellow) and Js o (yellow). The time disparity of J; ; is
21—8 = 13; Similarly, J; ¢’s time disparity is 1—(—32) = 33.
T1’s worst-case time disparity is 33; its jitter is 33 — 13 = 20.

D. Task Communication Mechanisms

In this section, we briefly review several popular commu-

nication mechanisms following [2], [3]:

« Direct Communication: allows unrestricted access to shared
variables, enabling tasks to read or write data whenever
needed. It may suffer from data inconsistency issues [3].

o Implicit communication: Tasks read input data when they
begin execution and write output data when they finish.
This approach depends on task schedules, making it more
complex to analyze and optimize system behavior, such as
end-to-end latency.

o Default Logical Execution Time: The timing of data read
and write is deterministic if the system is schedulable,
independent of task schedules. Typically, the reading and
writing times are defined as follows:

VJiqr T€J

1,95

“4)

« Dynamic Buffer Protocol (DBP): A non-blocking buffering
protocol that can preserve synchronous semantics under
preemptive scheduling [37]. Instead of restricting data reads
and writes at the beginning or end of task execution, DBP
allows arbitrary data access through task execution without

=Ty, wry,, =qT,+ D™

compromising data consistency by managing multiple buffer
copies for the same data. However, there may be additional
memory and buffer management overhead.
Under the implicit communication protocol, the length of a
cause-effect chain, measured by the maximum data age or
reaction time, is no longer than under the DBP communication
protocol, which is, in turn, no longer than under the default
LET communication protocol [2].

IV. THE FLEXIBLE LET MODEL AND
PROBLEM DESCRIPTION

This section reviews the flexible LET model [7], [13], [15]
where tasks can read input and write output at times different
from those specified in equation (4):

Definition IV.1 (Virtual offset, O;). For each job J; 4, of a
periodic task T;, both its release time and the time it reads its
input, rey, ., is delayed from q;T; to O;+q;T;, where O; > 0.

Definition IV.2 (Virtual deadline, D;). For each job J; 4, of
a periodic task T;, both its deadline and the time to write
its output, wry, ., is moved forward from ¢;T; + D;"? to
¢;T; + D;, where O; < D; < D{"9.

In the flexible LET model, all jobs of the same task share the
same virtual offset and virtual deadline, ensuring deterministic
reading and writing times.

A. fLET vs Alternative Communication Mechanism

Compared to alternative methods, such as default LET and
implicit communication (both are used in AUTOSAR [2]),
fLET shows significant potential in optimizing various perfor-
mance metrics while still preserving its deterministic advan-
tages. However, realizing these benefits of the flexible LET
model depends on finding an optimal set of virtual offsets and
virtual deadlines, which is the central focus of this paper.

B. fLET Optimization Problem Descriptions
This paper aims to find virtual offsets and virtual deadlines
to minimize the worst-case data age (or reaction time):

g,i{)l Z max F¢ (O, D)
cec

&)

where O and D denote the virtual offset and virtual deadline
for all the tasks in the task set 7; F¢ denotes the length of
all the immediate forward or backward job chains.

Another important metric considered in this paper is the
worst-case time disparity and jitter:

> max Fum(O, D)+
Mem
w(max F (0, D) — min F ,(0, D))

min
O.D

(6)

where M denotes a “merge” that includes a sink task and
multiple source tasks that the sink task depends on, JF g
follows Definition III.7, w is the weight of the jitter term.

Both the optimization problems (5) and (6) are subject to
the schedulability constraints:

Vr eT,0<0;, O;+R; <D;, D; < D" @)



where R; denotes the worst-case response time for task ;.

V. COMMUNICATION PATTERNS
A. Motivation

Directly solving the problem (5) and (6) is challenging due
to the nonlinear and non-continuous nature of these problems,
which require iterating through all virtual offset and virtual
deadline combinations to find the optimal solution. Therefore,
this section introduces a new concept, communication pattern,
which succinctly describes the communication among tasks.
We then reformulate the problem (5) and (6) to find the
optimal communication pattern. Operations related to the
communication patterns are summarized in Table I.

Searching for the communication patterns is easier than
value combinations because they have a much smaller solution
space. Furthermore, efficient feasibility analysis and symbolic
operations are available to reduce unnecessary computation
substantially. This method improves both performance and
efficiency than the state-of-art [11].

B. Edge Communication Patterns (ECP)

In the flexible LET model, all the jobs of the same task have
the same virtual offset and virtual deadline. Therefore, for any
edge £ = 7, — 75, it is sufficient to focus on jobs within a
super-period H? (the least common multiple of 7; and T},
[22]) to describe the possible reading/writing relationships.

Definition V.1 (Job map). A job map is a mapping from one
Jjob J; 4, in a set to another job J; 4. in another set.

Definition V.2 (Edge last-reading pattern, ELP). Consider
an edge £ = 7; — 1. For any job J;j,. where 0 < q; <
H?/T;}, the edge last-reading pattern ELP is a job map
which specifies which job of T; is Jj,’s last-reading job.

Definition V.3 (Edge first-reacting pattern, EF'P). Consider
an edge F = 1, — 7. For any job J; 4 where 0 < ¢q; <
H*/T;}, the edge first-reacting pattern EFP is a job map
which specifies which job of 7; is J; 4,’s first-reacting job.

An edge E could have multiple ELPs or EFPs. We use
ELPg(i) (EFPg(i)) to denote the i ELP (EFP) of E.
Both ELP and EFP are considered ECP.

Consider an edge £ = 7; — 74, a job J; 4, and its last-
reading job J; ¢, we can use Definition I11.3 to get:

Di+ G < 0;+ ¢T; < Di+ (G + DTi - (8)

Therefore, ELPs can be described by linear inequalities:

Definition V.4 (ELP inequalities). Given an edge E = 1; —
7; and an ELP, the ELP inequalities are the intersection of
the linear inequalities (Definition 111.3) of all the jobs J; 4, €
Jj ={Jjq0 < q; < H?/T;} and their last-reading jobs:

€))

where is the linear inequality (8) between J; . and its
last- readmg job specified by the ELP. The symbol N denotes
that the two linear inequalities must be both satisfied. Notice

Iprp =Ty 0. T N T Y1y

ILR

that Equation (9) can be merged into two linear inequalities
since all the ILR depends on the same two variables (i.e., O;

and D;). Slmllarly, EFP inequalities can be obtained based on
first-reacting jobs.

Example 3. Consider the edge Fy, = 7 — 75 in Example 1.
Suppose Jo o and J 1’s last-reading jobs are J; 1 and Ji g,
respectively, then the linear inequalities associated with the
two jobs are D1 — 20 < O < D14+ 0 and D; < O +
10 < D + 20. Since these inequalities have to hold together,
we can merge them into one set of inequalities by taking the
intersection D — 10 < Oy < Dy.

Usage. ELPs are used for optimizing data age or time disparity,
whereas EFPs are used for optimizing reaction time.

Definition V.5 (Feasibility). An ELP (EFP) is feasible if there
exists a set of virtual offset and virtual deadline assignments
that satisfy its inequality constraints (Definition V.4) and
schedulability constraints (7).

Example 4. Consider the edge Ey : 79 — 71 in example 1 and
an ELP which specifies J; o’s last-reading job to be Jg 3. It
is infeasible because there are no solutions which can satisfy
the following inequalities:

Ry <Dy, Dy+15<0; < Dy+20,0; + Ry <Dy
where Ry = 1, R; = 5 based on RM.

The following lemmas provide the necessary conditions for
an edge communication pattern to be feasible.

Lemma 1. Consider a feasible ELP of an edge 7; — 7; and
two jobs J; 4, and J; g, where q, < q, their last-reading
Jjobs specified by the ELP, J; ¢ and J; 4, satisfy: T < Y

Proof. If ﬁ > %, then J; & cannot become J; 4, s last read-
ing job because J; 4, could read from J; & since wry, . <
wry, o <rey . <T€s . . This causes a contradiction. W

Lemma 2. Consider a feasible EFP of an edge T; — 7; and
two jobs J; 4. and J; . where q, < qu, their ﬁrst—reactmg

Jjobs specified by the EFP, J; » and J; o=, satlsfy Qi < qw

Proof. The proof is similar to that of Lemma 1. ]

Example 5. Table II shows all the feasible ELPs in example 1
under different situations (since one job could read from differ-
ent jobs). The mathematical expressions show the intersection
of all the possible linear inequalities, following Equation (9).
The linear inequalities are merged following Definition V.4.

C. Graph Communication Pattern (GCP)

Given a DAG, we introduce the concept of Graph Communi-
cation Pattern (GCP) to comprehensively describe the reading
and writing relationships among all the tasks in the system.

Definition V.6 (Graph last-reading pattern, GLP). Consider a
DAG G = (1, E), a graph last-reading pattern GLP is a set
of edge last-reading patterns, where for each edge Ej € E,
GLP contains one ELP, denoted as GLP(Ey).



Table I: Edge/Graph last-reading Patterns and operations. (First-reacting patterns are defined similarly)

Mathematical
Description

Feasibility

Definition Check

Symbol

Evaluation Other Operations

Job map,
Definition V.1

ELP set,
Definition V.6, Definition V.7

2 Linear Inequalities

ELP Definition V.4

feasibility check
Multiple Linear Definition V.8

(partial) GLP Inequalities

Linear inequalities

Add last-reading job pairs,
Definition V.4

Add ELP,
Definition V.6

ELP Comparison,

N/A Definition VIL1

N/A

GLP Contain,
Definition VIL3

GLP Comparison,

Definition V.9 Definition VIL2

Table II: Feasible edge last-reading patterns in Example 1

Ed ELP Pattern Last-reading Mathematical
8¢ Symbol job pairs expression

Ey ELPg,(0) J(0,2) — J(1,0) Do +10< 01 < Do+ 15

Ey ELPg,(1) J(0,1) = J(1,0) Do +5<01 <Dg+10

Eo ELPE”(Q) J(0,0) — J(1,0) Do <01 <Dop+5

Ey ELPg,(3) J(0,-1)— J(1,0) Do—-5<01< Do
J(1,0) = J(2,0

FEh ELIJE1 (O) ng 0; N Jg? 1; D1 <0O3< Dy +3
J(1,-1 J(2,0

E\  ELPg (1) J§1’0> L?(2( ) ) Di—10<0s <Dy
J(1,-1) = J(2,0

Jo) ELPg (2) JEI _13 - Jg2 1; D1 —20< 03 < Dy — 10
J(3,0 J(1,0

Es  ELPg,(0) JE370§ : ng’ 1; D3 <0y < Ds+8
J(3,-1) — J(1,0

FEo ELPEz(l) JES 0) )_) J(l( 1) ) D3 —20< 01 < D3

Ex  ELPg,(2) J@B -1 = J(LO)  ho 4o <0y < Ds—20

J(3,—1) = J(1,1)

Definition V.7 (Partial GLP). A partial GLP pGLP is a GLP
where some or zero edges’ ELPs are not included.

A GLP is complete if the ELPs of all the edges are added; A
complete GLP is considered a partial GLP. A GLP is empty
if no ELPs are added. The concepts of Graph First-reading
Pattern (GFP) and partial GFP are defined similarly. Both GLP
and GFP are considered GCP.

Definition V.8 (Feasibility). A GLP (GFP) is feasible if there
is a set of virtual offset and deadline variables that satisfy the
linear inequalities of all the ELPs (EFPs).

Evaluating the feasibility of a GLP (GFP) is equivalent
to evaluating the feasibility of a linear programming (LP)
problem, which can be efficiently solved to optimality.

D. Evaluating Graph Communication Pattern

Definition V.9 (Graph last-reading pattern evaluation). A
GLP’s evaluation, denoted ﬁGLp, is the optimal objective
function values obtained by solving an optimization problem
(e.g., (5) or (6)) with extra schedulability constraints and
linear constraints specified by GLP.

For example, if the objective function is given by (5), then:

fGLP:g%ZmaXfC(O,D) (10)

cec
V1, €1,0<0;, O;+ R; < D;, D; < D" (11)
VE, € E, IgLp(Ey) (12)

R f“f”pf” ELPg, (0)

L ELP(2)

\_ELPg,(3)

ELPg, (1)
ELPg, (0) . ELPg, (2)

T3
T3 = D59 =40
G=2

Figure 3: A multi-graph with the edge last-reading patterns
(ELPs) in Example 1. A complete graph last-reading pattern
(GLP) comprises three ELPs from the three edges. There are
4 x 3 x 3 = 36 possible GLP combinations.

where Zgrp(E,) denotes the linear inequality constraint (9)
of the edge last-reading pattern GLP(E}). GFP’s evaluation
is defined similarly.

Example 6. Continue with Example 1 and we will evaluate
GLP = {ELPg,(0), ELPg,(1), ELPg,(0)} with only
one cause-effect chains Cy. Consider a hyper-period of 20
(without considering 73), T has two jobs: J5 g and Jo ;. All the
immediate backward job chains have been decided by GL P:
J()’,Q — J17,1 — Jg’o, J(),g — JLO — Jg,l. The objective
function becomes:

gig (max(wry, , —reg, o, Wry,, —T€s,,)) (13)
where the reading and writing times are given by Defini-
tion IV.1 and IV.2. The objective (13) can be converted
into linear functions with extra artificial variables [38]: a =
Wy =Ty _y b=wry,  —rey,,, c=max(a,b):

glél c (14)
c>a, c>b (15)

The ELP constraints of GLP are adopted from Table II:
Dy +10< 01 < Dg+15 (16)
D) —10< 02 < Dy a7
D3§01<D3+8 (18)

The schedulability constraints (11) remain the same. The
optimal solutions of the LP above is O = {0,11,6,0},
D = {1,16,9,40}, Fgrp = 19.



Lemma 3. Consider a min-max optimization problem

Hiinmax(fl(x)a"'afn(x)) (19)
where f;(x) are linear functions. The problem above can
be transformed into a linear programming (LP) problem by
introducing extra continuous variables for each f;(x).

Lemma 3 shows that evaluating GLPs is usually equivalent
to LP. An example of how to perform the transformation is
shown in Example 6.

Theorem 1. Evaluating a GLP when the objective function is
data age or time disparity is equivalent to solving an LP.

Proof. Since the schedulability constraints (11) and all the
ELP constraints (Definition V.4) are linear, we will focus
on the objective function in the proof. Given a GLP, all
the immediate backward job chains are uniquely decided.
Therefore, the data age of each immediate backward job chain
is a linear function of O and D (Definition IIL.2).

As for time disparity, equation (3) can be transformed
into linear functions by introducing two continuous artificial
variables: @ = maxjc yirs wry, b = min g yirs wry with
extra linear constraints:

Ve J" a>wry, b<wry (20)

The theorem is proved after combining with Lemma 3. W

Theorem 2. Evaluating a GFP when the objective function is
reaction time is equivalent to solving an LP.

Proof. Skipped because it is similar to Theorem 1. ]

Observation 1. Evaluating a GLP when the objective function
is a time disparity jitter could be equivalent to mixed integer
linear programming by following the methods explained in
Chapter 3 in Chen et al. [38]. How to do it exactly and perform
efficient GLP optimization are left as future work.

VI. TWO-STAGE OPTIMIZATION

Finding the optimal virtual offset and virtual deadline for
problem (5) or (6) can be solved in two stages:

o Enumerate all the possible GLPs (GFPs);
o Evaluate (Definition V.9) and select the GLP (GFP) with the
minimum objective function value;

The optimal virtual offset and virtual deadline are obtained
when evaluating the optimal GLPs (GFPs).

The two-stage method is beneficial because numerous infea-
sible and non-optimal GLPs can be quickly skipped, as will
be introduced next. Since all the definitions and operations of
GLP can be symmetrically applied to GFP, we will primarily
use GLP to illustrate the algorithms and mention only the
necessary changes when optimizing GFPs.

A. Finding Optimal GCP, Enumeration Method

A simple way to find the optimal GLP is to enumerate all the
possible ELP combinations. Since each edge EFj has multiple
ELPs to select, the enumeration process can be modeled as a
multi-graph [39].

Example 7. In Fig. 3, there are 36 GLPs to enumerate.

B. Finding Optimal GCP, Backtracking

Since evaluating GLP’s feasibility is equivalent to evaluating
linear programming (LP)’s feasibility (Definition V.8), the
enumeration method can be expedited using a backtracking
algorithm. During enumeration, feasibility is assessed each
time a new ELP is added to a partial GLP Pj;.. If Py is
infeasible, then no other ELPs will be added to it.

Compared with the enumeration method, the backtracking
method avoids evaluating infeasible GLPs while maintaining
optimality, resulting in significantly faster speed.

Example 8. Continue with Example 7, 10 out of the 36
possible GLPs are not feasible and will be skipped, such as
{ELPg,(0), ELPg, (1), ELPg,(0)}.

Theorem 3. The enumeration and the backtracking method
above guarantee finding the optimal solutions if not time-out.

Proof. Since both methods evaluate all the feasible GLPs
(GFPs), the solutions are guaranteed to be optimal. |

VII. DART SYMBOLIC OPTIMIZATION

This section proposes an efficient backtracking algorithm
based on symbolic operations when minimizing data age or
reaction time (DART). During iterations, many feasible, but
possibly non-optimal GLPs (GFPs) will be skipped based on
new theorems. The algorithm guarantees that the performance
of the final result falls within a small bound of the optimal
solution (i.e., bounded suboptimality). The algorithm is moti-
vated by an example shown in Fig. 4.

A. Comparing Edge Communication Patterns

Definition VII.1 (ELP Comparison, smaller, <). Consider two
edge last-reading patterns ELPg, (u) and ELPg, (w) for
an edge By, = 7, — 7;. For any job J; 4., if the job index of its
last-reading job in ELPg, (u) is always less than or equal
to those in ELPg, (w), then ELPg, (u) < ELPg, (w).

Definition VIL.2 (GLP Comparison, smaller, <). If, for each
edge Ey, the ELPs of two GLPs satisfy GLP,(E;) <
GLP,(E}), then GLP, < GLP,,.

Similarly, we can define the comparison for EFP and GFP,
except we compare the job index of first-reacting jobs.

Example 9. Consider the edge last-reading patterns in Ta-

ble 1. We have ELPpg, (2) x ELPg, (1) < ELPg, (0).

However, consider two imaginary ELPs:
e« ELPg (3):{J(1,0) = J(2,0),J(1,2) = J(2,1)}
e« ELPg, (4):{J(1,1) = J(2,0),J(1,1 2,1

)
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Figure 4: Communication pattern comparison. Consider a
simple DAG with only one cause-effect chain 79 — 7y.
Furthermore, to illustrate the idea more easily, we assume that
71’s virtual deadline is locked at 20. In this case, the optimal
edge last-reading pattern (ELP) is ELPg,(2): ELPg,(3)
is infeasible; ELPg,(2) has shorter end-to-end latency than
ELPg,(1) and ELPg,(0) (ELPg,(0) and ELPg,(1)
require moving 7;’s virtual offset forward). Notice that we
can find the optimal ELP based on the pattern index with a
feasibility check (a larger index implies a shorter immediate
backward job chain).

then neither ELPg, (3) < ELPg,(4) nor ELPg, (4) <
ELPpg, (3)holds. Note ELPg, (3) and ELPg, (4) are only
used for illustration and do not exist in Example 1).

B. Identifying Non-optimal GLPs (GFPs)

Theorem 4. Consider a cause effect chain C : 19 — ... —
T, and two feasible graph last-reading patterns GLP, <
GLP,. For any job J, q,, denote 7y’s job in Jy 4, ’s imme-
diate backward job chain in GLP,, and GLP., as Jo qu and
Jo,qy, then qf < qg'.

Proof. We prove the theorem by induction. Following Defi-
nition VIL.2, the theorem holds when C has only two tasks.
Next, we assume the theorem holds for the cause-effect chain
T; = ... = Ty, and prove that it holds for 7,1 — ... = 7.
Let’s denote a job J,, 4, s last reading job at task 7; under
GLP, and GLP, as Ji,q;" and ngu. We know ¢;* < ¢}’
based on the induction assumption. Next, at task 7;_;, let’s
denote the last-reading job of J; 4« under GLP,, as J;_;, Tus
the last-reading job of J; j» under GLP, as J;_4 g the
last—readmg job of J; gw under GLPy, as J;_; . Then we
have q“ < ?“’“ from Lemma 1, and q“’“ < ?w from
the assumptlon that G’LP < GLP, and Definition VIL1.
Therefore, 7% < ‘7v, Wthh proves the induction. u

Theorem 5. Consider a cause-effect chain C : 19 — ... —
Tn, and two feasible graph first-reacting patterns GF P, <
GFP,,. Now consider a job Jyq, of T, denote 1,,’s job in
Jo,qo 'S immediate forward job chain in GF P, and GFP,,
as Jn,qg and Jn_yqzj, then q; < qv.

Proof. Skipped because it is similar to Theorem 4. |

Lemma 4. Continue with Theorem 4, denote the immediate
backward job chain that terminates at J, 4, in GLP, and
GLP,, as C! and C!. Then we have Len(C.) — Len(C;) <
Bc, where BC < Tn + TO.

Proof. Let’s first introduce the related notations:

Len(C;) =wry, ——rel » 1)
Len(Cy) =wry ——rel . (22)

J Jy\ w u
Len(C;,) —Len(C;;) =(wry, —~—wry )+  (23)
(el ) 2D
Since GLP, and GLP,, are feasible and g < ¢f’, we know
rey, . w < rey, . if ¢ < q¢’, and |T6J0 W T, " < T
if gf = qf- S1m1larly, wry —wry ‘< T,. Therefore
Len(C]) — Len(C!) < T, —|—T0 |

Theorem 6. Continue with Theorem 4, the worst-case data
age of GLP,, cannot be smaller than GLP,, by more than
Be.

Proof. Let’s use two vectors U and W to denote the length of
the immediate backward job chains in GLP, and GLP,,,
respectively. For any job .J, 4, let’s use U,, and W, to
denote the length of the job chains that terminate at J,, 4, .
Following Lemma 4, we have W, — U, < B¢. Next, let’s
denote the index of the longest job chain in U and W as k,
and k,,. Then we have A = Uy, — Uy, > 0. Therefore,

— (Ug, +A) < Be— A< B¢

Wkﬂ} - UkU = Wkil) vw (25)

Theorem 7. Consider a DAG with multiple cause-effect
chains, then Theorem 4 and 6 hold for each cause-effect chain.

Proof. Because the derivation of the performance bound of
each cause-effect chain does not interfere with each other. W

Example 10. In Example 1, consider two graph last-reading
patterns GLP,, = {ELPg,(0), ELPg, (1), ELPg,(1)}
and GLP,, = {ELPg,(0), ELPg, (1), ELPg,(0)}. We
have GLP, < GLP, following Definition VIL.2. Hence,
based on Theorem 6, ]:'GLPW (i.e., the data age after opti-
mization) is guaranteed to be smaller or no larger than B¢
(Lemma 4) when compared to .7:'G LP,-

C. Skip Partial Graph Communication Patterns

Next, we generalize Theorem 4 to partial graph communi-
cating patterns. When evaluating a partial GLP’s data age, we
only consider the partial cause-effect chains formulated by the
edges contained in the partial GLP. If the partial cause-effect
chain does not include the source task of the complete chain,
we consider its data age to be 0.

Example 11. Consider a cause-effect chain 7y — 7 — 79 and
two partial GLPs pGLP, = {ELPg,(1)} and pGLP, =
{ELPg, (2)}, then the data age evaluation of pGLP, only
considers the cause-effect chain 79 — 7;. The data age of
pGLP, is 0 because it does not contain the source task 7.

Theorem 8. Theorem 4 applies to partial graph communica-
tion patterns.

Proof. Skipped due to being similar to Theorem 4. |



Definition VIL.3 (Contain, C). Consider two partial GLPs
pGLP, and pGLP,. We say pGLP,, contains pGLP,,,
denoted as pGLP, C pGLP,, if:

u?’

Example 12. Consider three partial graph last-reading pat-
terns pGLP,, = {ELPg,(0)}, pGLP, = {ELPg,(0),
ELPg, (1)} and pGLP,, = {ELPg,(1)}. Then pGLP,,
contains pGLP,, but does not contain pGLP,,.

Theorem 9. Consider two sub-chains C1 = 179 — ... — T3, and
Co = Tpr1 — ... = Tn of a cause-effect chain C = C; — Ca.
Given the same task set schedule, the worst-case data age of
Cy is no larger than C.

Proof. This theorem can be proved following the composi-
tional theorem and its generalization in Giinzel et al. [18]. W

Theorem 10. Consider two partial GLPs pGLP, C
pGLP,, the maximum data age evaluated in pGLP,,
(following Definition V.9) is no less than pGLP,,.

Proof. Direct results of Theorem 9 because the cause-effect
chains in pGLP,, have more tasks. |

D. DART-specific Symbolic Optimization Algorithm

The theorems above can be summarized as follows:

Corollary 1. Consider an optimization problem that minimizes
data age. A partial GLP pGLP; and all the other partial
GLPs that contain pGLP,; can be skipped if one of the
evaluated partial GLP pG L P ; satisfies (theorems 8 to 10):

o pGLP;’s evaluation is smaller than pGLP ;;
o pGLP, is smaller than pGLP ; (Definition VII.2);

ELP Enumeration Order. ELPs need to be ordered appropri-
ately to fully utilize the symbolic operations. When selecting
edges to add to GLPs, select the edges that are closer to the
source tasks first. After selecting an edge, first add its largest
ELP (follow Definition VII.1) into the GLP when minimizing
data age (smallest EFP first for reaction time optimization).

Pseudocode. The pseudocode for data age minimization prob-
lem is shown in Algorithm 1. The vector best_yet_obj denotes
the worst-case data age of each cause-effect chain evaluated
by the best-known GLP. In Line 10, the implementation of the
function GetBestPossibleObj follows Definition V.9 except
only considering the sub-chains contained in P;,.. The >
operator in Line 11 requires element-wise greater than to
hold. In Line 12, worsePatterns is implemented as a First-
In-First-Out queue, because recently visited GLPs have more
common ELPs with the next GLP, increasing the likelihood
of triggering the skip conditions in Corollary 1. The capacity
size is experimentally set to 50: a larger capacity incurs
more computation overhead when a communication pattern
cannot be skipped, while a smaller size implies fewer skipped
patterns. In Line 19, the function RemoveWorseELP removes
an unvisited ELP from ELP_Set if adding the ELP to P,
will make P;;. perform worse (evaluated by Corollary 1) than
at least one partial GLP in worse_patterns. This function

significantly speeds up symbolic optimization by allowing the
skipping of partial GLPs, eliminating the need to visit and
evaluate all partial and complete GLPs that contained the
skipped partial GLP.

Algorithm 1: GLPSymbOpt
Input: DAG G = (7,E), GLP P;;. = {},
best_yet_obj = {Inf,....Inf},
worsePatterns = {}, unvisited_Edge E=E(0)
Output: best_yet_obj
1 if P is complete then
2 Solve problem (10) and Update best_yet_obj
3 return
4 end
5 ELP_Set = GetAIIELP(FE)
6
7
8
9

while ELP_Set is not empty do
ELP = ELP_Set.Pop_front()

P;:..Insert(ELP)
if P;;. is feasible then
10 obj = GetBestPossibleObj(P;;. )
11 if obj > best yet_obj then
12 worsePatterns.push_back(P;;.)
13 if worsePatterns.size() > 50 then
14 ‘ worsePatterns.pop_front()
15 end
16 else
17 GLPSymbOpt(G, P;;., best_yet_obj,
worsePatterns, NextUnvisitedEdge(P;;. ))
18 end
19 ELP_Set.RemoveWorseELP(worsePatterns)
20 end
21 P;...Erase(ELP)
22 end

Example 13. In Example 1, the edge iteration order is
Ey — FE; — FE; because Ey and FE> contain the
source tasks in cause-effect chains. The first GLP to eval-
vate is GLPy, = {ELPg,(0),ELPg,(0),ELPg, (0)},
which is infeasible; The second GLP to try is GLP,=
{ELPg,(0), ELPg,(0),ELPg, (1)}, which is feasible.
Therefore, any GLPs smaller than GLP; will be skipped
based on Theorem 6. After that, only 3 GLPs have to be
evalvated: GLPy ={ELPg,(1), ELPg,(0), ELPg, (0)},
GLP; = {ELPg,(0), ELPg,(1), ELPg (0)} and
GLP,= {ELPg,(1), ELPg,(1), ELPg, (0)}. However,
neither is feasible. As a result, the number of complete GLPs
to evaluate decreases from 36 in Example 7 to only 1, although
there are 4 infeasible GLPs to skip.

Theorem 11. The difference between solutions found by
Algorithm 1 and the optimal solution to problem 5 is upper-
bounded by ... Bc, where B¢ is given by Lemma 4.

Proof. We prove the theorem under data age optimization.
Reaction time optimization can be performed similarly. Let’s
denote the optimal GLP found by Algorithm 1 as GLPAW9'*,



the optimal GLP to problem 5 as GLP*. Furthermore, we
divide all the possible complete GLPs into two sets: SV
and S**P which denote the complete GLPs evaluated during
Algorithm 1 and those skipped. We know GLPA91* ¢ geval,
If GLP* e S°%, then Algorithm 1 finds the optimal
solutilons because Algorithm 1 will select the best GLPs within
561)(1 .

If GLP* € S**7  then GLP* is skipped either based on
Theorem 6 (performance bound is provided by Theorem 7),
or based on Line 12 in Algorithm 1 (GLP* cannot achieve
better performance than GLPAY 1”‘). Therefore, the theorem
is proved. ]

E. Computation Efficiency

A simple worst-case complexity analysis when optimizing
the data age or time disparity is given as follows:

O(E) = [lpep [ELPg|

where E denotes the edges that appear in the objective func-
tion, | - | denotes the size of a set. Reaction time optimization
has a similar complexity. The analysis is pessimistic because
it is difficult to analyze the improvements brought by the
symbolic operation or the back-tracking algorithms, though
they can usually bring significant speed-up.

(26)

VIII. GENERALIZATIONS AND LIMITATIONS
A. Sporadic Tasks Optimization

Our optimization algorithms can work with cause-effect
chains that contain sporadic tasks, i.e., tasks released non-
periodically. With the help of the compositional theorem
proposed in [18], the cause-effect chain can be separated
into several sub-chains where some sub-chains do not contain
periodic tasks. The sub-chains with only periodic tasks can
still be optimized with the algorithm proposed in this paper.
However, notice that evaluating and optimizing time disparity
for sporadic tasks may not be easily applicable.

B. Other Objective Functions and Schedulability Analysis

The backtracking algorithm in Section VI-B works with
many types of objective functions and their combination.
If these objective functions can be transformed into linear
functions such as DART, then optimality is guaranteed with
good runtime speed; otherwise, the algorithm may still be
applicable (e.g., time disparity jitter), though without the
optimality guarantee. In the latter case, nonlinear optimization
algorithms [40], [41] may also be considered.

C. Pessimistic RTA and Second Step Optimization

It is difficult to directly adopt the exact schedulability
analysis [34], [35], [42] when optimizing the virtual offset
and virtual deadline because of their discrete and nonlinear
forms. Therefore, we can only guarantee optimality with the
schedulability analysis method used during optimization.

A potential solution is performing a second optimization
step to optimize only the virtual offset based on the exact
response time. The exact response time only depends on the
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virtual offset and can usually be easily obtained. Therefore,
we can utilize the exact response time to optimize the virtual
deadline to improve performance further. A limitation is that
it can only find optimal solutions within the current GCP
constraints. Therefore, in experiments, we utilize the heuristic
proposed in Maia et al. [33] for the second optimization step
if the objective functions are reaction time or data age; we
can optimize the virtual deadline following Definition V.9 for
time disparity and jitter optimization.

IX. EXPERIMENTAL RESULTS AND DISCUSSION

The optimization framework was implemented in C++ and
tested on a computing cluster (AMD EPYC 7702 CPU). The
following baseline methods are roughly ordered from least to
most effective based on some experiment performance:

o DefLET, the default LET model.

Martinez18, an offset optimization method [11] for LET.
Bradatsch16, it shrinks the length of LET interval to the
worst-case response time; the offset is 0 [32].

Implicit, implicit communication following [3].

Maia23, it uses the smallest relative start time and biggest
relative finish time of each task as the LET interval [33]. We
did not compare their JLD optimization algorithm because
it changes the scheduling algorithm.

fLET_GCP_Enum, from Section VI-A.
fLET_GCP_Backtracking_LP, from Section VI-B.
fLET_GCP_SymbOpt, Algorithm 1.

fLET_GCP_Extra, from Section VIII-C.

All the involved LP problems are solved by CPLEX [43]. The
full experiments can be reproduced following the repository:
https:github.com/zephyrO6/LET_OPT.

DBP is not included in our comparison, as it is proven to
perform worse than implicit communication theoretically [2].

In experiments, the task set is scheduled by the rate-
monotonic algorithm. A safe response time analysis (RTA)
is used to obtain the response time R; for task 7; [44]:

R;
Ri = Ci+ Z f?j]cj
J€hp(d)
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where hp(i) denotes the tasks with higher priority than ;.

The time limit for optimizing one task set is 1000 seconds.
If not time out, Martinez18 finds optimal offset assignments;
fLET_GCP optimization algorithms find the optimal virtual
offset and virtual deadline with respect to the RTA (27).

To maximize the chance of finding a feasible solution
within a limited time, the GCP optimization algorithms first
evaluate the GCP of the default LET; after that, they follow
the searching order mentioned in Section VII-D.

A. Task Set Generation

The DAG task sets are generated following the WATERS
Industry Challenge [45]. Task periods are randomly gener-
ated from a predefined set {1, 2,5, 10, 20, 50, 100, 200, 1000}
whose relative probability distribution {3, 2, 2, 25, 25, 3, 20,
1, 4} [45]. The task set utilization is randomly selected from
[0.5,0.9] x m, where m is the number of cores (m = 4
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Figure 5: Relative performance gap and runtime

(h) Time Disparity and Jitter

(i) Time Disparity and Jitter

(log scale) when optimizing different performance metrics individually. fLET

outperforms other communication protocols and state-of-the-art optimization algorithms while offering broader applicability.

in our case). In high-utilization task sets, the utilization is
always 0.9m. Each task 7;’s execution time C; is generated
by Uunifast [46] except that each task’s utilization is no larger
than 100%. The deadline D" is set as the period T;.

The DAG structure is generated following He et al. [47].
Random edges are added from one task to another with 0.9
probabilities (task sets with many cause-effect chains cannot
be generated with smaller probabilities). After generating the
DAG, we randomly select source and sink nodes and use the
shortest path algorithm by Boost Graph Library [48] to gener-
ate random cause-effect chains. The length and the activation
pattern distributions of the cause-effect chains follow Table VI
and Table VII in Kramer et al. [45]. To generate many random
task sets while simultaneously satisfying the two distribution
requirements, we first generate many random task sets with
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random cause-effect chains, calculate the likelihood for each
task set, and then sample 1000 random task sets weighted by
the likelihood for each V. The task sets used in our experiment
follow a similar distribution pattern as in Kramer et al. [45].

We generate 1000 random task sets for a given number of
tasks within a task set. Each task set 7 of IV tasks has 1.5V
to 3N random cause-effect chains. For example, there are 31
to 63 cause-effect chains when there are 21 tasks in the task
set (following Hamann et al. [49]). All the generated task sets
are schedulable based on RM.

There are always 21 tasks in each task set when optimizing
the time disparity and jitter. However, the maximum number of
source tasks varies from 2 to 9 following ROS [25]. Besides,
we randomly select 1 to 4 merges to constitute the objective
function (6). The weight in the objective function (6) is 1.



Table III: Autonomous robot case study results

DefLET Martinez18  Bradatsch16  Implicit Maia23  fLET _Enum fLET_Backtracking fLET_SymbOpt
Reaction Time (ms) 4040 N/A 3237 3237 3237 2725 2725 2725
Data Age (ms) 5000 5000 4197 4197 4197 3685 3685 3685
Sensor Fusion, Jitter (ms) 1500, 1500 N/A N/A 1712, 1500  N/A 1461, 1422 1461, 1422 1461, 1422

Since finding optimal time disparity jitter is computationally
expensive (Observation 1), we optimize only time disparity
when evaluating a GLP (Definition V.9) for better efficiency
in experiments. We then select the GLP with minimum time
disparity and weighted jitter as the final solution. Therefore,
optimality for the objective function (6) is not guaranteed,
though it is possible by solving mixed-integer programming.

Fig. 5 shows the runtime speed and the performance gap of
a method against the default LET, which is defined as

]:method - ]:defLET

x 100% (28)

FaefLET
Reaction time and data age optimization results are very
similar, so we only show one of them under the same situation.

B. Autonomous Robot Case Study

We performed a realistic case study following the au-
tonomous robot system built in Sifat et al. [50]. The com-
putation tasks and their dependency relationship are shown
in Fig. 6. The tasks are executed in a real embedded system
(NVIDIA Jetson AGX Xavier), and their WCET and period
are shown in Table. IV. The tasks adopt implicit deadlines.
The end-to-end latency is measured for the critical cause-
effect chain: SLAM — Path Planning — Control. The original
paper [50] does not consider time disparity, so we selected
a reasonable merge (Depth Estimation and Path Planning to
Control) to conduct experiments on time disparity and jitter.
The results are shown in Table. III.

Depth Estimation
(vs, Computing, GPU )

YOLO-DynaSLAM
(v, Computing, CPU )

RRT Path Planning
(v, Computing, GPU)

Model Predictive Control

Camera Images .
I— (s, Computing, CPU )

Robot state
trajectory

Task Allocation(TSP)

(v, Computing, CPU ) Allocated tasks

Tasks/jobs

Figure 6: Autonomous robot tasks’ dependency graph, [50].

Table IV: Autonomous robot computing tasks

Task Period (ms) WCET (ms)
SLAM 1000 500

Path Planning 2000 1188
Control 40 37

Task Allocation 10000 10000
Depth Estimation 500 400

C. Performance Analysis

1) fLET vs Other Communication Mechanisms: The per-
formance improvements and the extra time determinism ben-
efits make fLET more competitive than other communication
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mechanisms, such as default LET and implicit communication,
especially when the end-to-end latency metrics are important.
Furthermore, fLET maintains the extra time determinism ben-
efits that implicit communication does not have.

2) fLET Optimization Algorithms: In experiments, the sub-
optimality gap in Theorem 11 is typically under 1%. Mean-
while, the symbolic operation brings 2x to 30x speed-up com-
pared with the backtracking algorithm. The speed advantages
are crucial for large task sets or situations with tight time
budgets because the algorithm performance may otherwise
seriously degrade (e.g., Martinez18 and fLET_GCP_Enum).

3) Multi-objective optimization: In Fig. 5g, the time dispar-
ity results nearly overlap between w = 0 and w = 1, so we
only show the results for w = 1. Fig. 5g and Sh show that the
fLET optimization algorithms effectively balance conflicting
goals (time disparity and jitter). Although they cannot guaran-
tee optimality when jitter is present in the objective functions,
fLET still significantly outperforms the baseline methods. It
is also interesting to note that optimizing the data age often
inherently optimizes the reaction time and vice versa. This
observation is consistent with the recent work [24], which
proves that the maximum reaction time is equivalent to the
maximum data age (note that they use a slightly different
definition than those introduced in Section III).

4) Pessimistic vs exact RTA: Performing extra optimization
with the exact RTA brings big performance improvements
when optimizing time disparity and jitter (TDJ). In contrast,
the improvements when optimizing DART are more limited.
This is probably because TDJ is more “nonlinear” than DART
(Theorem 1) and more challenging to optimize.

5) Time-out issue: Despite the possibility for timeouts
as systems scale, Fig. 5 shows that substantial performance
improvements are still attainable even if the fLET optimization
algorithms did not finish within the time limits.

X. CONCLUSIONS AND FUTURE WORK

In this paper, we propose novel optimization algorithms to
optimize both the reading and writing time of the LET model,
improving the system performance with dataflow determinism
preserved. In particular, the optimization problem is reformu-
lated to optimize communication patterns, which can be solved
efficiently with LP while supporting the optimization of many
metrics, such as end-to-end latency, time disparity, and its
jitter. We also introduce novel symbolic operations and prove
bounded suboptimality when minimizing the worst-case data
age or reaction time. Experimental results highlight significant
performance improvement over other communication mecha-
nisms (implicit communication and DBP) and state-of-the-art
LET extensions.
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